The four important collection type objects in python are

1. List

2. Set

3. Tuple

4. Dictionary

List :

The most commonly used data structures in python is Lit.

List is a collection of elements can be of different data types.

Elements in list separated with comma(,) operator.

List elements can be processed using their index starting from 0.

>>> l1=[10,20,30]

>>> l2=[10, 'g' , 34.56 , "Python"]

>>> print(l1)

[10, 20, 30]

>>> print(l2)

[10, 'g', 34.56, 'Python']

>>> print(l1[1] , l2[3])

20 Python

Note : List is ordered collection and allow duplicates

>>> list = [10, 10, 10]

>>> print(list)

[10, 10, 10]

Functions of List:

>>> list = [10,20]

>>> print(list)

[10, 20]

append() : Add an element in the list

>>> list.append(30)

>>> list.append(40)

>>> print(list)

[10, 20, 30, 40]

insert() : insert an element @ specified location

>>> list.insert(2,100)

>>> print(list)

[10, 20, 100, 30, 40]

pop() : return last element in the list

(or) return element if we specify index

>>> print(list)

[10, 20, 100, 30, 40]

>>> list.pop()

40

>>> list.pop(1)

20

>>> print(list)

[10, 100, 30]

count() : returns count of specified element (duplicates)

>>> list = [10,20,10,40,10,50]

>>> list.count(10)

3

remove() : removes specified element in the given list

>>> list.remove(10)

>>> print(list)

[20, 10, 40, 10, 50]

copy() : removes a copy of specified list

>>> li = list.copy()

>>> print(li)

[20, 10, 40, 10, 50]

extend() : add all the elements of specified list at the end of this list

>>> print(list)

[20, 10, 40, 10, 50]

>>> print(li)

[20, 10, 40, 10, 50]

>>> li.extend(list)

>>> print(li)

[20, 10, 40, 10, 50, 20, 10, 40, 10, 50]

clear() : removes all the elements from the specified list

>>> print(list)

[20, 10, 40, 10, 50]

>>> list.clear()

>>> print(list)

[]

del : a pre-defined keyword is used to delete the objects(here list)

>>> del li

>>> print(li)

NameError: name 'li' is not defined

Indexing and Slicing :

We can access the elements either by using its index.

We can access a set of elements at a time using slicing concept.

>>> list = [10,20,30,40,50]

>>> list[2]

30

>>> list[2:4]

[30, 40]

>>> list[:4]

[10, 20, 30, 40]

>>> list[2:]

[30, 40, 50]

>>> list[-1]

50

>>> list[-2]

40

>>> list[-3:4]

[30, 40]

>>> list[-3:]

[30, 40, 50]

reverse() : reverse the list

sort() : sort the elements

>>> list=[10,20,30,40,50]

>>> list.reverse()

>>> print(list)

[50, 40, 30, 20, 10]

>>> list.sort()

>>> print(list)

[10, 20, 30, 40, 50]

List is mutable, Hence if we modify the list address will not be changed

>>> list=[10,20,30]

>>> id(list)

71777098760

>>> list.append(40)

>>> id(list)

71777098760

If list element can be modified and if it is immutable(int, str....), the address of element will be changed:

>>> list = [10,20,30]

>>> id(list[1])

1629338672

>>> list[1] = list[1]+30

>>> print(list)

[10, 50, 30]

>>> id(list[1])

1629339632

If list element is mutable and if we modify, the address will not be changed

>>> l1=[10,20,30]

>>> l2=[40,50]

>>> l3=[l1,l2]

>>> print(l3)

[[10, 20, 30], [40, 50]]

>>> l3[1]

[40, 50]

>>> id(l3[1])

71777021448

>>> l3[1].append(60)

>>> l3[1]

[40, 50, 60]

>>> id(l3[1])

71777021448

Nested list : Defining a list inside another list.

>>> list=[10,20,[30,40]]

>>> print(list[1])

20

>>> print(list[2])

[30, 40]

>>> print(list[2][0])

30

>>> print(list[2][1])

40

>>> list = [10,[20,[30,40],50],60]

>>> list[0]

10

>>> list[1][0]

20

>>> list[2]

60

>>> list[1][1]

[30, 40]

>>> list[1][1][1]

40

Tuple collection

**Tuple:**

* Tuple is a list of elements.
* Tuple can store heterogeneous elements.
* It is Similar to List.
* Tuple is Immutable, hence we cannot modify elements.

>>> tuple=(10,34.56,'python')

>>> print(tuple)

(10, 34.56, 'python')

Duplicates allowed into tuple:

>>> tuple=(10,20,30,10)

>>> print(tuple)

(10, 20, 30, 10)

Tuple can be created from another tuple elements or by the combination of more than one tuple collection

>>> t1 = (10,20,30)

>>> t2 = (40,50,60)

>>> t3=t1+t2

>>> print(t3)

(10, 20, 30, 40, 50, 60)

>>> t1=t1+t2

>>> print(t1)

(10, 20, 30, 40, 50, 60)

Tuple is Immutable , hence we cannot modify the tuple.

>>> tuple = (10,20,30)

>>> tuple.count(10)

1

>>> tuple.index(10)

0

Tuple elements can be mutable like list-collection.

>>> tuple = (10,[20,30])

>>> tuple[1].append(40)

>>> tuple[1]

[20, 30, 40]

Hence we cannot modify tuple element if it is immutable.

>>> print(tuple)

(10, 20, 30, 10)

>>> tuple[1]

20

>>> tuple[1] += 20

TypeError: 'tuple' object does not support item assignment

Set collection

* Set object is a collection of elements in Python.
* A set is an unordered collection.

Creating set:

* Set elements separated with comma(,) and surrounded with curly braces{ }
* We can create set also by using the built-in function set().
* It can have any number of items and they may be of different types (integer, float, tuple, string etc.).

>>> set={10,20,30,40,50}

>>> print(set)

{40, 10, 50, 20, 30}

* Set doesn’t allow duplicate elements.
* Main advantage of Set is eliminating duplicate entries.
* Every element is unique (no duplicates)

>>> set={10,20,30,10}

>>> print(set)

{10, 20, 30}

Set is mutable, hence we can modify set by adding and deleting the elements:

>>> set = {10,20,30,40}

>>> print(set)

{40, 10, 20, 30}

>>> set.add(50)

>>> print(set)

{40, 10, 50, 20, 30}

>>> set.pop()

40

>>> print(set)

{10, 50, 20, 30}

* But a set cannot have a mutable element, like [list](https://www.programiz.com/python-programming/list).
* Every element is unique (no duplicates) and must be immutable (which cannot be changed).
* However, the set itself is mutable. We can add or remove items from it.

>>> list=[10,20,30]

>>> set={10,20,list}

TypeError: unhashable type: 'list'

Update() : Takes the set of elements and add into this set.

>>> s = {10,20,30}

>>> s.update({40,50})

>>> print(s)

{40, 10, 50, 20, 30}

Removing elements :

Remove() : removes specified element and returns error if not present

Discard() : removes specified element and remains unchanged if element is not present.

**Creating an empty set is a bit tricky:**

* Empty curly braces {} will make an empty dictionary in Python.
* To make a set without any elements we use the set() function without any argument.

>>> a = { }

>>> print(type(a))

<class 'dict'>

>>> a = set()

>>> print(type(a))

<class 'set'>

* Sets are mutable. But since they are unordered, indexing has no meaning.
* We cannot access or change an element of set using indexing or slicing.
* Set does not support indexing.

>>> my\_set = {10,20,30}

>>> print(my\_set)

{10, 20, 30}

>>> print(my\_set[0])

TypeError: 'set' object does not support indexing

Set operations:

>>> a = {1,2,3,4,5}

>>> b = {3,4,5,6,7}

>>> a&b # returns values present in both a and b

{3, 4, 5}

>>> a|b # returns values present either in a or b

{1, 2, 3, 4, 5, 6, 7}

>>> a^b

{1, 2, 6, 7}

>>> a-b # returns all the elements after removing combined elements of a and b

{1, 2}

Python Set Operations

* Sets can be used to carry out mathematical set operations like union, intersection, difference and symmetric difference.
* We can do this with operators or methods.
* Let us consider the following two sets for the following operations.

>>> A = {1, 2, 3, 4, 5}

>>> B = {4, 5, 6, 7, 8}

Set Union

* Union of A and B is a set of all elements from both sets.
* Union is performed using | operator. Same can be accomplished using the method union().
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# initialize A and B

A = {1, 2, 3, 4, 5}

B = {4, 5, 6, 7, 8}

# use | operator

print(A | B)

# Output: {1, 2, 3, 4, 5, 6, 7, 8}

# use union function

>>> A.union(B)

{1, 2, 3, 4, 5, 6, 7, 8}

# use union function on B

>>> B.union(A)

{1, 2, 3, 4, 5, 6, 7, 8}

Set Intersection

* Intersection of A and B is a set of elements that are common in both sets.
* Intersection is performed using & operator. Same can be accomplished using the method intersection().
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# initialize A and B

A = {1, 2, 3, 4, 5}

B = {4, 5, 6, 7, 8}

# use & operator

# Output: {4, 5}

print(A & B)

# use intersection function on A

>>> A.intersection(B)

{4, 5}

# use intersection function on B

>>> B.intersection(A)

{4, 5}

Set Difference

* Difference of A and B (A - B) is a set of elements that are only in A but not in B. Similarly, B - A is a set of element in B but not in A.
* Difference is performed using - operator. Same can be accomplished using the method difference().

![Set Difference in Python](data:image/jpeg;base64,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)

# initialize A and B

A = {1, 2, 3, 4, 5}

B = {4, 5, 6, 7, 8}

# use - operator on A

# Output: {1, 2, 3}

print(A - B)

# use difference function on A

>>> A.difference(B)

{1, 2, 3}

# use - operator on B

>>> B - A

{8, 6, 7}

# use difference function on B

>>> B.difference(A)

{8, 6, 7}

Set Symmetric Difference

* Symmetric Difference of A and B is a set of elements in both A and B except those that are common in both.
* Symmetric difference is performed using ^ operator. Same can be accomplished using the method symmetric\_difference().
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# initialize A and B

A = {1, 2, 3, 4, 5}

B = {4, 5, 6, 7, 8}

# use ^ operator

# Output: {1, 2, 3, 6, 7, 8}

print(A ^ B)

# use symmetric\_difference function on A

>>> A.symmetric\_difference(B)

{1, 2, 3, 6, 7, 8}

# use symmetric\_difference function on B

>>> B.symmetric\_difference(A)

{1, 2, 3, 6, 7, 8}

>>> del set

>>> s = set()

>>> type(s)

<class 'set'>

>>> a = {1,2,3,4,5}

>>> b = {3,4,5,6,7}

>>> a.union(b)

{1, 2, 3, 4, 5, 6, 7}

>>> a.difference(b)

{1, 2}

>>> a.intersection(b)

{3, 4, 5}

>>> a.symmetric\_difference(b)

{1, 2, 6, 7}

>>> a.difference\_update(b)

>>> print(a)

{1, 2}

>>> a = {1,2,3,4,5}

>>> b = {3,4,5,6,7}

>>> a.symmetric\_difference\_update(b)

>>> print(a)

{1, 2, 6, 7}

>>> print(b)

{3, 4, 5, 6, 7}

**Set Methods:**

* There are many set methods, some of which we have already used above.
* Here is a list of all the methods that are available with set objects.

|  |  |
| --- | --- |
| **Python Set Methods** | |
| Method | Description |
| [add()](https://www.programiz.com/python-programming/methods/set/add) | Add an element to a set |
| [clear()](https://www.programiz.com/python-programming/methods/set/clear) | Remove all elements form a set |
| [copy()](https://www.programiz.com/python-programming/methods/set/copy) | Return a shallow copy of a set |
| [difference()](https://www.programiz.com/python-programming/methods/set/difference) | Return the difference of two or more sets as a new set |
| [difference\_update()](https://www.programiz.com/python-programming/methods/set/difference_update) | Remove all elements of another set from this set |
| [discard()](https://www.programiz.com/python-programming/methods/set/discard) | Remove an element from set if it is a member. (Do nothing if the element is not in set) |
| [intersection()](https://www.programiz.com/python-programming/methods/set/intersection) | Return the intersection of two sets as a new set |
| [intersection\_update()](https://www.programiz.com/python-programming/methods/set/intersection_update) | Update the set with the intersection of itself and another |
| [isdisjoint()](https://www.programiz.com/python-programming/methods/set/isdisjoint) | Return True if two sets have a null intersection |
| [issubset()](https://www.programiz.com/python-programming/methods/set/issubset) | Return True if another set contains this set |
| [issuperset()](https://www.programiz.com/python-programming/methods/set/issuperset) | Return True if this set contains another set |
| [pop()](https://www.programiz.com/python-programming/methods/set/pop) | Remove and return an arbitary set element. Raise KeyErrorif the set is empty |
| [remove()](https://www.programiz.com/python-programming/methods/set/remove) | Remove an element from a set. If the element is not a member, raise a KeyError |
| [symmetric\_difference()](https://www.programiz.com/python-programming/methods/set/symmetric_difference) | Return the symmetric difference of two sets as a new set |
| [symmetric\_difference\_update()](https://www.programiz.com/python-programming/methods/set/symmetric_difference_update) | Update a set with the symmetric difference of itself and another |
| [union()](https://www.programiz.com/python-programming/methods/set/union) | Return the union of sets in a new set |
| [update()](https://www.programiz.com/python-programming/methods/set/update) | Update a set with the union of itself and others |

**Set Membership Test:** We can test if an item exists in a set or not, using the keyword in.

# initialize my\_set

my\_set = set("apple")

# check if 'a' is present

print('a' in my\_set)

# Output: True

# check if 'p' is present

print('p' not in my\_set)

# Output: False

**Python Frozenset :**

* Frozenset is a new class that has the characteristics of a set, but its elements cannot be changed once assigned.
* While tuples are immutable lists, frozen sets are immutable sets.
* Sets being mutable are unhashable, so they can't be used as dictionary keys.
* On the other hand, frozensets are hashable and can be used as keys to a dictionary.
* Frozensets can be created using the function frozenset().
* This datatype supports methods like copy(), difference(), intersection(), isdisjoint(), issubset(), issuperset(), symmetric\_difference() and union(). Being immutable it does not have method that add or remove elements.

# initialize A and B

A = frozenset([1, 2, 3, 4])

B = frozenset([3, 4, 5, 6])

>>> A.isdisjoint(B)

False

>>> A.difference(B)

frozenset({1, 2})

>>> A | B

frozenset({1, 2, 3, 4, 5, 6})

>>> A.add(3)

...

AttributeError: 'frozenset' object has no attribute 'add'

Dictionaries

* Another useful data type built into Python is the dictionary (see [Mapping Types — dict](https://docs.python.org/3/library/stdtypes.html#typesmapping)).
* Unlike sequences, which are indexed by a range of numbers, dictionaries are indexed by keys, which can be any immutable type; strings and numbers can always be keys.
* Tuples can be used as keys if they contain only strings, numbers, or tuples; if a tuple contains any mutable object either directly or indirectly, it cannot be used as a key.
* You can’t use lists as keys, since lists can be modified in place using index assignments, slice assignments, or methods like append() and extend().
* It is best to think of a dictionary as an unordered set of key: value pairs, with the requirement that the keys are unique (within one dictionary).
* A pair of braces creates an empty dictionary: {}.
* Placing a comma-separated list of key:value pairs within the braces adds initial key:value pairs to the dictionary; this is also the way dictionaries are written on output.
* The main operations on a dictionary are storing a value with some key and extracting the value given the key.
* It is also possible to delete a key:value pair with del. If you store using a key that is already in use, the old value associated with that key is forgotten.
* It is an error to extract a value using a non-existent key.
* Performing list(d.keys()) on a dictionary returns a list of all the keys used in the dictionary, in arbitrary order (if you want it sorted, just usesorted(d.keys()) instead).
* To check whether a single key is in the dictionary, use the [in](https://docs.python.org/3/reference/expressions.html#in) keyword.

>>> d = {10:"One" , 20:"Two", 30:"Three"}

>>> print(d)

{10: 'One', 20: 'Two', 30: 'Three'}

>>> d.keys()

dict\_keys([10, 20, 30])

>>> d.items()

dict\_items([(10, 'One'), (20, 'Two'), (30, 'Three')])

>>> d.values()

dict\_values(['One', 'Two', 'Three'])

We cannot store duplicate keys, elemens will be replaced if we try:

>>> d = {10:20 , 10:30}

>>> print(d)

{10: 30}

We can store duplicate elements with unique keys

>>> d = {10:20 , 20:20}

>>> print(d)

{10: 20, 20: 20}

Keys must be immutable. Hence we cannot store list as key but tuple can be used.

>>> d = {10:"One", (20,30):"Two"}

>>> print(d.get(10)) # get returns the value associated with specified key.

One

>>> print(d.get("Two"))

None

Pop() : removes the element associated with specified key

>>> print(d.pop(10))

One

>>> print(d)

{(20, 30): 'Two'}

>>> d = {10,20,[30,40]}

TypeError: unhashable type: 'list'

Update() : we can update the list by adding one dictionary to another dictionary

>>> d = {10:"Two" , 20:"Two", 30:"Three"}

>>> d.update({40:"Four"})

>>> print(d)

{10: 'Two', 20: 'Two', 30: 'Three', 40: 'Four'}

Iterating elements:

>>> d = {10:"Two" , 20:"Two", 30:"Three"}

>>> for key in d:

print(key)

10

20

30

>>> for key in d:

print(d.get(key))

Two

Two

Three