**OpenGL 초기화**

OpenGL의 초기버전에서 사용한 함수 세트는 현대 OpenGL의 함수 세트와는 매우 다르다.

OpenGL은 3개의 프로파일을 지원한다.(코어, 호환성, ES)

파라미터 설정을 위해 SDL\_GL\_SetAttribute(설정할 속성,해당 속성의 값); 함수를 호출한다.

Context는 OpenGL이 인식하는 모든 상태나 오브젝트를 포함하는 OpenGL의 세계이다. 색상깊이, 로드된 이미지나 모델, 그리고 여러 다양한 OpenGL 오브젝트를 포함한다.

윈도우를 생성하고 제거하는 것처럼 OpenGL 콘텍스트를 소멸자에서 제거해야 한다.

**삼각형 기초**

현대의 그래픽 하드웨어에서는 폴리곤 렌더링이 매우 효율적이어서 2D이든 3D이든 최근의 모든 게임에서는 궁극적으로 폴리곤을 사용한다.

다른 3D 그래픽 테크닉과 비교해보면 폴리곤은 런타임 시 많은 계산이 필요하지 않다.

크기를 가변적으로 조절할 수 있다.

대부분의 3D오브젝트를 폴리곤으로 표현할 수 있다.

그 중 삼각형은 3개의 버텍스만 필요로 하고 그렇기 때문에 한 평면안에만 놓일 수 있다.

삼각형은 쉽게 테셀레이션이 가능하다(복잡한 3D물체를 여러 개의 삼각형으로 쉽게 나눌 수 있다.)(다른 폴리곤(ex. 사각형)이 한 평면상에 놓일 수 있다면 다른 폴리곤도 사용 가능)

정규화된 장치 좌표

OpenGL에서는 정규화된 장치 좌표를 사용한다. 윈도우의 중심이 장치좌표의 중심

버텍스 버퍼와 인덱스 버퍼

여러 갱의 삼각형으로 구성된 3D 모델이 있다고 하면 메모리상에 저장해야 하는데 가장 간단한 방법은 인접한 배열이나 버퍼 형태로 직접 저장하는 것이다.

하지만 버텍스의 배열은 일부 중복 데이터를 갖고 있다. 해결 방법으로 버텍스 버퍼에는 3D 기하에서 사용한 고유한 좌표만을 담고 버퍼에 인덱스를 붙인다. 인덱스 버퍼는 인덱스 3개로 구성된 개별 삼각형 정보를 배열 형태로 저장한다.

**셰이더**

현대의 그래픽스 파이프라인은 단순히 버텍스/ 인덱스 버퍼만 제공받아서 삼각형을 그리는 것이 아니라 삼각형은 고정된 색상으로 그릴 것인지, 텍스처에서 얻은 색상을 버텍스에 사용할 것인지, 그려야하는 모든 픽셀에 광원 계산을 할 것인지 등 어떻게 버텍스를 그려야 할지 지정하는 작업이 필요하다.

셰이더 프로그램은 그래픽 하드웨어 상에서 특정 태스크를 수행할 때 실행되는 작은 프로그램으로 자신만의 메인 기능을 가진 별도의 프로그램이다.

버텍스 셰이더

버텍스 셰이더 프로그램은 그려질 모든 삼각형의 모든 버텍스에 대해 한 번 씩 실행된다.

버텍스 셰이더는 입력으로 버텍스 속성 데이터를 받아서 적절하게 수정한다.

프래그먼트 셰이더

삼각형의 버텍스가 버텍스 셰이더를 거친 후에 OpenGL은 삼각형에 해당하는 픽셀이 어떤 색상을 가지는지를 결정해야 한다. 삼각형을 픽셀로 변환하는 과정을 래스터 변환이라 한다.

프래그먼트 셰이더의 역할을 각 픽셀의 색상을 결정하는 것이다. 따라서 모든 픽셀마다 한 번씩 실행된다. 이 색상은 텍스처나 색상, 재질 같은 표면 속성을 고려해서 결정된다.조명이 존재한다면 광원계산도 고려해야한다.

셰이더 로딩

고수준 레벨에서는 다음과 같은 단계를 수행해야 한다.

1. 버텍스 셰이더를 로드하고 컴파일 한다.
2. 프래그먼트 셰이더를 로드하고 컴파일한다.
3. 2개의 셰이더를 ‘셰이더 프로그램’에 서로 연결시킨다.

**변환의 기초**

한 유형의 오브젝트에 대해 여러 번 사용하는 경우(위치나 회전값이 다른 상태로) 각 오브젝트에 버텍스 버퍼를 하나씩 대응시키는 것보다 하나의 버텍스 버퍼를 재사용하는 것이 효율적이다.(2D나 3D 모두)

오브젝트 공간

3D 모델링 프로그램을 사용해서 3D 오브젝트를 만들 때 일반적으로는 정규화된 장치 좌표로 버텍스 위치를 나타내지 않는다. 대신 위치는 오브젝트 그 자체의 임의의 원점에 상대적이다.(오브젝트의 중심) 이 오브젝트 그 자체에 대한 상대적인 좌표 공간을 오브젝트 공간 또는 모델공간 이라고 한다.

게임을 실행하면 각각의 고유모델은 자신의 버텍스 배열 개체(VAO)에 로드되고 장면을 그릴 때 각 오브젝트의 버텍스는 버텍스 셰이더로 전달된다. 하지만 버텍스 위치를 수정없이 직접 프래그먼트 셰이더에 넘긴다면 문제가 된다. 이 버텍스 위치는 정규화된 장치 좌표로서 기대되지만 직접 넘긴 버텍스 모델 좌표는 NDC가 아니라 오브젝트의 상대적인 좌표이다. 그대로 넘기면 안된다.

세계 공간

각 인스턴스를 그릴 때는 각 오브젝트에 대해 같은 버텍스 배열 개체를 사용한다.

그러나 이제 각 인스턴스는 오브젝트 공간 좌표를 세계공간으로 변환하는 방법을 지정하는 추가적인 정보가 더 필요하다. 이 여분의 데이터는 인스턴스를 그릴 때 버텍스 셰이더로 보낼 수 있으며, 버텍스 셰이더가 필요에 따라 버텍스 좌표를 보정하는데 쓰인다.

세계 공간으로 변환

좌표공간을 변환할 때는 두 좌표 공간 사이에 기저 벡터가 같은지 또는 그렇지 않은지를 알아야 한다.(+y가 두 좌표공간에서 동일한 방향인지 등)

변환할 때 한가지 방법은 정확한 버텍스 위치를 계산하기 위해 대수 방정식을 사용하는 것이다.

이동

이동은 점을 변환시키거나 오프셋값으로 이동시킨다.

점(x,y)가 주어졌을 때 다음 방정식을 사용하면 오프셋 (a,b)만큼 점을 이동시킬 수 있다.

X’ = x+a, Y’ = y +b

스케일

스케일을 삼각형에 적용하면 삼각형의 크기는 커지거나 작아진다.

균등 스케일에서는 버텍스의 각 요소에 같은 스케일 팩터 s를 사용해서 스케일한다.

X’ = x \* s, Y’ = y \* s

비균등 스케일에서는 각 요소에 대해 별도의 스케일 팩터(sx, sy)를 곱한다.

회전

사인과 코사인을 사용하면 다음과 같이 임의의 점 (x,y)를 각도 θ 만큼 회전시키는 공식은 다음과 같다.

X’ = xcos θ - ysin θ, Y’ = xsin θ + ycos θ

단위 원에서 처럼 각도 θ는 반시계방향 회전을 나타낸다. 회전은 원점기준이다.

변환을 결합

앞의 수식들은 각 변환을 독립적으로 적용하지만 동일한 버텍스에 대해서는 여러변환을 동시에 적용하는 것이 일반적이다.

변환 순서가 중요하므로 일관성 있는 순서를 갖는 것이 중요하다. 오브젝트 공간에서 세계공간으로의 변환에서는 항상 스케일, 회전, 이동순으로 변환을 적용하자.

방정식 통합에 따른 문제

오브젝트 공간에서 임의의 버텍스를 얻어서 각 요소에 방적식을 적용하면 세계공간으로 변환된 임의의 스케일, 회전, 위치를 가진 버텍스를 얻을 수 있었다. 하지만 변환만 할 뿐 세계 공간의 좌표는 장치 좌표에 대해 정규화 되어 있지 않으므로 여전히 버텍스 셰이더에서는 많은 변환을 적용해야 한다.

**행렬과 변환**

행렬은 m행과 n열이 있는 값의 격자다. 컴퓨터 그래픽스 분야에서는 행렬을 사용해서 변환을 표현한다.

행렬 곱셈

= (왼쪽행렬의 열의 수는 오른쪽 행렬의 행의 수와 같아야 한다.)

행렬 곱셈은 결합은 가능하지만 교환은 가능하지 않다. (AB != BA), A(BC) = (AB)C

행렬을 사용한 점의 이동

변환측면에서 보면 행렬은 임의의 점으로 표현하는 것이 가능하다. (행 또는 열로 표현 가능) 일관된 하나의 방식을 사용하는 것이 중요하다.

변환행렬 T가 있다고 할 때 점p가 행일 때 와 열일 때 곱한 결과가 서로 다르다.

컴퓨터 그래픽스에서는 리소스나 그래픽 API에 따라 행 벡터 혹은 열 벡터를 사용한다.

트랜스포즈를 각 변환행렬에 적용하면 행 벡터를 열 벡터로, 혹은 그 반대로 전환하는 것이 가능하다.
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항등행렬은 대문자 I로 표시되는 특별한 유형의 행렬이다. 같은 수의 행과 열을 가지고 대각선은 1을, 대각선을 제외하고는 0의 값을 갖는다. 항등행렬은 임의의 행렬과 곱하면 행렬은 변경되지 않는다.

세계 공간으로 변환, 재검토

스케일 행렬

스케일 변환을 적용하기 위해 2X2 스케일 행렬을 사용한다.

S(sx,sy) =

회전 행렬

2D 회전 행렬은 θ로 z축에 대한 회전을 나타낸다. R(θ) =

이동 행렬

2X2 행렬은 2D 스케일 및 회전 행렬의 표현이 가능하지만 2X2크기로는 일반적인 2D 이동 행렬을 표현할 방법이 없다. 유일한 방법은 3X3 행렬로 표현하는 것이다.

T(a,b) =

그러나 1X2행렬은 충분한 열을 가지고 있지 않아서 3X3과 곱할 수 없기 때문에 행 벡터에 추가 열을 더해서 1X3 행 벡터로 만드는 것이 유일한 방법이다.

동차좌표는 n차원 공간을 나타내기 위해 n+1 요소를 사용하기 때문에 2D는 3개요소를 사용한다. 추가된 세번째 요소는 3D공간을 나타내기 위함이 아니기 때문에 w요소라 한다. (x,y,w)

변환 결합

스케일 및 회전 변환을 동차 좌표로 동작하는 3X3 행렬로 표현해야 한다.

오브젝트 공간에서 세계 공간으로 변환하는 이 결합 행렬은 세계 변환 행렬이다.

스케일, 회전, 이동 순으로 곱한다. S(sx,sy) \* R(θ) \* T(a,b)

세계 변환을 액터에 추가