Final Project - Bank Dataset

Aaron Abromowitz, Stephanie Duarte, Dammy Owolabi

2024-04-20

Youtube Link: <https://youtu.be/oeHvLTXBvNQ?si=Wxctb9p1mOr-wJOV>

# EDA

The first thing that is done when you get a dataset is to peform an Exploratory Data Anslysis, to see what characteristics the data has. The variable we are trying to predict is the y column whic represents if the client has subscribed to a term deposit. The possible values are “yes” or “no”.

## Create training and test set

Going forward, we will use the training set for all analysis and model building. The test set will be used at the end to get metrics for the various models we create.

# Pull in data  
data<-read.csv('https://raw.githubusercontent.com/stedua22/6372-Project-2/main/bank-additional-full.csv',stringsAsFactors = T, sep=";")  
  
# Set levels to use for later  
data$y <- relevel(data$y, ref="yes")  
data$month <- factor(data$month, levels=c('mar','apr','may','jun','jul','aug','sep','oct','nov','dec'))  
data$day\_of\_week <- factor(data$day\_of\_week, levels=c('mon','tue','wed','thu','fri'))  
  
# Duration was removed since the dataset explanation file said that it was created after y variable was known, so shouldn't be used for prediction.  
data$duration <- c()  
  
# Create the train and test split  
train\_perc <- .8  
set.seed(1234)  
train\_indices <- sample(nrow(data), floor(train\_perc \* nrow(data)))  
train\_data <- data[train\_indices, ]  
nrow(train\_data)

## [1] 32950

test\_data <- data[-train\_indices, ]   
nrow(test\_data)

## [1] 8238

## Look at summary statistics for numeric variables

There are several numeric variables where we can look at the min/max, quartiles, median, and mean.

summary(train\_data$age)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 17.00 32.00 38.00 40.07 47.00 98.00

summary(train\_data$campaign)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 1.000 1.000 2.000 2.561 3.000 56.000

summary(train\_data$pdays)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.0 999.0 999.0 962.8 999.0 999.0

summary(train\_data$previous)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.0000 0.0000 0.0000 0.1733 0.0000 7.0000

summary(train\_data$emp.var.rate)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## -3.40000 -1.80000 1.10000 0.07483 1.40000 1.40000

summary(train\_data$cons.price.idx)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 92.20 93.08 93.75 93.57 93.99 94.77

summary(train\_data$cons.conf.idx)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## -50.80 -42.70 -41.80 -40.51 -36.40 -26.90

summary(train\_data$euribor3m)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 0.634 1.344 4.857 3.614 4.961 5.045

summary(train\_data$nr.employed)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 4964 5099 5191 5167 5228 5228

## Look at summary statistics for categorical variables

There are several categorical variables. Summary statistics don’t make as much sense for them, but you can look at the distribution of values in the different categories.

summary(train\_data$job)

## admin. blue-collar entrepreneur housemaid management   
## 8283 7426 1189 836 2355   
## retired self-employed services student technician   
## 1391 1130 3185 712 5359   
## unemployed unknown   
## 827 257

summary(summary(train\_data$job))

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 257.0 833.8 1290.0 2745.8 3728.5 8283.0

length(summary(train\_data$job))

## [1] 12

summary(train\_data$marital)

## divorced married single unknown   
## 3699 19937 9248 66

summary(summary(train\_data$marital))

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 66 2791 6474 8238 11920 19937

length(summary(train\_data$marital))

## [1] 4

summary(train\_data$education)

## basic.4y basic.6y basic.9y high.school   
## 3345 1859 4803 7646   
## illiterate professional.course university.degree unknown   
## 16 4172 9738 1371

summary(summary(train\_data$education))

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 16 1737 3758 4119 5514 9738

length(summary(train\_data$education))

## [1] 8

summary(train\_data$default)

## no unknown yes   
## 26060 6888 2

summary(summary(train\_data$default))

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 2 3445 6888 10983 16474 26060

length(summary(train\_data$default))

## [1] 3

summary(train\_data$housing)

## no unknown yes   
## 14918 794 17238

summary(summary(train\_data$housing))

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 794 7856 14918 10983 16078 17238

length(summary(train\_data$housing))

## [1] 3

summary(train\_data$loan)

## no unknown yes   
## 27197 794 4959

summary(summary(train\_data$loan))

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 794 2876 4959 10983 16078 27197

length(summary(train\_data$loan))

## [1] 3

summary(train\_data$contact)

## cellular telephone   
## 20989 11961

summary(summary(train\_data$contact))

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 11961 14218 16475 16475 18732 20989

length(summary(train\_data$contact))

## [1] 2

summary(train\_data$month)

## mar apr may jun jul aug sep oct nov dec   
## 440 2098 11023 4233 5760 4931 450 572 3305 138

summary(summary(train\_data$month))

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 138.0 480.5 2701.5 3295.0 4756.5 11023.0

length(summary(train\_data$month))

## [1] 10

summary(train\_data$day\_of\_week)

## mon tue wed thu fri   
## 6772 6513 6506 6874 6285

summary(summary(train\_data$day\_of\_week))

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 6285 6506 6513 6590 6772 6874

length(summary(train\_data$day\_of\_week))

## [1] 5

summary(train\_data$poutcome)

## failure nonexistent success   
## 3438 28425 1087

summary(summary(train\_data$poutcome))

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 1087 2262 3438 10983 15932 28425

length(summary(train\_data$poutcome))

## [1] 3

## Examine bank client data

The dataset includes age, job, marital, education, default, housing, and loan columns, which were identified as client data.

library(tidyverse)

## ── Attaching core tidyverse packages ──────────────────────── tidyverse 2.0.0 ──  
## ✔ dplyr 1.1.1 ✔ readr 2.1.4  
## ✔ forcats 1.0.0 ✔ stringr 1.5.0  
## ✔ ggplot2 3.4.1 ✔ tibble 3.2.1  
## ✔ lubridate 1.9.2 ✔ tidyr 1.3.0  
## ✔ purrr 1.0.1   
## ── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ dplyr::lag() masks stats::lag()  
## ℹ Use the ]8;;http://conflicted.r-lib.org/conflicted package]8;; to force all conflicts to become errors

# Plot age  
summary <- train\_data %>%  
 group\_by(age,y) %>%  
 summarize(count=n())

## `summarise()` has grouped output by 'age'. You can override using the `.groups`  
## argument.

summary$perc <- 0  
summary$perc[summary$y == 'no'] <- summary$count[summary$y == 'no'] / nrow(train\_data[train\_data$y == 'no',]) \* 100  
summary$perc[summary$y == 'yes'] <- summary$count[summary$y == 'yes'] / nrow(train\_data[train\_data$y == 'yes',]) \* 100  
summary %>% ggplot(aes(x=age,y=perc,fill=y)) + geom\_bar(stat="identity") + facet\_wrap(~y) +   
 ylab('Percentage') + xlab('Age') + ggtitle('Age Distribution Based on Y Value')
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# Plot job  
summary <- train\_data %>%  
 group\_by(job,y) %>%  
 summarize(count=n())

## `summarise()` has grouped output by 'job'. You can override using the `.groups`  
## argument.

summary$perc <- 0  
summary$perc[summary$y == 'no'] <- summary$count[summary$y == 'no'] / nrow(train\_data[train\_data$y == 'no',]) \* 100  
summary$perc[summary$y == 'yes'] <- summary$count[summary$y == 'yes'] / nrow(train\_data[train\_data$y == 'yes',]) \* 100  
summary %>% ggplot(aes(x=job,y=perc,fill=y)) + geom\_bar(stat="identity") + facet\_wrap(~y) +   
 ylab('Percentage') + xlab('Job') + ggtitle('Job Percentages Based on Y Value') +   
 theme(axis.text.x = element\_text(angle = 45, hjust = 1))
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# Plot marital  
summary <- train\_data %>%  
 group\_by(marital,y) %>%  
 summarize(count=n())

## `summarise()` has grouped output by 'marital'. You can override using the  
## `.groups` argument.

summary$perc <- 0  
summary$perc[summary$y == 'no'] <- summary$count[summary$y == 'no'] / nrow(train\_data[train\_data$y == 'no',]) \* 100  
summary$perc[summary$y == 'yes'] <- summary$count[summary$y == 'yes'] / nrow(train\_data[train\_data$y == 'yes',]) \* 100  
summary %>% ggplot(aes(x=marital,y=perc,fill=y)) + geom\_bar(stat="identity") + facet\_wrap(~y) +   
 ylab('Percentage') + xlab('Marital') + ggtitle('Marital Percentages Based on Y Value') +   
 theme(axis.text.x = element\_text(angle = 45, hjust = 1))
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# Plot default  
summary <- train\_data %>%  
 group\_by(default,y) %>%  
 summarize(count=n())

## `summarise()` has grouped output by 'default'. You can override using the  
## `.groups` argument.

summary$perc <- 0  
summary$perc[summary$y == 'no'] <- summary$count[summary$y == 'no'] / nrow(train\_data[train\_data$y == 'no',]) \* 100  
summary$perc[summary$y == 'yes'] <- summary$count[summary$y == 'yes'] / nrow(train\_data[train\_data$y == 'yes',]) \* 100  
summary %>% ggplot(aes(x=default,y=perc,fill=y)) + geom\_bar(stat="identity") + facet\_wrap(~y) +   
 ylab('Percentage') + xlab('Default') + ggtitle('Default Percentages Based on Y Value') +   
 theme(axis.text.x = element\_text(angle = 45, hjust = 1))
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# Plot housing  
summary <- train\_data %>%  
 group\_by(housing,y) %>%  
 summarize(count=n())

## `summarise()` has grouped output by 'housing'. You can override using the  
## `.groups` argument.

summary$perc <- 0  
summary$perc[summary$y == 'no'] <- summary$count[summary$y == 'no'] / nrow(train\_data[train\_data$y == 'no',]) \* 100  
summary$perc[summary$y == 'yes'] <- summary$count[summary$y == 'yes'] / nrow(train\_data[train\_data$y == 'yes',]) \* 100  
summary %>% ggplot(aes(x=housing,y=perc,fill=y)) + geom\_bar(stat="identity") + facet\_wrap(~y) +   
 ylab('Percentage') + xlab('Housing') + ggtitle('Housing Percentages Based on Y Value') +   
 theme(axis.text.x = element\_text(angle = 45, hjust = 1))
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## Examine data related with the last contact of the current campaign

The dataset includes contact communication type, month of contact, and day of week of contac, for the last contact of the current campaign to sell term deposits.

# Plot contact  
summary <- train\_data %>%  
 group\_by(contact,y) %>%  
 summarize(count=n())

## `summarise()` has grouped output by 'contact'. You can override using the  
## `.groups` argument.

summary$perc <- 0  
summary$perc[summary$y == 'no'] <- summary$count[summary$y == 'no'] / nrow(train\_data[train\_data$y == 'no',]) \* 100  
summary$perc[summary$y == 'yes'] <- summary$count[summary$y == 'yes'] / nrow(train\_data[train\_data$y == 'yes',]) \* 100  
summary %>% ggplot(aes(x=contact,y=perc,fill=y)) + geom\_bar(stat="identity") + facet\_wrap(~y) +   
 ylab('Percentage') + xlab('Contact') + ggtitle('Contact Percentages Based on Y Value') +   
 theme(axis.text.x = element\_text(angle = 45, hjust = 1))
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# Plot month  
summary <- train\_data %>%  
 group\_by(month,y) %>%  
 summarize(count=n())

## `summarise()` has grouped output by 'month'. You can override using the  
## `.groups` argument.

summary$perc <- 0  
summary$perc[summary$y == 'no'] <- summary$count[summary$y == 'no'] / nrow(train\_data[train\_data$y == 'no',]) \* 100  
summary$perc[summary$y == 'yes'] <- summary$count[summary$y == 'yes'] / nrow(train\_data[train\_data$y == 'yes',]) \* 100  
summary %>% ggplot(aes(x=month,y=perc,fill=y)) + geom\_bar(stat="identity") + facet\_wrap(~y) +   
 ylab('Percentage') + xlab('Month') + ggtitle('Month Percentages Based on Y Value') +   
 theme(axis.text.x = element\_text(angle = 45, hjust = 1))
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# Plot day of week  
summary <- train\_data %>%  
 group\_by(day\_of\_week,y) %>%  
 summarize(count=n())

## `summarise()` has grouped output by 'day\_of\_week'. You can override using the  
## `.groups` argument.

summary$perc <- 0  
summary$perc[summary$y == 'no'] <- summary$count[summary$y == 'no'] / nrow(train\_data[train\_data$y == 'no',]) \* 100  
summary$perc[summary$y == 'yes'] <- summary$count[summary$y == 'yes'] / nrow(train\_data[train\_data$y == 'yes',]) \* 100  
summary %>% ggplot(aes(x=day\_of\_week,y=perc,fill=y)) + geom\_bar(stat="identity") + facet\_wrap(~y) +   
 ylab('Percentage') + xlab('Day of Week') + ggtitle('Day of Week Percentages Based on Y Value') +   
 theme(axis.text.x = element\_text(angle = 45, hjust = 1))
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## Examine other data related with the current campaign or previous campaigns

There are variables for number of contacts performed during this campaign and for this client (campaign), number of days that passed by after the client was last contacted from a previous campaign (pdays), number of contacts performed before this campaign and for this client (previous), and outcome of the previous marketing campaign (poutcome).

# Plot campaign  
summary <- train\_data %>%  
 group\_by(campaign,y) %>%  
 summarize(count=n())

## `summarise()` has grouped output by 'campaign'. You can override using the  
## `.groups` argument.

summary$perc <- 0  
summary$perc[summary$y == 'no'] <- summary$count[summary$y == 'no'] / nrow(train\_data[train\_data$y == 'no',]) \* 100  
summary$perc[summary$y == 'yes'] <- summary$count[summary$y == 'yes'] / nrow(train\_data[train\_data$y == 'yes',]) \* 100  
summary %>% ggplot(aes(x=campaign,y=perc,fill=y)) + geom\_bar(stat="identity") + facet\_wrap(~y) +   
 ylab('Percentage') + xlab('Campaign') + ggtitle('Campaign Distribution Based on Y Value') + xlim(c(0,20))

## Warning: Removed 23 rows containing missing values (`position\_stack()`).

## Warning: Removed 1 rows containing missing values (`geom\_bar()`).
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# Plot poutcome  
summary <- train\_data %>%  
 group\_by(poutcome,y) %>%  
 summarize(count=n())

## `summarise()` has grouped output by 'poutcome'. You can override using the  
## `.groups` argument.

summary$perc <- 0  
summary$perc[summary$y == 'no'] <- summary$count[summary$y == 'no'] / nrow(train\_data[train\_data$y == 'no',]) \* 100  
summary$perc[summary$y == 'yes'] <- summary$count[summary$y == 'yes'] / nrow(train\_data[train\_data$y == 'yes',]) \* 100  
summary %>% ggplot(aes(x=poutcome,y=perc,fill=y)) + geom\_bar(stat="identity") + facet\_wrap(~y) +   
 ylab('Percentage') + xlab('Poutcome') + ggtitle('Poutcome Percentages Based on Y Value') +   
 theme(axis.text.x = element\_text(angle = 45, hjust = 1))
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## Examine socio-economic data

There are variables for socio economic data for Employement Variation Rate, Consumer Price Index, Consumer Confidence Index, Euribor 3 month rate, and Numer of Employees.

# Plot emp.var.rate  
summary <- train\_data %>%  
 group\_by(emp.var.rate,y) %>%  
 summarize(count=n())

## `summarise()` has grouped output by 'emp.var.rate'. You can override using the  
## `.groups` argument.

summary$perc <- 0  
summary$perc[summary$y == 'no'] <- summary$count[summary$y == 'no'] / nrow(train\_data[train\_data$y == 'no',]) \* 100  
summary$perc[summary$y == 'yes'] <- summary$count[summary$y == 'yes'] / nrow(train\_data[train\_data$y == 'yes',]) \* 100  
summary %>% ggplot(aes(x=emp.var.rate,y=perc,fill=y)) + geom\_bar(stat="identity") + facet\_wrap(~y) +   
 ylab('Percentage') + xlab('Employment Variation Rate') + ggtitle('Employment Variation Rate Distribution Based on Y Value')
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# Plot cons.price.idx  
summary <- train\_data %>%  
 group\_by(cons.price.idx,y) %>%  
 summarize(count=n())

## `summarise()` has grouped output by 'cons.price.idx'. You can override using  
## the `.groups` argument.

summary$perc <- 0  
summary$perc[summary$y == 'no'] <- summary$count[summary$y == 'no'] / nrow(train\_data[train\_data$y == 'no',]) \* 100  
summary$perc[summary$y == 'yes'] <- summary$count[summary$y == 'yes'] / nrow(train\_data[train\_data$y == 'yes',]) \* 100  
summary %>% ggplot(aes(x=cons.price.idx,y=perc,fill=y)) + geom\_bar(stat="identity") + facet\_wrap(~y) +   
 ylab('Percentage') + xlab('Consumer Price Index') + ggtitle('Consumer Price Index Distribution Based on Y Value')
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# Plot euribor3m  
summary <- train\_data %>%  
 group\_by(euribor3m,y) %>%  
 summarize(count=n())

## `summarise()` has grouped output by 'euribor3m'. You can override using the  
## `.groups` argument.

summary$perc <- 0  
summary$perc[summary$y == 'no'] <- summary$count[summary$y == 'no'] / nrow(train\_data[train\_data$y == 'no',]) \* 100  
summary$perc[summary$y == 'yes'] <- summary$count[summary$y == 'yes'] / nrow(train\_data[train\_data$y == 'yes',]) \* 100  
summary %>% ggplot(aes(x=euribor3m,y=perc,fill=y)) + geom\_bar(stat="identity") + facet\_wrap(~y) +   
 ylab('Percentage') + xlab('Euribor3m') + ggtitle('Euribor3m Metric Distribution Based on Y Value')
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# Plot nr.employed  
summary <- train\_data %>%  
 group\_by(nr.employed,y) %>%  
 summarize(count=n())

## `summarise()` has grouped output by 'nr.employed'. You can override using the  
## `.groups` argument.

summary$perc <- 0  
summary$perc[summary$y == 'no'] <- summary$count[summary$y == 'no'] / nrow(train\_data[train\_data$y == 'no',]) \* 100  
summary$perc[summary$y == 'yes'] <- summary$count[summary$y == 'yes'] / nrow(train\_data[train\_data$y == 'yes',]) \* 100  
summary %>% ggplot(aes(x=nr.employed,y=perc,fill=y)) + geom\_bar(stat="identity") + facet\_wrap(~y) +   
 ylab('Percentage') + xlab('Number of Employees') + ggtitle('Number of Employees Distribution Based on Y Value')
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### Analyzing campaign  
  
ggplot(train\_data) +   
 geom\_histogram(mapping = aes(x=campaign, fill=y)) +   
 ggtitle("Distribution of 'y' by campaign")

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.
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### Analyzing JOB  
  
ggplot(train\_data) +   
 geom\_bar(mapping = aes(x=job, fill = y)) +   
 coord\_flip() + #Added coord flip here to make it more readable  
 ggtitle("Number of 'y' by job") +   
 ylab("Count") +   
 xlab("Job")
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df2 <- train\_data %>%   
 group\_by(job) %>%   
 count(y) %>%   
 mutate(job\_conv = n/sum(n)) %>%   
 filter(y == "yes")  
  
ggplot(df2, aes(x=job, y=job\_conv)) +   
 geom\_point() +   
 coord\_flip()
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Above, I looked at the ratio of “yes” vs “no” and see that students and retired persons convert at much higher rates than those of other professions. And ‘blue collar’ has the lowest conversion rate

So, if they were to want to improve the cost effectiveness of their campaigns they might want to target more ‘students’ and ‘retirees’

### Analyzing By Month

ggplot(train\_data) +   
 geom\_bar(mapping = aes(x=month, fill = y)) +   
 ggtitle("Number of 'y' by month") +  
 ylab("Cnt") + xlab("month")
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#Education  
ggplot(train\_data, aes(x = education, fill = y)) +   
 geom\_bar(position = "fill") +   
 ggtitle("Distribution of 'y' by Education") +   
 ylab("Proportion") +   
 xlab("Education Level")
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ggplot(train\_data, aes(x = education, fill = y)) +   
 geom\_bar() +   
 facet\_wrap(~ y, scales = "free\_y") +   
 ggtitle("Distribution of 'y' by Education") +   
 ylab("Count") +   
 xlab("Education Level")
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#Age  
ggplot(train\_data) +   
 geom\_bar(mapping = aes(x=age, fill = y)) +   
 ggtitle("Distribution of 'y' by Age Group") +   
 ylab("Cnt") +   
 xlab("Age Group")
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# by nr.employed  
ggplot(train\_data) + geom\_histogram(mapping = aes(x = nr.employed, fill = y)) +  
 ggtitle("Distribution of 'y' by nr.employed")

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.
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# Euribor 3 month rate  
ggplot(train\_data, aes(x = month , y = euribor3m, fill = y)) +   
 geom\_boxplot() +   
 ggtitle("euribor3m by month")
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ggplot(train\_data) + geom\_histogram(mapping = aes(x = euribor3m, fill = y)) +  
 ggtitle("Distribution of euribor3m by month")

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.
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# Correlations of socio-economic variables  
library(GGally)

## Registered S3 method overwritten by 'GGally':  
## method from   
## +.gg ggplot2

ggpairs(train\_data[,c('emp.var.rate','cons.price.idx','nr.employed','euribor3m')],aes(color = train\_data$y))
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Looking at the paired correlations between out of the socio economic variables, we can see that Employment Variation Rate, Euribor3m, and Number Employed are highly correlated.

### LOESS Curves

LOESS curves can be useful to plot for numeric variables. They show if there is a general trend to higher or lower probabilities if the numeric variable increases. If they increase and then decrease, or vice-versa, this shows that the relationship between the two variables isn’t quite as simple.

# LOESS for Age  
train\_data$num <- ifelse(train\_data$y=="yes",1,0)  
train\_data %>% ggplot(aes(x=age,y=num)) +   
 geom\_point() + geom\_smooth(method="loess") +   
 ggtitle('LOESS Curve for Age')

## `geom\_smooth()` using formula = 'y ~ x'
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# LOESS for Campaign  
train\_data$num <- ifelse(train\_data$y=="yes",1,0)  
train\_data %>% ggplot(aes(x=campaign,y=num)) +   
 geom\_point() + geom\_smooth(method="loess", size = 1, span = 2, se = FALSE) +   
 ggtitle('LOESS Curve for Campaign') + ylim(c(-.1,1.1))

## Warning: Using `size` aesthetic for lines was deprecated in ggplot2 3.4.0.  
## ℹ Please use `linewidth` instead.  
## This warning is displayed once every 8 hours.  
## Call `lifecycle::last\_lifecycle\_warnings()` to see where this warning was  
## generated.

## `geom\_smooth()` using formula = 'y ~ x'
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# LOESS for nr.employed   
train\_data %>% ggplot(aes(x=nr.employed,y=num)) +   
 geom\_point() + geom\_smooth(method="loess",span=.5) +   
 ggtitle('LOESS Curve for nr.employed') +   
 ylim(c(-.1,1.1))

## `geom\_smooth()` using formula = 'y ~ x'

## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : pseudoinverse used at 5228.1

## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : neighborhood radius 37.1

## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : reciprocal condition number 1.4919e-14

## Warning in predLoess(object$y, object$x, newx = if (is.null(newdata)) object$x  
## else if (is.data.frame(newdata))  
## as.matrix(model.frame(delete.response(terms(object)), : pseudoinverse used at  
## 5228.1

## Warning in predLoess(object$y, object$x, newx = if (is.null(newdata)) object$x  
## else if (is.data.frame(newdata))  
## as.matrix(model.frame(delete.response(terms(object)), : neighborhood radius  
## 37.1

## Warning in predLoess(object$y, object$x, newx = if (is.null(newdata)) object$x  
## else if (is.data.frame(newdata))  
## as.matrix(model.frame(delete.response(terms(object)), : reciprocal condition  
## number 1.4919e-14
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# LOESS for emp.var.rate   
train\_data %>% ggplot(aes(x=emp.var.rate,y=num)) +   
 geom\_point() + geom\_smooth(method="loess",span=.5) +   
 ggtitle('LOESS Curve for emp.var.rate')

## `geom\_smooth()` using formula = 'y ~ x'

## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : pseudoinverse used at 1.424

## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : neighborhood radius 0.324

## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : reciprocal condition number 1.0203e-26

## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : There are other near singularities as well. 0.09

## Warning in predLoess(object$y, object$x, newx = if (is.null(newdata)) object$x  
## else if (is.data.frame(newdata))  
## as.matrix(model.frame(delete.response(terms(object)), : pseudoinverse used at  
## 1.424

## Warning in predLoess(object$y, object$x, newx = if (is.null(newdata)) object$x  
## else if (is.data.frame(newdata))  
## as.matrix(model.frame(delete.response(terms(object)), : neighborhood radius  
## 0.324

## Warning in predLoess(object$y, object$x, newx = if (is.null(newdata)) object$x  
## else if (is.data.frame(newdata))  
## as.matrix(model.frame(delete.response(terms(object)), : reciprocal condition  
## number 1.0203e-26

## Warning in predLoess(object$y, object$x, newx = if (is.null(newdata)) object$x  
## else if (is.data.frame(newdata))  
## as.matrix(model.frame(delete.response(terms(object)), : There are other near  
## singularities as well. 0.09
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# LOESS for cons.price.idx   
train\_data %>% ggplot(aes(x=cons.price.idx,y=num)) +   
 geom\_point() + geom\_smooth(method="loess",span=.5) +   
 ggtitle('LOESS Curve for cons.price.idx')

## `geom\_smooth()` using formula = 'y ~ x'
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# LOESS for nr.employed by Month  
train\_data %>% ggplot(aes(x=nr.employed,y=num,color = month)) +   
 geom\_point() + geom\_smooth(method="loess", size = 1, span=1.1) +   
 ggtitle('LOESS Curve for nr.employed by Month') +   
 ylim(c(-.1,1.1))

## `geom\_smooth()` using formula = 'y ~ x'

## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : pseudoinverse used at 5008.2

## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : neighborhood radius 95.286

## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : reciprocal condition number 2.775e-15

## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : There are other near singularities as well. 9079.5

## Warning in predLoess(object$y, object$x, newx = if (is.null(newdata)) object$x  
## else if (is.data.frame(newdata))  
## as.matrix(model.frame(delete.response(terms(object)), : pseudoinverse used at  
## 5008.2

## Warning in predLoess(object$y, object$x, newx = if (is.null(newdata)) object$x  
## else if (is.data.frame(newdata))  
## as.matrix(model.frame(delete.response(terms(object)), : neighborhood radius  
## 95.286

## Warning in predLoess(object$y, object$x, newx = if (is.null(newdata)) object$x  
## else if (is.data.frame(newdata))  
## as.matrix(model.frame(delete.response(terms(object)), : reciprocal condition  
## number 2.775e-15

## Warning in predLoess(object$y, object$x, newx = if (is.null(newdata)) object$x  
## else if (is.data.frame(newdata))  
## as.matrix(model.frame(delete.response(terms(object)), : There are other near  
## singularities as well. 9079.5

## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : pseudoinverse used at 5008.2

## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : neighborhood radius 95.286

## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : reciprocal condition number 5.8467e-15

## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : There are other near singularities as well. 9079.5

## Warning in predLoess(object$y, object$x, newx = if (is.null(newdata)) object$x  
## else if (is.data.frame(newdata))  
## as.matrix(model.frame(delete.response(terms(object)), : pseudoinverse used at  
## 5008.2

## Warning in predLoess(object$y, object$x, newx = if (is.null(newdata)) object$x  
## else if (is.data.frame(newdata))  
## as.matrix(model.frame(delete.response(terms(object)), : neighborhood radius  
## 95.286

## Warning in predLoess(object$y, object$x, newx = if (is.null(newdata)) object$x  
## else if (is.data.frame(newdata))  
## as.matrix(model.frame(delete.response(terms(object)), : reciprocal condition  
## number 5.8467e-15

## Warning in predLoess(object$y, object$x, newx = if (is.null(newdata)) object$x  
## else if (is.data.frame(newdata))  
## as.matrix(model.frame(delete.response(terms(object)), : There are other near  
## singularities as well. 9079.5

## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : Chernobyl! trL<k 3  
  
## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : Chernobyl! trL<k 3

## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : pseudoinverse used at 4963.3

## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : neighborhood radius 56.813

## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : reciprocal condition number 3.1301e-15

## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : There are other near singularities as well. 3227.8

## Warning in predLoess(object$y, object$x, newx = if (is.null(newdata)) object$x  
## else if (is.data.frame(newdata))  
## as.matrix(model.frame(delete.response(terms(object)), : pseudoinverse used at  
## 4963.3

## Warning in predLoess(object$y, object$x, newx = if (is.null(newdata)) object$x  
## else if (is.data.frame(newdata))  
## as.matrix(model.frame(delete.response(terms(object)), : neighborhood radius  
## 56.813

## Warning in predLoess(object$y, object$x, newx = if (is.null(newdata)) object$x  
## else if (is.data.frame(newdata))  
## as.matrix(model.frame(delete.response(terms(object)), : reciprocal condition  
## number 3.1301e-15

## Warning in predLoess(object$y, object$x, newx = if (is.null(newdata)) object$x  
## else if (is.data.frame(newdata))  
## as.matrix(model.frame(delete.response(terms(object)), : There are other near  
## singularities as well. 3227.8

## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : Chernobyl! trL<k 3  
  
## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : Chernobyl! trL<k 3  
  
## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : Chernobyl! trL<k 3  
  
## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : Chernobyl! trL<k 3

## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : pseudoinverse used at 5022.7

## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : neighborhood radius 161.06

## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : reciprocal condition number 0

## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : There are other near singularities as well. 25940

## Warning in predLoess(object$y, object$x, newx = if (is.null(newdata)) object$x  
## else if (is.data.frame(newdata))  
## as.matrix(model.frame(delete.response(terms(object)), : pseudoinverse used at  
## 5022.7

## Warning in predLoess(object$y, object$x, newx = if (is.null(newdata)) object$x  
## else if (is.data.frame(newdata))  
## as.matrix(model.frame(delete.response(terms(object)), : neighborhood radius  
## 161.06

## Warning in predLoess(object$y, object$x, newx = if (is.null(newdata)) object$x  
## else if (is.data.frame(newdata))  
## as.matrix(model.frame(delete.response(terms(object)), : reciprocal condition  
## number 0

## Warning in predLoess(object$y, object$x, newx = if (is.null(newdata)) object$x  
## else if (is.data.frame(newdata))  
## as.matrix(model.frame(delete.response(terms(object)), : There are other near  
## singularities as well. 25940
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# LOESS for nr.employed by poutcome  
train\_data %>% ggplot(aes(x=nr.employed,y=num,color = poutcome)) +   
 geom\_point() + geom\_smooth(method="loess", size = 1, span = 1) +   
 ggtitle('LOESS Curve for nr.employed by poutcome') +   
 ylim(c(-.1,1.1))

## `geom\_smooth()` using formula = 'y ~ x'
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# LOESS for campaign by poutcome  
train\_data %>% ggplot(aes(x=campaign,y=num,color = poutcome)) +   
 geom\_point() + geom\_smooth(method="loess", size = 1, span = 1.1) +   
 ggtitle('LOESS Curve for campaign by poutcome') +   
 ylim(c(-.1,1.1))

## `geom\_smooth()` using formula = 'y ~ x'
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# LOESS for nr.employed squared  
train\_data %>% ggplot(aes(x=(nr.employed)^2,y=num)) +   
 geom\_point() + geom\_smooth(method="loess",span=.5) +   
 ggtitle('LOESS Curve for nr.employed Squared') +   
 ylim(c(-.1,1.1))

## `geom\_smooth()` using formula = 'y ~ x'

## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : pseudoinverse used at 2.7333e+07

## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : neighborhood radius 3.8655e+05

## Warning in simpleLoess(y, x, w, span, degree = degree, parametric = parametric,  
## : reciprocal condition number 2.0272e-14

## Warning in predLoess(object$y, object$x, newx = if (is.null(newdata)) object$x  
## else if (is.data.frame(newdata))  
## as.matrix(model.frame(delete.response(terms(object)), : pseudoinverse used at  
## 2.7333e+07

## Warning in predLoess(object$y, object$x, newx = if (is.null(newdata)) object$x  
## else if (is.data.frame(newdata))  
## as.matrix(model.frame(delete.response(terms(object)), : neighborhood radius  
## 3.8655e+05

## Warning in predLoess(object$y, object$x, newx = if (is.null(newdata)) object$x  
## else if (is.data.frame(newdata))  
## as.matrix(model.frame(delete.response(terms(object)), : reciprocal condition  
## number 2.0272e-14
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# LOESS for nr.employed cubed  
train\_data %>% ggplot(aes(x=(nr.employed)^3,y=num)) +   
 geom\_point() + geom\_smooth(method="loess",span=.5) +   
 ggtitle('LOESS Curve for nr.employed Cubed') +   
 ylim(c(-.1,1.1))

## `geom\_smooth()` using formula = 'y ~ x'

## Warning: Removed 10 rows containing missing values (`geom\_smooth()`).
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# LOESS for nr.employed tenth power  
train\_data %>% ggplot(aes(x=(nr.employed)^10,y=num)) +   
 geom\_point() + geom\_smooth(method="loess",span=.5) +   
 ggtitle('LOESS Curve for nr.employed to the Tenth Power') +   
 ylim(c(-.1,1.1))

## `geom\_smooth()` using formula = 'y ~ x'

## Warning: Removed 11 rows containing missing values (`geom\_smooth()`).
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### Percentage Plots

It can be helpful to look at plots that sum up to 100% for Yes and No results for categorical variables. This can show that certain values have a higher or lower percentage of Yes results.

# Percentage plot for education  
ggplot(train\_data, aes(x = education, fill = y)) +   
 geom\_bar(position = "fill") +   
 ggtitle("Distribution of 'y' by Education") +   
 ylab("Proportion") +   
 xlab("Education Level")
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# Percentage plot for month  
ggplot(train\_data, aes(x = month, fill = y)) +   
 geom\_bar(position = "fill") +   
 ggtitle("Distribution of 'y' by Month") +   
 ylab("Proportion") +   
 xlab("Month")
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# Percentage plot for poutcome  
ggplot(train\_data, aes(x = poutcome, fill = y)) +   
 geom\_bar(position = "fill") +   
 ggtitle("Distribution of 'y' by Previous Outcome") +   
 ylab("Proportion") +   
 xlab("poutcome")

![](data:image/png;base64,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)

# Percentage plot for contact  
ggplot(train\_data, aes(x = contact, fill = y)) +   
 geom\_bar(position = "fill") +   
 ggtitle("Distribution of 'y' by Contact Type") +   
 ylab("Proportion") +   
 xlab("contact")

![](data:image/png;base64,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) Education shows very similar Yes/No percentages across the different Education Types, which indicates that it won’t be a useful variable for model building. Month and poutcome have 1 or more values with very high values of yes, which could be useful for model building. Contact seems to have one category with roughly double the number of yes, so it might be slightlty useful in model building.

## Clustering

We wanted to see if a clustering analysis of the data would be useful. We only looked at the numeric variables. The purpose of a clustering analysis is to see if splitting the data into clusters allows for additional insight, particularly into classification.

First, we will try to determine the number of clusters to use. The metric we used for comparing cluster sizes is the Silhoutte Statistic. Below is the code I ran, but it has trouble knitting. The heat maps are in the PPT though.

library(RColorBrewer)  
library(pheatmap)  
library(cluster)  
df.numeric <- train\_data[ , sapply(train\_data, is.numeric)]  
center.scale=scale(df.numeric)  
mydist<-dist(center.scale)  
sim.clust<-hclust(mydist,method="complete")  
max\_clusters <- 20  
my.sil<-c()  
for (i in 2:max\_clusters){  
 print(i)  
 sil.result<-silhouette(cutree(sim.clust,i),mydist)  
 my.sil[i-1]<-summary(sil.result)$avg.width  
}

max\_clusters <- 20  
my.sil <- read.csv('https://raw.githubusercontent.com/stedua22/6372-Project-2/main/my\_sil.csv')  
my.sil <- my.sil$x  
ggplot(data = data.frame(x=2:max\_clusters, y=my.sil),aes(x=x,y=y)) + geom\_line() +   
 ylab('Silhouette') + xlab('Cluster Size') + ggtitle('Determining Number of Clusters to Use') +   
 geom\_point(data = data.frame(x = 2, y = my.sil[1]), aes(x = x, y = y), size = 1, color = "red", fill = "red", shape = 21)
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num\_clusters <- 2  
rownames(df.numeric)<-paste("R",1:nrow(df.numeric),sep="")  
annotation\_row<-data.frame(Response=factor(train\_data$y),Cluster=factor(cutree(sim.clust,num\_clusters)))  
rownames(annotation\_row)<-rownames(df.numeric)  
pheatmap(df.numeric,annotation\_row=annotation\_row,cluster\_cols=F,scale="column",fontsize\_row=3,legend=T  
 ,color=colorRampPalette(c("blue","white", "red"), space = "rgb")(100))
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num\_clusters <- 11  
rownames(df.numeric)<-paste("R",1:nrow(df.numeric),sep="")  
annotation\_row<-data.frame(Response=factor(train\_data$y),Cluster=factor(cutree(sim.clust,num\_clusters)))  
rownames(annotation\_row)<-rownames(df.numeric)  
pheatmap(df.numeric,annotation\_row=annotation\_row,cluster\_cols=F,scale="column",fontsize\_row=3,legend=T  
 ,color=colorRampPalette(c("blue","white", "red"), space = "rgb")(100))
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cluster2 <- read.csv('https://raw.githubusercontent.com/stedua22/6372-Project-2/main/cluster2.csv')  
cluster11 <- read.csv('https://raw.githubusercontent.com/stedua22/6372-Project-2/main/cluster11.csv')  
train\_data$cluster2 <- cluster2$x  
train\_data$cluster11 <- cluster11$x  
  
ggplot(train\_data, aes(x = cluster2, fill = y)) +   
 geom\_bar(position = "fill") +   
 ggtitle("Cluster 2 Distribution") +   
 ylab("Proportion") +   
 xlab("Cluster 2")
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ggplot(train\_data, aes(x = cluster11, fill = y)) +   
 geom\_bar(position = "fill") +   
 ggtitle("Cluster 11 Distribution") +   
 ylab("Proportion") +   
 xlab("Cluster 11")
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## Variables over time

We want to see if there was any variation in term deposits over time. The file explaining the dataset mentioned that the data was in order of date.

# Sorting data by row number  
train\_data\_sorted <- train\_data  
train\_data\_sorted$num <- as.numeric(rownames(train\_data\_sorted))  
train\_data\_sorted$group <- ceiling(train\_data\_sorted$num / 1000)  
summary <- train\_data\_sorted %>%  
 group\_by(group,y) %>%  
 summarize(count=n())

## `summarise()` has grouped output by 'group'. You can override using the  
## `.groups` argument.

summary$perc <- 0  
summary$perc[summary$y == 'no'] <- summary$count[summary$y == 'no'] / nrow(train\_data\_sorted[train\_data\_sorted$y == 'no',]) \* 100  
summary$perc[summary$y == 'yes'] <- summary$count[summary$y == 'yes'] / nrow(train\_data\_sorted[train\_data\_sorted$y == 'yes',]) \* 100  
  
# Term deposit over time  
summary %>% ggplot(aes(x=group,y=perc,fill=y)) + geom\_bar(stat="identity") + facet\_wrap(~y) +   
 ylab('Term Deposits') + xlab('Time') + ggtitle('Term Deposits over Time')
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# Month over time  
train\_data\_sorted %>% ggplot(aes(x=num, y=month, color=y)) + geom\_jitter() +   
 xlab('Time') + ylab('Month') + ggtitle('Last Contact Month over Time')
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# Employment Variation Rate over time  
train\_data\_sorted %>% ggplot(aes(x=num, y=emp.var.rate, color=y)) + geom\_jitter() +   
 xlab('Time') + ylab('Month') + ggtitle('Employment Variation Rate over Time')
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#### LOOKING AT THE PVALUE DISTRIBUTIONS

Looking at how each variable in the model, significantly impacts our response variable

log.model <-glm(y ~ . ,data = train\_data,family="binomial")

## Warning: glm.fit: algorithm did not converge

# Extract variable names  
variable\_names <- rownames(summary(log.model)$coefficients)  
  
# Setting the levels back  
data$y <- relevel(data$y, ref="yes")  
  
# getting the p-values from the model3  
p\_values <- summary(log.model)$coefficients[, 4] # Assuming p-values are in the 4th column of the summary table  
p\_values <- data.frame(p\_values)$p\_values  
  
df <- data.frame(variable\_names, p\_values) #combining the pvalues and variable names into a dataframe  
  
df <- df[!df$p\_value == 0 , ] #removing varaiables with pvalue = 0  
df$p\_values <- log(df$p\_values) \* -1  
  
barplot(df$p\_values,   
 main = "P-values of Regression Coefficients less than the significance level 0.05",   
 xlab = "Variables",   
 ylab = "P-value",  
 names.arg = df$variable\_names,  
 las = 2, # Rotate x-axis labels vertically for better readability  
 col = "steelblue", # Set color of bars  
 ylim = c(exp(0.05) \* -1, max(df$p\_values) \* 1.2) # Set ylim from the significance level to the max p-values  
   
)
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library(ggplot2)  
ggplot(df,aes(variable\_names,p\_values, fill = ifelse(p\_values > (exp(0.05) \* -1), "Positive", "Negative"))) + #filtering just the highly significant p-values  
 geom\_bar(stat="identity", fill = "skyblue") +   
 #geom\_text(aes(label = variable\_names), vjust = -0.5) + # Add text labels on top of bars  
 scale\_fill\_manual(values = c("Positive" = "skyblue", "Negative" = "salmon")) +  
 labs(x = "Variables", y = "P-values", title = "P-values of Regression Coefficients less than the significance level 0.05") +  
 theme(axis.text.x = element\_text(angle = 90, vjust = 0.5, hjust=1)) # Rotate x-axis labels for better readability
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# PCA models

#make sure "success" level is defined as "yes"  
str(train\_data$y)

## Factor w/ 2 levels "yes","no": 1 2 2 2 2 2 1 2 2 2 ...

train\_data$num <- c()  
  
  
#PCA  
df.numericPC <- train\_data[ , sapply(train\_data, is.numeric)]  
pc.result<-prcomp(df.numericPC,scale.=TRUE)  
pc.scores<-pc.result$x  
pc.scores<-data.frame(pc.scores)  
pc.scores$y<-train\_data$y  
  
  
  
#Eignenvector Matrix  
View(pc.result$rotation)  
  
#Scree plot  
eigenvals<-(pc.result$sdev)^2  
eigenvals

## [1] 3.90935320 2.10748012 1.55067031 1.06927372 0.86991295 0.46536151  
## [7] 0.42482392 0.40536507 0.16265162 0.02466925 0.01043832

par(mfrow=c(1,2))  
plot(eigenvals,type="l",main="Scree Plot",ylab="Eigen Values",xlab="PC #")  
plot(eigenvals/sum(eigenvals),type="l",main="Scree Plot",ylab="Prop. Var. Explained",xlab="PC #",ylim=c(0,1))  
cumulative.prop<-cumsum(eigenvals/sum(eigenvals))  
lines(cumulative.prop,lty=2)  
legend("topleft", legend=c("Prop","Cumulative"),  
 lty=1:2, cex=0.8)
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data.frame(PC=1:length(eigenvals),Prop=eigenvals/sum(eigenvals),Cumulative=cumulative.prop)

## PC Prop Cumulative  
## 1 1 0.3553957456 0.3553957  
## 2 2 0.1915891022 0.5469848  
## 3 3 0.1409700280 0.6879549  
## 4 4 0.0972067021 0.7851616  
## 5 5 0.0790829955 0.8642446  
## 6 6 0.0423055922 0.9065502  
## 7 7 0.0386203567 0.9451705  
## 8 8 0.0368513697 0.9820219  
## 9 9 0.0147865105 0.9968084  
## 10 10 0.0022426592 0.9990511  
## 11 11 0.0009489382 1.0000000

# Calculate the variance explained by each principal component  
var\_explained <- pc.result$sdev^2 / sum(pc.result$sdev^2)  
cum\_var\_explained <- cumsum(var\_explained)  
  
# Find the number of components that explain at least 90% of the variance  
num\_comp\_90 <- which(cum\_var\_explained >= 0.9)[1]  
  
# Print the number of components  
print(num\_comp\_90) #We would need 5 to retain approximately 90%

## [1] 6

#Plotting PCA variables with the two colors:  
  
  
pc.result<-prcomp(df.numericPC,scale.=TRUE)  
PC <- data.frame(diagnosis = train\_data$y)  
PC$PC1 <- pc.result$x[,1]  
PC$PC2 <- pc.result$x[,2]  
PC$PC3 <- pc.result$x[,3]  
PC$PC4 <- pc.result$x[,4]  
PC$PC5 <- pc.result$x[,5]  
ggpairs(PC[,-1],aes(color=PC[,1]))
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#Use ggplot2 to plot the first few pc's  
ggplot(data = pc.scores, aes(x = PC1, y = PC2)) +  
 geom\_point(aes(col=y), size=1)+  
 ggtitle("PCA of Numeric Data pre-EDA")

![](data:image/png;base64,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)

ggplot(data = pc.scores, aes(x = PC2, y = PC3)) +  
 geom\_point(aes(col=y), size=1)+  
 ggtitle("PCA of Numeric Data pre-EDA")
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ggplot(data = pc.scores, aes(x = PC3, y = PC4)) +  
 geom\_point(aes(col=y), size=1)+  
 ggtitle("PCA of Numeric Data pre-EDA")
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ggplot(data = pc.scores, aes(x = PC4, y = PC5)) +  
 geom\_point(aes(col=y), size=1)+  
 ggtitle("PCA of Numeric Data pre-EDA")
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# PCA without campaign, euribor3m,and nr.employed as they are more like factors and not continuous  
  
  
#Performing PCA on predictors  
  
df.numeric2 <- df.numericPC[,-c(2,8,9)]  
pc.result2<-prcomp(df.numeric2,scale.=TRUE)  
pc.scores2<-pc.result2$x  
pc.scores2<-data.frame(pc.scores2)  
pc.scores2$y<-train\_data$y  
#pc.scores2  
  
  
#Eignenvector Matrix  
View(pc.result2$rotation)  
  
#Scree plot  
eigenvals2<-(pc.result2$sdev)^2  
eigenvals2

## [1] 2.2091986 2.0617699 1.0752687 0.9925676 0.8622411 0.4611968 0.1881167  
## [8] 0.1496406

par(mfrow=c(1,2))  
plot(eigenvals2,type="l",main="Scree Plot",ylab="Eigen Values",xlab="PC #")  
plot(eigenvals2/sum(eigenvals2),type="l",main="Scree Plot",ylab="Prop. Var. Explained",xlab="PC #",ylim=c(0,1))  
cumulative.prop<-cumsum(eigenvals2/sum(eigenvals2))  
lines(cumulative.prop,lty=2)  
legend("topleft", legend=c("Prop","Cumulative"),  
 lty=1:2, cex=0.8)
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data.frame(PC=1:length(eigenvals2),Prop=eigenvals2/sum(eigenvals2),Cumulative=cumulative.prop)

## PC Prop Cumulative  
## 1 1 0.27614982 0.2761498  
## 2 2 0.25772124 0.5338711  
## 3 3 0.13440859 0.6682796  
## 4 4 0.12407095 0.7923506  
## 5 5 0.10778013 0.9001307  
## 6 6 0.05764961 0.9577803  
## 7 7 0.02351459 0.9812949  
## 8 8 0.01870507 1.0000000

# Calculate the variance explained by each principal component  
var\_explained <- pc.result2$sdev^2 / sum(pc.result2$sdev^2)  
cum\_var\_explained <- cumsum(var\_explained)  
  
# Find the number of components that explain at least 90% of the variance  
num\_comp\_90 <- which(cum\_var\_explained >= 0.9)[1]  
  
# Print the number of components  
print(num\_comp\_90) #We would need 4 to retain approximately 90%

## [1] 5

#Plotting PCA variables with the two colors:  
  
pc.result<-prcomp(df.numeric2[,-c(2,8,9)],scale.=TRUE)  
PC <- data.frame(diagnosis = train\_data$y)  
PC$PC1 <- pc.result2$x[,1]  
PC$PC2 <- pc.result2$x[,2]  
PC$PC3 <- pc.result2$x[,3]  
PC$PC4 <- pc.result2$x[,4]  
ggpairs(PC[,-1],aes(color=PC[,1]))
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# Before Part 2

library(tidyverse)

## ── Attaching core tidyverse packages ──────────────────────── tidyverse 2.0.0 ──  
## ✔ dplyr 1.1.1 ✔ readr 2.1.4  
## ✔ forcats 1.0.0 ✔ stringr 1.5.0  
## ✔ ggplot2 3.4.1 ✔ tibble 3.2.1  
## ✔ lubridate 1.9.2 ✔ tidyr 1.3.0  
## ✔ purrr 1.0.1   
## ── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ dplyr::lag() masks stats::lag()  
## ℹ Use the ]8;;http://conflicted.r-lib.org/conflicted package]8;; to force all conflicts to become errors

# Pull in data  
data<-read.csv('https://raw.githubusercontent.com/stedua22/6372-Project-2/main/bank-additional-full.csv',stringsAsFactors = T, sep=";")  
  
# Set levels to use for later  
data$y <- relevel(data$y, ref="yes")  
data$month <- factor(data$month, levels=c('mar','apr','may','jun','jul','aug','sep','oct','nov','dec'))  
data$day\_of\_week <- factor(data$day\_of\_week, levels=c('mon','tue','wed','thu','fri'))  
  
# Duration was removed since the dataset explanation file said that it was created after y variable was known, so shouldn't be used for prediction.  
data$duration <- c()  
data$default <- c()  
  
# Create the train and test split  
train\_perc <- .8  
set.seed(1234)  
train\_indices <- sample(nrow(data), floor(train\_perc \* nrow(data)))  
train\_data <- data[train\_indices, ]  
nrow(train\_data)

## [1] 32950

test\_data <- data[-train\_indices, ]   
nrow(test\_data)

## [1] 8238

#GLMNET Model

library(readr)  
library(GGally)

## Registered S3 method overwritten by 'GGally':  
## method from   
## +.gg ggplot2

library(caret)

## Loading required package: lattice

##   
## Attaching package: 'caret'

## The following object is masked from 'package:purrr':  
##   
## lift

library(ggcorrplot)  
# Prepare the matrix of predictors  
x <- model.matrix(~ . - 1 - y, data = train\_data) # Excludes the intercept and the response variable  
  
# Define the trainControl with classProbs enabled  
fitControl <- trainControl(method = "cv",   
 number = 10,   
 classProbs = TRUE, # Enable class probability predictions  
 summaryFunction = twoClassSummary) # Use a summary function for classification  
  
# Run the glmnet model  
set.seed(1234) # for reproducibility  
glmnet\_fit <- train(x, y = train\_data$y,   
 method = "glmnet",  
 trControl = fitControl,  
 tuneLength = 10, # Number of lambda values to test  
 metric = "ROC") # Optimize the model based on ROC curve  
  
# View the best model's lambda value and corresponding coefficients  
best\_lambda <- glmnet\_fit$bestTune$lambda  
coef(glmnet\_fit$finalModel, s = best\_lambda)

## 52 x 1 sparse Matrix of class "dgCMatrix"  
## s1  
## (Intercept) 1.271357e+02  
## age 6.288258e-04  
## jobadmin. -5.537285e-02  
## jobblue-collar 1.042755e-01  
## jobentrepreneur -3.234962e-03  
## jobhousemaid -1.306103e-02  
## jobmanagement .   
## jobretired -3.078555e-01  
## jobself-employed 3.618493e-02  
## jobservices 5.156474e-02  
## jobstudent -2.873845e-01  
## jobtechnician .   
## jobunemployed 5.206854e-02  
## jobunknown 7.563443e-02  
## maritalmarried -2.397840e-02  
## maritalsingle -2.912019e-02  
## maritalunknown -4.058666e-01  
## educationbasic.6y .   
## educationbasic.9y 2.706680e-02  
## educationhigh.school -1.043184e-02  
## educationilliterate -3.876507e-01  
## educationprofessional.course -6.937688e-02  
## educationuniversity.degree -1.123063e-01  
## educationunknown -6.533999e-02  
## housingunknown 8.105645e-02  
## housingyes 3.384646e-02  
## loanunknown 1.362202e-02  
## loanyes 4.709627e-02  
## contacttelephone 6.154443e-01  
## monthapr 1.206473e+00  
## monthmay 1.744218e+00  
## monthjun 1.548731e+00  
## monthjul 1.116250e+00  
## monthaug 8.789533e-01  
## monthsep 1.219657e+00  
## monthoct 1.305819e+00  
## monthnov 1.619636e+00  
## monthdec 7.376210e-01  
## day\_of\_weektue -2.501461e-01  
## day\_of\_weekwed -3.222477e-01  
## day\_of\_weekthu -2.604626e-01  
## day\_of\_weekfri -2.037529e-01  
## campaign 4.271160e-02  
## pdays 9.320162e-04  
## previous 6.642481e-02  
## poutcomenonexistent -3.905654e-01  
## poutcomesuccess -9.262589e-01  
## emp.var.rate 1.023679e+00  
## cons.price.idx -1.356221e+00  
## cons.conf.idx -2.066279e-02  
## euribor3m -1.918785e-01  
## nr.employed .

There definitely is a change in the data over time. We may re-visit this later on.

# Objective 1: Simple Logistic Regerssion Model

We used a combination of forward and backward selection to determine a simple logistic regression model that performed well on the data. We did this by adding each variable to a model, and then doing Cross Validation to test the out of sample data on AUROC (Area under the ROC curve). We used 10 folds. After we chose the first variable, we then did this to add more variables to see if those increased the AUROC. We also tried removing variables (once we got three of them) to see if that improved the score. Below, I included example code for this logic. It takes several minutes to run though, so it is not set to evaluate the code. One caveat is that since the Default variable only has 2 Yes values, it can cause errors sometimes during the cross validation. This happens when the training data (a randomly chosen 90%) doesn’t have either of those values, and the test data (the other 10%) has both of them. This only happens 1% of the time, but when you are running 100s of tests, this happens regularly. And since Default didn’t increase the AUROC much anyways, we decided to drop the variable.

train\_data$default <- c()

# Forward Selection Example  
set.seed(21)  
vars <- names(train\_data)  
vars <- vars[vars!="y"]  
num\_vars <- length(vars)  
var\_aucs <- data.frame("vars" = vars)  
num\_folds <- 10  
for (j in 1:num\_vars) {  
 var <- vars[j]  
 print(var)  
 folds <- createFolds(train\_data$y, k = num\_folds)  
 auc\_scores <- numeric(num\_folds)  
 for (i in 1:num\_folds) {  
 train\_indices <- unlist(folds[-i])  
 test\_indices <- unlist(folds[i])  
 train <- train\_data[train\_indices, ]  
 test <- train\_data[test\_indices, ]  
 form <- as.formula(paste("y ~ ",var,sep=""))  
 model <- glm(form, data = train, family = "binomial")  
 predictions <- predict(model, newdata = test, type = "response")  
 roc <- roc(response=test$y,predictor=predictions,levels=c("no", "yes"),direction = ">")  
 auc\_scores[i] <- auc(roc)  
 }  
 var\_aucs$auc[var\_aucs$var == var] <- mean(auc\_scores)  
}  
  
# Backward selection example  
set.seed(24)  
start\_form\_str <- 'y ~ nr.employed + month + poutcome'  
vars <- c('nr.employed','month','poutcome')  
num\_vars <- length(vars)  
var\_aucs <- data.frame("vars" = vars)  
num\_folds <- 10  
for (j in 1:num\_vars) {  
 var <- vars[j]  
 print(var)  
 folds <- createFolds(train\_data$y, k = num\_folds)  
 auc\_scores <- numeric(num\_folds)  
 for (i in 1:num\_folds) {  
 train\_indices <- unlist(folds[-i])  
 test\_indices <- unlist(folds[i])  
 train <- train\_data[train\_indices, ]  
 test <- train\_data[test\_indices, ]  
 form <- as.formula(paste(start\_form\_str," -",var,sep=""))  
 model <- glm(form, data = train, family = "binomial")  
 predictions <- predict(model, newdata = test, type = "response")  
 roc <- roc(response=test$y,predictor=predictions,levels=c("no", "yes"),direction = ">")  
 auc\_scores[i] <- auc(roc)  
 }  
 var\_aucs$auc[var\_aucs$var == var] <- mean(auc\_scores)  
}

After we did this until the AUROC didn’t increase any more, the resulting model was y ~ month + poutcome + emp.var.rate + euribor3m + contact + cons.price.idx. We then checked the p values and VIR to see if it made sense to keep all of those variables.

library(car)

## Loading required package: carData

##   
## Attaching package: 'car'

## The following object is masked from 'package:dplyr':  
##   
## recode

## The following object is masked from 'package:purrr':  
##   
## some

model <- glm(y ~ month + poutcome + emp.var.rate + euribor3m + contact + cons.price.idx, data = train\_data, family = "binomial")  
summary(model)

##   
## Call:  
## glm(formula = y ~ month + poutcome + emp.var.rate + euribor3m +   
## contact + cons.price.idx, family = "binomial", data = train\_data)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.7180 0.2565 0.3225 0.3652 2.0610   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 165.34420 9.72777 16.997 < 2e-16 \*\*\*  
## monthapr 1.48149 0.11493 12.891 < 2e-16 \*\*\*  
## monthmay 1.95366 0.10893 17.936 < 2e-16 \*\*\*  
## monthjun 1.99307 0.13976 14.261 < 2e-16 \*\*\*  
## monthjul 1.34672 0.12631 10.662 < 2e-16 \*\*\*  
## monthaug 0.77035 0.11695 6.587 4.48e-11 \*\*\*  
## monthsep 1.23224 0.14671 8.399 < 2e-16 \*\*\*  
## monthoct 1.48029 0.15076 9.819 < 2e-16 \*\*\*  
## monthnov 1.93888 0.13899 13.950 < 2e-16 \*\*\*  
## monthdec 0.88523 0.21637 4.091 4.29e-05 \*\*\*  
## poutcomenonexistent -0.41002 0.06036 -6.793 1.10e-11 \*\*\*  
## poutcomesuccess -1.81692 0.08686 -20.919 < 2e-16 \*\*\*  
## emp.var.rate 1.50678 0.10080 14.948 < 2e-16 \*\*\*  
## euribor3m -0.53296 0.07687 -6.933 4.12e-12 \*\*\*  
## contacttelephone 0.63484 0.06856 9.260 < 2e-16 \*\*\*  
## cons.price.idx -1.73621 0.10191 -17.037 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 23269 on 32949 degrees of freedom  
## Residual deviance: 18332 on 32934 degrees of freedom  
## AIC: 18364  
##   
## Number of Fisher Scoring iterations: 6

vif(model)

## GVIF Df GVIF^(1/(2\*Df))  
## month 6.253389 9 1.107207  
## poutcome 1.288981 2 1.065520  
## emp.var.rate 76.465448 1 8.744452  
## euribor3m 51.138803 1 7.151140  
## contact 1.990009 1 1.410677  
## cons.price.idx 11.218806 1 3.349449

The p values were all significant at the 0.05 level, but there was a high amount of correlation between emp.var.rate and euribor3m. So we removed euribor3m to see if that didn’t make the model too much worse.

library(caret)  
library(pROC)

## Type 'citation("pROC")' for a citation.

##   
## Attaching package: 'pROC'

## The following objects are masked from 'package:stats':  
##   
## cov, smooth, var

set.seed(80)  
form <- as.formula('y ~ month + poutcome + emp.var.rate + contact + cons.price.idx')  
num\_folds <- 10  
folds <- createFolds(train\_data$y, k = num\_folds)  
accuracy\_scores <- numeric(num\_folds)  
auc\_scores <- numeric(num\_folds)  
for (i in 1:num\_folds) {  
 train\_indices <- unlist(folds[-i])  
 test\_indices <- unlist(folds[i])  
 train <- train\_data[train\_indices, ]  
 test <- train\_data[test\_indices, ]  
 model <- glm(form, data = train, family = "binomial")  
 predictions <- predict(model, newdata = test, type = "response")  
 roc <- roc(response=test$y,predictor=predictions,levels=c("no", "yes"),direction = ">")  
 auc\_scores[i] <- auc(roc)  
}  
mean(auc\_scores)

## [1] 0.7917643

It wasn’t too much worse. And removing the correlation between those two variables makes the model easier to interpret.

model <- glm(y ~ month + poutcome + emp.var.rate + contact + cons.price.idx, data = train\_data, family = "binomial")  
summary(model)

##   
## Call:  
## glm(formula = y ~ month + poutcome + emp.var.rate + contact +   
## cons.price.idx, family = "binomial", data = train\_data)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.7139 0.2257 0.3265 0.3616 1.9460   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 108.53001 5.14668 21.087 < 2e-16 \*\*\*  
## monthapr 1.36684 0.11411 11.979 < 2e-16 \*\*\*  
## monthmay 1.88593 0.10846 17.388 < 2e-16 \*\*\*  
## monthjun 1.47245 0.11859 12.416 < 2e-16 \*\*\*  
## monthjul 1.02367 0.11750 8.712 < 2e-16 \*\*\*  
## monthaug 0.69115 0.11645 5.935 2.94e-09 \*\*\*  
## monthsep 1.01545 0.14351 7.076 1.49e-12 \*\*\*  
## monthoct 1.03319 0.13677 7.554 4.21e-14 \*\*\*  
## monthnov 1.44456 0.11940 12.098 < 2e-16 \*\*\*  
## monthdec 0.55440 0.21012 2.638 0.00833 \*\*   
## poutcomenonexistent -0.43221 0.05976 -7.232 4.75e-13 \*\*\*  
## poutcomesuccess -1.81937 0.08629 -21.083 < 2e-16 \*\*\*  
## emp.var.rate 0.82587 0.02213 37.325 < 2e-16 \*\*\*  
## contacttelephone 0.43524 0.06009 7.244 4.37e-13 \*\*\*  
## cons.price.idx -1.14550 0.05491 -20.863 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 23269 on 32949 degrees of freedom  
## Residual deviance: 18379 on 32935 degrees of freedom  
## AIC: 18409  
##   
## Number of Fisher Scoring iterations: 6

vif(model)

## GVIF Df GVIF^(1/(2\*Df))  
## month 2.394736 9 1.049711  
## poutcome 1.274785 2 1.062574  
## emp.var.rate 3.656646 1 1.912236  
## contact 1.506607 1 1.227439  
## cons.price.idx 3.284604 1 1.812348

Now the VIFs are much more resonable without euribor3m. So we chose the simpler model for our Simple Logistic Regression Model.

Now that we have a model, we look at the model coefficients for interpretations.

train\_data$y <- relevel(train\_data$y, ref="no")  
mod <- glm(y ~ month + poutcome + emp.var.rate + contact + cons.price.idx, data = train\_data, family = "binomial")  
summary(mod)

##   
## Call:  
## glm(formula = y ~ month + poutcome + emp.var.rate + contact +   
## cons.price.idx, family = "binomial", data = train\_data)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -1.9460 -0.3616 -0.3265 -0.2257 2.7139   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -108.53001 5.14668 -21.087 < 2e-16 \*\*\*  
## monthapr -1.36684 0.11411 -11.979 < 2e-16 \*\*\*  
## monthmay -1.88593 0.10846 -17.388 < 2e-16 \*\*\*  
## monthjun -1.47245 0.11859 -12.416 < 2e-16 \*\*\*  
## monthjul -1.02367 0.11750 -8.712 < 2e-16 \*\*\*  
## monthaug -0.69115 0.11645 -5.935 2.94e-09 \*\*\*  
## monthsep -1.01545 0.14351 -7.076 1.49e-12 \*\*\*  
## monthoct -1.03319 0.13677 -7.554 4.21e-14 \*\*\*  
## monthnov -1.44456 0.11940 -12.098 < 2e-16 \*\*\*  
## monthdec -0.55440 0.21012 -2.638 0.00833 \*\*   
## poutcomenonexistent 0.43221 0.05976 7.232 4.75e-13 \*\*\*  
## poutcomesuccess 1.81937 0.08629 21.083 < 2e-16 \*\*\*  
## emp.var.rate -0.82587 0.02213 -37.325 < 2e-16 \*\*\*  
## contacttelephone -0.43524 0.06009 -7.244 4.37e-13 \*\*\*  
## cons.price.idx 1.14550 0.05491 20.863 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 23269 on 32949 degrees of freedom  
## Residual deviance: 18379 on 32935 degrees of freedom  
## AIC: 18409  
##   
## Number of Fisher Scoring iterations: 6

odds\_ratio <- exp(mod$coefficients)  
confident\_interval <- exp(confint(mod))

## Waiting for profiling to be done...

train\_data$y <- relevel(train\_data$y, ref="yes")

Interpretations (interpreting individually):

Monthapr The odds of getting the clients subscribing to a term deposit in the month of April is 0.255 times lower than that of subscribing in the month of March with a CI of (0.204, 0.319)

Monthmay The odds of getting the clients subscribing to a term deposit in the month of May is 0.152 times lower than that of subscribing in the month of March with a CI of (0.123, 0.188)

Monthjun The odds of getting the clients subscribing to a term deposit in the month of June is 0.229 times lower than that of subscribing in the month of March with a CI of (0.182, 0.289).

Monthjul The odds of getting the clients subscribing to a term deposit in the month of July is 0.359 times lower than that of subscribing in the month of March with a CI of (0.285, 0.452).

Monthaug The odds of getting the clients subscribing to a term deposit in the month of August is 0.500 times lower than that of subscribing in the month of March with a CI of (0.399, 0.629)

Monthsep The odds of getting the clients subscribing to a term deposit in the month of September is 0.362 times lower than that of subscribing in the month of March with a CI of (0.273, 0.479)

Monthoct The odds of getting the clients subscribing to a term deposit in the month of October is 0.356 times lower than that of subscribing in the month of March with a CI of (0.272, 0.465)

Monthnov The odds of getting the clients subscribing to a term deposit in the month of November is 0.236 times lower than that of subscribing in the month of March with a CI of (0.187, 0.298)

Monthdec The odds of getting the clients subscribing to a term deposit in the month of December is 0.574 times lower than that of subscribing in the month of March with a CI of (0.380, 0.868)

poutcomenonexistent The odds of getting the clients subscribing to a term deposit based on a nonexistent outcome of the previous campaign is 1.54 times higher than that of a failed outcome with a CI of (1.37, 1.73)

poutcomesuccess The odds of getting the clients subscribing to a term deposit based on a succesful outcome of the previous campaign is 6.17 times higher than that of a failed outcome with a CI of (5.21, 7.31)

emp.var.rate For every 1 unit increase in customer subscription to a term deposit, the odds of the customer subscribing based on the employment variation rate decreases by 56.2% with a CI of (58.1%, 54.3%)

contacttelephone The odds of getting the clients subscribing to a term deposit based on the contact communication type is 0.647 times lower than that of subscribing by cell phone with a CI of (0.575, 0.728)

cons,price.idx For every 1 unit increase in customer subscription to a term deposit, the odds of the customer subscribing based on the consumers price index increases by a factor of 3.14 with a CI of (2.82, 3.50)

# Objective 2: Complex Logistic Regerssion Model

For the second model, we looked into adding polynomial terms and/or interaction terms to the regression model.

## Polynomial Terms

To see if it made sense to add some polynomial terms we looked at what happened with adding those for Number of Employees, since that was the first variable added during Forward Selection (although it got removed later).

library(tidyverse)  
  
# Make a nr.employed^2 variable  
train\_data$ne2 = (train\_data$nr.employed)^2  
  
# Plot nr.employed  
summary <- train\_data %>%  
 group\_by(nr.employed,y) %>%  
 summarize(count=n())

## `summarise()` has grouped output by 'nr.employed'. You can override using the  
## `.groups` argument.

summary$perc <- 0  
summary$perc[summary$y == 'no'] <- summary$count[summary$y == 'no'] / nrow(train\_data[train\_data$y == 'no',]) \* 100  
summary$perc[summary$y == 'yes'] <- summary$count[summary$y == 'yes'] / nrow(train\_data[train\_data$y == 'yes',]) \* 100  
summary %>% ggplot(aes(x=nr.employed,y=perc,fill=y)) + geom\_bar(stat="identity") + facet\_wrap(~y) +   
 ylab('Percentage') + xlab('Number Employed') + ggtitle('Number Employed Based on Y Value')

![A graph of number employed
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# Plot nr.employed^2  
summary <- train\_data %>%  
 group\_by(ne2,y) %>%  
 summarize(count=n())

## `summarise()` has grouped output by 'ne2'. You can override using the `.groups`  
## argument.

summary$perc <- 0  
summary$perc[summary$y == 'no'] <- summary$count[summary$y == 'no'] / nrow(train\_data[train\_data$y == 'no',]) \* 100  
summary$perc[summary$y == 'yes'] <- summary$count[summary$y == 'yes'] / nrow(train\_data[train\_data$y == 'yes',]) \* 100  
summary %>% ggplot(aes(x=ne2,y=perc,fill=y)) + geom\_bar(stat="identity") + facet\_wrap(~y) +   
 ylab('Percentage') + xlab('Number Employed') + ggtitle('Number Employed Squared Based on Y Value')

![A graph of number employed based on y value
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# Maybe just plot the improvement of out of sample AUC  
set.seed(120)  
vars <- 'nr.employed'  
allVars <- vars  
num\_poly <- 10  
for (i in 1:length(vars)){  
 for (j in 2:num\_poly){  
 if (class(train\_data[,vars[i]]) != "factor") {  
 allVars <- c(allVars,paste('poly(',vars[i],',',j,')',sep=""))  
 }  
 }  
}  
num\_vars <- length(allVars)  
var\_aucs <- data.frame("vars" = allVars)  
num\_folds <- 10  
for (j in 1:num\_vars) {  
 var <- allVars[j]  
 print(var)  
 folds <- createFolds(train\_data$y, k = num\_folds)  
 auc\_scores <- numeric(num\_folds)  
 for (i in 1:num\_folds) {  
 train\_indices <- unlist(folds[-i])  
 test\_indices <- unlist(folds[i])  
 train <- train\_data[train\_indices, ]  
 test <- train\_data[test\_indices, ]  
 form <- as.formula(paste("y ~ ",var,sep=""))  
 model <- glm(form, data = train, family = "binomial")  
 predictions <- predict(model, newdata = test, type = "response")  
 roc <- roc(response=test$y,predictor=predictions,levels=c("no", "yes"),direction = ">")  
 auc\_scores[i] <- auc(roc)  
 }  
 var\_aucs$auc[var\_aucs$var == var] <- mean(auc\_scores)  
}

## [1] "nr.employed"  
## [1] "poly(nr.employed,2)"  
## [1] "poly(nr.employed,3)"  
## [1] "poly(nr.employed,4)"  
## [1] "poly(nr.employed,5)"  
## [1] "poly(nr.employed,6)"  
## [1] "poly(nr.employed,7)"  
## [1] "poly(nr.employed,8)"  
## [1] "poly(nr.employed,9)"  
## [1] "poly(nr.employed,10)"

# Get max val  
maxAUC <- max(var\_aucs$auc, na.rm = TRUE)  
maxDeg <- which.max(var\_aucs$auc)  
  
# Looking at the p values for the highest degree model  
model <- glm(form, data = train\_data, family = "binomial")  
summary(model)

##   
## Call:  
## glm(formula = form, family = "binomial", data = train\_data)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.6432 0.2485 0.3321 0.3578 1.2860   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 2.44760 0.02338 104.676 < 2e-16 \*\*\*  
## poly(nr.employed, 10)1 156.34441 3.19323 48.961 < 2e-16 \*\*\*  
## poly(nr.employed, 10)2 -44.45416 3.14126 -14.152 < 2e-16 \*\*\*  
## poly(nr.employed, 10)3 -51.90203 4.32051 -12.013 < 2e-16 \*\*\*  
## poly(nr.employed, 10)4 4.92844 2.83743 1.737 0.082398 .   
## poly(nr.employed, 10)5 26.51619 2.34879 11.289 < 2e-16 \*\*\*  
## poly(nr.employed, 10)6 30.20002 3.42973 8.805 < 2e-16 \*\*\*  
## poly(nr.employed, 10)7 8.50557 3.68814 2.306 0.021100 \*   
## poly(nr.employed, 10)8 -2.79958 2.14882 -1.303 0.192628   
## poly(nr.employed, 10)9 11.69125 3.00755 3.887 0.000101 \*\*\*  
## poly(nr.employed, 10)10 -7.20951 2.02859 -3.554 0.000379 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 23269 on 32949 degrees of freedom  
## Residual deviance: 19131 on 32939 degrees of freedom  
## AIC: 19153  
##   
## Number of Fisher Scoring iterations: 6

# Plot the AUC improving  
var\_aucs %>% ggplot(aes(x=1:10, y=auc)) + geom\_point() + ylim(c(0.7,0.8)) +   
 ylab('AUC') + xlab('Polynomial Degree') + ggtitle('Out of Sample AUC for nr.employed') +   
 geom\_point(data = data.frame(x = maxDeg, y = maxAUC),   
 aes(x = x, y = y), size = 2, color = "red", fill = "red", shape = 21)

![A graph with black dots and red dots
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We will proceed with trying forward selection using polynomial terms. Using up to the 10th degree term seems like it should be sufficient.

## Variable Interactions

Variable interactions are often present that affect numeric response variables. Usually to show that, you can plot. To see if there are possible interactions, let’s try with a coloring a couple of interactions.

# Try plotting month by contact  
train\_data %>% ggplot(aes(x=month,y=contact,color=y)) + geom\_jitter() +   
 ylab('Month') + xlab('Contact') + ggtitle('Term Deposit for Month and Contact')

![A graph of blue and red dots
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# Looking at model  
model <- glm('y ~ month\*contact', data = train\_data, family = "binomial")  
summary(model)

##   
## Call:  
## glm(formula = "y ~ month\*contact", family = "binomial", data = train\_data)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.6172 0.2573 0.4524 0.4794 1.2668   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) -0.09097 0.10061 -0.904 0.36588   
## monthapr 1.44852 0.11528 12.565 < 2e-16 \*\*\*  
## monthmay 2.19672 0.11155 19.692 < 2e-16 \*\*\*  
## monthjun 0.37338 0.12758 2.927 0.00343 \*\*   
## monthjul 2.31893 0.11155 20.788 < 2e-16 \*\*\*  
## monthaug 2.19520 0.11095 19.786 < 2e-16 \*\*\*  
## monthsep 0.16392 0.14336 1.143 0.25287   
## monthoct 0.31811 0.13822 2.301 0.02137 \*   
## monthnov 2.27145 0.11756 19.322 < 2e-16 \*\*\*  
## monthdec -0.11667 0.21208 -0.550 0.58224   
## contacttelephone 0.36541 0.32055 1.140 0.25431   
## monthapr:contacttelephone -0.57305 0.37493 -1.528 0.12640   
## monthmay:contacttelephone 0.92049 0.33152 2.777 0.00549 \*\*   
## monthjun:contacttelephone 2.34176 0.33919 6.904 5.06e-12 \*\*\*  
## monthjul:contacttelephone 0.39625 0.36151 1.096 0.27305   
## monthaug:contacttelephone -0.59236 0.38226 -1.550 0.12123   
## monthsep:contacttelephone 0.70108 0.44236 1.585 0.11300   
## monthoct:contacttelephone -0.03293 0.38399 -0.086 0.93166   
## monthnov:contacttelephone -0.50233 0.36799 -1.365 0.17223   
## monthdec:contacttelephone 0.60437 0.58918 1.026 0.30499   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 23269 on 32949 degrees of freedom  
## Residual deviance: 20600 on 32930 degrees of freedom  
## AIC: 20640  
##   
## Number of Fisher Scoring iterations: 6

# Try plotting month by day of week  
train\_data %>% ggplot(aes(x=month,y=day\_of\_week,color=y)) + geom\_jitter() +   
 ylab('Month') + xlab('Day of Week') + ggtitle('Term Deposit for Month and Day of Week')
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# Looking at model  
model <- glm('y ~ month\*day\_of\_week', data = train\_data, family = "binomial")  
summary(model)

##   
## Call:  
## glm(formula = "y ~ month\*day\_of\_week", family = "binomial", data = train\_data)  
##   
## Deviance Residuals:   
## Min 1Q Median 3Q Max   
## -2.4220 0.3623 0.4223 0.4727 1.4132   
##   
## Coefficients:  
## Estimate Std. Error z value Pr(>|z|)   
## (Intercept) 0.312872 0.187972 1.664 0.096020 .   
## monthapr 1.827194 0.233674 7.819 5.31e-15 \*\*\*  
## monthmay 2.278239 0.206389 11.039 < 2e-16 \*\*\*  
## monthjun 1.730202 0.213119 8.118 4.72e-16 \*\*\*  
## monthjul 2.162129 0.216775 9.974 < 2e-16 \*\*\*  
## monthaug 1.979662 0.218099 9.077 < 2e-16 \*\*\*  
## monthsep 0.337715 0.314228 1.075 0.282489   
## monthoct 0.435845 0.278242 1.566 0.117249   
## monthnov 1.977134 0.234519 8.431 < 2e-16 \*\*\*  
## monthdec -0.158722 0.372167 -0.426 0.669758   
## day\_of\_weektue -0.696831 0.266651 -2.613 0.008968 \*\*   
## day\_of\_weekwed -0.772405 0.321428 -2.403 0.016259 \*   
## day\_of\_weekthu -0.055043 0.295758 -0.186 0.852359   
## day\_of\_weekfri -0.430655 0.307183 -1.402 0.160930   
## monthapr:day\_of\_weektue -0.659116 0.336886 -1.956 0.050407 .   
## monthmay:day\_of\_weektue 0.983982 0.295241 3.333 0.000860 \*\*\*  
## monthjun:day\_of\_weektue 0.506141 0.303830 1.666 0.095739 .   
## monthjul:day\_of\_weektue 0.521733 0.304277 1.715 0.086407 .   
## monthaug:day\_of\_weektue 0.427297 0.304207 1.405 0.160132   
## monthsep:day\_of\_weektue 0.112202 0.422507 0.266 0.790577   
## monthoct:day\_of\_weektue 0.148785 0.383220 0.388 0.697832   
## monthnov:day\_of\_weektue 0.496488 0.325825 1.524 0.127562   
## monthdec:day\_of\_weektue 0.003684 0.632825 0.006 0.995355   
## monthapr:day\_of\_weekwed -0.514429 0.377348 -1.363 0.172796   
## monthmay:day\_of\_weekwed 0.872195 0.343141 2.542 0.011028 \*   
## monthjun:day\_of\_weekwed 0.797344 0.355250 2.244 0.024803 \*   
## monthjul:day\_of\_weekwed 0.608365 0.353901 1.719 0.085610 .   
## monthaug:day\_of\_weekwed 0.493582 0.354500 1.392 0.163821   
## monthsep:day\_of\_weekwed 0.041774 0.454737 0.092 0.926805   
## monthoct:day\_of\_weekwed 0.233983 0.428858 0.546 0.585344   
## monthnov:day\_of\_weekwed 0.670189 0.372352 1.800 0.071879 .   
## monthdec:day\_of\_weekwed 0.243561 0.599916 0.406 0.684749   
## monthapr:day\_of\_weekthu -1.284675 0.338186 -3.799 0.000145 \*\*\*  
## monthmay:day\_of\_weekthu 0.193431 0.321553 0.602 0.547473   
## monthjun:day\_of\_weekthu 0.282541 0.335666 0.842 0.399938   
## monthjul:day\_of\_weekthu -0.028636 0.330096 -0.087 0.930869   
## monthaug:day\_of\_weekthu -0.018694 0.331765 -0.056 0.955064   
## monthsep:day\_of\_weekthu -0.470381 0.438986 -1.072 0.283936   
## monthoct:day\_of\_weekthu -0.442359 0.401626 -1.101 0.270714   
## monthnov:day\_of\_weekthu -0.033120 0.350090 -0.095 0.924630   
## monthdec:day\_of\_weekthu -0.159732 0.558543 -0.286 0.774894   
## monthapr:day\_of\_weekfri 0.426120 0.367607 1.159 0.246385   
## monthmay:day\_of\_weekfri 0.449520 0.329336 1.365 0.172275   
## monthjun:day\_of\_weekfri 0.759834 0.343928 2.209 0.027155 \*   
## monthjul:day\_of\_weekfri -0.007922 0.343393 -0.023 0.981596   
## monthaug:day\_of\_weekfri 0.061498 0.342213 0.180 0.857382   
## monthsep:day\_of\_weekfri 0.239600 0.450654 0.532 0.594953   
## monthoct:day\_of\_weekfri -0.208862 0.415835 -0.502 0.615476   
## monthnov:day\_of\_weekfri 0.209000 0.361374 0.578 0.563030   
## monthdec:day\_of\_weekfri 0.681970 0.637079 1.070 0.284411   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## (Dispersion parameter for binomial family taken to be 1)  
##   
## Null deviance: 23269 on 32949 degrees of freedom  
## Residual deviance: 21314 on 32900 degrees of freedom  
## AIC: 21414  
##   
## Number of Fisher Scoring iterations: 5

It looks like there is some promise for variable interactions. When looking at Month vs Day of Week, certain months have days that have a different distribution of yes and no. And certain days have months that have a different distribution. Some of the interaction terms also have significant p values. We will also include interaction terms in the Forward Selection, along with the polynomial terms. Below is some example code (not being evaluate, because it takes over an hour to finish) of adding all the single variables, polynomial variables, and interaction terms to the model.

set.seed(70)  
vars <- colnames(train\_data)  
vars <- vars[vars!="y"]  
allVars <- vars  
num\_poly <- 10  
for (i in 1:length(vars)){  
 for (j in 2:num\_poly){  
 if (class(train\_data[,vars[i]]) != "factor") {  
 allVars <- c(allVars,paste('poly(',vars[i],',',j,')',sep=""))  
 }  
 }  
}  
for (i in 1:length(vars)){  
 for (j in 1:i){  
 if(vars[i]!=vars[j]) {  
 allVars <- c(allVars,paste(vars[i],'\*',vars[j],sep=''))  
 }  
 }  
}  
# These variables need to be removed so the code doesn't error out  
allVars <- allVars[allVars!="poly(pdays,6)"]   
allVars <- allVars[allVars!="poly(pdays,7)"]  
allVars <- allVars[allVars!="poly(pdays,8)"]  
allVars <- allVars[allVars!="poly(pdays,9)"]  
allVars <- allVars[allVars!="poly(pdays,10)"]  
allVars <- allVars[allVars!="poly(previous,7)"]  
allVars <- allVars[allVars!="poly(previous,8)"]  
allVars <- allVars[allVars!="poly(previous,9)"]  
allVars <- allVars[allVars!="poly(previous,10)"]  
allVars <- allVars[allVars!="poly(emp.var.rate,10)"]  
var\_aucs <- data.frame("vars" = allVars)  
num\_vars <- length(allVars)  
num\_folds <- 10  
start\_num <- 124  
for (j in start\_num:num\_vars) {  
 var <- allVars[j]  
 print(paste(j,'/',num\_vars,': ',var,sep=''))  
 folds <- createFolds(train\_data$y, k = num\_folds)  
 auc\_scores <- numeric(num\_folds)  
 for (i in 1:num\_folds) {  
 train\_indices <- unlist(folds[-i])  
 test\_indices <- unlist(folds[i])  
 train <- train\_data[train\_indices, ]  
 test <- train\_data[test\_indices, ]  
 form <- as.formula(paste("y ~ ",var,sep=""))  
 model <- glm(form, data = train, family = "binomial")  
 predictions <- predict(model, newdata = test, type = "response")  
 roc <- roc(response=test$y,predictor=predictions,levels=c("no", "yes"),direction = ">")  
 auc\_scores[i] <- auc(roc)  
 }  
 var\_aucs$auc[var\_aucs$var == var] <- mean(auc\_scores)  
}

After several iterations of this (plus Backwards Selection), we arrived at the final model: y ~ poly(cons.conf.idx,10) + pdays + day\_of\_week \* month + month \* contact + cons.conf.idx \* housing + poutcome \* previous + poly(campaign,5) + poly(euribor3m,8) + campaign \* month + cons.conf.idx \* age + poly(previous,6) + campaign \* contact + poly(age,3).

## Adding PCA

Since our earlier PCA analysis looked promising, I tried adding PC1 to the model.

# PCA  
df.numeric <- train\_data[ , sapply(train\_data, is.numeric)]  
pc.result<-prcomp(df.numeric,scale.=TRUE)  
pc.scores<-pc.result$x  
pc.scores<-data.frame(pc.scores)  
  
# Trying out adding PC1  
train\_data$PC1 <- pc.scores$PC1  
set.seed(134)  
form <- as.formula('y ~ PC1 + poly(cons.conf.idx,10) + pdays + day\_of\_week\*month + month\*contact + cons.conf.idx\*housing + poutcome\*previous + poly(campaign,5) + poly(euribor3m,8) + campaign\*month + cons.conf.idx\*age + poly(previous,6) + campaign\*contact + poly(age,3)')  
num\_folds <- 10  
folds <- createFolds(train\_data$y, k = num\_folds)  
accuracy\_scores <- numeric(num\_folds)  
auc\_scores <- numeric(num\_folds)  
for (i in 1:num\_folds) {  
 train\_indices <- unlist(folds[-i])  
 test\_indices <- unlist(folds[i])  
 train <- train\_data[train\_indices, ]  
 test <- train\_data[test\_indices, ]  
 model <- glm(form, data = train, family = "binomial")  
 predictions <- predict(model, newdata = test, type = "response")  
 roc <- roc(response=test$y,predictor=predictions,levels=c("no", "yes"),direction = ">")  
 auc\_scores[i] <- auc(roc)  
}  
mean(auc\_scores)

## [1] 0.8026035

The AUC value was slightly worse than it was when PC1 wasn’t there. So we’ll just use the formula derived above.

## Support Vector Machine (SVM)

For a non-parametric model, we tried Support Vector Machines (SVM). These are a type of non-parametric model that try to form a line, plane, hyper-plan between datapoints.

They had three important hyper parameters: the kernal, gamma, and the cost. The kernal would be the type of fit. Possible values are linear, polynomial, radial, etc. Gamma sets the curvature of the separating hyper-plane. A higher Gamma values means more curvature. The Cost parameter sets how much error points it wants to classify on. The higher the Cost, the worse it predicts on the training set errors (and hope isn’t overfitting).

Here is some example code for training the SVM. It takes over half an hour to train even fairly simple models, so it isn’t set to execute.

form <- as.formula("y ~ euribor3m + month + poutcome + contact + cons.conf.idx + campaign + previous + age + housing + day\_of\_week")  
svm\_model <- svm(form, data = train\_data, kernel = "radial", gamma = 1, cost = 1, probability = TRUE, decision.values = TRUE)  
predictions <- predict(svm\_model, newdata = train\_data, probability = TRUE, decision.values = TRUE)  
probs <- attr(predictions,"probabilities")[,'yes']  
predicted\_classes <- ifelse(probs > .083, 'yes','no')   
confusion\_matrix <- confusionMatrix(as.factor(predicted\_classes), as.factor(train\_data$y))  
confusion\_matrix # PPV = 0.69, Sens = 0.62  
confusion\_matrix$byClass['F1'] # 0.65  
roc <- roc(response=train\_data$y,predictor=probs,levels=c("yes", "no"),direction = ">")  
auc(roc) # 0.8513  
plot(roc,print.thres="best",col="red")  
title(main = 'ROC Curve for SVM', line = 3)

And here is the sample code for testing.

predictions <- predict(svm\_model, newdata = test\_data, probability = TRUE)  
probs <- attr(predictions,"probabilities")[,'yes']  
predicted\_classes <- ifelse(probs > .083, 'yes','no')   
confusion\_matrix <- confusionMatrix(as.factor(predicted\_classes), as.factor(test\_data$y))  
confusion\_matrix # Sensitivity = 0.5236, Specificity = 0.8705, PPV = 0.3345, NPV = 0.9363  
confusion\_matrix$byClass['F1'] # 0.4082157  
roc <- roc(response=test\_data$y,predictor=probs,levels=c("yes", "no"),direction = ">")  
auc(roc) # 0.6979

# Calculating Metrics

We are calculating Sensitivity (Correctly Predicted Positive / All Positive), Specificity (Correctly Predicted Negative / All Negative), Prevalence (All Positive / All Observations), PPV (Correctly Predicted Positive / Predicted Positive), NPV (Correctly Predicted Negative / Predicted Negative), and AUROC (Area under the ROC Curve).

In addition, we are also calculating the F1 score. This is equal to 2 \* Sensitivity \* PPV / (Sensitivity + PPV). Since it is more important that we do a good job of predicting whether people will get a term deposit, and the F1 score is a nice metric to make sure that there is a good balance between Sensitivity and PPV, we decided to track this metric as well.

## Simple Logisitc Regression Model

First we determined the threshold to use for the Simple Logistic Regression Model in order to maximize the F1 metric.

# Get threshold  
metrics = data.frame(thresh=seq(0, 1, by = 0.0001))  
num\_thresh <- nrow(metrics)  
metrics$sensitivity <- 0  
metrics$specificity <- 0  
metrics$ppv <- 0  
metrics$npv <- 0  
metrics$accuracy <- 0  
metrics$f1 <- 0  
form <- as.formula(y ~ month + poutcome + emp.var.rate + contact + cons.price.idx)  
model <- glm(form, data = train\_data, family = "binomial")  
predicted <- predict(model, newdata = train\_data, type = "response")

for (i in 1:num\_thresh){  
   
 # Confusion Matrix  
 predicted\_classes <- ifelse(predicted > metrics$thresh[i], 'no','yes')  
 confusion\_matrix <- confusionMatrix(as.factor(predicted\_classes), as.factor(train\_data$y))  
   
 # Metrics  
 metrics$sensitivity[i] <- as.numeric(confusion\_matrix$byClass['Sensitivity'])  
 metrics$specificity[i] <- as.numeric(confusion\_matrix$byClass['Specificity'])  
 metrics$ppv[i] <- as.numeric(confusion\_matrix$byClass['Pos Pred Value'])  
 metrics$npv[i] <- as.numeric(confusion\_matrix$byClass['Neg Pred Value'])  
 metrics$accuracy[i] <- as.numeric(confusion\_matrix$overall['Accuracy'])  
 metrics$f1[i] <- as.numeric(confusion\_matrix$byClass['F1'])  
}

# Get threshold value that maximizes F1  
metrics <- read.csv('https://raw.githubusercontent.com/stedua22/6372-Project-2/main/metrics\_simple.csv')  
maxF1 <- max(metrics$f1, na.rm = TRUE)  
maxF1

## [1] 0.4798184

theshF1 <- metrics$thresh[which.max(metrics$f1)]   
theshF1

## [1] 0.7703

# Plots  
metrics %>% ggplot(aes(x = thresh, y = sensitivity)) + geom\_point() +   
 ylab('Sensitivity') + xlab('Thresholds') + ggtitle('Sensitivity for Training Data')
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metrics %>% ggplot(aes(x = thresh, y = specificity)) + geom\_point() +   
 ylab('Specificity') + xlab('Thresholds') + ggtitle('Specificity for Training Data')

![A graph with a line drawn on it
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metrics %>% ggplot(aes(x = thresh, y = ppv)) + geom\_point() +   
 ylab('PPV') + xlab('Thresholds') + ggtitle('PPV for Training Data')

## Warning: Removed 1506 rows containing missing values (`geom\_point()`).

![A graph of a graph showing the growth of a training data
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metrics %>% ggplot(aes(x = thresh, y = npv)) + geom\_point() +   
 ylab('NPV') + xlab('Thresholds') + ggtitle('NPV for Training Data')

## Warning: Removed 252 rows containing missing values (`geom\_point()`).

![A graph of a graph showing the growth of a number of individuals
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metrics %>% ggplot(aes(x = thresh, y = f1)) + geom\_point() +   
 ylab('F1 Score') + xlab('Thresholds') + ggtitle('F1 Scores for Training Data') +   
 geom\_point(data = data.frame(x = theshF1, y = maxF1), aes(x = x, y = y), size = 3, color = "red", fill = "red", shape = 21)

## Warning: Removed 1506 rows containing missing values (`geom\_point()`).
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# Get Confusion Matrix for threshold value  
predicted\_classes <- ifelse(predicted > theshF1, 'no','yes')  
confusion\_matrix <- confusionMatrix(as.factor(predicted\_classes), as.factor(train\_data$y))

## Warning in confusionMatrix.default(as.factor(predicted\_classes),  
## as.factor(train\_data$y)): Levels are not in the same order for reference and  
## data. Refactoring data to match.

confusion\_matrix

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction yes no  
## yes 1902 2297  
## no 1827 26924  
##   
## Accuracy : 0.8748   
## 95% CI : (0.8712, 0.8784)  
## No Information Rate : 0.8868   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.409   
##   
## Mcnemar's Test P-Value : 2.81e-13   
##   
## Sensitivity : 0.51006   
## Specificity : 0.92139   
## Pos Pred Value : 0.45296   
## Neg Pred Value : 0.93645   
## Prevalence : 0.11317   
## Detection Rate : 0.05772   
## Detection Prevalence : 0.12744   
## Balanced Accuracy : 0.71572   
##   
## 'Positive' Class : yes   
##

confusion\_matrix$byClass['F1']

## F1   
## 0.4798184

After we got the thresholds to use, then we calculated the metrics on the test dataset.

# Test data  
predicted <- predict(model, newdata = test\_data, type = "response")  
predicted\_classes <- ifelse(predicted > theshF1, 'no','yes')  
confusion\_matrix <- confusionMatrix(as.factor(predicted\_classes), as.factor(test\_data$y))

## Warning in confusionMatrix.default(as.factor(predicted\_classes),  
## as.factor(test\_data$y)): Levels are not in the same order for reference and  
## data. Refactoring data to match.

confusion\_matrix

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction yes no  
## yes 449 571  
## no 462 6756  
##   
## Accuracy : 0.8746   
## 95% CI : (0.8673, 0.8817)  
## No Information Rate : 0.8894   
## P-Value [Acc > NIR] : 0.9999882   
##   
## Kappa : 0.3943   
##   
## Mcnemar's Test P-Value : 0.0007787   
##   
## Sensitivity : 0.4929   
## Specificity : 0.9221   
## Pos Pred Value : 0.4402   
## Neg Pred Value : 0.9360   
## Prevalence : 0.1106   
## Detection Rate : 0.0545   
## Detection Prevalence : 0.1238   
## Balanced Accuracy : 0.7075   
##   
## 'Positive' Class : yes   
##

confusion\_matrix$byClass['F1']

## F1   
## 0.465044

# AUC  
roc <- roc(response=test\_data$y,predictor=predicted,levels=c("no", "yes"),direction = ">")  
auc(roc)

## Area under the curve: 0.7868

plot(roc,print.thres="best",col="red")
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## Complex Logistic Regression

# Get threshold value that maximizes F1  
metrics <- read.csv('https://raw.githubusercontent.com/stedua22/6372-Project-2/main/metrics\_complex\_logistic.csv')  
maxF1 <- max(metrics$f1, na.rm = TRUE)  
maxF1

## [1] 0.5073269

theshF1 <- metrics$thresh[which.max(metrics$f1)]   
theshF1

## [1] 0.7354

# Get Confusion Matrix for threshold value  
form <- as.formula(y ~ poly(cons.conf.idx,10) + pdays + day\_of\_week\*month + month\*contact + cons.conf.idx\*housing + poutcome\*previous + poly(campaign,5) + poly(euribor3m,8) + campaign\*month + cons.conf.idx\*age + poly(previous,6) + campaign\*contact + poly(age,3))  
model <- glm(form, data = train\_data, family = "binomial")  
predicted <- predict(model, newdata = train\_data, type = "response")

## Warning in predict.lm(object, newdata, se.fit, scale = 1, type = if (type == :  
## prediction from a rank-deficient fit may be misleading

predicted\_classes <- ifelse(predicted > theshF1, 'no','yes')  
confusion\_matrix <- confusionMatrix(as.factor(predicted\_classes), as.factor(train\_data$y))

## Warning in confusionMatrix.default(as.factor(predicted\_classes),  
## as.factor(train\_data$y)): Levels are not in the same order for reference and  
## data. Refactoring data to match.

confusion\_matrix

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction yes no  
## yes 2008 2179  
## no 1721 27042  
##   
## Accuracy : 0.8816   
## 95% CI : (0.8781, 0.8851)  
## No Information Rate : 0.8868   
## P-Value [Acc > NIR] : 0.9985   
##   
## Kappa : 0.4403   
##   
## Mcnemar's Test P-Value : 2.52e-13   
##   
## Sensitivity : 0.53848   
## Specificity : 0.92543   
## Pos Pred Value : 0.47958   
## Neg Pred Value : 0.94017   
## Prevalence : 0.11317   
## Detection Rate : 0.06094   
## Detection Prevalence : 0.12707   
## Balanced Accuracy : 0.73196   
##   
## 'Positive' Class : yes   
##

confusion\_matrix$byClass['F1']

## F1   
## 0.5073269

# Test data  
predicted <- predict(model, newdata = test\_data, type = "response")

## Warning in predict.lm(object, newdata, se.fit, scale = 1, type = if (type == :  
## prediction from a rank-deficient fit may be misleading

predicted\_classes <- ifelse(predicted > theshF1, 'no','yes')  
confusion\_matrix <- confusionMatrix(as.factor(predicted\_classes), as.factor(test\_data$y))

## Warning in confusionMatrix.default(as.factor(predicted\_classes),  
## as.factor(test\_data$y)): Levels are not in the same order for reference and  
## data. Refactoring data to match.

confusion\_matrix

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction yes no  
## yes 481 550  
## no 430 6777  
##   
## Accuracy : 0.881   
## 95% CI : (0.8739, 0.888)  
## No Information Rate : 0.8894   
## P-Value [Acc > NIR] : 0.9922347   
##   
## Kappa : 0.4282   
##   
## Mcnemar's Test P-Value : 0.0001439   
##   
## Sensitivity : 0.52799   
## Specificity : 0.92494   
## Pos Pred Value : 0.46654   
## Neg Pred Value : 0.94034   
## Prevalence : 0.11059   
## Detection Rate : 0.05839   
## Detection Prevalence : 0.12515   
## Balanced Accuracy : 0.72646   
##   
## 'Positive' Class : yes   
##

confusion\_matrix$byClass['F1']

## F1   
## 0.4953656

# AUC  
roc <- roc(response=test\_data$y,predictor=predicted,levels=c("no", "yes"),direction = ">")  
auc(roc)

## Area under the curve: 0.8013

plot(roc,print.thres="best",col="red")

![A red line graph with numbers

Description automatically generated](data:image/png;base64,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)

## Comparing old vs new data

We noticed as part of EDA that the newer data (data was in order of when it was received) had a different Yes/No distribution than older data. We thought it would be interesting to see how training on old data and testing on newer data would perform.

# Simple logistic model  
metrics <- read.csv('https://raw.githubusercontent.com/stedua22/6372-Project-2/main/metrics\_simple\_date.csv')  
  
# Train simple model  
form <- as.formula(y ~ month + poutcome + emp.var.rate + contact + cons.price.idx)  
model <- glm(form, data = train\_data, family = "binomial")  
  
# Get threshold value that maximizes F1  
maxF1 <- max(metrics$f1, na.rm = TRUE)  
maxF1 # 0.2623695

## [1] 0.2623695

theshF1 <- metrics$thresh[which.max(metrics$f1)]   
theshF1 # 0.8486

## [1] 0.8486

# Try filtering data to get it to work  
test\_data <- test\_data[test\_data$month != "sep",]  
  
# Get the confusion matrix  
predicted <- predict(model, newdata = test\_data, type = "response")  
predicted\_classes <- ifelse(predicted > theshF1, 'no','yes')  
confusion\_matrix <- confusionMatrix(as.factor(predicted\_classes), as.factor(test\_data$y))

## Warning in confusionMatrix.default(as.factor(predicted\_classes),  
## as.factor(test\_data$y)): Levels are not in the same order for reference and  
## data. Refactoring data to match.

confusion\_matrix # Sensitivity = 0.5661, Specificity = 0.7740, PPV = 0.5151, NPV = 0.8079, Prevalence = 0.2979

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction yes no  
## yes 474 819  
## no 382 6443  
##   
## Accuracy : 0.8521   
## 95% CI : (0.8441, 0.8597)  
## No Information Rate : 0.8946   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.3599   
##   
## Mcnemar's Test P-Value : <2e-16   
##   
## Sensitivity : 0.55374   
## Specificity : 0.88722   
## Pos Pred Value : 0.36659   
## Neg Pred Value : 0.94403   
## Prevalence : 0.10544   
## Detection Rate : 0.05839   
## Detection Prevalence : 0.15928   
## Balanced Accuracy : 0.72048   
##   
## 'Positive' Class : yes   
##

confusion\_matrix$byClass['F1'] # 0.5394243

## F1   
## 0.4411354

# AUC  
roc <- roc(response=test\_data$y,predictor=predicted,levels=c("no", "yes"),direction = ">")  
auc(roc) # 0.7095

## Area under the curve: 0.7788

# Complex model  
metrics <- read.csv('https://raw.githubusercontent.com/stedua22/6372-Project-2/main/metrics\_complex\_logistic\_date.csv')  
  
# Train simple model  
form <- as.formula(y ~ poly(cons.conf.idx,10) + pdays + day\_of\_week\*month + month\*contact + cons.conf.idx\*housing + poutcome\*previous + poly(campaign,5) + poly(euribor3m,8) + campaign\*month + cons.conf.idx\*age + poly(previous,6) + campaign\*contact + poly(age,3))  
model <- glm(form, data = train\_data, family = "binomial")  
  
# Error about poly(cons.conf.idx,10) having too high of a degree  
form <- as.formula(y ~ poly(cons.conf.idx,9) + pdays + day\_of\_week\*month + month\*contact + cons.conf.idx\*housing + poutcome\*previous + poly(campaign,5) + poly(euribor3m,8) + campaign\*month + cons.conf.idx\*age + poly(previous,3) + campaign\*contact + poly(age,3))  
model <- glm(form, data = train\_data, family = "binomial")  
  
# Get threshold value that maximizes F1  
maxF1 <- max(metrics$f1, na.rm = TRUE)  
maxF1 # 0.2431846

## [1] 0.2431846

theshF1 <- metrics$thresh[which.max(metrics$f1)]   
theshF1 # 0.7308

## [1] 0.7308

# Try filtering data to get it to work  
test\_data <- test\_data[test\_data$month != "sep",]  
  
# Get the confusion matrix  
predicted <- predict(model, newdata = test\_data, type = "response")

## Warning in predict.lm(object, newdata, se.fit, scale = 1, type = if (type == :  
## prediction from a rank-deficient fit may be misleading

predicted\_classes <- ifelse(predicted > theshF1, 'no','yes')  
confusion\_matrix <- confusionMatrix(as.factor(predicted\_classes), as.factor(test\_data$y))

## Warning in confusionMatrix.default(as.factor(predicted\_classes),  
## as.factor(test\_data$y)): Levels are not in the same order for reference and  
## data. Refactoring data to match.

confusion\_matrix # Sensitivity = 0.6287, Specificity = 0.6716, PPV = 0.4482, NPV = 0.8100, Prevalence = 0.2979

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction yes no  
## yes 430 513  
## no 426 6749  
##   
## Accuracy : 0.8843   
## 95% CI : (0.8772, 0.8912)  
## No Information Rate : 0.8946   
## P-Value [Acc > NIR] : 0.998562   
##   
## Kappa : 0.4132   
##   
## Mcnemar's Test P-Value : 0.005008   
##   
## Sensitivity : 0.50234   
## Specificity : 0.92936   
## Pos Pred Value : 0.45599   
## Neg Pred Value : 0.94063   
## Prevalence : 0.10544   
## Detection Rate : 0.05297   
## Detection Prevalence : 0.11616   
## Balanced Accuracy : 0.71585   
##   
## 'Positive' Class : yes   
##

confusion\_matrix$byClass['F1'] # 0.5233236

## F1   
## 0.4780434

# AUC  
roc <- roc(response=test\_data$y,predictor=predicted,levels=c("no", "yes"),direction = ">")  
auc(roc) # 0.6502

## Area under the curve: 0.7936

We compared the simple model and complex model to how they did previously. To even be able to test against the newer data, we first had to filter out month = Sep, since that didn’t exist in the training data. Also, we had to lower the order of some of the polynomials for the complex model.

The training metrics were poor, with an F1 score of around .25 for both models. However, the F1 scores for the test data were both above 0.5. The extra Yes results in the data seemed to help out. However, the AUC scores were worse, as well as the Specificity and NPV. This makes some sense, since there were less No results.

#QDA/LDA Model

library(caret) # CreateFolds  
library(pROC)  
library(car) # VIF  
library(tidyverse)  
  
  
#LDA Model--- simple model month + poutcome + emp.var.rate + contact + cons.price.idx  
  
# Convert the binary outcome to a factor  
train\_data$y <- as.factor(train\_data$y)  
  
  
fitControl<-trainControl(method="repeatedcv",number=5,repeats=1,classProbs=TRUE, summaryFunction=mnLogLoss)  
set.seed(1234)  
  
  
lda.fit<-train(y~ month + poutcome + emp.var.rate + contact + cons.price.idx,  
 data=train\_data,  
 method="lda",  
 trControl=fitControl,  
 metric="logLoss")  
  
# Get threshold  
metrics = data.frame(thresh=seq(0, 1, by = 0.0001))  
num\_thresh <- nrow(metrics)  
metrics$sensitivity <- 1  
metrics$specificity <- 1  
metrics$ppv <- 1  
metrics$npv <- 1  
metrics$accuracy <- 1  
metrics$f1 <- 1  
predicted <- predict(lda.fit, newdata = train\_data, type = "prob")  
for (i in 1:num\_thresh){  
 if(i %% 100 == 0) {  
 print(paste(i,'/',num\_thresh,sep=''))  
 }  
   
 # Confusion Matrix  
 predicted\_classes <- ifelse(predicted[, "yes"] > metrics$thresh[i], 'yes', 'no')  
 predicted\_classes\_factor <- factor(predicted\_classes, levels = levels(train\_data$y))  
 confusion\_matrix <- confusionMatrix(predicted\_classes\_factor, train\_data$y)  
   
   
 # Metrics  
 metrics$sensitivity[i] <- as.numeric(confusion\_matrix$byClass['Sensitivity'])  
 metrics$specificity[i] <- as.numeric(confusion\_matrix$byClass['Specificity'])  
 metrics$ppv[i] <- as.numeric(confusion\_matrix$byClass['Pos Pred Value'])  
 metrics$npv[i] <- as.numeric(confusion\_matrix$byClass['Neg Pred Value'])  
 metrics$accuracy[i] <- as.numeric(confusion\_matrix$overall['Accuracy'])  
 metrics$f1[i] <- as.numeric(confusion\_matrix$byClass['F1'])  
}

## [1] "100/10001"  
## [1] "200/10001"  
## [1] "300/10001"  
## [1] "400/10001"  
## [1] "500/10001"  
## [1] "600/10001"  
## [1] "700/10001"  
## [1] "800/10001"  
## [1] "900/10001"  
## [1] "1000/10001"  
## [1] "1100/10001"  
## [1] "1200/10001"  
## [1] "1300/10001"  
## [1] "1400/10001"  
## [1] "1500/10001"  
## [1] "1600/10001"  
## [1] "1700/10001"  
## [1] "1800/10001"  
## [1] "1900/10001"  
## [1] "2000/10001"  
## [1] "2100/10001"  
## [1] "2200/10001"  
## [1] "2300/10001"  
## [1] "2400/10001"  
## [1] "2500/10001"  
## [1] "2600/10001"  
## [1] "2700/10001"  
## [1] "2800/10001"  
## [1] "2900/10001"  
## [1] "3000/10001"  
## [1] "3100/10001"  
## [1] "3200/10001"  
## [1] "3300/10001"  
## [1] "3400/10001"  
## [1] "3500/10001"  
## [1] "3600/10001"  
## [1] "3700/10001"  
## [1] "3800/10001"  
## [1] "3900/10001"  
## [1] "4000/10001"  
## [1] "4100/10001"  
## [1] "4200/10001"  
## [1] "4300/10001"  
## [1] "4400/10001"  
## [1] "4500/10001"  
## [1] "4600/10001"  
## [1] "4700/10001"  
## [1] "4800/10001"  
## [1] "4900/10001"  
## [1] "5000/10001"  
## [1] "5100/10001"  
## [1] "5200/10001"  
## [1] "5300/10001"  
## [1] "5400/10001"  
## [1] "5500/10001"  
## [1] "5600/10001"  
## [1] "5700/10001"  
## [1] "5800/10001"  
## [1] "5900/10001"  
## [1] "6000/10001"  
## [1] "6100/10001"  
## [1] "6200/10001"  
## [1] "6300/10001"  
## [1] "6400/10001"  
## [1] "6500/10001"  
## [1] "6600/10001"  
## [1] "6700/10001"  
## [1] "6800/10001"  
## [1] "6900/10001"  
## [1] "7000/10001"  
## [1] "7100/10001"  
## [1] "7200/10001"  
## [1] "7300/10001"  
## [1] "7400/10001"  
## [1] "7500/10001"  
## [1] "7600/10001"  
## [1] "7700/10001"  
## [1] "7800/10001"  
## [1] "7900/10001"  
## [1] "8000/10001"  
## [1] "8100/10001"  
## [1] "8200/10001"  
## [1] "8300/10001"  
## [1] "8400/10001"  
## [1] "8500/10001"  
## [1] "8600/10001"  
## [1] "8700/10001"  
## [1] "8800/10001"  
## [1] "8900/10001"  
## [1] "9000/10001"  
## [1] "9100/10001"  
## [1] "9200/10001"  
## [1] "9300/10001"  
## [1] "9400/10001"  
## [1] "9500/10001"  
## [1] "9600/10001"  
## [1] "9700/10001"  
## [1] "9800/10001"  
## [1] "9900/10001"  
## [1] "10000/10001"

# Get threshold value that maximizes F1  
# Get F1 thresholds  
maxF1 <- max(metrics$f1, na.rm = TRUE) #   
maxF1 # 0.4847

## [1] 0.4847892

theshF1 <- metrics$thresh[which.max(metrics$f1)]   
theshF1 # 0.1313

## [1] 0.1313

# Test data  
predicted <- predict(lda.fit, newdata = test\_data, type = "prob")  
predicted\_classes <- ifelse(predicted[, "yes"] > theshF1, 'yes', 'no')  
confusion\_matrix <- confusionMatrix(as.factor(predicted\_classes), as.factor(test\_data$y))

## Warning in confusionMatrix.default(as.factor(predicted\_classes),  
## as.factor(test\_data$y)): Levels are not in the same order for reference and  
## data. Refactoring data to match.

confusion\_matrix # Sensitivity = 0.5159, Specificity = 0.9179, PPV = 0.4388, NPV = 0.9385, Prevalence = 0.11059

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction yes no  
## yes 415 536  
## no 441 6726  
##   
## Accuracy : 0.8797   
## 95% CI : (0.8724, 0.8867)  
## No Information Rate : 0.8946   
## P-Value [Acc > NIR] : 0.999992   
##   
## Kappa : 0.3918   
##   
## Mcnemar's Test P-Value : 0.002636   
##   
## Sensitivity : 0.48481   
## Specificity : 0.92619   
## Pos Pred Value : 0.43638   
## Neg Pred Value : 0.93847   
## Prevalence : 0.10544   
## Detection Rate : 0.05112   
## Detection Prevalence : 0.11715   
## Balanced Accuracy : 0.70550   
##   
## 'Positive' Class : yes   
##

confusion\_matrix$byClass['F1'] # 0.4743

## F1   
## 0.4593248

#AUC  
  
  
# Assuming `predicted` contains the predicted probabilities for the 'yes' class  
roc <- roc(response = test\_data$y,   
 predictor = as.numeric(as.character(predicted[, "yes"])),  
 levels = rev(levels(test\_data$y))) # Ensure correct ordering of levels if needed

## Setting direction: controls < cases

# Print the AUROC  
auc(roc) # 0.7846

## Area under the curve: 0.7768

#LDA Model--- using numeric variables only campaign + pdays + previous + emp.var.rate + cons.price.idx + euribor3m + nr.employed  
  
  
fitControl<-trainControl(method="repeatedcv",number=5,repeats=1,classProbs=TRUE, summaryFunction=mnLogLoss)  
set.seed(1234)  
  
  
lda.fit<-train(y~ campaign + pdays + previous + emp.var.rate + cons.price.idx + euribor3m + nr.employed,  
 data=train\_data,  
 method="lda",  
 trControl=fitControl,  
 metric="logLoss")  
  
# Get threshold  
metrics = data.frame(thresh=seq(0, 1, by = 0.0001))  
num\_thresh <- nrow(metrics)  
metrics$sensitivity <- 1  
metrics$specificity <- 1  
metrics$ppv <- 1  
metrics$npv <- 1  
metrics$accuracy <- 1  
metrics$f1 <- 1  
predicted <- predict(lda.fit, newdata = train\_data, type = "prob")  
for (i in 1:num\_thresh){  
 if(i %% 100 == 0) {  
 print(paste(i,'/',num\_thresh,sep=''))  
 }  
   
 # Confusion Matrix  
 predicted\_classes <- ifelse(predicted[, "yes"] > metrics$thresh[i], 'yes', 'no')  
 predicted\_classes\_factor <- factor(predicted\_classes, levels = levels(train\_data$y))  
 confusion\_matrix <- confusionMatrix(predicted\_classes\_factor, train\_data$y)  
   
   
 # Metrics  
 metrics$sensitivity[i] <- as.numeric(confusion\_matrix$byClass['Sensitivity'])  
 metrics$specificity[i] <- as.numeric(confusion\_matrix$byClass['Specificity'])  
 metrics$ppv[i] <- as.numeric(confusion\_matrix$byClass['Pos Pred Value'])  
 metrics$npv[i] <- as.numeric(confusion\_matrix$byClass['Neg Pred Value'])  
 metrics$accuracy[i] <- as.numeric(confusion\_matrix$overall['Accuracy'])  
 metrics$f1[i] <- as.numeric(confusion\_matrix$byClass['F1'])  
}

## [1] "100/10001"  
## [1] "200/10001"  
## [1] "300/10001"  
## [1] "400/10001"  
## [1] "500/10001"  
## [1] "600/10001"  
## [1] "700/10001"  
## [1] "800/10001"  
## [1] "900/10001"  
## [1] "1000/10001"  
## [1] "1100/10001"  
## [1] "1200/10001"  
## [1] "1300/10001"  
## [1] "1400/10001"  
## [1] "1500/10001"  
## [1] "1600/10001"  
## [1] "1700/10001"  
## [1] "1800/10001"  
## [1] "1900/10001"  
## [1] "2000/10001"  
## [1] "2100/10001"  
## [1] "2200/10001"  
## [1] "2300/10001"  
## [1] "2400/10001"  
## [1] "2500/10001"  
## [1] "2600/10001"  
## [1] "2700/10001"  
## [1] "2800/10001"  
## [1] "2900/10001"  
## [1] "3000/10001"  
## [1] "3100/10001"  
## [1] "3200/10001"  
## [1] "3300/10001"  
## [1] "3400/10001"  
## [1] "3500/10001"  
## [1] "3600/10001"  
## [1] "3700/10001"  
## [1] "3800/10001"  
## [1] "3900/10001"  
## [1] "4000/10001"  
## [1] "4100/10001"  
## [1] "4200/10001"  
## [1] "4300/10001"  
## [1] "4400/10001"  
## [1] "4500/10001"  
## [1] "4600/10001"  
## [1] "4700/10001"  
## [1] "4800/10001"  
## [1] "4900/10001"  
## [1] "5000/10001"  
## [1] "5100/10001"  
## [1] "5200/10001"  
## [1] "5300/10001"  
## [1] "5400/10001"  
## [1] "5500/10001"  
## [1] "5600/10001"  
## [1] "5700/10001"  
## [1] "5800/10001"  
## [1] "5900/10001"  
## [1] "6000/10001"  
## [1] "6100/10001"  
## [1] "6200/10001"  
## [1] "6300/10001"  
## [1] "6400/10001"  
## [1] "6500/10001"  
## [1] "6600/10001"  
## [1] "6700/10001"  
## [1] "6800/10001"  
## [1] "6900/10001"  
## [1] "7000/10001"  
## [1] "7100/10001"  
## [1] "7200/10001"  
## [1] "7300/10001"  
## [1] "7400/10001"  
## [1] "7500/10001"  
## [1] "7600/10001"  
## [1] "7700/10001"  
## [1] "7800/10001"  
## [1] "7900/10001"  
## [1] "8000/10001"  
## [1] "8100/10001"  
## [1] "8200/10001"  
## [1] "8300/10001"  
## [1] "8400/10001"  
## [1] "8500/10001"  
## [1] "8600/10001"  
## [1] "8700/10001"  
## [1] "8800/10001"  
## [1] "8900/10001"  
## [1] "9000/10001"  
## [1] "9100/10001"  
## [1] "9200/10001"  
## [1] "9300/10001"  
## [1] "9400/10001"  
## [1] "9500/10001"  
## [1] "9600/10001"  
## [1] "9700/10001"  
## [1] "9800/10001"  
## [1] "9900/10001"  
## [1] "10000/10001"

# Get threshold value that maximizes F1  
# Get F1 thresholds  
maxF1 <- max(metrics$f1, na.rm = TRUE)   
maxF1 #

## [1] 0.4744277

theshF1 <- metrics$thresh[which.max(metrics$f1)]   
theshF1 #

## [1] 0.1082

# Test data  
predicted <- predict(lda.fit, newdata = test\_data, type = "prob")  
predicted\_classes <- ifelse(predicted[, "yes"] > theshF1, 'yes', 'no')  
confusion\_matrix <- confusionMatrix(as.factor(predicted\_classes), as.factor(test\_data$y))

## Warning in confusionMatrix.default(as.factor(predicted\_classes),  
## as.factor(test\_data$y)): Levels are not in the same order for reference and  
## data. Refactoring data to match.

confusion\_matrix

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction yes no  
## yes 410 563  
## no 446 6699  
##   
## Accuracy : 0.8757   
## 95% CI : (0.8683, 0.8828)  
## No Information Rate : 0.8946   
## P-Value [Acc > NIR] : 1.0000000   
##   
## Kappa : 0.3786   
##   
## Mcnemar's Test P-Value : 0.0002604   
##   
## Sensitivity : 0.47897   
## Specificity : 0.92247   
## Pos Pred Value : 0.42138   
## Neg Pred Value : 0.93758   
## Prevalence : 0.10544   
## Detection Rate : 0.05051   
## Detection Prevalence : 0.11986   
## Balanced Accuracy : 0.70072   
##   
## 'Positive' Class : yes   
##

confusion\_matrix$byClass['F1'] # 0.4640

## F1   
## 0.4483324

#AUC  
  
# Assuming `predicted` contains the predicted probabilities for the 'yes' class  
roc <- roc(response = test\_data$y,   
 predictor = as.numeric(as.character(predicted[, "yes"])),  
 levels = rev(levels(test\_data$y))) # Ensure correct ordering of levels if needed

## Setting direction: controls < cases

# Print the AUROC  
auc(roc)

## Area under the curve: 0.7502

#LDA Model--- using numeric variables pdays + previous + emp.var.rate + cons.price.idx + nr.employed  
  
# Convert the binary outcome to a factor  
train\_data$y <- as.factor(train\_data$y)  
  
  
fitControl<-trainControl(method="repeatedcv",number=5,repeats=1,classProbs=TRUE, summaryFunction=mnLogLoss)  
set.seed(1234)  
  
  
lda.fit<-train(y~ pdays + previous + emp.var.rate + cons.price.idx + nr.employed,  
 data=train\_data,  
 method="lda",  
 trControl=fitControl,  
 metric="logLoss")  
  
# Get threshold  
metrics = data.frame(thresh=seq(0, 1, by = 0.0001))  
num\_thresh <- nrow(metrics)  
metrics$sensitivity <- 1  
metrics$specificity <- 1  
metrics$ppv <- 1  
metrics$npv <- 1  
metrics$accuracy <- 1  
metrics$f1 <- 1  
predicted <- predict(lda.fit, newdata = train\_data, type = "prob")  
for (i in 1:num\_thresh){  
 if(i %% 100 == 0) {  
 print(paste(i,'/',num\_thresh,sep=''))  
 }  
   
 # Confusion Matrix  
 predicted\_classes <- ifelse(predicted[, "yes"] > metrics$thresh[i], 'yes', 'no')  
 predicted\_classes\_factor <- factor(predicted\_classes, levels = levels(train\_data$y))  
 confusion\_matrix <- confusionMatrix(predicted\_classes\_factor, train\_data$y)  
   
   
 # Metrics  
 metrics$sensitivity[i] <- as.numeric(confusion\_matrix$byClass['Sensitivity'])  
 metrics$specificity[i] <- as.numeric(confusion\_matrix$byClass['Specificity'])  
 metrics$ppv[i] <- as.numeric(confusion\_matrix$byClass['Pos Pred Value'])  
 metrics$npv[i] <- as.numeric(confusion\_matrix$byClass['Neg Pred Value'])  
 metrics$accuracy[i] <- as.numeric(confusion\_matrix$overall['Accuracy'])  
 metrics$f1[i] <- as.numeric(confusion\_matrix$byClass['F1'])  
}

## [1] "100/10001"  
## [1] "200/10001"  
## [1] "300/10001"  
## [1] "400/10001"  
## [1] "500/10001"  
## [1] "600/10001"  
## [1] "700/10001"  
## [1] "800/10001"  
## [1] "900/10001"  
## [1] "1000/10001"  
## [1] "1100/10001"  
## [1] "1200/10001"  
## [1] "1300/10001"  
## [1] "1400/10001"  
## [1] "1500/10001"  
## [1] "1600/10001"  
## [1] "1700/10001"  
## [1] "1800/10001"  
## [1] "1900/10001"  
## [1] "2000/10001"  
## [1] "2100/10001"  
## [1] "2200/10001"  
## [1] "2300/10001"  
## [1] "2400/10001"  
## [1] "2500/10001"  
## [1] "2600/10001"  
## [1] "2700/10001"  
## [1] "2800/10001"  
## [1] "2900/10001"  
## [1] "3000/10001"  
## [1] "3100/10001"  
## [1] "3200/10001"  
## [1] "3300/10001"  
## [1] "3400/10001"  
## [1] "3500/10001"  
## [1] "3600/10001"  
## [1] "3700/10001"  
## [1] "3800/10001"  
## [1] "3900/10001"  
## [1] "4000/10001"  
## [1] "4100/10001"  
## [1] "4200/10001"  
## [1] "4300/10001"  
## [1] "4400/10001"  
## [1] "4500/10001"  
## [1] "4600/10001"  
## [1] "4700/10001"  
## [1] "4800/10001"  
## [1] "4900/10001"  
## [1] "5000/10001"  
## [1] "5100/10001"  
## [1] "5200/10001"  
## [1] "5300/10001"  
## [1] "5400/10001"  
## [1] "5500/10001"  
## [1] "5600/10001"  
## [1] "5700/10001"  
## [1] "5800/10001"  
## [1] "5900/10001"  
## [1] "6000/10001"  
## [1] "6100/10001"  
## [1] "6200/10001"  
## [1] "6300/10001"  
## [1] "6400/10001"  
## [1] "6500/10001"  
## [1] "6600/10001"  
## [1] "6700/10001"  
## [1] "6800/10001"  
## [1] "6900/10001"  
## [1] "7000/10001"  
## [1] "7100/10001"  
## [1] "7200/10001"  
## [1] "7300/10001"  
## [1] "7400/10001"  
## [1] "7500/10001"  
## [1] "7600/10001"  
## [1] "7700/10001"  
## [1] "7800/10001"  
## [1] "7900/10001"  
## [1] "8000/10001"  
## [1] "8100/10001"  
## [1] "8200/10001"  
## [1] "8300/10001"  
## [1] "8400/10001"  
## [1] "8500/10001"  
## [1] "8600/10001"  
## [1] "8700/10001"  
## [1] "8800/10001"  
## [1] "8900/10001"  
## [1] "9000/10001"  
## [1] "9100/10001"  
## [1] "9200/10001"  
## [1] "9300/10001"  
## [1] "9400/10001"  
## [1] "9500/10001"  
## [1] "9600/10001"  
## [1] "9700/10001"  
## [1] "9800/10001"  
## [1] "9900/10001"  
## [1] "10000/10001"

# Get threshold value that maximizes F1  
# Get F1 thresholds  
maxF1 <- max(metrics$f1, na.rm = TRUE) #   
maxF1 #0.4744

## [1] 0.4647335

theshF1 <- metrics$thresh[which.max(metrics$f1)]   
theshF1 # 0.1082

## [1] 0.1254

# Test data  
predicted <- predict(lda.fit, newdata = test\_data, type = "prob")  
predicted\_classes <- ifelse(predicted[, "yes"] > theshF1, 'yes', 'no')  
confusion\_matrix <- confusionMatrix(as.factor(predicted\_classes), as.factor(test\_data$y))

## Warning in confusionMatrix.default(as.factor(predicted\_classes),  
## as.factor(test\_data$y)): Levels are not in the same order for reference and  
## data. Refactoring data to match.

confusion\_matrix # Sensitivity = 0.51043, Specificity = 0.9143, PPV = 0.4254, NPV = 0.9376, Prevalence = 0.1106

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction yes no  
## yes 376 470  
## no 480 6792  
##   
## Accuracy : 0.883   
## 95% CI : (0.8758, 0.8899)  
## No Information Rate : 0.8946   
## P-Value [Acc > NIR] : 0.9996   
##   
## Kappa : 0.3765   
##   
## Mcnemar's Test P-Value : 0.7703   
##   
## Sensitivity : 0.43925   
## Specificity : 0.93528   
## Pos Pred Value : 0.44444   
## Neg Pred Value : 0.93399   
## Prevalence : 0.10544   
## Detection Rate : 0.04632   
## Detection Prevalence : 0.10421   
## Balanced Accuracy : 0.68727   
##   
## 'Positive' Class : yes   
##

confusion\_matrix$byClass['F1'] # 0.4641

## F1   
## 0.4418331

#AUC  
  
# Assuming `predicted` contains the predicted probabilities for the 'yes' class  
roc <- roc(response = test\_data$y,   
 predictor = as.numeric(as.character(predicted[, "yes"])),  
 levels = rev(levels(test\_data$y))) # Ensure correct ordering of levels if needed

## Setting direction: controls < cases

# Print the AUROC  
auc(roc) # 0.7599

## Area under the curve: 0.7439

#LDA Model--- using numeric variables emp.var.rate + cons.price.idx + euribor3m   
  
  
fitControl<-trainControl(method="repeatedcv",number=5,repeats=1,classProbs=TRUE, summaryFunction=mnLogLoss)  
set.seed(1234)  
  
  
lda.fit<-train(y~ emp.var.rate + cons.price.idx + euribor3m ,  
 data=train\_data,  
 method="lda",  
 trControl=fitControl,  
 metric="logLoss")  
  
# Get threshold  
metrics = data.frame(thresh=seq(0, 1, by = 0.0001))  
num\_thresh <- nrow(metrics)  
metrics$sensitivity <- 1  
metrics$specificity <- 1  
metrics$ppv <- 1  
metrics$npv <- 1  
metrics$accuracy <- 1  
metrics$f1 <- 1  
predicted <- predict(lda.fit, newdata = train\_data, type = "prob")  
for (i in 1:num\_thresh){  
 if(i %% 100 == 0) {  
 print(paste(i,'/',num\_thresh,sep=''))  
 }  
   
 # Confusion Matrix  
 predicted\_classes <- ifelse(predicted[, "yes"] > metrics$thresh[i], 'yes', 'no')  
 predicted\_classes\_factor <- factor(predicted\_classes, levels = levels(train\_data$y))  
 confusion\_matrix <- confusionMatrix(predicted\_classes\_factor, train\_data$y)  
   
   
 # Metrics  
 metrics$sensitivity[i] <- as.numeric(confusion\_matrix$byClass['Sensitivity'])  
 metrics$specificity[i] <- as.numeric(confusion\_matrix$byClass['Specificity'])  
 metrics$ppv[i] <- as.numeric(confusion\_matrix$byClass['Pos Pred Value'])  
 metrics$npv[i] <- as.numeric(confusion\_matrix$byClass['Neg Pred Value'])  
 metrics$accuracy[i] <- as.numeric(confusion\_matrix$overall['Accuracy'])  
 metrics$f1[i] <- as.numeric(confusion\_matrix$byClass['F1'])  
}

## [1] "100/10001"  
## [1] "200/10001"  
## [1] "300/10001"  
## [1] "400/10001"  
## [1] "500/10001"  
## [1] "600/10001"  
## [1] "700/10001"  
## [1] "800/10001"  
## [1] "900/10001"  
## [1] "1000/10001"  
## [1] "1100/10001"  
## [1] "1200/10001"  
## [1] "1300/10001"  
## [1] "1400/10001"  
## [1] "1500/10001"  
## [1] "1600/10001"  
## [1] "1700/10001"  
## [1] "1800/10001"  
## [1] "1900/10001"  
## [1] "2000/10001"  
## [1] "2100/10001"  
## [1] "2200/10001"  
## [1] "2300/10001"  
## [1] "2400/10001"  
## [1] "2500/10001"  
## [1] "2600/10001"  
## [1] "2700/10001"  
## [1] "2800/10001"  
## [1] "2900/10001"  
## [1] "3000/10001"  
## [1] "3100/10001"  
## [1] "3200/10001"  
## [1] "3300/10001"  
## [1] "3400/10001"  
## [1] "3500/10001"  
## [1] "3600/10001"  
## [1] "3700/10001"  
## [1] "3800/10001"  
## [1] "3900/10001"  
## [1] "4000/10001"  
## [1] "4100/10001"  
## [1] "4200/10001"  
## [1] "4300/10001"  
## [1] "4400/10001"  
## [1] "4500/10001"  
## [1] "4600/10001"  
## [1] "4700/10001"  
## [1] "4800/10001"  
## [1] "4900/10001"  
## [1] "5000/10001"  
## [1] "5100/10001"  
## [1] "5200/10001"  
## [1] "5300/10001"  
## [1] "5400/10001"  
## [1] "5500/10001"  
## [1] "5600/10001"  
## [1] "5700/10001"  
## [1] "5800/10001"  
## [1] "5900/10001"  
## [1] "6000/10001"  
## [1] "6100/10001"  
## [1] "6200/10001"  
## [1] "6300/10001"  
## [1] "6400/10001"  
## [1] "6500/10001"  
## [1] "6600/10001"  
## [1] "6700/10001"  
## [1] "6800/10001"  
## [1] "6900/10001"  
## [1] "7000/10001"  
## [1] "7100/10001"  
## [1] "7200/10001"  
## [1] "7300/10001"  
## [1] "7400/10001"  
## [1] "7500/10001"  
## [1] "7600/10001"  
## [1] "7700/10001"  
## [1] "7800/10001"  
## [1] "7900/10001"  
## [1] "8000/10001"  
## [1] "8100/10001"  
## [1] "8200/10001"  
## [1] "8300/10001"  
## [1] "8400/10001"  
## [1] "8500/10001"  
## [1] "8600/10001"  
## [1] "8700/10001"  
## [1] "8800/10001"  
## [1] "8900/10001"  
## [1] "9000/10001"  
## [1] "9100/10001"  
## [1] "9200/10001"  
## [1] "9300/10001"  
## [1] "9400/10001"  
## [1] "9500/10001"  
## [1] "9600/10001"  
## [1] "9700/10001"  
## [1] "9800/10001"  
## [1] "9900/10001"  
## [1] "10000/10001"

# Get threshold value that maximizes F1  
# Get F1 thresholds  
maxF1 <- max(metrics$f1, na.rm = TRUE) #   
maxF1 # 0.4561

## [1] 0.4560976

theshF1 <- metrics$thresh[which.max(metrics$f1)]   
theshF1 # 0.2306

## [1] 0.2306

# Test data  
predicted <- predict(lda.fit, newdata = test\_data, type = "prob")  
predicted\_classes <- ifelse(predicted[, "yes"] > theshF1, 'yes', 'no')  
confusion\_matrix <- confusionMatrix(as.factor(predicted\_classes), as.factor(test\_data$y))

## Warning in confusionMatrix.default(as.factor(predicted\_classes),  
## as.factor(test\_data$y)): Levels are not in the same order for reference and  
## data. Refactoring data to match.

confusion\_matrix # Sensitivity = 0.4522, Specificity = 0.9335, PPV = 0.4583, NPV = 0.9320, Prevalence = 0.1106

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction yes no  
## yes 357 422  
## no 499 6840  
##   
## Accuracy : 0.8865   
## 95% CI : (0.8794, 0.8934)  
## No Information Rate : 0.8946   
## P-Value [Acc > NIR] : 0.99051   
##   
## Kappa : 0.3738   
##   
## Mcnemar's Test P-Value : 0.01227   
##   
## Sensitivity : 0.41706   
## Specificity : 0.94189   
## Pos Pred Value : 0.45828   
## Neg Pred Value : 0.93201   
## Prevalence : 0.10544   
## Detection Rate : 0.04398   
## Detection Prevalence : 0.09596   
## Balanced Accuracy : 0.67947   
##   
## 'Positive' Class : yes   
##

confusion\_matrix$byClass['F1'] # 0.4552

## F1   
## 0.4366972

# Assuming `predicted` contains the predicted probabilities for the 'yes' class  
roc <- roc(response = test\_data$y,   
 predictor = as.numeric(as.character(predicted[, "yes"])),  
 levels = rev(levels(test\_data$y))) # Ensure correct ordering of levels if needed

## Setting direction: controls < cases

# Print the AUROC  
auc(roc) # 0.7506

## Area under the curve: 0.7414

# Training data  
predicted <- predict(lda.fit, newdata = train\_data, type = "prob")  
predicted\_classes <- ifelse(predicted[, "yes"] > theshF1, 'yes', 'no')  
confusion\_matrix <- confusionMatrix(as.factor(predicted\_classes), as.factor(train\_data$y))

## Warning in confusionMatrix.default(as.factor(predicted\_classes),  
## as.factor(train\_data$y)): Levels are not in the same order for reference and  
## data. Refactoring data to match.

confusion\_matrix

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction yes no  
## yes 1683 1968  
## no 2046 27253  
##   
## Accuracy : 0.8782   
## 95% CI : (0.8746, 0.8817)  
## No Information Rate : 0.8868   
## P-Value [Acc > NIR] : 1.0000   
##   
## Kappa : 0.3875   
##   
## Mcnemar's Test P-Value : 0.2242   
##   
## Sensitivity : 0.45133   
## Specificity : 0.93265   
## Pos Pred Value : 0.46097   
## Neg Pred Value : 0.93017   
## Prevalence : 0.11317   
## Detection Rate : 0.05108   
## Detection Prevalence : 0.11080   
## Balanced Accuracy : 0.69199   
##   
## 'Positive' Class : yes   
##

confusion\_matrix$byClass['F1'] #0.4561

## F1   
## 0.4560976

# Assuming `predicted` contains the predicted probabilities for the 'yes' class  
roc <- roc(response = train\_data$y,   
 predictor = as.numeric(as.character(predicted[, "yes"])),  
 levels = rev(levels(train\_data$y))) # Ensure correct ordering of levels if needed

## Setting direction: controls < cases

# Print the AUROC  
auc(roc) # 0.7555

## Area under the curve: 0.7555

plot(roc,print.thres="best",col="red")  
title(main = 'ROC Curve for LDA', line = 3)

![A graph with a red line

Description automatically generated](data:image/png;base64,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)

# QDA Model--simple model  
  
fitControl<-trainControl(method="repeatedcv",number=5,repeats=1,classProbs=TRUE, summaryFunction=mnLogLoss)  
set.seed(1234)  
  
qda.fit <- train(y~ month + poutcome + emp.var.rate + contact + cons.price.idx,  
 data = train\_data,  
 method = "qda",  
 trControl = fitControl,  
 metric = "logLoss")  
  
# Get threshold  
metrics = data.frame(thresh=seq(0, 1, by = 0.0001))  
num\_thresh <- nrow(metrics)  
metrics$sensitivity <- 1  
metrics$specificity <- 1  
metrics$ppv <- 1  
metrics$npv <- 1  
metrics$accuracy <- 1  
metrics$f1 <- 1  
predicted <- predict(qda.fit, newdata = train\_data, type = "prob")  
for (i in 1:num\_thresh){  
 if(i %% 100 == 0) {  
 print(paste(i,'/',num\_thresh,sep=''))  
 }  
   
 # Confusion Matrix  
 predicted\_classes <- ifelse(predicted[, "yes"] > metrics$thresh[i], 'yes', 'no')  
 predicted\_classes\_factor <- factor(predicted\_classes, levels = levels(train\_data$y))  
 confusion\_matrix <- confusionMatrix(predicted\_classes\_factor, train\_data$y)  
   
   
 # Metrics  
 metrics$sensitivity[i] <- as.numeric(confusion\_matrix$byClass['Sensitivity'])  
 metrics$specificity[i] <- as.numeric(confusion\_matrix$byClass['Specificity'])  
 metrics$ppv[i] <- as.numeric(confusion\_matrix$byClass['Pos Pred Value'])  
 metrics$npv[i] <- as.numeric(confusion\_matrix$byClass['Neg Pred Value'])  
 metrics$accuracy[i] <- as.numeric(confusion\_matrix$overall['Accuracy'])  
 metrics$f1[i] <- as.numeric(confusion\_matrix$byClass['F1'])  
}

## [1] "100/10001"  
## [1] "200/10001"  
## [1] "300/10001"  
## [1] "400/10001"  
## [1] "500/10001"  
## [1] "600/10001"  
## [1] "700/10001"  
## [1] "800/10001"  
## [1] "900/10001"  
## [1] "1000/10001"  
## [1] "1100/10001"  
## [1] "1200/10001"  
## [1] "1300/10001"  
## [1] "1400/10001"  
## [1] "1500/10001"  
## [1] "1600/10001"  
## [1] "1700/10001"  
## [1] "1800/10001"  
## [1] "1900/10001"  
## [1] "2000/10001"  
## [1] "2100/10001"  
## [1] "2200/10001"  
## [1] "2300/10001"  
## [1] "2400/10001"  
## [1] "2500/10001"  
## [1] "2600/10001"  
## [1] "2700/10001"  
## [1] "2800/10001"  
## [1] "2900/10001"  
## [1] "3000/10001"  
## [1] "3100/10001"  
## [1] "3200/10001"  
## [1] "3300/10001"  
## [1] "3400/10001"  
## [1] "3500/10001"  
## [1] "3600/10001"  
## [1] "3700/10001"  
## [1] "3800/10001"  
## [1] "3900/10001"  
## [1] "4000/10001"  
## [1] "4100/10001"  
## [1] "4200/10001"  
## [1] "4300/10001"  
## [1] "4400/10001"  
## [1] "4500/10001"  
## [1] "4600/10001"  
## [1] "4700/10001"  
## [1] "4800/10001"  
## [1] "4900/10001"  
## [1] "5000/10001"  
## [1] "5100/10001"  
## [1] "5200/10001"  
## [1] "5300/10001"  
## [1] "5400/10001"  
## [1] "5500/10001"  
## [1] "5600/10001"  
## [1] "5700/10001"  
## [1] "5800/10001"  
## [1] "5900/10001"  
## [1] "6000/10001"  
## [1] "6100/10001"  
## [1] "6200/10001"  
## [1] "6300/10001"  
## [1] "6400/10001"  
## [1] "6500/10001"  
## [1] "6600/10001"  
## [1] "6700/10001"  
## [1] "6800/10001"  
## [1] "6900/10001"  
## [1] "7000/10001"  
## [1] "7100/10001"  
## [1] "7200/10001"  
## [1] "7300/10001"  
## [1] "7400/10001"  
## [1] "7500/10001"  
## [1] "7600/10001"  
## [1] "7700/10001"  
## [1] "7800/10001"  
## [1] "7900/10001"  
## [1] "8000/10001"  
## [1] "8100/10001"  
## [1] "8200/10001"  
## [1] "8300/10001"  
## [1] "8400/10001"  
## [1] "8500/10001"  
## [1] "8600/10001"  
## [1] "8700/10001"  
## [1] "8800/10001"  
## [1] "8900/10001"  
## [1] "9000/10001"  
## [1] "9100/10001"  
## [1] "9200/10001"  
## [1] "9300/10001"  
## [1] "9400/10001"  
## [1] "9500/10001"  
## [1] "9600/10001"  
## [1] "9700/10001"  
## [1] "9800/10001"  
## [1] "9900/10001"  
## [1] "10000/10001"

# Get threshold value that maximizes F1  
# Get F1 thresholds  
maxF1 <- max(metrics$f1, na.rm = TRUE) #   
maxF1 # 0.4692

## [1] 0.4692364

theshF1 <- metrics$thresh[which.max(metrics$f1)]   
theshF1 # 0.0227

## [1] 0.0227

# Test data  
predicted <- predict(qda.fit, newdata = test\_data, type = "prob")  
predicted\_classes <- ifelse(predicted[, "yes"] > theshF1, 'yes', 'no')  
confusion\_matrix <- confusionMatrix(as.factor(predicted\_classes), as.factor(test\_data$y))

## Warning in confusionMatrix.default(as.factor(predicted\_classes),  
## as.factor(test\_data$y)): Levels are not in the same order for reference and  
## data. Refactoring data to match.

confusion\_matrix # Sensitivity = 0.5917, Specificity = 0.8781, PPV = 0.3764, NPV = 0.9453, Prevalence =0.1106

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction yes no  
## yes 484 828  
## no 372 6434  
##   
## Accuracy : 0.8522   
## 95% CI : (0.8443, 0.8598)  
## No Information Rate : 0.8946   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.3655   
##   
## Mcnemar's Test P-Value : <2e-16   
##   
## Sensitivity : 0.56542   
## Specificity : 0.88598   
## Pos Pred Value : 0.36890   
## Neg Pred Value : 0.94534   
## Prevalence : 0.10544   
## Detection Rate : 0.05962   
## Detection Prevalence : 0.16162   
## Balanced Accuracy : 0.72570   
##   
## 'Positive' Class : yes   
##

confusion\_matrix$byClass['F1'] # 0.4600

## F1   
## 0.4464945

# Assuming `predicted` contains the predicted probabilities for the 'yes' class  
roc.qda <- roc(response = test\_data$y,   
 predictor = as.numeric(as.character(predicted[, "yes"])),  
 levels = rev(levels(test\_data$y))) # Ensure correct ordering of levels if needed

## Setting direction: controls < cases

# Print the AUROC  
auc(roc.qda) # 0.7811

## Area under the curve: 0.7741

# QDA --- using numeric variables pdays + previous + emp.var.rate + cons.price.idx + nr.employed  
  
fitControl<-trainControl(method="repeatedcv",number=5,repeats=1,classProbs=TRUE, summaryFunction=mnLogLoss)  
set.seed(1234)  
  
qda.fit <- train(y~ pdays + previous + emp.var.rate + cons.price.idx + nr.employed,  
 data = train\_data,  
 method = "qda",  
 trControl = fitControl,  
 metric = "logLoss")  
  
# Get threshold  
metrics = data.frame(thresh=seq(0, 1, by = 0.0001))  
num\_thresh <- nrow(metrics)  
metrics$sensitivity <- 1  
metrics$specificity <- 1  
metrics$ppv <- 1  
metrics$npv <- 1  
metrics$accuracy <- 1  
metrics$f1 <- 1  
predicted <- predict(qda.fit, newdata = train\_data, type = "prob")  
for (i in 1:num\_thresh){  
 if(i %% 100 == 0) {  
 print(paste(i,'/',num\_thresh,sep=''))  
 }  
   
 # Confusion Matrix  
 predicted\_classes <- ifelse(predicted[, "yes"] > metrics$thresh[i], 'yes', 'no')  
 predicted\_classes\_factor <- factor(predicted\_classes, levels = levels(train\_data$y))  
 confusion\_matrix <- confusionMatrix(predicted\_classes\_factor, train\_data$y)  
   
   
 # Metrics  
 metrics$sensitivity[i] <- as.numeric(confusion\_matrix$byClass['Sensitivity'])  
 metrics$specificity[i] <- as.numeric(confusion\_matrix$byClass['Specificity'])  
 metrics$ppv[i] <- as.numeric(confusion\_matrix$byClass['Pos Pred Value'])  
 metrics$npv[i] <- as.numeric(confusion\_matrix$byClass['Neg Pred Value'])  
 metrics$accuracy[i] <- as.numeric(confusion\_matrix$overall['Accuracy'])  
 metrics$f1[i] <- as.numeric(confusion\_matrix$byClass['F1'])  
}

## [1] "100/10001"  
## [1] "200/10001"  
## [1] "300/10001"  
## [1] "400/10001"  
## [1] "500/10001"  
## [1] "600/10001"  
## [1] "700/10001"  
## [1] "800/10001"  
## [1] "900/10001"  
## [1] "1000/10001"  
## [1] "1100/10001"  
## [1] "1200/10001"  
## [1] "1300/10001"  
## [1] "1400/10001"  
## [1] "1500/10001"  
## [1] "1600/10001"  
## [1] "1700/10001"  
## [1] "1800/10001"  
## [1] "1900/10001"  
## [1] "2000/10001"  
## [1] "2100/10001"  
## [1] "2200/10001"  
## [1] "2300/10001"  
## [1] "2400/10001"  
## [1] "2500/10001"  
## [1] "2600/10001"  
## [1] "2700/10001"  
## [1] "2800/10001"  
## [1] "2900/10001"  
## [1] "3000/10001"  
## [1] "3100/10001"  
## [1] "3200/10001"  
## [1] "3300/10001"  
## [1] "3400/10001"  
## [1] "3500/10001"  
## [1] "3600/10001"  
## [1] "3700/10001"  
## [1] "3800/10001"  
## [1] "3900/10001"  
## [1] "4000/10001"  
## [1] "4100/10001"  
## [1] "4200/10001"  
## [1] "4300/10001"  
## [1] "4400/10001"  
## [1] "4500/10001"  
## [1] "4600/10001"  
## [1] "4700/10001"  
## [1] "4800/10001"  
## [1] "4900/10001"  
## [1] "5000/10001"  
## [1] "5100/10001"  
## [1] "5200/10001"  
## [1] "5300/10001"  
## [1] "5400/10001"  
## [1] "5500/10001"  
## [1] "5600/10001"  
## [1] "5700/10001"  
## [1] "5800/10001"  
## [1] "5900/10001"  
## [1] "6000/10001"  
## [1] "6100/10001"  
## [1] "6200/10001"  
## [1] "6300/10001"  
## [1] "6400/10001"  
## [1] "6500/10001"  
## [1] "6600/10001"  
## [1] "6700/10001"  
## [1] "6800/10001"  
## [1] "6900/10001"  
## [1] "7000/10001"  
## [1] "7100/10001"  
## [1] "7200/10001"  
## [1] "7300/10001"  
## [1] "7400/10001"  
## [1] "7500/10001"  
## [1] "7600/10001"  
## [1] "7700/10001"  
## [1] "7800/10001"  
## [1] "7900/10001"  
## [1] "8000/10001"  
## [1] "8100/10001"  
## [1] "8200/10001"  
## [1] "8300/10001"  
## [1] "8400/10001"  
## [1] "8500/10001"  
## [1] "8600/10001"  
## [1] "8700/10001"  
## [1] "8800/10001"  
## [1] "8900/10001"  
## [1] "9000/10001"  
## [1] "9100/10001"  
## [1] "9200/10001"  
## [1] "9300/10001"  
## [1] "9400/10001"  
## [1] "9500/10001"  
## [1] "9600/10001"  
## [1] "9700/10001"  
## [1] "9800/10001"  
## [1] "9900/10001"  
## [1] "10000/10001"

# Get threshold value that maximizes F1  
# Get F1 thresholds  
maxF1 <- max(metrics$f1, na.rm = TRUE) #   
maxF1 # 0.4382

## [1] 0.4381683

theshF1 <- metrics$thresh[which.max(metrics$f1)]   
theshF1 # 0.0635

## [1] 0.0635

# Test data  
predicted <- predict(qda.fit, newdata = test\_data, type = "prob")  
predicted\_classes <- ifelse(predicted[, "yes"] > theshF1, 'yes', 'no')  
confusion\_matrix <- confusionMatrix(as.factor(predicted\_classes), as.factor(test\_data$y))

## Warning in confusionMatrix.default(as.factor(predicted\_classes),  
## as.factor(test\_data$y)): Levels are not in the same order for reference and  
## data. Refactoring data to match.

confusion\_matrix # accuracy = 0.8546, Sensitivity = 0.4951, Specificity = 0.8993, PPV = 0.3793, NPV = 0.9347, Prevalence =0.1106

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction yes no  
## yes 396 673  
## no 460 6589  
##   
## Accuracy : 0.8604   
## 95% CI : (0.8527, 0.8679)  
## No Information Rate : 0.8946   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.3334   
##   
## Mcnemar's Test P-Value : 3.01e-10   
##   
## Sensitivity : 0.46262   
## Specificity : 0.90733   
## Pos Pred Value : 0.37044   
## Neg Pred Value : 0.93474   
## Prevalence : 0.10544   
## Detection Rate : 0.04878   
## Detection Prevalence : 0.13168   
## Balanced Accuracy : 0.68497   
##   
## 'Positive' Class : yes   
##

confusion\_matrix$byClass['F1'] # 0.4295

## F1   
## 0.4114286

# Assuming `predicted` contains the predicted probabilities for the 'yes' class  
roc.qda <- roc(response = test\_data$y,   
 predictor = as.numeric(as.character(predicted[, "yes"])),  
 levels = rev(levels(test\_data$y))) # Ensure correct ordering of levels if needed

## Setting direction: controls < cases

# Print the AUROC  
auc(roc.qda) # 0.7527

## Area under the curve: 0.7428

# QDA --- using numeric variables emp.var.rate + cons.price.idx + euribor3m  
  
fitControl<-trainControl(method="repeatedcv",number=5,repeats=1,classProbs=TRUE, summaryFunction=mnLogLoss)  
set.seed(1234)  
  
qda.fit <- train(y~ emp.var.rate + cons.price.idx + euribor3m,  
 data = train\_data,  
 method = "qda",  
 trControl = fitControl,  
 metric = "logLoss")  
  
# Get threshold  
metrics = data.frame(thresh=seq(0, 1, by = 0.0001))  
num\_thresh <- nrow(metrics)  
metrics$sensitivity <- 1  
metrics$specificity <- 1  
metrics$ppv <- 1  
metrics$npv <- 1  
metrics$accuracy <- 1  
metrics$f1 <- 1  
predicted <- predict(qda.fit, newdata = train\_data, type = "prob")  
for (i in 1:num\_thresh){  
 if(i %% 100 == 0) {  
 print(paste(i,'/',num\_thresh,sep=''))  
 }  
   
 # Confusion Matrix  
 predicted\_classes <- ifelse(predicted[, "yes"] > metrics$thresh[i], 'yes', 'no')  
 predicted\_classes\_factor <- factor(predicted\_classes, levels = levels(train\_data$y))  
 confusion\_matrix <- confusionMatrix(predicted\_classes\_factor, train\_data$y)  
   
   
 # Metrics  
 metrics$sensitivity[i] <- as.numeric(confusion\_matrix$byClass['Sensitivity'])  
 metrics$specificity[i] <- as.numeric(confusion\_matrix$byClass['Specificity'])  
 metrics$ppv[i] <- as.numeric(confusion\_matrix$byClass['Pos Pred Value'])  
 metrics$npv[i] <- as.numeric(confusion\_matrix$byClass['Neg Pred Value'])  
 metrics$accuracy[i] <- as.numeric(confusion\_matrix$overall['Accuracy'])  
 metrics$f1[i] <- as.numeric(confusion\_matrix$byClass['F1'])  
}

## [1] "100/10001"  
## [1] "200/10001"  
## [1] "300/10001"  
## [1] "400/10001"  
## [1] "500/10001"  
## [1] "600/10001"  
## [1] "700/10001"  
## [1] "800/10001"  
## [1] "900/10001"  
## [1] "1000/10001"  
## [1] "1100/10001"  
## [1] "1200/10001"  
## [1] "1300/10001"  
## [1] "1400/10001"  
## [1] "1500/10001"  
## [1] "1600/10001"  
## [1] "1700/10001"  
## [1] "1800/10001"  
## [1] "1900/10001"  
## [1] "2000/10001"  
## [1] "2100/10001"  
## [1] "2200/10001"  
## [1] "2300/10001"  
## [1] "2400/10001"  
## [1] "2500/10001"  
## [1] "2600/10001"  
## [1] "2700/10001"  
## [1] "2800/10001"  
## [1] "2900/10001"  
## [1] "3000/10001"  
## [1] "3100/10001"  
## [1] "3200/10001"  
## [1] "3300/10001"  
## [1] "3400/10001"  
## [1] "3500/10001"  
## [1] "3600/10001"  
## [1] "3700/10001"  
## [1] "3800/10001"  
## [1] "3900/10001"  
## [1] "4000/10001"  
## [1] "4100/10001"  
## [1] "4200/10001"  
## [1] "4300/10001"  
## [1] "4400/10001"  
## [1] "4500/10001"  
## [1] "4600/10001"  
## [1] "4700/10001"  
## [1] "4800/10001"  
## [1] "4900/10001"  
## [1] "5000/10001"  
## [1] "5100/10001"  
## [1] "5200/10001"  
## [1] "5300/10001"  
## [1] "5400/10001"  
## [1] "5500/10001"  
## [1] "5600/10001"  
## [1] "5700/10001"  
## [1] "5800/10001"  
## [1] "5900/10001"  
## [1] "6000/10001"  
## [1] "6100/10001"  
## [1] "6200/10001"  
## [1] "6300/10001"  
## [1] "6400/10001"  
## [1] "6500/10001"  
## [1] "6600/10001"  
## [1] "6700/10001"  
## [1] "6800/10001"  
## [1] "6900/10001"  
## [1] "7000/10001"  
## [1] "7100/10001"  
## [1] "7200/10001"  
## [1] "7300/10001"  
## [1] "7400/10001"  
## [1] "7500/10001"  
## [1] "7600/10001"  
## [1] "7700/10001"  
## [1] "7800/10001"  
## [1] "7900/10001"  
## [1] "8000/10001"  
## [1] "8100/10001"  
## [1] "8200/10001"  
## [1] "8300/10001"  
## [1] "8400/10001"  
## [1] "8500/10001"  
## [1] "8600/10001"  
## [1] "8700/10001"  
## [1] "8800/10001"  
## [1] "8900/10001"  
## [1] "9000/10001"  
## [1] "9100/10001"  
## [1] "9200/10001"  
## [1] "9300/10001"  
## [1] "9400/10001"  
## [1] "9500/10001"  
## [1] "9600/10001"  
## [1] "9700/10001"  
## [1] "9800/10001"  
## [1] "9900/10001"  
## [1] "10000/10001"

# Get threshold value that maximizes F1  
# Get F1 thresholds  
maxF1 <- max(metrics$f1, na.rm = TRUE) #   
maxF1 # 0.4681

## [1] 0.4680797

theshF1 <- metrics$thresh[which.max(metrics$f1)]   
theshF1 # 0.1264

## [1] 0.1264

# Test data  
predicted <- predict(qda.fit, newdata = test\_data, type = "prob")  
predicted\_classes <- ifelse(predicted[, "yes"] > theshF1, 'yes', 'no')  
confusion\_matrix <- confusionMatrix(as.factor(predicted\_classes), as.factor(test\_data$y))

## Warning in confusionMatrix.default(as.factor(predicted\_classes),  
## as.factor(test\_data$y)): Levels are not in the same order for reference and  
## data. Refactoring data to match.

confusion\_matrix # accuracy = 0.8765, Sensitivity = 0.4829, Specificity = 0.9255, PPV = 0.4463, NPV = 0.9351, Prevalence = 0.1106

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction yes no  
## yes 385 481  
## no 471 6781  
##   
## Accuracy : 0.8827   
## 95% CI : (0.8755, 0.8897)  
## No Information Rate : 0.8946   
## P-Value [Acc > NIR] : 0.9997   
##   
## Kappa : 0.3816   
##   
## Mcnemar's Test P-Value : 0.7705   
##   
## Sensitivity : 0.44977   
## Specificity : 0.93376   
## Pos Pred Value : 0.44457   
## Neg Pred Value : 0.93505   
## Prevalence : 0.10544   
## Detection Rate : 0.04743   
## Detection Prevalence : 0.10668   
## Balanced Accuracy : 0.69177   
##   
## 'Positive' Class : yes   
##

confusion\_matrix$byClass['F1'] # 0.4639

## F1   
## 0.4471545

# Assuming `predicted` contains the predicted probabilities for the 'yes' class  
roc.qda <- roc(response = test\_data$y,   
 predictor = as.numeric(as.character(predicted[, "yes"])),  
 levels = rev(levels(test\_data$y))) # Ensure correct ordering of levels if needed

## Setting direction: controls < cases

# Print the AUROC  
auc(roc.qda) # 0.7623

## Area under the curve: 0.754

# Training data  
predicted <- predict(qda.fit, newdata = train\_data, type = "prob")  
predicted\_classes <- ifelse(predicted[, "yes"] > theshF1, 'yes', 'no')  
confusion\_matrix <- confusionMatrix(as.factor(predicted\_classes), as.factor(train\_data$y))

## Warning in confusionMatrix.default(as.factor(predicted\_classes),  
## as.factor(train\_data$y)): Levels are not in the same order for reference and  
## data. Refactoring data to match.

confusion\_matrix

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction yes no  
## yes 1833 2270  
## no 1896 26951  
##   
## Accuracy : 0.8736   
## 95% CI : (0.8699, 0.8771)  
## No Information Rate : 0.8868   
## P-Value [Acc > NIR] : 1   
##   
## Kappa : 0.3965   
##   
## Mcnemar's Test P-Value : 7.517e-09   
##   
## Sensitivity : 0.49155   
## Specificity : 0.92232   
## Pos Pred Value : 0.44675   
## Neg Pred Value : 0.93427   
## Prevalence : 0.11317   
## Detection Rate : 0.05563   
## Detection Prevalence : 0.12452   
## Balanced Accuracy : 0.70693   
##   
## 'Positive' Class : yes   
##

confusion\_matrix$byClass['F1'] #0.4681

## F1   
## 0.4680797

# Assuming `predicted` contains the predicted probabilities for the 'yes' class  
roc <- roc(response = train\_data$y,   
 predictor = as.numeric(as.character(predicted[, "yes"])),  
 levels = rev(levels(train\_data$y))) # Ensure correct ordering of levels if needed

## Setting direction: controls < cases

# Print the AUROC  
auc(roc) # 0.7694

## Area under the curve: 0.7694

plot(roc,print.thres="best",col="red")  
title(main = 'ROC Curve for QDA', line = 3)

![A graph with a red line
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## RANDOM FOREST MODEL 1: SIMPLE LOGISTIC MODEL

For our non-parametric model, we plan on using Random forest on our Simple Logistic Model. It is an ensemble learning method that combines the predictions of multiple individual decision trees to improve the overall performance and robustness of the model.

#### SLM : CARET PACKAGE

We plan on using the caret package, which iterates through different mtry and ntree values, to find the optimum one

set.seed(1234) #setting the seed  
library(caret) # Loading the caret package  
  
# Running Random Forest  
# Specify the training control parameters  
train\_control <- trainControl(method = "cv", # Cross-validation method  
 number = 5,) # Number of folds  
  
# Define the random forest model  
fitted\_rf <- train(y ~ month + poutcome + emp.var.rate + contact + cons.price.idx, # formulae  
 data = train\_data, # Response variable  
 method = "rf", # Random forest method  
 trControl = train\_control) # Training control parameters  
  
#fitted\_rf  
  
#plotting the importance plot  
plot(varImp(fitted\_rf, horizontal = TRUE))

![A graph with text overlay
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#### Making predictions and getting the metrics

# Getting the threshold  
metrics = data.frame(thresh=seq(0, 1, by = 0.0001))   
num\_thresh <- nrow(metrics)  
  
#initializing the new metrics to 0  
metrics$sensitivity <- 0  
metrics$specificity <- 0  
metrics$ppv <- 0  
metrics$npv <- 0  
metrics$accuracy <- 0  
metrics$f1 <- 0  
predicted <- predict(fitted\_rf, newdata = train\_data, type = "prob")['yes']  
#Getting the threshold  
  
#Running a for loop to find the optimum threshold  
for (i in 1:num\_thresh){  
 if(i %% 100 == 0) {  
 #print(paste(i,'/',num\_thresh,sep=''))  
 }  
   
 # Confusion Matrix  
 predicted\_classes <- ifelse(predicted[, "yes"] > metrics$thresh[i], 'yes', 'no')  
 predicted\_classes\_factor <- factor(predicted\_classes, levels = levels(train\_data$y))  
 confusion\_matrix <- confusionMatrix(predicted\_classes\_factor, train\_data$y)  
   
   
 # Metrics  
 metrics$sensitivity[i] <- as.numeric(confusion\_matrix$byClass['Sensitivity'])  
 metrics$specificity[i] <- as.numeric(confusion\_matrix$byClass['Specificity'])  
 metrics$ppv[i] <- as.numeric(confusion\_matrix$byClass['Pos Pred Value'])  
 metrics$npv[i] <- as.numeric(confusion\_matrix$byClass['Neg Pred Value'])  
 metrics$accuracy[i] <- as.numeric(confusion\_matrix$overall['Accuracy'])  
 metrics$f1[i] <- as.numeric(confusion\_matrix$byClass['F1'])  
}  
  
# Get threshold value that maximizes F1  
# Get F1 thresholds  
maxF1 <- max(metrics$f1, na.rm = TRUE) #   
maxF1 # 0.4593

## [1] 0.9468008

theshF1 <- metrics$thresh[which.max(metrics$f1)]   
theshF1 # 0.004

## [1] 0.534

# Test data  
predicted <- predict(fitted\_rf, newdata = test\_data, type = "prob")['yes']  
predicted\_classes <- ifelse(predicted[, "yes"] > theshF1, 'yes', 'no')  
CM <- confusionMatrix(as.factor(predicted\_classes), as.factor(test\_data$y))

## Warning in confusionMatrix.default(as.factor(predicted\_classes),  
## as.factor(test\_data$y)): Levels are not in the same order for reference and  
## data. Refactoring data to match.

CM

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction yes no  
## yes 215 125  
## no 696 7202  
##   
## Accuracy : 0.9003   
## 95% CI : (0.8937, 0.9067)  
## No Information Rate : 0.8894   
## P-Value [Acc > NIR] : 0.0007196   
##   
## Kappa : 0.3018   
##   
## Mcnemar's Test P-Value : < 2.2e-16   
##   
## Sensitivity : 0.23600   
## Specificity : 0.98294   
## Pos Pred Value : 0.63235   
## Neg Pred Value : 0.91188   
## Prevalence : 0.11059   
## Detection Rate : 0.02610   
## Detection Prevalence : 0.04127   
## Balanced Accuracy : 0.60947   
##   
## 'Positive' Class : yes   
##

#Printing out the metric  
Sensitivity <- CM$byClass["Sensitivity"]  
Specificity <- CM$byClass["Specificity"]  
Prevalence <- CM$byClass["Prevalence"]  
PPV <- CM$byClass["Pos Pred Value"]  
NPV <- CM$byClass["Neg Pred Value"]  
F1 <- (2 \* Sensitivity \* PPV)/(Sensitivity + PPV)  
  
#AUROC  
predicted\_classes <- factor(predicted\_classes, levels = c("yes", "no"))  
roc\_rf <- roc(response=test\_data$y,predictor= as.numeric(predicted\_classes),levels=c("no","yes"),direction = ">")  
auroc <- auc(roc\_rf)  
  
#printing merics  
cat("F1: ", F1, "\n") # 0.4380

## F1: 0.343725

cat("Sensitivity: ", Sensitivity, "\n") #0.3820

## Sensitivity: 0.2360044

cat("Specificity: ", Specificity, "\n") #0.9550

## Specificity: 0.9829398

cat("Prevalence: ", Prevalence, "\n") #0.1106

## Prevalence: 0.1105851

cat("PPV: ", PPV, "\n") #0.5133

## PPV: 0.6323529

cat("NPV: ", NPV, "\n") #0.9255

## NPV: 0.9118764

cat("AUROC: ", auroc, "\n") #0.6685

## AUROC: 0.6094721

#### GETTING THE ROC CURVE

# Print the AUROC  
auroc <- auc(roc\_rf) # 0.6685  
  
plot(roc\_rf,print.thres="best",col="red")  
title(main = 'ROC Curve for the Random Forest Model', line = 3)

![A graph with a red line
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The graphs looks different. It looks like the Random Forest model is confident of its predictions. Its most likely due to overfitting due to the high complexity of the Random Forest model.

#### SLM : RANDOM FOREST PACKAGE

Running the random forest again using the Random Forest Package this time. I am looking for the one to produce the best AUC value. For my hyperparameters, I chose mtry = 2 and ntree = 6000.We plan on using the caret package, which iterates through different mtry and ntree values, to find the optimum one

set.seed(1234) #setting the seed  
  
# Convert the binary outcome to a factor  
train\_data$y <- as.factor(train\_data$y)

# Define the random forest model  
fitted\_rf1.2 <-randomForest(y ~ month + poutcome + emp.var.rate + contact + cons.price.idx, data=train\_data, ntree=5000, importance = TRUE, keep.forest=TRUE, mtry=3)

#### CONTRIBUTION PLOTS FROM THE RANDOM FOREST

Looking at the contribution plots of our RF results to visualize the data to see which variables contributed the most

importance\_data <- as.data.frame(importance(fitted\_rf1.2))

plot\_data <- data.frame(

Variable = row.names(importance\_data),

no = importance\_data$no,

yes = importance\_data$yes,

accuracy = importance\_data$MeanDecreaseAccuracy, #impact of each variable on the overall accuracy of the model

Impurity = importance\_data$MeanDecreaseGini # reduction in impurity (how well a variable separates the classes) achieved by each variable.

)

plot\_data <- plot\_data[order(plot\_data$accuracy, decreasing = TRUE), ]

*# Make a contribution plot*

ggplot(plot\_data, aes(x = Variable, y = accuracy)) +

geom\_bar(stat = "identity", fill = "skyblue", width = 0.7) +

labs(title = "Accuracy Contribution Plot - Random Forest",

x = "Variable",

y = "accuracy") +

theme\_minimal() +

theme(axis.text.x = element\_text(angle = 45, hjust = 1))

ggplot(plot\_data, aes(x = Variable, y = Impurity)) +

geom\_bar(stat = "identity", fill = "skyblue", width = 0.7) +

labs(title = "Impurity Contribution Plot - Random Forest",

x = "Variable",

y = "Impurity") +

theme\_minimal() +

theme(axis.text.x = element\_text(angle = 45, hjust = 1))
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Based on the contribution plot, there is evidence that the 3 most influential variables within the dataset are Poutcome, cons.price.idx & emp.var.rate, which is similar to the previous caret package.

#### MAKING PREDICTIOND AND GETTONG METRICS

# Get threshold

metrics = data.frame(thresh=seq(0, 1, by = 0.0001))

num\_thresh <- nrow(metrics)

metrics$sensitivity <- 0

metrics$specificity <- 0

metrics$ppv <- 0

metrics$npv <- 0

metrics$accuracy <- 0

metrics$f1 <- 0

predicted <- data.frame(predict(fitted\_rf1.2, newdata = train\_data, type = "prob"))['yes']

#Getting the threshold

for (i in 1:num\_thresh){

if(i %% 100 == 0) {

#print(paste(i,'/',num\_thresh,sep=''))

}

# Confusion Matrix

predicted\_classes <- ifelse(predicted[, "yes"] > metrics$thresh[i], 'yes', 'no')

predicted\_classes\_factor <- factor(predicted\_classes, levels = levels(train\_data$y))

confusion\_matrix <- confusionMatrix(predicted\_classes\_factor, train\_data$y)

# Metrics

metrics$sensitivity[i] <- as.numeric(confusion\_matrix$byClass['Sensitivity'])

metrics$specificity[i] <- as.numeric(confusion\_matrix$byClass['Specificity'])

metrics$ppv[i] <- as.numeric(confusion\_matrix$byClass['Pos Pred Value'])

metrics$npv[i] <- as.numeric(confusion\_matrix$byClass['Neg Pred Value'])

metrics$accuracy[i] <- as.numeric(confusion\_matrix$overall['Accuracy'])

metrics$f1[i] <- as.numeric(confusion\_matrix$byClass['F1'])

}

# Get threshold value that maximizes F1

# Get F1 thresholds

maxF1 <- max(metrics$f1, na.rm = TRUE) #

maxF1 #0.4605

[1] 0.4605124

theshF1 <- metrics$thresh[which.max(metrics$f1)]

theshF1 # 0.0034

[1] 0.0034

# Test data

predicted <- data.frame(predict(fitted\_rf1.2, newdata = test\_data, type = "prob"))['yes']

predicted\_classes <- ifelse(predicted[, "yes"] > theshF1, 'yes', 'no')

CM <- confusionMatrix(as.factor(predicted\_classes), as.factor(test\_data$y))

CM

Reference

Prediction yes no

yes 352 335

no 559 6992

Accuracy : 0.8915

95% CI : (0.8846, 0.8981)

No Information Rate : 0.8894

P-Value [Acc > NIR] : 0.2821

Kappa : 0.3818

Mcnemar's Test P-Value : 8.769e-14

Sensitivity : 0.38639

Specificity : 0.95428

Pos Pred Value : 0.51237

Neg Pred Value : 0.92597

Prevalence : 0.11059

Detection Rate : 0.04273

Detection Prevalence : 0.08339

Balanced Accuracy : 0.67033

'Positive' Class : yes

#Printing out the metric

Sensitivity <- CM$byClass["Sensitivity"]

Specificity <- CM$byClass["Specificity"]

Prevalence <- CM$byClass["Prevalence"]

PPV <- CM$byClass["Pos Pred Value"]

NPV <- CM$byClass["Neg Pred Value"]

F1 <- (2 \* Sensitivity \* PPV)/(Sensitivity + PPV)

#AUROC

predicted\_classes <- factor(predicted\_classes, levels = c("yes", "no"))

roc\_rf <- roc(response=test\_data$y,predictor= as.numeric(predicted\_classes),levels=c("no","yes"),direction = ">")

auroc <- auc(roc\_rf)

cat("F1: ", F1, "\n")

cat("Sensitivity: ", Sensitivity, "\n")

cat("Specificity: ", Specificity, "\n")

cat("Prevalence: ", Prevalence, "\n")

cat("PPV: ", PPV, "\n")

cat("NPV: ", NPV, "\n")

cat("AUROC: ", auroc, "\n")

# Results:

# F1: 0.4405507

# Sensitivity: 0.3863886

# Specificity: 0.9542787

# Prevalence: 0.1105851

# PPV: 0.5123726

# NPV: 0.9259701

# AUROC: 0.6703336

The RF model for the randomForest package is greater than the caret package by 0.5%. Hence i will go ahead with this model

#### GETTING THE ROC CURVE

# Print the AUROC

auroc <- auc(roc\_rf) # 0.7044

plot(roc\_rf,print.thres="best",col="red")

title(main = 'ROC Curve for the Random Forest Model', line = 3)

![A graph with a red line
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The ROC curve is is similar to the previous model. Hence i can infer that this is the roc curve of what a random forest model would predict. Most likely due to the complexity.