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#Install the pacman package  
if(!require(pacman)) install.packages("pacman", repos = "http://cran.us.r-project.org")

## Loading required package: pacman

## Warning: package 'pacman' was built under R version 4.2.3

#Load the required libraries  
#If a package below is missing, p\_load will automatically download it from CRAN  
pacman::p\_load(tidyverse, ggplot2, ggthemes, data.table, lubridate, caret,   
 knitr, scales, treemapify)  
pacman::p\_load(stringr)  
pacman::p\_load(dplyr)

**Data Preparation**

#Download File  
dl <- tempfile()  
download.file("http://files.grouplens.org/datasets/movielens/ml-10m.zip", dl)

#Construct a data frame called 'ratings' by utilizing the 'fread' function from the data.table library  
ratings <- fread(text = gsub("::", "\t", readLines(unzip(dl, "ml-10M100K/ratings.dat"))),  
 col.names = c("userId", "movieId", "rating", "timestamp"))  
  
movies <- str\_split\_fixed(readLines(unzip(dl, "ml-10M100K/movies.dat")), "\\:\\:", 3)  
  
colnames(movies) <- c("movieId", "title", "genres")

movies <- as.data.frame(movies) %>%   
 mutate(movieId = as.numeric(unique(movieId)),  
 title = as.character(title),  
 genres = as.character(genres))  
movielens <- left\_join(ratings, movies, by = "movieId")

#Designate the validation set as 10% of the MovieLens data  
set.seed(1, sample.kind="Rounding")

## Warning in set.seed(1, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

test\_index <-createDataPartition(y = movielens$rating, times = 1, p = 0.1, list = FALSE)  
edx <-movielens[-test\_index,]  
temp <-movielens[test\_index,]  
#Check if userId and movieId in validation set are also in edx set  
validation <- temp %>%   
 semi\_join(edx, by = "movieId") %>%  
 semi\_join(edx, by = "userId")

#Merge the rows that were removed from the validation set back into the edx set  
removed <-anti\_join(temp, validation)

## Joining with `by = join\_by(userId, movieId, rating, timestamp, title, genres)`

edx <-rbind(edx, removed)  
rm(dl, ratings, movies, test\_index, temp, movielens, removed)

#divide Training and Test Sets:  
set.seed(1, sample.kind = "Rounding")

## Warning in set.seed(1, sample.kind = "Rounding"): non-uniform 'Rounding' sampler  
## used

test\_index <-createDataPartition(y = edx$rating, times = 1, p = 0.1, list = F)  
edx\_train <-edx[-test\_index,]  
edx\_temp <-edx[test\_index,]  
#Make sure userId and movieId are in the train and test sets  
edx\_test <-edx\_temp %>%  
 semi\_join(edx\_train, by = "movieId") %>%  
 semi\_join(edx\_train, by = "userId")  
removed <-anti\_join(edx\_temp, edx\_test)

## Joining with `by = join\_by(userId, movieId, rating, timestamp, title, genres)`

edx\_train <-rbind(edx\_train, removed)  
rm(edx\_temp, test\_index, removed)

**Analyzing the data**

edx %>% as\_tibble()

## # A tibble: 9,000,055 × 6  
## userId movieId rating timestamp title genres  
## <int> <dbl> <dbl> <int> <chr> <chr>   
## 1 1 122 5 838985046 Boomerang (1992) Comed…  
## 2 1 185 5 838983525 Net, The (1995) Actio…  
## 3 1 292 5 838983421 Outbreak (1995) Actio…  
## 4 1 316 5 838983392 Stargate (1994) Actio…  
## 5 1 329 5 838983392 Star Trek: Generations (1994) Actio…  
## 6 1 355 5 838984474 Flintstones, The (1994) Child…  
## 7 1 356 5 838983653 Forrest Gump (1994) Comed…  
## 8 1 362 5 838984885 Jungle Book, The (1994) Adven…  
## 9 1 364 5 838983707 Lion King, The (1994) Adven…  
## 10 1 370 5 838984596 Naked Gun 33 1/3: The Final Insult (1… Actio…  
## # … with 9,000,045 more rows

#Confirm the dimensions and explore the features and classes of edx.  
glimpse(edx)

## Rows: 9,000,055  
## Columns: 6  
## $ userId <int> 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 1, 2, …  
## $ movieId <dbl> 122, 185, 292, 316, 329, 355, 356, 362, 364, 370, 377, 420, …  
## $ rating <dbl> 5, 5, 5, 5, 5, 5, 5, 5, 5, 5, 5, 5, 5, 5, 5, 5, 5, 5, 5, 5, …  
## $ timestamp <int> 838985046, 838983525, 838983421, 838983392, 838983392, 83898…  
## $ title <chr> "Boomerang (1992)", "Net, The (1995)", "Outbreak (1995)", "S…  
## $ genres <chr> "Comedy|Romance", "Action|Crime|Thriller", "Action|Drama|Sci…

#Determine the unique number of userIds, movieIds, and genres  
  
edx %>% summarize(unique\_users = length(unique(userId)),  
 unique\_movies = length(unique(movieId)),  
 unique\_genres = length(unique(genres)))

## unique\_users unique\_movies unique\_genres  
## 1 69878 10677 797

#Ratings  
length(unique(edx$rating))

## [1] 10

unique\_ratings <-unique(edx$rating)  
sort(unique\_ratings)

## [1] 0.5 1.0 1.5 2.0 2.5 3.0 3.5 4.0 4.5 5.0

#View a Tibble of the Ratings Distribution  
edx %>% group\_by(rating) %>% summarize(ratings\_sum = n()) %>%  
 arrange(desc(ratings\_sum))

## # A tibble: 10 × 2  
## rating ratings\_sum  
## <dbl> <int>  
## 1 4 2588430  
## 2 3 2121240  
## 3 5 1390114  
## 4 3.5 791624  
## 5 2 711422  
## 6 4.5 526736  
## 7 1 345679  
## 8 2.5 333010  
## 9 1.5 106426  
## 10 0.5 85374

rp <-edx %>% filter(edx$rating >=3)  
nrow(rp)/length(edx$rating)

## [1] 0.8242332

TIMESTAMP

#Transform the timestamp column of the edx dataset to a 'RatingYear' format  
edx <- edx %>% mutate(timestamp = as.POSIXct(timestamp, origin = "1970-01-01",   
 tz = "EST"))  
edx$timestamp <- format(edx$timestamp, "%Y")  
names(edx)[names(edx) == "timestamp"] <- "RatingYear"  
head(edx)

## userId movieId rating RatingYear title  
## 1: 1 122 5 1996 Boomerang (1992)  
## 2: 1 185 5 1996 Net, The (1995)  
## 3: 1 292 5 1996 Outbreak (1995)  
## 4: 1 316 5 1996 Stargate (1994)  
## 5: 1 329 5 1996 Star Trek: Generations (1994)  
## 6: 1 355 5 1996 Flintstones, The (1994)  
## genres  
## 1: Comedy|Romance  
## 2: Action|Crime|Thriller  
## 3: Action|Drama|Sci-Fi|Thriller  
## 4: Action|Adventure|Sci-Fi  
## 5: Action|Adventure|Drama|Sci-Fi  
## 6: Children|Comedy|Fantasy

validation <- validation %>% mutate(timestamp = as.POSIXct(timestamp, origin = "1970-01-01",   
 tz = "EST"))  
validation$timestamp <- format(validation$timestamp, "%Y")  
names(validation)[names(validation) == "timestamp"] <- "RatingYear"  
head(validation)

## userId movieId rating RatingYear  
## 1: 1 231 5 1996  
## 2: 1 480 5 1996  
## 3: 1 586 5 1996  
## 4: 2 151 3 1997  
## 5: 2 858 2 1997  
## 6: 2 1544 3 1997  
## title  
## 1: Dumb & Dumber (1994)  
## 2: Jurassic Park (1993)  
## 3: Home Alone (1990)  
## 4: Rob Roy (1995)  
## 5: Godfather, The (1972)  
## 6: Lost World: Jurassic Park, The (Jurassic Park 2) (1997)  
## genres  
## 1: Comedy  
## 2: Action|Adventure|Sci-Fi|Thriller  
## 3: Children|Comedy  
## 4: Action|Drama|Romance|War  
## 5: Crime|Drama  
## 6: Action|Adventure|Horror|Sci-Fi|Thriller

edx\_train <- edx\_train %>% mutate(timestamp = as.POSIXct(timestamp, origin = "1970-01-01",   
 tz = "EST"))  
edx\_train$timestamp <- format(edx\_train$timestamp, "%Y")  
names(edx\_train)[names(edx\_train) == "timestamp"] <- "RatingYear"  
head(edx\_train)

## userId movieId rating RatingYear title  
## 1: 1 122 5 1996 Boomerang (1992)  
## 2: 1 292 5 1996 Outbreak (1995)  
## 3: 1 316 5 1996 Stargate (1994)  
## 4: 1 329 5 1996 Star Trek: Generations (1994)  
## 5: 1 355 5 1996 Flintstones, The (1994)  
## 6: 1 356 5 1996 Forrest Gump (1994)  
## genres  
## 1: Comedy|Romance  
## 2: Action|Drama|Sci-Fi|Thriller  
## 3: Action|Adventure|Sci-Fi  
## 4: Action|Adventure|Drama|Sci-Fi  
## 5: Children|Comedy|Fantasy  
## 6: Comedy|Drama|Romance|War

edx\_test <-edx\_test %>% mutate(timestamp = as.POSIXct(timestamp, origin = "1970-01-01",   
 tz = "EST"))  
edx\_test$timestamp <- format(edx\_test$timestamp, "%Y")  
names(edx\_test)[names(edx\_test) == "timestamp"] <- "RatingYear"  
head(edx\_test)

## userId movieId rating RatingYear  
## 1: 1 185 5 1996  
## 2: 2 260 5 1997  
## 3: 2 590 5 1997  
## 4: 2 1049 3 1997  
## 5: 2 1210 4 1997  
## 6: 3 1148 4 2005  
## title  
## 1: Net, The (1995)  
## 2: Star Wars: Episode IV - A New Hope (a.k.a. Star Wars) (1977)  
## 3: Dances with Wolves (1990)  
## 4: Ghost and the Darkness, The (1996)  
## 5: Star Wars: Episode VI - Return of the Jedi (1983)  
## 6: Wallace & Gromit: The Wrong Trousers (1993)  
## genres  
## 1: Action|Crime|Thriller  
## 2: Action|Adventure|Sci-Fi  
## 3: Adventure|Drama|Western  
## 4: Action|Adventure  
## 5: Action|Adventure|Sci-Fi  
## 6: Animation|Children|Comedy|Crime

range(edx$RatingYear)

## [1] "1995" "2009"

#Convert the 'RatingYear' column from character to numeric data type in order to plot a histogram  
edx$RatingYear <-as.numeric(edx$RatingYear)  
str(edx)

## Classes 'data.table' and 'data.frame': 9000055 obs. of 6 variables:  
## $ userId : int 1 1 1 1 1 1 1 1 1 1 ...  
## $ movieId : num 122 185 292 316 329 355 356 362 364 370 ...  
## $ rating : num 5 5 5 5 5 5 5 5 5 5 ...  
## $ RatingYear: num 1996 1996 1996 1996 1996 ...  
## $ title : chr "Boomerang (1992)" "Net, The (1995)" "Outbreak (1995)" "Stargate (1994)" ...  
## $ genres : chr "Comedy|Romance" "Action|Crime|Thriller" "Action|Drama|Sci-Fi|Thriller" "Action|Adventure|Sci-Fi" ...  
## - attr(\*, ".internal.selfref")=<externalptr>

edx %>% group\_by(RatingYear, title) %>%   
 summarize(Ratings\_Sum = n(), Average\_Rating = mean(rating)) %>%  
 mutate(Average\_Rating = sprintf("%0.2f", Average\_Rating)) %>%  
 arrange(-Ratings\_Sum) %>% print(n = 50)

## `summarise()` has grouped output by 'RatingYear'. You can override using the  
## `.groups` argument.

## # A tibble: 75,964 × 4  
## # Groups: RatingYear [15]  
## RatingYear title Ratin…¹ Avera…²  
## <dbl> <chr> <int> <chr>   
## 1 1996 Batman (1989) 12016 3.26   
## 2 1996 Dances with Wolves (1990) 11524 3.79   
## 3 1996 Apollo 13 (1995) 11393 3.99   
## 4 1996 Pulp Fiction (1994) 10925 4.01   
## 5 1996 Fugitive, The (1993) 10901 4.12   
## 6 1996 True Lies (1994) 10838 3.57   
## 7 1996 Forrest Gump (1994) 9986 4.12   
## 8 1996 Batman Forever (1995) 9907 3.13   
## 9 1996 Aladdin (1992) 9856 3.67   
## 10 1996 Jurassic Park (1993) 9771 3.84   
## 11 1996 Ace Ventura: Pet Detective (1994) 9724 2.96   
## 12 1996 Clear and Present Danger (1994) 9484 3.71   
## 13 1996 Die Hard: With a Vengeance (1995) 9467 3.48   
## 14 1996 Silence of the Lambs, The (1991) 9341 4.29   
## 15 1996 Beauty and the Beast (1991) 8895 3.68   
## 16 1996 Stargate (1994) 8845 3.33   
## 17 1996 Shawshank Redemption, The (1994) 8728 4.48   
## 18 1996 Outbreak (1995) 8386 3.56   
## 19 1996 Star Trek: Generations (1994) 8284 3.42   
## 20 1996 Cliffhanger (1993) 8172 3.21   
## 21 1996 Braveheart (1995) 8106 4.26   
## 22 1996 Firm, The (1993) 8097 3.54   
## 23 1996 Crimson Tide (1995) 8039 3.82   
## 24 1996 Terminator 2: Judgment Day (1991) 7994 3.96   
## 25 1996 Speed (1994) 7949 3.79   
## 26 1996 Dumb & Dumber (1994) 7938 2.83   
## 27 1996 Net, The (1995) 7902 3.34   
## 28 1996 Lion King, The (1994) 7692 3.81   
## 29 1996 While You Were Sleeping (1995) 7674 3.61   
## 30 1996 Waterworld (1995) 7601 3.07   
## 31 1996 Interview with the Vampire: The Vampire Chronicle… 7544 3.41   
## 32 1996 GoldenEye (1995) 7421 3.44   
## 33 1996 Mrs. Doubtfire (1993) 7391 3.62   
## 34 1996 Seven (a.k.a. Se7en) (1995) 7022 3.96   
## 35 1996 Pretty Woman (1990) 6998 3.47   
## 36 1996 Mask, The (1994) 6945 3.34   
## 37 1996 Ghost (1990) 6840 3.61   
## 38 1996 Natural Born Killers (1994) 6497 3.15   
## 39 1996 Quiz Show (1994) 6417 3.65   
## 40 1996 Babe (1995) 6363 3.87   
## 41 1996 Sleepless in Seattle (1993) 6334 3.70   
## 42 1996 Addams Family Values (1993) 6072 3.06   
## 43 1996 Schindler's List (1993) 5894 4.52   
## 44 1996 Four Weddings and a Funeral (1994) 5871 3.70   
## 45 1996 12 Monkeys (Twelve Monkeys) (1995) 5861 3.90   
## 46 1996 Get Shorty (1995) 5817 3.67   
## 47 1996 Usual Suspects, The (1995) 5669 4.30   
## 48 1996 Home Alone (1990) 5430 3.15   
## 49 1996 Disclosure (1994) 5373 3.37   
## 50 1996 Clueless (1995) 5360 3.44   
## # … with 75,914 more rows, and abbreviated variable names ¹​Ratings\_Sum,  
## # ²​Average\_Rating

edx\_genres <-edx %>% separate\_rows(genres, sep = "\\|")

Sum of Movie Ratings per Genre

edx\_genres %>%  
 group\_by(genres) %>% summarize(Ratings\_Sum = n(), Average\_Rating = mean(rating)) %>%  
 arrange(-Ratings\_Sum)

## # A tibble: 20 × 3  
## genres Ratings\_Sum Average\_Rating  
## <chr> <int> <dbl>  
## 1 Drama 3910127 3.67  
## 2 Comedy 3540930 3.44  
## 3 Action 2560545 3.42  
## 4 Thriller 2325899 3.51  
## 5 Adventure 1908892 3.49  
## 6 Romance 1712100 3.55  
## 7 Sci-Fi 1341183 3.40  
## 8 Crime 1327715 3.67  
## 9 Fantasy 925637 3.50  
## 10 Children 737994 3.42  
## 11 Horror 691485 3.27  
## 12 Mystery 568332 3.68  
## 13 War 511147 3.78  
## 14 Animation 467168 3.60  
## 15 Musical 433080 3.56  
## 16 Western 189394 3.56  
## 17 Film-Noir 118541 4.01  
## 18 Documentary 93066 3.78  
## 19 IMAX 8181 3.77  
## 20 (no genres listed) 7 3.64

library(treemap)

## Warning: package 'treemap' was built under R version 4.2.3

# sum of ratings by genre  
genre\_ratings <- aggregate(rating ~ genres, edx, sum)  
# construct treemap  
treemap(genre\_ratings, index = "genres", vSize = "rating",  
 type = "value", palette = "Set3",  
 title = "Genre Ratings")
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#Arrange the Genres by Mean Rating  
edx\_genres %>%  
 group\_by(genres) %>% summarize(Ratings\_Sum = n(), Average\_Rating = mean(rating)) %>%  
 arrange(-Average\_Rating)

## # A tibble: 20 × 3  
## genres Ratings\_Sum Average\_Rating  
## <chr> <int> <dbl>  
## 1 Film-Noir 118541 4.01  
## 2 Documentary 93066 3.78  
## 3 War 511147 3.78  
## 4 IMAX 8181 3.77  
## 5 Mystery 568332 3.68  
## 6 Drama 3910127 3.67  
## 7 Crime 1327715 3.67  
## 8 (no genres listed) 7 3.64  
## 9 Animation 467168 3.60  
## 10 Musical 433080 3.56  
## 11 Western 189394 3.56  
## 12 Romance 1712100 3.55  
## 13 Thriller 2325899 3.51  
## 14 Fantasy 925637 3.50  
## 15 Adventure 1908892 3.49  
## 16 Comedy 3540930 3.44  
## 17 Action 2560545 3.42  
## 18 Children 737994 3.42  
## 19 Sci-Fi 1341183 3.40  
## 20 Horror 691485 3.27

#Coerce the 'genres' column from character data type to factor data type  
edx$genres <-as.factor(edx$genres)  
edx\_genres$genres <-as.factor(edx\_genres$genres)  
class(edx\_genres$genres)

## [1] "factor"

library(ggplot2)  
  
# Aggregate of ratings per genre  
genre\_ratings <- edx %>%  
 separate\_rows(genres, sep = "\\|") %>%  
 group\_by(genres) %>%  
 summarize(total\_ratings = sum(rating))  
  
ggplot(genre\_ratings, aes(x = reorder(genres, -total\_ratings), y = total\_ratings, fill = genres)) +  
 geom\_bar(stat = "identity") +  
 ggtitle("Sum of Movie Ratings per Genre") +  
 xlab("Genre") +  
 ylab("Total Ratings") +  
 theme(plot.title = element\_text(hjust = 0.5))
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Mean Rating per Genre

library(ggplot2)  
  
mean\_ratings <- edx %>%  
 separate\_rows(genres, sep = "\\|") %>%  
 group\_by(genres) %>%  
 summarize(mean\_rating = mean(rating), .groups = 'drop')  
  
ggplot(mean\_ratings, aes(x = reorder(genres, mean\_rating), y = mean\_rating, fill = genres)) +  
 geom\_bar(stat = 'identity') +  
 coord\_flip() +  
 ggtitle("Mean Rating per Genre") +  
 xlab("Genre") +  
 ylab("Mean Rating") +  
 theme(plot.title = element\_text(hjust = 0.5))

![](data:image/png;base64,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)

yearreleaseda <-as.numeric(str\_sub(edx$title, start = -5, end = -2))  
edx <- edx %>% mutate(yearReleased = yearreleaseda)  
head(edx)

## userId movieId rating RatingYear title  
## 1: 1 122 5 1996 Boomerang (1992)  
## 2: 1 185 5 1996 Net, The (1995)  
## 3: 1 292 5 1996 Outbreak (1995)  
## 4: 1 316 5 1996 Stargate (1994)  
## 5: 1 329 5 1996 Star Trek: Generations (1994)  
## 6: 1 355 5 1996 Flintstones, The (1994)  
## genres yearReleased  
## 1: Comedy|Romance 1992  
## 2: Action|Crime|Thriller 1995  
## 3: Action|Drama|Sci-Fi|Thriller 1995  
## 4: Action|Adventure|Sci-Fi 1994  
## 5: Action|Adventure|Drama|Sci-Fi 1994  
## 6: Children|Comedy|Fantasy 1994

#Do the same for the validation set  
yearreleasedb <-as.numeric(str\_sub(validation$title, start = -5, end = -2))  
validation <- validation %>% mutate(yearReleased = yearreleasedb)  
head(validation)

## userId movieId rating RatingYear  
## 1: 1 231 5 1996  
## 2: 1 480 5 1996  
## 3: 1 586 5 1996  
## 4: 2 151 3 1997  
## 5: 2 858 2 1997  
## 6: 2 1544 3 1997  
## title  
## 1: Dumb & Dumber (1994)  
## 2: Jurassic Park (1993)  
## 3: Home Alone (1990)  
## 4: Rob Roy (1995)  
## 5: Godfather, The (1972)  
## 6: Lost World: Jurassic Park, The (Jurassic Park 2) (1997)  
## genres yearReleased  
## 1: Comedy 1994  
## 2: Action|Adventure|Sci-Fi|Thriller 1993  
## 3: Children|Comedy 1990  
## 4: Action|Drama|Romance|War 1995  
## 5: Crime|Drama 1972  
## 6: Action|Adventure|Horror|Sci-Fi|Thriller 1997

#This is also applied to edx\_train & edx\_test for later modeling purposes  
yearreleasedc <-as.numeric(str\_sub(edx\_train$title, start = -5, end = -2))  
edx\_train <- edx\_train %>% mutate(yearReleased = yearreleasedc)  
head(edx\_train)

## userId movieId rating RatingYear title  
## 1: 1 122 5 1996 Boomerang (1992)  
## 2: 1 292 5 1996 Outbreak (1995)  
## 3: 1 316 5 1996 Stargate (1994)  
## 4: 1 329 5 1996 Star Trek: Generations (1994)  
## 5: 1 355 5 1996 Flintstones, The (1994)  
## 6: 1 356 5 1996 Forrest Gump (1994)  
## genres yearReleased  
## 1: Comedy|Romance 1992  
## 2: Action|Drama|Sci-Fi|Thriller 1995  
## 3: Action|Adventure|Sci-Fi 1994  
## 4: Action|Adventure|Drama|Sci-Fi 1994  
## 5: Children|Comedy|Fantasy 1994  
## 6: Comedy|Drama|Romance|War 1994

yearreleasedd <-as.numeric(str\_sub(edx\_test$title, start = -5, end = -2))  
edx\_test <- edx\_test %>% mutate(yearReleased = yearreleasedd)  
head(edx\_test)

## userId movieId rating RatingYear  
## 1: 1 185 5 1996  
## 2: 2 260 5 1997  
## 3: 2 590 5 1997  
## 4: 2 1049 3 1997  
## 5: 2 1210 4 1997  
## 6: 3 1148 4 2005  
## title  
## 1: Net, The (1995)  
## 2: Star Wars: Episode IV - A New Hope (a.k.a. Star Wars) (1977)  
## 3: Dances with Wolves (1990)  
## 4: Ghost and the Darkness, The (1996)  
## 5: Star Wars: Episode VI - Return of the Jedi (1983)  
## 6: Wallace & Gromit: The Wrong Trousers (1993)  
## genres yearReleased  
## 1: Action|Crime|Thriller 1995  
## 2: Action|Adventure|Sci-Fi 1977  
## 3: Adventure|Drama|Western 1990  
## 4: Action|Adventure 1996  
## 5: Action|Adventure|Sci-Fi 1983  
## 6: Animation|Children|Comedy|Crime 1993

Use the newly defined “yearReleased” column to add a “MovieAge” column

edx <-edx %>% mutate(MovieAge = 2020 - yearReleased)  
validation <-validation %>% mutate(MovieAge = 2020 - yearReleased)  
edx\_train <-edx\_train %>% mutate(MovieAge = 2020 - yearReleased)  
edx\_test <-edx\_test %>% mutate(MovieAge = 2020 - yearReleased)

Movie Age

summary(edx$MovieAge)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 12.00 22.00 26.00 29.78 33.00 105.00

Modeling The formula for RMSE can be defined as follows with y¯¯¯u,i the prediction of movie i by user u, and yu,the rating of movie i, by user u. N is then defined as the number of user/movie combinations and the sum of these different combinations.

RMSE <- function(true\_ratings, predicted\_ratings){  
 sqrt(mean((true\_ratings - predicted\_ratings)^2))  
}

Begin Modeling: Benchmarking Model

edx\_train\_mu <-mean(edx\_train$rating)  
NRMSE\_M1 <- RMSE(edx\_test$rating, edx\_train\_mu)  
#Table the Results  
results\_table <-tibble(Model\_Type = "NRMSE", RMSE = NRMSE\_M1) %>%   
 mutate(RMSE = sprintf("%0.4f", RMSE))  
results\_table

## # A tibble: 1 × 2  
## Model\_Type RMSE   
## <chr> <chr>   
## 1 NRMSE 1.0601

Median Table

edx\_train\_median <-median(edx\_train$rating)  
MM\_M2 <-RMSE(edx\_test$rating, edx\_train\_median)  
#Table the Results  
results\_table <-tibble(Model\_Type = c("NRMSE", "Median\_Model"),  
 RMSE = c(NRMSE\_M1, MM\_M2)) %>%   
 mutate(RMSE = sprintf("%0.4f", RMSE))  
results\_table

## # A tibble: 2 × 2  
## Model\_Type RMSE   
## <chr> <chr>   
## 1 NRMSE 1.0601  
## 2 Median\_Model 1.1668

Movie Effects Model

bi <- edx\_train %>% group\_by(movieId) %>%  
 summarize(b\_i = mean(rating - edx\_train\_mu))

create the prediction

prediction\_bi <-edx\_train\_mu + edx\_test %>%  
 left\_join(bi, by = "movieId") %>% .$b\_i  
MEM\_M3 <-RMSE(edx\_test$rating, prediction\_bi)  
#Table the Results  
results\_table <-tibble(Model\_Type = c("NRMSE", "Median\_Model", "Movie Effects"),  
 RMSE = c(NRMSE\_M1, MM\_M2, MEM\_M3)) %>%   
 mutate(RMSE = sprintf("%0.4f", RMSE))  
results\_table

## # A tibble: 3 × 2  
## Model\_Type RMSE   
## <chr> <chr>   
## 1 NRMSE 1.0601  
## 2 Median\_Model 1.1668  
## 3 Movie Effects 0.9430

Adding User Effects to the Movie Effects Model:

bu <-edx\_train %>% left\_join(bi, by = "movieId") %>% group\_by(userId) %>%  
 summarize(b\_u = mean(rating - edx\_train\_mu - b\_i))

Create the Prediction Then check the prediction against the test set to determine the RMSE and table the results.

prediction\_bu <-edx\_test %>% left\_join(bi, by = "movieId") %>%  
 left\_join(bu, by = "userId") %>%  
 mutate(predictions = edx\_train\_mu + b\_i + b\_u) %>% .$predictions  
UEM\_M4 <-RMSE(edx\_test$rating, prediction\_bu)  
#Table the Results  
results\_table <-tibble(Model\_Type = c("NRMSE", "Median\_Model", "Movie Effects", "Movie & User Effects"),  
 RMSE = c(NRMSE\_M1, MM\_M2, MEM\_M3, UEM\_M4)) %>%   
 mutate(RMSE = sprintf("%0.4f", RMSE))  
results\_table

## # A tibble: 4 × 2  
## Model\_Type RMSE   
## <chr> <chr>   
## 1 NRMSE 1.0601  
## 2 Median\_Model 1.1668  
## 3 Movie Effects 0.9430  
## 4 Movie & User Effects 0.8647

Adding Movie Age Effects: (Movie, User & Movie Age Effects Model)

ba <- edx\_train %>%  
 left\_join(bi, by="movieId") %>% left\_join(bu, by ="userId") %>%  
 group\_by(MovieAge) %>% summarize(b\_a = mean(rating - b\_i - b\_u - edx\_train\_mu))

Create the Prediction Check the prediction against the test set to determine the RMSE and table the results.

predictions\_ma <- edx\_test %>%   
 left\_join(bi, by = "movieId") %>% left\_join(bu, by = "userId") %>%  
 left\_join(ba, by = "MovieAge") %>% mutate(predictions = edx\_train\_mu + b\_i + b\_u + b\_a) %>%   
 .$predictions  
UMMAE\_M5 <-RMSE(edx\_test$rating, predictions\_ma)  
#Table the results  
results\_table <-tibble(Model\_Type = c("NRMSE", "Median\_Model", "Movie Effects",   
 "Movie & User Effects",  
 "User, Movie & Movie Age Effects"),  
 RMSE = c(NRMSE\_M1, MM\_M2, MEM\_M3, UEM\_M4, UMMAE\_M5)) %>%   
 mutate(RMSE = sprintf("%0.4f", RMSE))  
results\_table

## # A tibble: 5 × 2  
## Model\_Type RMSE   
## <chr> <chr>   
## 1 NRMSE 1.0601  
## 2 Median\_Model 1.1668  
## 3 Movie Effects 0.9430  
## 4 Movie & User Effects 0.8647  
## 5 User, Movie & Movie Age Effects 0.8643

Movie & User Effects Model with Regularization:

lambdasR <-seq(0, 10, 1)  
RMSES <- sapply(lambdasR, function(l){  
 edx\_train\_mu <- mean(edx\_train$rating)  
   
 b\_i <- edx\_train %>%  
 group\_by(movieId) %>%  
 summarize(b\_i = sum(rating - edx\_train\_mu)/(n() + l))  
   
 b\_u <- edx\_train %>%  
 left\_join(b\_i, by='movieId') %>%   
 group\_by(userId) %>%  
 summarize(b\_u = sum(rating - b\_i - edx\_train\_mu)/(n() +l))  
   
 predicted\_ratings <- edx\_test %>%  
 left\_join(b\_i, by = "movieId") %>%  
 left\_join(b\_u, by = "userId") %>%  
 mutate(pred = edx\_train\_mu + b\_i + b\_u) %>% .$pred  
   
return(RMSE(predicted\_ratings, edx\_test$rating))  
})  
#Determine which lambda minimizes the RMSE  
lambda <- lambdasR[which.min(RMSES)]  
lambda

## [1] 5

library(ggplot2)  
  
# Create a data frame with lambdasR and RMSES  
data <- data.frame(lambdasR = lambdasR, RMSES = RMSES)  
  
# Create the scatter plot  
ggplot(data, aes(x = lambdasR, y = RMSES)) +  
 geom\_point(color = "purple", alpha = 0.3) +  
 ggtitle("RMSE vs. Lambda") +  
 xlab("Lambda") + ylab("RMSE")
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Building the Movie & User Effects Model with Regularization

b\_i <- edx\_train %>%   
 group\_by(movieId) %>%  
 summarize(b\_i = sum(rating - edx\_train\_mu)/(n()+lambda))  
b\_u <-edx\_train %>%   
 left\_join(b\_i, by="movieId") %>%  
 group\_by(userId) %>%  
 summarize(b\_u = sum(rating - b\_i - edx\_train\_mu)/(n()+lambda))  
reg\_prediction <- edx\_test %>%   
 left\_join(b\_i, by = "movieId") %>%  
 left\_join(b\_u, by = "userId") %>%  
 mutate(predictions = edx\_train\_mu + b\_i + b\_u) %>% .$predictions  
  
UMEM\_REG\_M6 <-RMSE(edx\_test$rating, reg\_prediction)  
#Table the Results  
results\_table <-tibble(Model\_Type = c("NRMSE", "Median\_Model", "Movie Effects",   
 "Movie & User Effects",  
 "Movie, User & Movie Age Effects",  
 "Movie & User Effects w/Regularization"),  
 RMSE = c(NRMSE\_M1, MM\_M2, MEM\_M3, UEM\_M4,   
 UMMAE\_M5, UMEM\_REG\_M6)) %>%   
 mutate(RMSE = sprintf("%0.6f", RMSE))  
results\_table

## # A tibble: 6 × 2  
## Model\_Type RMSE   
## <chr> <chr>   
## 1 NRMSE 1.060054  
## 2 Median\_Model 1.166756  
## 3 Movie Effects 0.942961  
## 4 Movie & User Effects 0.864684  
## 5 Movie, User & Movie Age Effects 0.864330  
## 6 Movie & User Effects w/Regularization 0.864136

Movie, User & Movie Age Effects Model with Regularization:

lambdasM <-seq(0, 10, 1)  
RMSES2 <-sapply(lambdasM, function(l){  
 edx\_train\_mu <-mean(edx\_train$rating)  
   
 b\_i <-edx\_train %>%  
 group\_by(movieId) %>%  
 summarize(b\_i = sum(rating - edx\_train\_mu)/(n() + l))  
   
 b\_u <-edx\_train %>%  
 left\_join(b\_i, by='movieId') %>%   
 group\_by(userId) %>%  
 summarize(b\_u = sum(rating - b\_i - edx\_train\_mu)/(n() +l))  
   
 b\_a <-edx\_train %>%   
 left\_join(b\_i, by = "movieId") %>% left\_join(b\_u, by = "userId") %>%  
 group\_by(MovieAge) %>%  
 summarize(b\_a = sum(rating - b\_i - b\_u - edx\_train\_mu)/(n()+l))  
   
 predicted\_ratings <-edx\_test %>%  
 left\_join(b\_i, by = "movieId") %>%  
 left\_join(b\_u, by = "userId") %>%  
 left\_join(b\_a, by = "MovieAge") %>%  
 mutate(predictions = edx\_train\_mu + b\_i + b\_u + b\_a) %>% .$predictions  
   
 return(RMSE(predicted\_ratings, edx\_test$rating))  
})  
lambda2 <- lambdasM[which.min(RMSES2)]  
lambda2

## [1] 5

library(ggplot2)  
  
# Create a data frame with lambdasM and RMSES2  
df <- data.frame(lambda = lambdasM, RMSE = RMSES2)  
  
# Create a scatterplot of RMSEs vs lambdasM  
ggplot(df, aes(x = lambda, y = RMSE)) +  
 geom\_point() +  
 geom\_vline(xintercept = lambda2, linetype = "dashed") +  
 ggtitle("RMSE vs lambda") +  
 xlab("Lambda") + ylab("RMSE")
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b\_i <- edx\_train %>%   
 group\_by(movieId) %>%  
 summarize(b\_i = sum(rating - edx\_train\_mu)/(n()+lambda2))  
b\_u <-edx\_train %>%   
 left\_join(b\_i, by = "movieId") %>%  
 group\_by(userId) %>%  
 summarize(b\_u = sum(rating - b\_i - edx\_train\_mu)/(n()+lambda2))  
b\_a <-edx\_train %>%   
 left\_join(b\_i, by = "movieId") %>% left\_join(b\_u, by = "userId") %>%  
 group\_by(MovieAge) %>%  
 summarize(b\_a = sum(rating - b\_i - b\_u - edx\_train\_mu)/(n()+lambda2))  
reg\_prediction2 <- edx\_test %>%   
 left\_join(b\_i, by = "movieId") %>%  
 left\_join(b\_u, by = "userId") %>%  
 left\_join(b\_a, by = "MovieAge") %>%  
 mutate(pred = edx\_train\_mu + b\_i + b\_u + b\_a) %>%  
 pull(pred)  
UMMAE\_REG\_M7 <-RMSE(edx\_test$rating, reg\_prediction2)  
#Table the Results  
results\_table <-tibble(Model\_Type = c("NRMSE", "Median\_Model", "Movie Effects",   
 "Movie & User Effects",  
 "User, Movie & Movie Age Effects",  
 "Movie & User Effects w/Regularization",  
 "User, Movie & Movie Age Effects w/Regularization"),  
 RMSE = c(NRMSE\_M1, MM\_M2, MEM\_M3, UEM\_M4,   
 UMMAE\_M5, UMEM\_REG\_M6, UMMAE\_REG\_M7)) %>%   
 mutate(RMSE = sprintf("%0.5f", RMSE))  
results\_table

## # A tibble: 7 × 2  
## Model\_Type RMSE   
## <chr> <chr>   
## 1 NRMSE 1.06005  
## 2 Median\_Model 1.16676  
## 3 Movie Effects 0.94296  
## 4 Movie & User Effects 0.86468  
## 5 User, Movie & Movie Age Effects 0.86433  
## 6 Movie & User Effects w/Regularization 0.86414  
## 7 User, Movie & Movie Age Effects w/Regularization 0.86384

Using Validation: Now we will move on to using the edx & validation sets to confirm our Final Model achieves an RMSE less than .8649.

The Benchmarking Model with Validation:

edx\_mu <-mean(edx$rating)  
FRMSE\_M1 <-RMSE(validation$rating, edx\_mu)  
#Table the Results  
results\_table <-tibble(Model\_Type = ("NRMSE"),  
 Final\_RMSE\_Validation = (NRMSE\_M1)) %>%  
 mutate(Final\_RMSE\_Validation = sprintf("%0.5f", Final\_RMSE\_Validation))  
results\_table

## # A tibble: 1 × 2  
## Model\_Type Final\_RMSE\_Validation  
## <chr> <chr>   
## 1 NRMSE 1.06005

Median Model with validation:

edx\_med <-median(edx$rating)  
FRMSE\_M2 <-RMSE(validation$rating, edx\_med)  
#Table the Results  
results\_table <-tibble(Model\_Type = c("NRMSE", "Median\_Model"),  
 Final\_RMSE\_Validation = c(FRMSE\_M1, FRMSE\_M2)) %>%   
 mutate(Final\_RMSE\_Validation = sprintf("%0.5f", Final\_RMSE\_Validation))  
results\_table

## # A tibble: 2 × 2  
## Model\_Type Final\_RMSE\_Validation  
## <chr> <chr>   
## 1 NRMSE 1.06120   
## 2 Median\_Model 1.16802

bi <- edx %>% group\_by(movieId) %>%  
 summarize(b\_i = mean(rating - edx\_mu))  
#Prediction  
prediction\_bi <-edx\_mu + validation %>%   
 left\_join(bi, by = "movieId") %>% .$b\_i  
FRMSE\_M3 <-RMSE(validation$rating, prediction\_bi)  
#Table the Results  
results\_table <-tibble(Model\_Type = c("NRMSE", "Median\_Model", "Movie Effects"),  
 Final\_RMSE\_Validation = c(FRMSE\_M1, FRMSE\_M2, FRMSE\_M3)) %>%   
 mutate(Final\_RMSE\_Validation = sprintf("%0.5f", Final\_RMSE\_Validation))  
results\_table

## # A tibble: 3 × 2  
## Model\_Type Final\_RMSE\_Validation  
## <chr> <chr>   
## 1 NRMSE 1.06120   
## 2 Median\_Model 1.16802   
## 3 Movie Effects 0.94391

Movie & User Effects Model with Validation

bu <-edx %>% left\_join(bi, by = "movieId") %>% group\_by(userId) %>%  
 summarize(b\_u = mean(rating - edx\_mu - b\_i))  
#Prediction  
prediction\_bu <-validation %>% left\_join(bi, by = "movieId") %>%  
 left\_join(bu, by = "userId") %>%  
 mutate(predictions = edx\_mu + b\_i + b\_u) %>% .$predictions  
FRMSE\_M4 <-RMSE(validation$rating, prediction\_bu)  
#Table the Results  
results\_table <-tibble(Model\_Type = c("NRMSE", "Median\_Model", "Movie Effects",  
 "Movie & User Effects"),  
 Final\_RMSE\_Validation = c(FRMSE\_M1, FRMSE\_M2, FRMSE\_M3,  
 FRMSE\_M4)) %>%   
 mutate(Final\_RMSE\_Validation = sprintf("%0.5f", Final\_RMSE\_Validation))  
results\_table

## # A tibble: 4 × 2  
## Model\_Type Final\_RMSE\_Validation  
## <chr> <chr>   
## 1 NRMSE 1.06120   
## 2 Median\_Model 1.16802   
## 3 Movie Effects 0.94391   
## 4 Movie & User Effects 0.86535

Movie, User & Movie Age Effects with Validation:

ba <- edx %>%  
 left\_join(bi, by = "movieId") %>% left\_join(bu, by = "userId") %>%  
 group\_by(MovieAge) %>% summarize(b\_a = mean(rating - b\_i - b\_u - edx\_mu))  
#Prediction  
predictions\_ma <- validation %>%   
 left\_join(bi, by = "movieId") %>% left\_join(bu, by = "userId") %>%  
 left\_join(ba, by = "MovieAge") %>% mutate(predictions = edx\_mu + b\_i + b\_u + b\_a) %>%   
 .$predictions  
FRMSE\_M5 <-RMSE(validation$rating, predictions\_ma)  
#Table the Results  
results\_table <-tibble(Model\_Type = c("NRMSE", "Median\_Model", "Movie Effects",  
 "Movie & User Effects",  
 "Movie, User, & Movie Age Effects"),  
 Final\_RMSE\_Validation = c(FRMSE\_M1, FRMSE\_M2, FRMSE\_M3,  
 FRMSE\_M4, FRMSE\_M5)) %>%   
 mutate(Final\_RMSE\_Validation = sprintf("%0.5f", Final\_RMSE\_Validation))  
results\_table

## # A tibble: 5 × 2  
## Model\_Type Final\_RMSE\_Validation  
## <chr> <chr>   
## 1 NRMSE 1.06120   
## 2 Median\_Model 1.16802   
## 3 Movie Effects 0.94391   
## 4 Movie & User Effects 0.86535   
## 5 Movie, User, & Movie Age Effects 0.86500

Movie & User Effects with Regularization (Validation):

lambda

## [1] 5

#Movie & User Effects Model with Regularization using the validation set  
  
b\_i <-edx %>%   
 group\_by(movieId) %>%  
 summarize(b\_i = sum(rating - edx\_mu)/(n()+lambda))  
b\_u <-edx %>%   
 left\_join(b\_i, by="movieId") %>%  
 group\_by(userId) %>%  
 summarize(b\_u = sum(rating - b\_i - edx\_mu)/(n()+lambda))  
reg\_prediction <-validation %>%   
 left\_join(b\_i, by = "movieId") %>%  
 left\_join(b\_u, by = "userId") %>%  
 mutate(predictions = edx\_mu + b\_i + b\_u) %>% .$predictions  
  
FRMSE\_M6 <-RMSE(validation$rating, reg\_prediction)  
#Table the Results  
results\_table <-tibble(Model\_Type = c("NRMSE", "Median\_Model", "Movie Effects",  
 "Movie & User Effects",  
 "Movie, User, & Movie Age Effects",  
 "Movie & User Effects w/Regularization"),  
 Final\_RMSE\_Validation = c(FRMSE\_M1, FRMSE\_M2, FRMSE\_M3,  
 FRMSE\_M4, FRMSE\_M5,  
 FRMSE\_M6)) %>%   
 mutate(Final\_RMSE\_Validation = sprintf("%0.5f",   
 Final\_RMSE\_Validation))  
results\_table

## # A tibble: 6 × 2  
## Model\_Type Final\_RMSE\_Validation  
## <chr> <chr>   
## 1 NRMSE 1.06120   
## 2 Median\_Model 1.16802   
## 3 Movie Effects 0.94391   
## 4 Movie & User Effects 0.86535   
## 5 Movie, User, & Movie Age Effects 0.86500   
## 6 Movie & User Effects w/Regularization 0.86482

Final Model with Validation: This Model features Movie, User, & Movie Age Effects with Regularization

lambda2

## [1] 5

b\_i <- edx %>%   
 group\_by(movieId) %>%  
 summarize(b\_i = sum(rating - edx\_mu)/(n()+lambda2))  
b\_u <-edx %>%   
 left\_join(b\_i, by="movieId") %>%  
 group\_by(userId) %>%  
 summarize(b\_u = sum(rating - b\_i - edx\_mu)/(n()+lambda2))  
b\_a <-edx %>%   
 left\_join(b\_i, by="movieId") %>% left\_join(b\_u, by= "userId") %>%  
 group\_by(MovieAge) %>%  
 summarize(b\_a = sum(rating - b\_i - b\_u - edx\_mu)/(n()+lambda2))  
reg\_prediction2 <-validation %>%   
 left\_join(b\_i, by = "movieId") %>%  
 left\_join(b\_u, by = "userId") %>%  
 left\_join(b\_a, by = "MovieAge") %>%  
 mutate(predictions = edx\_mu + b\_i + b\_u + b\_a) %>% .$predictions  
  
FRMSE\_M7 <-RMSE(validation$rating, reg\_prediction2)  
#Table the Results  
results\_table <-tibble(Model\_Type = c("NRMSE", "Median\_Model", "Movie Effects",  
 "Movie & User Effects",  
 "Movie, User, & Movie Age Effects",  
 "Movie & User Effects w/Regularization",  
 "Movie, User & Movie Age Effects w/Regularization"),  
 Final\_RMSE\_Validation = c(FRMSE\_M1, FRMSE\_M2, FRMSE\_M3,  
 FRMSE\_M4, FRMSE\_M5,  
 FRMSE\_M6, FRMSE\_M7)) %>%   
 mutate(Final\_RMSE\_Validation = sprintf("%0.5f",   
 Final\_RMSE\_Validation))  
results\_table

## # A tibble: 7 × 2  
## Model\_Type Final\_RMSE\_Validation  
## <chr> <chr>   
## 1 NRMSE 1.06120   
## 2 Median\_Model 1.16802   
## 3 Movie Effects 0.94391   
## 4 Movie & User Effects 0.86535   
## 5 Movie, User, & Movie Age Effects 0.86500   
## 6 Movie & User Effects w/Regularization 0.86482   
## 7 Movie, User & Movie Age Effects w/Regularization 0.86452

#Building the User, Movie & Movie Age Effects Model with Regularization

Table the training & test set results against those of the validation set

results\_table <-tibble(Model\_Type = c("NRMSE", "Median\_Model", "Movie Effects",   
 "Movie & User Effects",  
 "Movie, User & Movie Age Effects",  
 "Movie & User Effects w/Regularization",  
 "User, Movie & Movie Age Effects w/Regularization"),  
 RMSE = c(NRMSE\_M1, MM\_M2, MEM\_M3, UEM\_M4,   
 UMMAE\_M5, UMEM\_REG\_M6, UMMAE\_REG\_M7),  
 Final\_RMSE\_Validation = c(FRMSE\_M1, FRMSE\_M2,   
 FRMSE\_M3, FRMSE\_M4,  
 FRMSE\_M5, FRMSE\_M6,  
 FRMSE\_M7)) %>%  
 mutate(Final\_RMSE\_Validation = sprintf("%0.5f",   
 Final\_RMSE\_Validation)) %>%  
 mutate(RMSE = sprintf("%0.5f", RMSE))  
   
   
results\_table

## # A tibble: 7 × 3  
## Model\_Type RMSE Final\_RMSE\_Validation  
## <chr> <chr> <chr>   
## 1 NRMSE 1.06005 1.06120   
## 2 Median\_Model 1.16676 1.16802   
## 3 Movie Effects 0.94296 0.94391   
## 4 Movie & User Effects 0.86468 0.86535   
## 5 Movie, User & Movie Age Effects 0.86433 0.86500   
## 6 Movie & User Effects w/Regularization 0.86414 0.86482   
## 7 User, Movie & Movie Age Effects w/Regularization 0.86384 0.86452

#The kable function in knitr table of the final results  
results\_table %>% knitr::kable()

| Model\_Type | RMSE | Final\_RMSE\_Validation |
| --- | --- | --- |
| NRMSE | 1.06005 | 1.06120 |
| Median\_Model | 1.16676 | 1.16802 |
| Movie Effects | 0.94296 | 0.94391 |
| Movie & User Effects | 0.86468 | 0.86535 |
| Movie, User & Movie Age Effects | 0.86433 | 0.86500 |
| Movie & User Effects w/Regularization | 0.86414 | 0.86482 |
| User, Movie & Movie Age Effects w/Regularization | 0.86384 | 0.86452 |

# Create a data frame with the given data  
model\_data <- data.frame(  
 Model\_Type = c("NRMSE", "Median\_Model", "Movie Effects", "Movie & User Effects",  
 "Movie, User & Movie Age Effects", "Movie & User Effects w/Regularization",  
 "User, Movie & Movie Age Effects w/Regularization"),  
 RMSE = c(1.06005, 1.16676, 0.94296, 0.86468, 0.86433, 0.86414, 0.86384),  
 Final\_RMSE\_Validation = c(1.06120, 1.16802, 0.94391, 0.86535, 0.86500, 0.86482, 0.86452)  
)  
  
# Create a bar plot of RMSE  
barplot(  
 model\_data$RMSE,  
 names.arg = model\_data$Model\_Type,  
 xlab = "Model Type",  
 ylab = "RMSE",  
 main = "RMSE by Model Type",  
 col = "blue"  
)
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# Create a bar plot of Final\_RMSE\_Validation  
barplot(  
 model\_data$Final\_RMSE\_Validation,  
 names.arg = model\_data$Model\_Type,  
 xlab = "Model Type",  
 ylab = "Final RMSE Validation",  
 main = "Final RMSE Validation by Model Type",  
 col = "red"  
)
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This Final Model achieves an RMSE of .86452 The lowest RMSE using the validation set is the Final Validation Model featuring Regularized User, Movie & Movie Age Effects.