classtree\_m4\_cohen

#necessary libraries  
library(tidyverse, quiet=TRUE)

## Warning: package 'tidyverse' was built under R version 3.5.3

## -- Attaching packages ---------------------------------------------------------------------------------- tidyverse 1.2.1 --

## v ggplot2 3.1.1 v purrr 0.3.2  
## v tibble 2.1.1 v dplyr 0.8.1  
## v tidyr 0.8.3 v stringr 1.4.0  
## v readr 1.3.1 v forcats 0.4.0

## Warning: package 'ggplot2' was built under R version 3.5.3

## Warning: package 'tibble' was built under R version 3.5.3

## Warning: package 'tidyr' was built under R version 3.5.3

## Warning: package 'readr' was built under R version 3.5.3

## Warning: package 'purrr' was built under R version 3.5.3

## Warning: package 'dplyr' was built under R version 3.5.3

## Warning: package 'stringr' was built under R version 3.5.3

## Warning: package 'forcats' was built under R version 3.5.3

## -- Conflicts ------------------------------------------------------------------------------------- tidyverse\_conflicts() --  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()

library(caret)

## Warning: package 'caret' was built under R version 3.5.3

## Loading required package: lattice

##   
## Attaching package: 'caret'

## The following object is masked from 'package:purrr':  
##   
## lift

library(rpart)  
library(rattle)

## Warning: package 'rattle' was built under R version 3.5.3

## Rattle: A free graphical interface for data science with R.  
## Version 5.2.0 Copyright (c) 2006-2018 Togaware Pty Ltd.  
## Type 'rattle()' to shake, rattle, and roll your data.

library(RColorBrewer)

#read in parole.csv, rename variables per specifications and convert select variables to factors  
paroledata = read\_csv("parole.csv")

## Parsed with column specification:  
## cols(  
## male = col\_double(),  
## race = col\_double(),  
## age = col\_double(),  
## state = col\_double(),  
## time.served = col\_double(),  
## max.sentence = col\_double(),  
## multiple.offenses = col\_double(),  
## crime = col\_double(),  
## violator = col\_double()  
## )

#data comes in as doubles, below convert select to factors-interpreting numbers as characters  
paroledata = paroledata %>% mutate(male = as\_factor(as.character(male)),  
 race = as\_factor(as.character(race)),  
 state = as\_factor(as.character(state)),  
 crime = as\_factor(as.character(crime)),  
 multiple.offenses = as\_factor(as.character(multiple.offenses)),  
 violator = as\_factor(as.character(violator))) %>%  
#recode variables to match specifications  
 mutate(male = fct\_recode(male, "Male" = "1", "Female" = "0"),  
 race = fct\_recode(race, "White" = "1", "Not white" = "2"),  
 state = fct\_recode(state, "KY" = "2", "LA" = "3", "VA" = "4", "Other" = "1"),  
 crime = fct\_recode(crime,"Larceny" = "2", "Drug-related" = "3", "Driving-related" = "4", "Other" = "1"),  
 multiple.offenses = fct\_recode(multiple.offenses, "Multiple" = "1", "Not multiple" = "0"),  
 violator = fct\_recode(violator, "Violated" = "1", "Did not violate" = "0"))  
#str(paroledata)

# Task 1

Split data into training and testing datasets (70%, 30%).

set.seed(12345)  
train.rows = createDataPartition(y = paroledata$violator, p=0.7, list = FALSE) #70% in training  
train = paroledata[train.rows,]   
test = paroledata[-train.rows,]

# Task 2 and 3

Create classification tree to predict violator and plot tree. Relate tree to case of 40 yr old LA parolee who served 5 yrs.

tree1 = rpart(violator ~., train, method="class")  
fancyRpartPlot(tree1)
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I would classify this parolee as a non-violator. Using the classification tree created from the rpart function, parolees from LA would be on the right side of the first node because it is “false” that their state = Other, KY or VA. The next node for this group branches parollees based on age. Here a 40 year old LA parolee would be on the left side of that node because it is “true” that their age is < 43. The next node for this group branches parolees based on time served. This 40 yr old LA parolee would be on the on the left side of this node because it is “true” that he/she served >= 2.6 yrs. 71% of parollees such as this are predicted not to violate parole.

# Task 4

Evaluate tree performance as a function of complexity parameter.

printcp(tree1)

##   
## Classification tree:  
## rpart(formula = violator ~ ., data = train, method = "class")  
##   
## Variables actually used in tree construction:  
## [1] age crime multiple.offenses state   
## [5] time.served   
##   
## Root node error: 55/473 = 0.11628  
##   
## n= 473   
##   
## CP nsplit rel error xerror xstd  
## 1 0.054545 0 1.00000 1.0000 0.12676  
## 2 0.036364 2 0.89091 1.1091 0.13253  
## 3 0.013636 3 0.85455 1.1091 0.13253  
## 4 0.010000 7 0.80000 1.1273 0.13345

plotcp(tree1)

![](data:image/png;base64,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)

#plot(tree1)  
#text(tree1)

The complexity parameter that minimizes cross-validated error is .05. The cross-validated error associated with this complexity parameter is .12676 and the data does not need to be split. I think this means that just knowing whether one was in LA or not is the best predictor of violating parole, without risking having a model that overfits the test data.

# Task 5

Prune the tree back to the chosen complexity parameter.

tree2 = prune(tree1,cp= tree1$cptable[which.min(tree1$cptable[,"xerror"]),"CP"])  
summary(tree2)

## Call:  
## rpart(formula = violator ~ ., data = train, method = "class")  
## n= 473   
##   
## CP nsplit rel error xerror xstd  
## 1 0.05454545 0 1 1 0.1267582  
##   
## Node number 1: 473 observations  
## predicted class=Did not violate expected loss=0.1162791 P(node) =1  
## class counts: 418 55  
## probabilities: 0.884 0.116

#fancyRpartPlot(tree2)

Pruning the tree back to the complexity parameter, would predict that 88.4% of parolees will not violate and 11.6% would violate.

# Task 6

Use original tree to make predictions on the training data. Create a confusion matrix and calculate results.

tree1pred = predict(tree1, train, type = "class")  
head(tree1pred)

## 1 2 3 4   
## Did not violate Did not violate Did not violate Did not violate   
## 5 6   
## Did not violate Did not violate   
## Levels: Did not violate Violated

confusionMatrix(tree1pred,train$violator,positive="Violated")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Did not violate Violated  
## Did not violate 402 28  
## Violated 16 27  
##   
## Accuracy : 0.907   
## 95% CI : (0.8771, 0.9316)  
## No Information Rate : 0.8837   
## P-Value [Acc > NIR] : 0.06272   
##   
## Kappa : 0.5   
##   
## Mcnemar's Test P-Value : 0.09725   
##   
## Sensitivity : 0.49091   
## Specificity : 0.96172   
## Pos Pred Value : 0.62791   
## Neg Pred Value : 0.93488   
## Prevalence : 0.11628   
## Detection Rate : 0.05708   
## Detection Prevalence : 0.09091   
## Balanced Accuracy : 0.72632   
##   
## 'Positive' Class : Violated   
##

The predictions made from the unpruned classification tree have 90.7 accuracy on training dataset. The “naive” model which places all parollees into the “did not violate” category had an 88.4% accuracy. There is a small gain by using the model, but the p value is not significant. The specificity, which is the how well the model classified those who did not violate parole is 96%. The sensitivity, which is how well the model classified those who violated parole is 49%.

# Task 7

Use the unpruned tree to make predictions on the testing data. Create confusion matrix, calculate results and discuss model utility.

tree1pred = predict(tree1, test, type = "class")  
head(tree1pred)

## 1 2 3 4   
## Did not violate Violated Did not violate Did not violate   
## 5 6   
## Did not violate Did not violate   
## Levels: Did not violate Violated

confusionMatrix(tree1pred,test$violator,positive="Violated")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Did not violate Violated  
## Did not violate 170 19  
## Violated 9 4  
##   
## Accuracy : 0.8614   
## 95% CI : (0.8059, 0.9059)  
## No Information Rate : 0.8861   
## P-Value [Acc > NIR] : 0.88631   
##   
## Kappa : 0.1525   
##   
## Mcnemar's Test P-Value : 0.08897   
##   
## Sensitivity : 0.17391   
## Specificity : 0.94972   
## Pos Pred Value : 0.30769   
## Neg Pred Value : 0.89947   
## Prevalence : 0.11386   
## Detection Rate : 0.01980   
## Detection Prevalence : 0.06436   
## Balanced Accuracy : 0.56182   
##   
## 'Positive' Class : Violated   
##

The predictions made from the unpruned classification tree have 86% accuracy on testing dataset. The “naive” model which places all parollees into the “did not violate” category had an 87% accuracy - which is higher than the accuracy of the model itself! The model is not performing well on the testing data set, perhaps it is “overfitted” to the training dataset. The specificity, which is the how well the model classified those who did not violate parole is 95%. The sensitivity, which is how well the model classified those who violated parole is 17%. I don’t think this is a great model. The sensitivity, to me, is not at an acceptable level to detect violators of parole which seems very important to be able to do.

# Task 8 & 9

Read in new dataset and convert and recode select variables to factors. Split into train and test datasets (70%,30%). Create classification tree on training dataset and evaluate complexity parameter of model to predict DonatedMarch.

#read in blood.csv, rename variables per specifications and convert select variables to factors  
blooddata = read\_csv("blood.csv")

## Parsed with column specification:  
## cols(  
## Mnths\_Since\_Last = col\_double(),  
## TotalDonations = col\_double(),  
## Total\_Donated = col\_double(),  
## Mnths\_Since\_First = col\_double(),  
## DonatedMarch = col\_double()  
## )

#DonatedMarch comes in as double, below convert to factor-interpreting numbers as characters  
blooddata = blooddata %>% mutate(DonatedMarch = as\_factor(as.character(DonatedMarch)))%>%  
 mutate(DonatedMarch = fct\_recode(DonatedMarch, "Yes" = "1", "No" = "0"))  
#str(blooddata)  
#split into train, test datasets  
set.seed(1234)  
train.rows = createDataPartition(y = blooddata$DonatedMarch, p=0.7, list = FALSE) #70% in training  
train2 = blooddata[train.rows,]   
test2 = blooddata[-train.rows,]  
#create classification tree & plot  
tree3 = rpart(DonatedMarch ~., train2, method="class")  
fancyRpartPlot(tree3)
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#plot complexity parameter  
printcp(tree3)

##   
## Classification tree:  
## rpart(formula = DonatedMarch ~ ., data = train2, method = "class")  
##   
## Variables actually used in tree construction:  
## [1] Mnths\_Since\_First Mnths\_Since\_Last TotalDonations   
##   
## Root node error: 125/524 = 0.23855  
##   
## n= 524   
##   
## CP nsplit rel error xerror xstd  
## 1 0.072 0 1.000 1.000 0.078049  
## 2 0.016 3 0.784 0.840 0.073304  
## 3 0.010 4 0.768 0.856 0.073822

plotcp(tree3)
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# Task 10a

Prune the tree back to the chosen complexity parameter. Make predictions on the training dataset. Create confusion matrices, calculate results and discuss model utility.

#Prune tree & plot  
tree4 = prune(tree3,cp= tree3$cptable[which.min(tree3$cptable[,"xerror"]),"CP"])  
#summary(tree2)  
fancyRpartPlot(tree4)
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#plot complexity parameter  
printcp(tree4)

##   
## Classification tree:  
## rpart(formula = DonatedMarch ~ ., data = train2, method = "class")  
##   
## Variables actually used in tree construction:  
## [1] Mnths\_Since\_First Mnths\_Since\_Last TotalDonations   
##   
## Root node error: 125/524 = 0.23855  
##   
## n= 524   
##   
## CP nsplit rel error xerror xstd  
## 1 0.072 0 1.000 1.00 0.078049  
## 2 0.016 3 0.784 0.84 0.073304

plotcp(tree4)

![](data:image/png;base64,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)

#make predictions, predict confusion matrix  
tree2pred = predict(tree4, train2, type = "class")  
head(tree2pred)

## 1 2 3 4 5 6   
## Yes Yes No No Yes Yes   
## Levels: Yes No

confusionMatrix(tree2pred,train2$DonatedMarch,positive="Yes")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Yes No  
## Yes 58 31  
## No 67 368  
##   
## Accuracy : 0.813   
## 95% CI : (0.7769, 0.8455)  
## No Information Rate : 0.7615   
## P-Value [Acc > NIR] : 0.002713   
##   
## Kappa : 0.4287   
##   
## Mcnemar's Test P-Value : 0.000407   
##   
## Sensitivity : 0.4640   
## Specificity : 0.9223   
## Pos Pred Value : 0.6517   
## Neg Pred Value : 0.8460   
## Prevalence : 0.2385   
## Detection Rate : 0.1107   
## Detection Prevalence : 0.1698   
## Balanced Accuracy : 0.6932   
##   
## 'Positive' Class : Yes   
##

Using the pruned tree to predict DonatedMarch on the training dataset yields an accuracy rate of 81% which is higher than the naive model’s accuracy rate of 76%. The difference had a significant p value. The pruned tree only includes has 3 splits whereas the unpruned one has 4.

# Task 10b

Use pruned model on the testing dataset. Make predictions, create confusion matrices, calculate results and discuss model utility.

tree3pred = predict(tree4, test2, type = "class")  
head(tree3pred)

## 1 2 3 4 5 6   
## No Yes Yes No No Yes   
## Levels: Yes No

confusionMatrix(tree3pred,test2$DonatedMarch,positive="Yes")

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction Yes No  
## Yes 14 16  
## No 39 155  
##   
## Accuracy : 0.7545   
## 95% CI : (0.6927, 0.8094)  
## No Information Rate : 0.7634   
## P-Value [Acc > NIR] : 0.657104   
##   
## Kappa : 0.2006   
##   
## Mcnemar's Test P-Value : 0.003012   
##   
## Sensitivity : 0.2642   
## Specificity : 0.9064   
## Pos Pred Value : 0.4667   
## Neg Pred Value : 0.7990   
## Prevalence : 0.2366   
## Detection Rate : 0.0625   
## Detection Prevalence : 0.1339   
## Balanced Accuracy : 0.5853   
##   
## 'Positive' Class : Yes   
##

It’s interesting that when the pruned model was run on the testing blood data set, the accuracy of the naive model was higher than the accuracy rate of the model by 1 percentage point. That suggests this might be an overfitted model. The sensitivity on the training set was 46% but here it is just 26%. The accuracy decreased as well from when it was run on the training dataset.