CIND 123 - Data Analytics: Basic Methods

Stephanie Boissonneault

Assignment 1 (10%)

Stephanie Boissonneault

# Instructions

This is an R Markdown document. Markdown is a simple formatting syntax for authoring HTML, PDF, and MS Word documents. Review this website for more details on using R Markdown <http://rmarkdown.rstudio.com>.

Use RStudio for this assignment. Complete the assignment by inserting your code wherever you see the string “#INSERT YOUR ANSWER HERE”.

When you click the **Knit** button, a document (PDF, Word, or HTML format) will be generated that includes both the assignment content as well as the output of any embedded R code chunks.

**NOTE**: YOU SHOULD NEVER HAVE install.packages IN YOUR CODE; OTHERWISE, THE Knit OPTION WILL GIVE AN ERROR. COMMENT OUT ALL PACKAGE INSTALLATIONS.

Submit **both** the rmd and generated output files. Failing to submit both files will be subject to mark deduction. PDF or HTML is preferred.

## Sample Question and Solution

Use seq() to create the vector .

seq(3, 30, 2)

## [1] 3 5 7 9 11 13 15 17 19 21 23 25 27 29

seq(3, 29, 2)

## [1] 3 5 7 9 11 13 15 17 19 21 23 25 27 29

## Question 1 (32 points)

## Q1a (8 points)

Create and print a vector x with all integers from 4 to 115 and a vector y containing multiples of 4 in the same range. Hint: use seq()function. Calculate the difference in lengths of the vectors x and y. Hint: use length()

x <- 4:115  
x

## [1] 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21  
## [19] 22 23 24 25 26 27 28 29 30 31 32 33 34 35 36 37 38 39  
## [37] 40 41 42 43 44 45 46 47 48 49 50 51 52 53 54 55 56 57  
## [55] 58 59 60 61 62 63 64 65 66 67 68 69 70 71 72 73 74 75  
## [73] 76 77 78 79 80 81 82 83 84 85 86 87 88 89 90 91 92 93  
## [91] 94 95 96 97 98 99 100 101 102 103 104 105 106 107 108 109 110 111  
## [109] 112 113 114 115

y <- seq(from = 4, to = 115, by = 4)  
y

## [1] 4 8 12 16 20 24 28 32 36 40 44 48 52 56 60 64 68 72 76  
## [20] 80 84 88 92 96 100 104 108 112

#Difference in length  
length(x)-length(y)

## [1] 84

## Q1b (8 points)

Create a new vector, y\_square, with the square of elements at indices 1, 3, 7, 12, 17, 20, 22, and 24 from the variable y. Hint: Use indexing rather than a for loop. Calculate the mean and median of the FIRST five values from y\_square.

y\_square <- y[c(1, 3, 7, 12, 17, 20, 22, 24)]\*\*2   
y\_square

## [1] 16 144 784 2304 4624 6400 7744 9216

mean(y\_square[1:5])

## [1] 1574.4

median(y\_square[1:5])

## [1] 784

## Q1c (8 points)

For a given factor variable of factorVar <- factor(c(1, 6, 5.4, 3.2)), would it be correct to use the following commands to convert factor to number?

as.numeric(factorVar)

If not, explain your answer and provide the correct one.

# When assigning a numeric vector into a factor variable, the factor will first recognize the different levels of the variables. In this case, there are four levels and they are recognized as 1, 3.2, 5.4, and 6.  
factorVar <- factor(c(1, 6, 5.4, 3.2))  
factorVar

## [1] 1 6 5.4 3.2  
## Levels: 1 3.2 5.4 6

#The factor internally assigns an integer number starting from 1 to each corresponding category in the level. In this case, 1 is the internal level of 1, 3.2 is the internal level 2, 5.4 is the internal level 3, and 6 is the internal level 4.  
  
#Because these values are now internally assigned a number corresponding to their level, the as.numeric() function will convert the factor to a numeric class, but it will display the numbers corresponding to each value's internal level:  
  
numericVar <- as.numeric(factorVar)  
numericVar

## [1] 1 4 3 2

class(numericVar)

## [1] "numeric"

#To display the factor variable as numeric variables, we would need to first convert the factor to a character vector, followed by a numeric vector to ensure that the original numeric values are displayed rather than their associated internal level.   
  
numericVar2 <- as.numeric(as.character(factorVar))  
numericVar2

## [1] 1.0 6.0 5.4 3.2

class(numericVar2)

## [1] "numeric"

## Q1d (8 points)

A comma-separated values file dataset.csv consists of missing values represented by Not A Number (null) and question mark (?). How can you read this type of files in R? NOTE: Please make sure you have saved the dataset.csv file at your current working directory.

#I would set the header to false because the first row of the dataset has no header, and if "null" and "?" both represent missing values (rather than NULL or nothing), I would read these as NA strings using the following command:   
  
dataset <- read.csv("dataset.csv", sep = ",", header = FALSE, stringsAsFactor = FALSE, na.strings= c("null", "?"))  
  
dataset

## V1 V2 V3 V4 V5 V6 V7 V8 V9 V10  
## 1 1 2 3 4 5 6 7 8 9 10  
## 2 11 12 13 14 15 16 17 18 19 20  
## 3 21 22 23 24 25 26 27 28 29 30  
## 4 31 32 33 34 35 36 37 38 39 40  
## 5 41 42 43 44 45 NA 47 48 49 50  
## 6 51 52 53 NA 55 56 57 NA 59 60  
## 7 61 62 63 64 65 66 67 68 69 70  
## 8 71 72 NA 74 75 76 77 78 79 80  
## 9 81 82 83 84 85 86 87 88 89 NA  
## 10 91 92 93 94 95 96 97 98 99 100  
## 11 NA 102 103 104 105 106 107 108 109 110  
## 12 111 112 113 114 115 116 117 118 119 120  
## 13 121 122 123 124 125 126 127 128 129 130  
## 14 131 132 133 134 135 136 137 138 139 NA  
## 15 141 142 143 144 145 146 147 148 149 150  
## 16 151 152 153 154 155 156 157 158 159 160  
## 17 161 162 163 164 NA 166 167 168 169 170

# Question 2 (32 points)

## Q2a (8 points)

Compute:

Hint: Use factorial(n) to compute .

sum\_function <- function(n){  
 return(sum((-1)\*\*n / factorial(n)\*\*2))  
 }   
sum\_function(5:20)

## [1] -6.755419e-05

## Q2b (8 points)

Compute:

NOTE: The symbol represents multiplication.

prod\_function <- function(n) {  
 return(prod(4\*n + (1/(2\*\*n))))  
 }  
prod\_function(1:5)

## [1] 144833.6

## Q2c (8 points)

Describe what the following R command does: c(0:5)[NA]

c(0:5)[NA]

## [1] NA NA NA NA NA NA

#This command is asking R to conduct indexing on a vector made of a sequence of numbers between 0 to 5 (0, 1, 2, 3, 4, 5). The square brackets is an indexing tool and is used to extract a value from the vector. Normally, we indicate a number inside of the square brackets that corresponds with the position of the element we would like to extract from the vector.In this case, we are asking R to extract NA. NA represents a missing value. If we try to extract a missing value from the vector, the output for each value of the vector is also displayed as a missing value... This is because the indexing variable, NA, is missing from the vector.

## Q2d (8 points)

Describe the purpose of is.vector(), is.character(), is.numeric(), and is.na() functions? Please use x <- c("a", "b", NA, 2) to explain your description.

x <- c("a", "b", NA, 2)  
  
#The is.vector() function evaluates the object to let us know whether it is a vector and will returns a boolean value of (either True or False). In this example, the value returned is True because x is a single object containing the vector c("a", "b", NA, 2).  
is.vector(x)

## [1] TRUE

#The is.character function evaluates whether an object contains the character data type as either True or False. In this example, the function returned boolean value T because the object x contains the characters "a" and "b" because they are in quotation marks.   
is.character(x)

## [1] TRUE

#The is.numeric function returns the logical value of True when the object in question contains values of the numeric datatype (integers and float numbers). Otherwise the function will return False. In this example, is.numeric(x) returned False because vectors in R must contain values of the same data type. Thus, combining the numeric value of 2 with the character types "a" and "b" in a vector caused R to convert all items in that vector to the character type. Now, when I print x, the number 2 appears in quotation marks indicating that it is now a string. This can also be verified using the class() function as follows:  
is.numeric(x)

## [1] FALSE

x

## [1] "a" "b" NA "2"

class(x)

## [1] "character"

#The is.na() function returns True or False based on the respective position of present or missing values. In this example, the object x contains NA (a missing value). The function returns F, F, T, F because 1st, 2nd, and 4th values of the vector are present, but the 3rd is missing.   
is.na(x)

## [1] FALSE FALSE TRUE FALSE

# Question 3 (36 points)

The airquality dataset contains daily air quality measurements in New York from May to September 1973. The variables include Ozone level, Solar radiation, wind speed, temperature in Fahrenheit, month, and day. Please see the detailed description using help("airquality").

Install the airquality data set on your computer using the command install.packages("datasets"). Then load the datasets package into your session.

library(datasets)

## Q3a (4 points)

Display the first 10 rows of the airquality data set.

data("airquality")  
head(airquality, 10)

## Ozone Solar.R Wind Temp Month Day  
## 1 41 190 7.4 67 5 1  
## 2 36 118 8.0 72 5 2  
## 3 12 149 12.6 74 5 3  
## 4 18 313 11.5 62 5 4  
## 5 NA NA 14.3 56 5 5  
## 6 28 NA 14.9 66 5 6  
## 7 23 299 8.6 65 5 7  
## 8 19 99 13.8 59 5 8  
## 9 8 19 20.1 61 5 9  
## 10 NA 194 8.6 69 5 10

## Q3b (8 points)

Compute the average of the first four variables (Ozone, Solar.R, Wind and Temp) for the fifth month using the sapply() function. Hint: You might need to consider removing the NA values; otherwise, the average will not be computed.

airquality

## Ozone Solar.R Wind Temp Month Day  
## 1 41 190 7.4 67 5 1  
## 2 36 118 8.0 72 5 2  
## 3 12 149 12.6 74 5 3  
## 4 18 313 11.5 62 5 4  
## 5 NA NA 14.3 56 5 5  
## 6 28 NA 14.9 66 5 6  
## 7 23 299 8.6 65 5 7  
## 8 19 99 13.8 59 5 8  
## 9 8 19 20.1 61 5 9  
## 10 NA 194 8.6 69 5 10  
## 11 7 NA 6.9 74 5 11  
## 12 16 256 9.7 69 5 12  
## 13 11 290 9.2 66 5 13  
## 14 14 274 10.9 68 5 14  
## 15 18 65 13.2 58 5 15  
## 16 14 334 11.5 64 5 16  
## 17 34 307 12.0 66 5 17  
## 18 6 78 18.4 57 5 18  
## 19 30 322 11.5 68 5 19  
## 20 11 44 9.7 62 5 20  
## 21 1 8 9.7 59 5 21  
## 22 11 320 16.6 73 5 22  
## 23 4 25 9.7 61 5 23  
## 24 32 92 12.0 61 5 24  
## 25 NA 66 16.6 57 5 25  
## 26 NA 266 14.9 58 5 26  
## 27 NA NA 8.0 57 5 27  
## 28 23 13 12.0 67 5 28  
## 29 45 252 14.9 81 5 29  
## 30 115 223 5.7 79 5 30  
## 31 37 279 7.4 76 5 31  
## 32 NA 286 8.6 78 6 1  
## 33 NA 287 9.7 74 6 2  
## 34 NA 242 16.1 67 6 3  
## 35 NA 186 9.2 84 6 4  
## 36 NA 220 8.6 85 6 5  
## 37 NA 264 14.3 79 6 6  
## 38 29 127 9.7 82 6 7  
## 39 NA 273 6.9 87 6 8  
## 40 71 291 13.8 90 6 9  
## 41 39 323 11.5 87 6 10  
## 42 NA 259 10.9 93 6 11  
## 43 NA 250 9.2 92 6 12  
## 44 23 148 8.0 82 6 13  
## 45 NA 332 13.8 80 6 14  
## 46 NA 322 11.5 79 6 15  
## 47 21 191 14.9 77 6 16  
## 48 37 284 20.7 72 6 17  
## 49 20 37 9.2 65 6 18  
## 50 12 120 11.5 73 6 19  
## 51 13 137 10.3 76 6 20  
## 52 NA 150 6.3 77 6 21  
## 53 NA 59 1.7 76 6 22  
## 54 NA 91 4.6 76 6 23  
## 55 NA 250 6.3 76 6 24  
## 56 NA 135 8.0 75 6 25  
## 57 NA 127 8.0 78 6 26  
## 58 NA 47 10.3 73 6 27  
## 59 NA 98 11.5 80 6 28  
## 60 NA 31 14.9 77 6 29  
## 61 NA 138 8.0 83 6 30  
## 62 135 269 4.1 84 7 1  
## 63 49 248 9.2 85 7 2  
## 64 32 236 9.2 81 7 3  
## 65 NA 101 10.9 84 7 4  
## 66 64 175 4.6 83 7 5  
## 67 40 314 10.9 83 7 6  
## 68 77 276 5.1 88 7 7  
## 69 97 267 6.3 92 7 8  
## 70 97 272 5.7 92 7 9  
## 71 85 175 7.4 89 7 10  
## 72 NA 139 8.6 82 7 11  
## 73 10 264 14.3 73 7 12  
## 74 27 175 14.9 81 7 13  
## 75 NA 291 14.9 91 7 14  
## 76 7 48 14.3 80 7 15  
## 77 48 260 6.9 81 7 16  
## 78 35 274 10.3 82 7 17  
## 79 61 285 6.3 84 7 18  
## 80 79 187 5.1 87 7 19  
## 81 63 220 11.5 85 7 20  
## 82 16 7 6.9 74 7 21  
## 83 NA 258 9.7 81 7 22  
## 84 NA 295 11.5 82 7 23  
## 85 80 294 8.6 86 7 24  
## 86 108 223 8.0 85 7 25  
## 87 20 81 8.6 82 7 26  
## 88 52 82 12.0 86 7 27  
## 89 82 213 7.4 88 7 28  
## 90 50 275 7.4 86 7 29  
## 91 64 253 7.4 83 7 30  
## 92 59 254 9.2 81 7 31  
## 93 39 83 6.9 81 8 1  
## 94 9 24 13.8 81 8 2  
## 95 16 77 7.4 82 8 3  
## 96 78 NA 6.9 86 8 4  
## 97 35 NA 7.4 85 8 5  
## 98 66 NA 4.6 87 8 6  
## 99 122 255 4.0 89 8 7  
## 100 89 229 10.3 90 8 8  
## 101 110 207 8.0 90 8 9  
## 102 NA 222 8.6 92 8 10  
## 103 NA 137 11.5 86 8 11  
## 104 44 192 11.5 86 8 12  
## 105 28 273 11.5 82 8 13  
## 106 65 157 9.7 80 8 14  
## 107 NA 64 11.5 79 8 15  
## 108 22 71 10.3 77 8 16  
## 109 59 51 6.3 79 8 17  
## 110 23 115 7.4 76 8 18  
## 111 31 244 10.9 78 8 19  
## 112 44 190 10.3 78 8 20  
## 113 21 259 15.5 77 8 21  
## 114 9 36 14.3 72 8 22  
## 115 NA 255 12.6 75 8 23  
## 116 45 212 9.7 79 8 24  
## 117 168 238 3.4 81 8 25  
## 118 73 215 8.0 86 8 26  
## 119 NA 153 5.7 88 8 27  
## 120 76 203 9.7 97 8 28  
## 121 118 225 2.3 94 8 29  
## 122 84 237 6.3 96 8 30  
## 123 85 188 6.3 94 8 31  
## 124 96 167 6.9 91 9 1  
## 125 78 197 5.1 92 9 2  
## 126 73 183 2.8 93 9 3  
## 127 91 189 4.6 93 9 4  
## 128 47 95 7.4 87 9 5  
## 129 32 92 15.5 84 9 6  
## 130 20 252 10.9 80 9 7  
## 131 23 220 10.3 78 9 8  
## 132 21 230 10.9 75 9 9  
## 133 24 259 9.7 73 9 10  
## 134 44 236 14.9 81 9 11  
## 135 21 259 15.5 76 9 12  
## 136 28 238 6.3 77 9 13  
## 137 9 24 10.9 71 9 14  
## 138 13 112 11.5 71 9 15  
## 139 46 237 6.9 78 9 16  
## 140 18 224 13.8 67 9 17  
## 141 13 27 10.3 76 9 18  
## 142 24 238 10.3 68 9 19  
## 143 16 201 8.0 82 9 20  
## 144 13 238 12.6 64 9 21  
## 145 23 14 9.2 71 9 22  
## 146 36 139 10.3 81 9 23  
## 147 7 49 10.3 69 9 24  
## 148 14 20 16.6 63 9 25  
## 149 30 193 6.9 70 9 26  
## 150 NA 145 13.2 77 9 27  
## 151 14 191 14.3 75 9 28  
## 152 18 131 8.0 76 9 29  
## 153 20 223 11.5 68 9 30

airquality\_m5<-subset((airquality), Month==5)  
airquality\_m5

## Ozone Solar.R Wind Temp Month Day  
## 1 41 190 7.4 67 5 1  
## 2 36 118 8.0 72 5 2  
## 3 12 149 12.6 74 5 3  
## 4 18 313 11.5 62 5 4  
## 5 NA NA 14.3 56 5 5  
## 6 28 NA 14.9 66 5 6  
## 7 23 299 8.6 65 5 7  
## 8 19 99 13.8 59 5 8  
## 9 8 19 20.1 61 5 9  
## 10 NA 194 8.6 69 5 10  
## 11 7 NA 6.9 74 5 11  
## 12 16 256 9.7 69 5 12  
## 13 11 290 9.2 66 5 13  
## 14 14 274 10.9 68 5 14  
## 15 18 65 13.2 58 5 15  
## 16 14 334 11.5 64 5 16  
## 17 34 307 12.0 66 5 17  
## 18 6 78 18.4 57 5 18  
## 19 30 322 11.5 68 5 19  
## 20 11 44 9.7 62 5 20  
## 21 1 8 9.7 59 5 21  
## 22 11 320 16.6 73 5 22  
## 23 4 25 9.7 61 5 23  
## 24 32 92 12.0 61 5 24  
## 25 NA 66 16.6 57 5 25  
## 26 NA 266 14.9 58 5 26  
## 27 NA NA 8.0 57 5 27  
## 28 23 13 12.0 67 5 28  
## 29 45 252 14.9 81 5 29  
## 30 115 223 5.7 79 5 30  
## 31 37 279 7.4 76 5 31

sapply(airquality\_m5[,-5:-6], mean, na.rm = TRUE)

## Ozone Solar.R Wind Temp   
## 23.61538 181.29630 11.62258 65.54839

## Q3c (8 points)

Construct a boxplot for the all Wind and Temp variables, then display the values of all the outliers which lie beyond the whiskers.

#Wind boxplot followed by outliers  
  
wind\_plot<-boxplot(airquality$Wind, main = "Wind")

![](data:image/png;base64,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)

wind\_plot$out

## [1] 20.1 18.4 20.7

#Temp boxplot followed by outliers   
temp\_plot<-boxplot(airquality$Temp, main = "Temperature")
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temp\_plot$out

## numeric(0)

#Wind / Temp boxplot followed by outliers  
wind\_temp\_plot<-boxplot(formula = Wind ~ Temp, data = airquality, main = "Air Quality Boxplot", xlab= "Temperature", ylab= "Wind", col="orange")
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wind\_temp\_plot$out

## [1] 11.5 11.5

## Q3d (8 points)

Compute the upper quartile of the Wind variable with two different methods. HINT: Only show the upper quartile using indexing. For the type of quartile, please see <https://www.rdocumentation.org/packages/stats/versions/3.6.2/topics/quantile>.

#Method 1  
quantile(airquality$Wind, probs = c(0.75))

## 75%   
## 11.5

#Method 2  
wind\_2<-cbind(summary(airquality$Wind))  
wind\_2[5,]

## 3rd Qu.   
## 11.5

#Method 3  
wind\_1<-data.frame(quantile(airquality$Wind))  
wind\_1[4,]

## [1] 11.5

## Q3e (8 points)

Construct a pie chart to describe the number of entries by Month. HINT: use the table() function to count and tabulate the number of entries within a Month.

#Tabulating number of entries in a month  
month\_entries<-table(airquality$Month, useNA="no")  
month\_entries

##   
## 5 6 7 8 9   
## 31 30 31 31 30

#Create labels for pie chart  
lbls <- c("Month 5", "Month 6", "Month 7", "Month 8", "Month 9")  
  
#Create pie chart  
pie(month\_entries, labels = lbls, edges = 200, radius = 0.8, clockwise = TRUE, col=rainbow(length(month\_entries)), main = "Entries per Month")

![](data:image/png;base64,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)

END of Assignment #1.