CIND 123 - Data Analytics: Basic Methods

Stephanie Boissonneault

Assignment 2 (10%)

[Stephanie Boissonneault]

## Instructions

This is an R Markdown document. Markdown is a simple formatting syntax for authoring HTML, PDF, and MS Word documents. Review this website for more details on using R Markdown <http://rmarkdown.rstudio.com>.

Use RStudio for this assignment. Complete the assignment by inserting your R code wherever you see the string “#INSERT YOUR ANSWER HERE”.

When you click the **Knit** button, a document (PDF, Word, or HTML format) will be generated that includes both the assignment content as well as the output of any embedded R code chunks.

Submit **both** the rmd and generated output files. Failing to submit both files will be subject to mark deduction.

## Sample Question and Solution

Use seq() to create the vector .

seq(100, 3, -3)

## [1] 100 97 94 91 88 85 82 79 76 73 70 67 64 61 58 55 52 49 46  
## [20] 43 40 37 34 31 28 25 22 19 16 13 10 7 4

## Question 1 (40 points)

The Titanic Passenger Survival Data Set provides information on the fate of passengers on the fatal maiden voyage of the ocean liner “Titanic.” The dataset is available from the Department of Biostatistics at the Vanderbilt University School of Medicine (<https://biostat.app.vumc.org/wiki/pub/Main/DataSets/titanic3.csv>) in several formats. Store the Titanic Data Set titanic\_train using the following commands.

#install.packages("titanic")  
library(titanic)

## Warning: package 'titanic' was built under R version 4.3.2

titanicDataset <- read.csv(file = "https://biostat.app.vumc.org/wiki/pub/Main/DataSets/titanic3.csv", stringsAsFactors = F)  
str(titanicDataset)

## 'data.frame': 1309 obs. of 14 variables:  
## $ pclass : int 1 1 1 1 1 1 1 1 1 1 ...  
## $ survived : int 1 1 0 0 0 1 1 0 1 0 ...  
## $ name : chr "Allen, Miss. Elisabeth Walton" "Allison, Master. Hudson Trevor" "Allison, Miss. Helen Loraine" "Allison, Mr. Hudson Joshua Creighton" ...  
## $ sex : chr "female" "male" "female" "male" ...  
## $ age : num 29 0.92 2 30 25 48 63 39 53 71 ...  
## $ sibsp : int 0 1 1 1 1 0 1 0 2 0 ...  
## $ parch : int 0 2 2 2 2 0 0 0 0 0 ...  
## $ ticket : chr "24160" "113781" "113781" "113781" ...  
## $ fare : num 211 152 152 152 152 ...  
## $ cabin : chr "B5" "C22 C26" "C22 C26" "C22 C26" ...  
## $ embarked : chr "S" "S" "S" "S" ...  
## $ boat : chr "2" "11" "" "" ...  
## $ body : int NA NA NA 135 NA NA NA NA NA 22 ...  
## $ home.dest: chr "St Louis, MO" "Montreal, PQ / Chesterville, ON" "Montreal, PQ / Chesterville, ON" "Montreal, PQ / Chesterville, ON" ...

1. Extract and show the columns cabin, age, embarked and pclass into a new data frame of the name ‘titanicSubset’. (5 points)

titanicSubset <- data.frame(titanicDataset$cabin, titanicDataset$age, titanicDataset$embarked, titanicDataset$pclass)  
  
print(str(titanicSubset))

## 'data.frame': 1309 obs. of 4 variables:  
## $ titanicDataset.cabin : chr "B5" "C22 C26" "C22 C26" "C22 C26" ...  
## $ titanicDataset.age : num 29 0.92 2 30 25 48 63 39 53 71 ...  
## $ titanicDataset.embarked: chr "S" "S" "S" "S" ...  
## $ titanicDataset.pclass : int 1 1 1 1 1 1 1 1 1 1 ...  
## NULL

1. Numerical data: Use the count() function from the dplyr package to display the total number of passengers that survived or not. (5 points) HINT: To count the occurrences of survived or not in the titanicDataset data frame using the dplyr package, you can use the pipe operator (%>%) to chain operations.

#install.packages('dplyr')  
library(dplyr)

## Warning: package 'dplyr' was built under R version 4.3.2

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

print(titanicDataset %>% count(survived))

## survived n  
## 1 0 809  
## 2 1 500

1. Categorical data: Use count() and group\_by() functions from the dplyr package to calculate the number of passengers by embarked. (5 points) HINT: Use group\_by() first then pipe the result to count() to calculate the number of passengers.

n\_embarked <- group\_by(titanicDataset %>% count(embarked))  
n\_embarked

## # A tibble: 4 × 2  
## embarked n  
## <chr> <int>  
## 1 "" 2  
## 2 "C" 270  
## 3 "Q" 123  
## 4 "S" 914

1. Find the passengers in data frame whose embarked information is an empty character (““), and fill them by the most frequent embarked value. (3 points)

#Most frequent embarked value is "S"  
for (i in 1:length(titanicDataset$embarked)) {  
 if (titanicDataset$embarked[i] == "")   
 {titanicDataset$embarked[i] <- "S"}  
}  
  
print(titanicDataset$embarked)

## [1] "S" "S" "S" "S" "S" "S" "S" "S" "S" "C" "C" "C" "C" "S" "S" "S" "C" "C"  
## [19] "C" "C" "S" "S" "C" "C" "S" "C" "C" "C" "S" "S" "S" "C" "S" "S" "S" "C"  
## [37] "S" "S" "S" "C" "C" "C" "S" "C" "C" "S" "S" "S" "C" "C" "C" "S" "S" "S"  
## [55] "S" "S" "S" "S" "S" "C" "S" "S" "S" "S" "S" "S" "C" "S" "C" "S" "S" "C"  
## [73] "C" "S" "S" "S" "C" "C" "C" "S" "S" "S" "S" "S" "C" "C" "S" "S" "S" "S"  
## [91] "S" "S" "S" "S" "S" "S" "C" "C" "C" "C" "C" "C" "C" "C" "C" "C" "S" "S"  
## [109] "C" "S" "C" "S" "S" "S" "S" "S" "S" "C" "S" "S" "C" "S" "C" "C" "C" "S"  
## [127] "S" "S" "S" "C" "C" "C" "C" "C" "C" "C" "C" "S" "S" "S" "C" "C" "C" "C"  
## [145] "C" "C" "C" "S" "S" "S" "S" "C" "S" "C" "S" "S" "S" "S" "S" "C" "C" "S"  
## [163] "S" "S" "C" "S" "C" "S" "S" "C" "S" "S" "S" "C" "C" "S" "S" "S" "S" "S"  
## [181] "S" "S" "C" "C" "C" "S" "C" "S" "S" "S" "S" "S" "C" "S" "S" "S" "C" "S"  
## [199] "S" "C" "C" "S" "S" "C" "C" "S" "Q" "Q" "Q" "C" "S" "S" "C" "C" "C" "C"  
## [217] "S" "S" "C" "C" "C" "C" "C" "S" "S" "S" "S" "S" "C" "C" "S" "S" "S" "C"  
## [235] "S" "S" "C" "C" "S" "S" "S" "S" "C" "C" "C" "S" "C" "C" "S" "C" "C" "C"  
## [253] "C" "C" "S" "C" "S" "C" "C" "S" "S" "S" "S" "S" "C" "S" "S" "C" "S" "S"  
## [271] "S" "S" "S" "C" "C" "C" "C" "C" "C" "S" "C" "C" "C" "C" "S" "S" "S" "S"  
## [289] "S" "S" "S" "S" "S" "S" "C" "C" "C" "C" "C" "C" "S" "S" "C" "C" "C" "S"  
## [307] "S" "S" "C" "S" "S" "S" "C" "C" "C" "S" "C" "C" "S" "C" "S" "S" "C" "C"  
## [325] "C" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S"  
## [343] "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S"  
## [361] "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S"  
## [379] "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "C" "C" "S" "S" "S"  
## [397] "S" "S" "S" "S" "S" "C" "C" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S"  
## [415] "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S"  
## [433] "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S"  
## [451] "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "C" "S" "S"  
## [469] "S" "Q" "Q" "S" "Q" "S" "S" "S" "S" "Q" "C" "C" "C" "C" "C" "S" "S" "C"  
## [487] "S" "Q" "S" "S" "S" "C" "C" "C" "C" "C" "S" "S" "S" "S" "S" "S" "S" "S"  
## [505] "S" "S" "S" "S" "S" "S" "S" "Q" "C" "C" "S" "S" "S" "S" "S" "S" "C" "S"  
## [523] "S" "S" "C" "S" "C" "S" "S" "S" "S" "C" "S" "S" "S" "S" "S" "S" "C" "C"  
## [541] "S" "S" "S" "S" "S" "S" "S" "C" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S"  
## [559] "S" "S" "S" "S" "Q" "S" "S" "S" "C" "S" "S" "S" "S" "S" "S" "S" "S" "S"  
## [577] "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S"  
## [595] "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "C" "S" "S" "S" "S"  
## [613] "S" "C" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S"  
## [631] "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "C"  
## [649] "C" "S" "C" "C" "S" "C" "C" "S" "S" "C" "C" "C" "C" "S" "C" "S" "C" "C"  
## [667] "C" "Q" "S" "S" "S" "S" "C" "C" "S" "S" "S" "S" "C" "C" "C" "C" "Q" "Q"  
## [685] "Q" "S" "Q" "S" "S" "S" "S" "S" "Q" "Q" "Q" "Q" "S" "S" "S" "S" "S" "S"  
## [703] "Q" "Q" "S" "C" "C" "S" "S" "Q" "Q" "S" "S" "Q" "S" "S" "C" "C" "S" "S"  
## [721] "Q" "S" "S" "Q" "Q" "Q" "Q" "Q" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S"  
## [739] "S" "S" "S" "C" "S" "S" "S" "Q" "Q" "S" "S" "S" "S" "S" "S" "S" "S" "S"  
## [757] "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "Q" "S" "S"  
## [775] "S" "C" "Q" "S" "S" "Q" "S" "C" "Q" "S" "S" "S" "S" "S" "S" "C" "C" "C"  
## [793] "C" "S" "S" "C" "S" "Q" "S" "S" "Q" "Q" "Q" "Q" "Q" "S" "S" "S" "S" "S"  
## [811] "S" "S" "Q" "S" "Q" "S" "C" "S" "Q" "Q" "S" "S" "S" "S" "S" "S" "S" "S"  
## [829] "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "Q" "S" "S" "S" "S"  
## [847] "S" "C" "S" "S" "S" "S" "S" "S" "Q" "C" "Q" "S" "S" "Q" "S" "S" "S" "S"  
## [865] "S" "Q" "S" "S" "S" "S" "S" "Q" "S" "S" "S" "C" "S" "S" "S" "S" "C" "S"  
## [883] "S" "S" "S" "S" "Q" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S"  
## [901] "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "C" "C"  
## [919] "C" "C" "Q" "S" "Q" "Q" "Q" "S" "Q" "C" "C" "Q" "Q" "Q" "S" "S" "S" "S"  
## [937] "S" "S" "S" "S" "C" "C" "C" "S" "S" "S" "S" "S" "Q" "S" "S" "S" "S" "C"  
## [955] "S" "S" "S" "S" "S" "S" "C" "Q" "Q" "S" "S" "S" "S" "S" "S" "S" "S" "Q"  
## [973] "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "Q" "S" "S" "Q" "Q" "S"  
## [991] "S" "C" "Q" "Q" "C" "C" "S" "C" "C" "Q" "Q" "Q" "Q" "Q" "Q" "Q" "Q" "Q"  
## [1009] "Q" "Q" "S" "S" "Q" "S" "S" "S" "Q" "S" "S" "S" "S" "S" "S" "Q" "S" "S"  
## [1027] "S" "S" "Q" "Q" "Q" "S" "Q" "S" "C" "C" "C" "C" "S" "Q" "Q" "S" "Q" "Q"  
## [1045] "Q" "S" "S" "C" "C" "C" "C" "S" "S" "C" "Q" "S" "C" "C" "S" "S" "S" "S"  
## [1063] "S" "S" "S" "S" "C" "S" "S" "Q" "Q" "Q" "Q" "Q" "Q" "S" "Q" "Q" "Q" "S"  
## [1081] "Q" "Q" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "Q" "S" "S"  
## [1099] "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "C" "S" "S" "S" "S" "S" "S"  
## [1117] "S" "S" "S" "S" "S" "C" "C" "C" "Q" "S" "S" "S" "S" "S" "S" "S" "S" "S"  
## [1135] "S" "S" "S" "C" "S" "S" "S" "Q" "Q" "Q" "Q" "Q" "Q" "S" "S" "Q" "S" "S"  
## [1153] "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "Q" "Q" "C" "C" "C" "Q" "S" "S"  
## [1171] "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "C" "C" "C" "S"  
## [1189] "S" "S" "S" "S" "S" "Q" "S" "Q" "S" "S" "Q" "S" "S" "C" "S" "S" "S" "S"  
## [1207] "S" "S" "S" "S" "S" "S" "S" "S" "S" "Q" "Q" "S" "S" "S" "S" "S" "C" "S"  
## [1225] "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "C" "C"  
## [1243] "C" "C" "C" "S" "S" "S" "S" "Q" "S" "S" "S" "C" "S" "C" "C" "C" "C" "S"  
## [1261] "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "S" "C"  
## [1279] "S" "S" "S" "S" "S" "S" "S" "S" "C" "S" "S" "S" "S" "S" "S" "S" "S" "S"  
## [1297] "S" "S" "S" "C" "C" "C" "C" "C" "C" "C" "C" "C" "S"

1. Use the aggregate() function to calculate the ‘survivalCount’ of each embarked and calculate the survival rate of each embarked. Then draw the conclusion on which embarked has the higher survival rate. (5 points)

survivalCount <- aggregate(survived ~ embarked, data=titanicDataset, FUN = sum)  
survivalCount

## embarked survived  
## 1 C 150  
## 2 Q 44  
## 3 S 306

#Calculate the survival rate of each embarked  
survivalLength <- aggregate(survived ~ embarked, data=titanicDataset, FUN = length)  
  
survivalRate <- survivalCount$survived/survivalLength$survived  
  
#Survival rates are:  
cbind(survivalCount$embarked, survivalRate)

## survivalRate   
## [1,] "C" "0.555555555555556"  
## [2,] "Q" "0.357723577235772"  
## [3,] "S" "0.334061135371179"

print("Embarked C has the highest survival rates")

## [1] "Embarked C has the highest survival rates"

1. Use boxplot to display the distribution of fare for each pclass and infer which passenger class is more expensive. (5 points)

#Boxplot wit outliers  
boxplot(titanicDataset$fare ~ titanicDataset$pclass)

![](data:image/png;base64,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)

#Boxplot without outliers  
boxplot(titanicDataset$fare ~ titanicDataset$pclass, outline = FALSE)
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print("The most expensive pclass is class 1")

## [1] "The most expensive pclass is class 1"

1. Calculate the average fare for three pclass and describe if the calculation agrees with the box plot. (5 points)

index\_class1 <- which(titanicDataset$pclass == 1)  
index\_class2 <- which(titanicDataset$pclass == 2)  
index\_class3 <- which(titanicDataset$pclass == 3)  
  
avg\_fare\_class1 <- mean(titanicDataset$fare[index\_class1], na.rm = TRUE)  
avg\_fare\_class2 <- mean(titanicDataset$fare[index\_class2], na.rm = TRUE)  
avg\_fare\_class3 <- mean(titanicDataset$fare[index\_class3], na.rm = TRUE)  
  
avg\_fare\_class1

## [1] 87.50899

avg\_fare\_class2

## [1] 21.1792

avg\_fare\_class3

## [1] 13.30289

print("The calculated average fare for reach class agrees with findings from the boxplot. The average fare of class 1 is the highest, followed by class 2, and lastly class three.")

## [1] "The calculated average fare for reach class agrees with findings from the boxplot. The average fare of class 1 is the highest, followed by class 2, and lastly class three."

1. Use the for loop and if control statements to list the mens’s non-empty home destinations, age 54 or less that embarked from Q (Queenstown), on the Titanic. (7 points)

#Cleaning data by converting empty strings to NA  
cleanData <- titanicDataset  
cleanData[cleanData == ""] <- NA  
  
homeDest <- list()  
for (i in 1:length(cleanData$sex)) {  
 if (cleanData$sex[i] == "male" &   
 !is.na(cleanData$home.dest[i]) &   
 !is.na(cleanData$age[i]) &   
 cleanData$age[i] <= 54 &  
 cleanData$embarked[i] == "Q"){  
 homeDest<- append(homeDest,cleanData$home.dest[i])}  
}   
  
print(homeDest)

## [[1]]  
## [1] "Fond du Lac, WI"  
##   
## [[2]]  
## [1] "Ireland Chicago, IL"  
##   
## [[3]]  
## [1] "Kingwilliamstown, Co Cork, Ireland New York, NY"  
##   
## [[4]]  
## [1] "Co Cork, Ireland Charlestown, MA"  
##   
## [[5]]  
## [1] "Ireland Philadelphia, PA"  
##   
## [[6]]  
## [1] "Ireland New York, NY"  
##   
## [[7]]  
## [1] "Co Limerick, Ireland Sherbrooke, PQ"  
##   
## [[8]]  
## [1] "Philadelphia, PA"  
##   
## [[9]]  
## [1] "Ireland Brooklyn, NY"  
##   
## [[10]]  
## [1] "Co Athlone, Ireland New York, NY"  
##   
## [[11]]  
## [1] "Ireland New York, NY"  
##   
## [[12]]  
## [1] "Aughnacliff, Co Longford, Ireland New York, NY"  
##   
## [[13]]  
## [1] "Ireland Chicago, IL"  
##   
## [[14]]  
## [1] "New York, NY"

## Question 2 (15 points)

80 engines work together in a sequence. The historical data shows that the probability of each engine’s failure is 0.05. We know that if one engine fails, the whole system stops.

1. What is the probability that the system operates without failure? (5 points)

# If the probability of each engine's failure is 0.05, the probability of each engine working (not failing) is 0.95.  
  
#For the system to work, all engines must work, therefore looking for intersection of all 80 engines working  
  
#When A and B are independent A∩B = (A)(B), therefore multiply the probability of success of each of the 80 engines working to determine success rate of whole system:  
  
prob\_all\_engines\_work<- 0.95^80  
prob\_all\_engines\_work

## [1] 0.01651537

1. Use the Binomial approximation to calculate the probability that at least 3 engines are defective? (5 points)

1 - pbinom( q= 2, size = 80, prob = 0.05)

## [1] 0.7693795

1. What is the probability that the second engine (B) is defective given the first engine (A) is not defective, i.e., P(B is defective|A is not defective), while we know that the first and second engines are independent. (5 points)

#P(B is defective|A is not defective)  
#When A and B are independent, P(B|A) = P(B)   
#Therefore P(B is defective) = 0.05  
  
print("P(B is defective|A is not defective) = 0.05")

## [1] "P(B is defective|A is not defective) = 0.05"

## Question 3 (25 points)

On average, John visits his parents 4 times a month

1. Find the probabilities that John visits his parents 1 to 6 times in a month? (5 points)

#probabilities John visits P(1), P(2), P(3), P(4), P(5) and P(6) times in a month   
dpois(1:6, 4)

## [1] 0.07326256 0.14652511 0.19536681 0.19536681 0.15629345 0.10419563

1. Find the probability that John visits his parents 3 times or more in a month? (5 points)

ppois(2, 4, lower = FALSE)

## [1] 0.7618967

1. Compare the similarity between Binomial and Poisson distribution. (15 points @ 5 point each)
2. Create 100,000 samples for a Binomial random variable using parameters described in Question 2
3. Create 100,000 samples for a Poisson random variable using parameters described in Question 3
4. then illustrate on how well the Poisson probability distribution approximates the Binomial probability distribution. HINT: use multhist() from the ‘plotrix’ package

#1) Parameters in Question 2 (Size = 80, Prob of failure = 0.05)  
  
binomSample <- rbinom(100000, 80, 0.05)  
#binomSample  
  
  
#2) Parameters in Question 3 (lambda = 4)  
  
poisSample <- rpois(100000, 4)  
#poisSample  
  
#3) then illustrate on how well the Poisson probability distribution approximates the Binomial probability distribution. HINT: use multhist() from the 'plotrix' package  
  
#install.packages("plotrix")  
library("plotrix")

## Warning: package 'plotrix' was built under R version 4.3.2

binom\_and\_pois\_hist <-multhist(list(binomSample, poisSample), freq = F)
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binom\_and\_pois\_hist

## [[1]]  
## $breaks  
## [1] 0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15  
##   
## $counts  
## [1] 17718 29025 39082 39737 31914 20634 11975 5786 2636 1026 314 106  
## [13] 35 11 1  
##   
## $density  
## [1] 0.088590 0.145125 0.195410 0.198685 0.159570 0.103170 0.059875 0.028930  
## [9] 0.013180 0.005130 0.001570 0.000530 0.000175 0.000055 0.000005  
##   
## $mids  
## [1] 0.5 1.5 2.5 3.5 4.5 5.5 6.5 7.5 8.5 9.5 10.5 11.5 12.5 13.5 14.5  
##   
## $xname  
## [1] "unlist(x)"  
##   
## $equidist  
## [1] TRUE  
##   
## attr(,"class")  
## [1] "histogram"  
##   
## [[2]]  
## [,1] [,2] [,3] [,4] [,5] [,6] [,7] [,8] [,9]  
## [1,] 0.08506 0.14302 0.19819 0.20181 0.16193 0.10359 0.05950 0.02804 0.01248  
## [2,] 0.09212 0.14723 0.19263 0.19556 0.15721 0.10275 0.06025 0.02982 0.01388  
## [,10] [,11] [,12] [,13] [,14] [,15]  
## [1,] 0.00455 0.00123 0.00040 0.00014 5e-05 1e-05  
## [2,] 0.00571 0.00191 0.00066 0.00021 6e-05 0e+00

print("As illustrated in the histrogram, the Poisson probability distribution approximates the Binomial probability distribution.")

## [1] "As illustrated in the histrogram, the Poisson probability distribution approximates the Binomial probability distribution."

## Question 4 (20 points)

Write a script in R to compute the following probabilities of a normal random variable with mean 9 and variance 25

1. The probability that it lies between 8.2 and 17.3 (inclusive) (5 points)

#mean = 9  
#variance = 25  
#standard deviation = 5  
my\_sd = sqrt(25)  
my\_sd

## [1] 5

prob\_q4a <- pnorm(17.3, mean = 9, sd = 5) - pnorm(8.2, mean = 9, sd = 5)  
prob\_q4a

## [1] 0.5151022

1. The probability that it is greater than 15.02 (5 points)

prob\_q4b <- pnorm(15.02, mean = 9, sd = 5, lower.tail = FALSE)  
prob\_q4b

## [1] 0.1142948

1. The probability that it is less than or equal to 11.8 (5 points)

prob\_q4c <- pnorm(11.8, mean = 9, sd = 5, lower.tail = TRUE)  
prob\_q4c

## [1] 0.7122603

1. The probability that it is less than 10 or greater than 13 (5 points)

prob\_q4d <- pnorm(10, mean = 9, sd = 5, lower.tail = TRUE) + pnorm(13, mean = 9, sd = 5, lower.tail = FALSE)  
prob\_q4d

## [1] 0.7911151

END of Assignment #2.