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**Introduction**

Lab 4 is a continuation of Lab 3 which dealt with binary-search self-balancing trees. In addition to the implementation of AVL and Red-Black trees, Lab 4 also introduces B-Trees as an additional data structure for comparison. Again, the trees will contain ‘valid English words’ which will be used to find the valid anagrams of a given word. The program will automatically run all trees and showcase differences in performance given a text file and a word. It will also allow the user to choose between testing all trees or testing how changing the number of keys affect the performance of B-trees.

**Proposed Solution Design and Implementation**

Since Lab4 is a continuation of Lab3, most of the original code remained the same; however, the main method was modified to allow the user to test and experiment with B-trees. The only method from Lab3 that will be used is counting anagrams since that will allow the comparison between trees. The only additional and new method for Lab4 is *degrees* which will be discussed below (Explanation for counting anagrams is also provided although this was already explained in lab 3).

Degrees:

This method takes a file, a maximum number of keys, and a word as parameters. The method would populate a B-tree given the file and maximum number of keys and then it will call the counting anagrams method given the word. The user will be able to see the running time of populating the tree and counting the anagrams of the word.

Counting Anagrams **(Refer to Lab 3 findings)**:

The operation to count anagrams was divided into two different functions (one which was defined as the helper function). First, the method would prompt the user to write the word they wanted to find the valid anagrams for. Once the input was entered, the helper function was called. The helper function was called \_count\_anagrams and it takes four parameters: English\_words (represented as a previously chosen tree), the word the user input, an initial empty list, and a prefix with an empty default value. The function is recursive and it takes at least O(n^2) to compute all possible anagrams. At every call, the function will check if an anagram is part of English\_words by calling the contains method; if it is true, it would append the anagram to the list. The function will return the length of the list which represents the number of anagrams of the given word. A possible downfall for the implementation is the use of the list to count anagram instead of using a int variable; a list was implement initially in order to print the list for debugging; however, a better design would use an int instead of a list to save space memory.

**Run-time (Refer to Lab 3 findings)**

Counting Anagrams:

T(n) = T(n^2) + n + 6 (in which n^2 refers to finding the anagrams of word n, and the extra work refers to n (length of word) and 6 (3 is related to the base case, and the other 3 refer to the else statement

**Experimental Results**

In order to compare the performance of the trees, files of more than 1k lines were used to determine the running time for populating each of the different types of trees and for counting anagrams in each tree. The word *“spear”* (or any of its combinations) was used for testing since it has at least ten anagrams.

The testing was divided in three parts. The first part will compare populating the trees, next searching for anagrams, and lastly testing how changing the number of keys affect the performance of B-trees. When comparing all trees, the default B-trees had the default 5 as maximum number of keys. Each result is separated by figures 1 A-B, 2 A-B, and 3 A-B.

**Conclusion**

**Appendix**

Source code found at <https://github.com/stephypy/CS2302_Lab4>

Code originally written in py charm.
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