**Ex.No: 2 Write a HTTP web client program to download a web page using TCP sockets**

**AIM:**

To write a java program for socket for HTTP for web page upload and download .

**ALGORITHM:**

**Client:**

1. Start.

2. Create socket and establish the connection with the server.

3. Read the image to be uploaded from the disk

4. Send the image read to the server

5. Terminate the connection

6. Stop.

**Server:**

1. Start

2. Create socket, bind IP address and port number with the created socket and make

server a listening server.

3. Accept the connection request from the client

4. Receive the image sent by the client.

5. Display the image.

6. Close the connection.

7. Stop.

**PROGRAM**

**Client**

import javax.swing.\*;

import java.net.\*;

import java.awt.image.\*;

import javax.imageio.\*;

import java.io.\*;

import java.awt.image.BufferedImage; import

java.io.ByteArrayOutputStream; import

java.io.File;

import java.io.IOException; import

javax.imageio.ImageIO;

public class Client

{

public static void main(String args[]) throws Exception

{

Socket soc;

BufferedImage img = null;

soc=new

Socket(“localhost”,4000);

System.out.println(“Client is running.

“):

try {

System.out.println(“Reading image from disk.”);

img = ImageIO.read(new File(“digital\_image\_processing.jpg”));

ByteArrayOutputStream baos = new ByteArrayOutputStream();

ImageIO.write(img, “jpg”, baos);

baos.flush();

byte[] bytes = baos.toByteArray(); baos.close();

System.out.println(“Sending image to server.”);

OutputStream out = soc.getOutputStream();

DataOutputStream dos = new DataOutputStream(out);

dos.writeInt(bytes.length);

dos.write(bytes, 0, bytes.length);

System.out.println(“Image sent to server. “);

dos.close();

out.close();

}

catch (Exception e)

{

System.out.println(“Exception: “ + e.getMessage());

soc.close();

}

soc.close();

}

}

**Server**

import java.net.\*;

import java.io.\*;

import java.awt.image.\*;

import javax.imageio.\*;

import javax.swing.\*;

class Server

{

public static void main(String args[]) throws Exception

{

ServerSocket server=null;

Socket socket;

server=new ServerSocket(4000);

System.out.println(“Server Waiting for image”);

socket=server.accept(); System.out.println(“Client connected.”);

InputStream in = socket.getInputStream();

DataInputStream dis = new DataInputStream(in);

int len = dis.readInt();

System.out.println(“Image Size: “ + len/1024 + “KB”); byte[] data = new byte[len];

dis.readFully(data);

dis.close();

in.close();

InputStream ian = new ByteArrayInputStream(data);

BufferedImage bImage = ImageIO.read(ian);

JFrame f = new JFrame(“Server”);

ImageIcon icon = new ImageIcon(bImage);

JLabel l = new JLabel();

l.setIcon(icon);

f.add(l);

f.pack();

f.setVisible(true);

}

}

**OUTPUT:**

When you run the client code, following output screen would appear on client side.

![A black screen with white text

Description automatically generated](data:image/jpeg;base64,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)

**RESULT:**

Thus the socket program for HTTP for web page upload and download was developed and

executed successfully.

**Ex.No: 3 Applications using TCP sockets like: Echo client and echo server, Chat and File Transfer**

**AIM**

To write a java program for application using TCP Sockets Links

**a.Echo client and echo server**

**ALGORITHM**

**Client**

1. Start

2. Create the TCP socket

3. Establish connection with the server

4. Get the message to be echoed from the user

5. Send the message to the server

6. Receive the message echoed by the server

7. Display the message received from the server

8. Terminate the connection

9. Stop

**Server**

1. Start

2. Create TCP socket, make it a listening socket

3. Accept the connection request sent by the client for connection establishment

4. Receive the message sent by the client

5. Display the received message

6. Send the received message to the client from which it receives

7. Close the connection when client initiates termination and server becomes a listening server, waiting for clients.

8. Stop.

**PROGRAM:**

**EchoServer.java**

import java.net.\*;

import java.io.\*;

public class EServer

{

public static void main(String args[])

{

ServerSocket s=null;

String line;

DataInputStream is;

PrintStream ps;

Socket c=null;

try

{

s=new ServerSocket(9000);

}

catch(IOException e)

{

System.out.println(e);

}

try

{

c=s.accept();

is=new DataInputStream(c.getInputStream());

ps=new PrintStream(c.getOutputStream());

while(true)

{

line=is.readLine();

ps.println(line);

}

}

catch(IOException e)

{

System.out.println(e);

}

}

}

**EClient.java**

import java.net.\*;

import java.io.\*;

public class EClient

{ public static void main(String arg[])

{

Socket c=null;

String line;

DataInputStream is,is1;

PrintStream os;

try

{

InetAddress ia = InetAddress.getLocalHost();

c=new Socket(ia,9000);

}

catch(IOException e)

{

System.out.println(e);

}

try

{

os=new PrintStream(c.getOutputStream());

is=new DataInputStream(System.in);

is1=new DataInputStream(c.getInputStream());

while(true)

{

System.out.println(“Client:”);

line=is.readLine();

os.println(line);

System.out.println(“Server:” + is1.readLine());

}

}

catch(IOException e)

{

System.out.println(“Socket Closed!”);

}

}}

**OUTPUT**

**Server**

C:\Program Files\Java\jdk1.5.0\bin>javac EServer.java

C:\Program Files\Java\jdk1.5.0\bin>java EServer

C:\Program Files\Java\jdk1.5.0\bin>

**Client**

C:\Program Files\Java\jdk1.5.0\bin>javac EClient.java

C:\Program Files\Java\jdk1.5.0\bin>java EClient

Client: Hai Server

Server:Hai Server

Client: Hello

Server:Hello

Client:end

Server:end

Client:ds

Socket Closed!

**B.Chat**

**ALGORITHM**

**Client**

1. Start

2. Create the UDP datagram socket

3. Get the request message to be sent from the user

4. Send the request message to the server

5. If the request message is “END” go to step 10

6. Wait for the reply message from the server

7. Receive the reply message sent by the server

8. Display the reply message received from the server

9. Repeat the steps from 3 to 8

10. Stop

**Server**

1. Start

2. Create UDP datagram socket, make it a listening socket

3. Receive the request message sent by the client

4. If the received message is “END” go to step 10

5. Retrieve the client’s IP address from the request message received

6. Display the received message

7. Get the reply message from the user

8. Send the reply message to the client

9. Repeat the steps from 3 to 8.

10. Stop.

**PROGRAM**

**UDPserver.java**

import java.io.\*;

import java.net.\*;

class UDPserver

{

public static DatagramSocket ds;

public static byte buffer[]=new byte[1024];

public static int clientport=789,serverport=790;

public static void main(String args[])throws Exception

{

ds=new DatagramSocket(clientport);

System.out.println(“press ctrl+c to quit the program”);

BufferedReader dis=new BufferedReader(new InputStreamReader(System.in));

InetAddress ia=InetAddress.geyLocalHost();

while(true)

{

DatagramPacket p=new DatagramPacket(buffer,buffer.length);

ds.receive(p);

String psx=new String(p.getData(),0,p.getLength());

System.out.println(“Client:” + psx);

System.out.println(“Server:”);

String str=dis.readLine();

if(str.equals(“end”))

break;

buffer=str.getBytes();

ds.send(new DatagramPacket(buffer,str.length(),ia,serverport));

}

}

}

**UDPclient.java**

import java .io.\*;

import java.net.\*;

class UDPclient

{

public static DatagramSocket ds;

public static int clientport=789,serverport=790;

public static void main(String args[])throws Exception

{

byte buffer[]=new byte[1024];

ds=new DatagramSocket(serverport);

BufferedReader dis=new BufferedReader(new InputStreamReader(System.in));

System.out.println(“server waiting”);

InetAddress ia=InetAddress.getLocalHost();

while(true)

{

System.out.println(“Client:”);

String str=dis.readLine();

if(str.equals(“end”))

break;

buffer=str.getBytes();

ds.send(new DatagramPacket(buffer,str.length(),ia,clientport));

DatagramPacket p=new DatagramPacket(buffer,buffer.length);

ds.receive(p);

String psx=new String(p.getData(),0,p.getLength());

System.out.println(“Server:” + psx);

}

}

}

**OUTPUT:**

**Server**

C:\Program Files\Java\jdk1.5.0\bin>javac UDPserver.java

C:\Program Files\Java\jdk1.5.0\bin>java UDPserver

press ctrl+c to quit the program

Client:Hai Server

Server:Hello Client

Client:How are You

Server:I am Fine

**Client**

C:\Program Files\Java\jdk1.5.0\bin>javac UDPclient.java

C:\Program Files\Java\jdk1.5.0\bin>java UDPclient

server waiting

Client:Hai Server

Server:Hello Clie

Client:How are You

Server:I am Fine

Client:end

**C. File Transfer**

**AIM:**

To write a java program for file transfer using TCP Sockets.

**Algorithm**

**Server**

1. Import java packages and create class file server.

2. Create a new server socket and bind it to the port.

3. Accept the client connection

4. Get the file name and stored into the BufferedReader.

5. Create a new object class file and realine.

6. If file is exists then FileReader read the content until EOF is reached.

7. Stop the program.

**Client**

1. Import java packages and create class file server.

2. Create a new server socket and bind it to the port.

3. Now connection is established.

4. The object of a BufferReader class is used for storing data content which has been retrieved

from socket object.

5. The connection is closed.

6. Stop the program.

**PROGRAM**

**File Server :**

import java.io.BufferedInputStream;

import java.io.File;

import java.io.FileInputStream;

import java.io.OutputStream;

import java.net.InetAddress;

import java.net.ServerSocket;

import java.net.Socket

public class FileServer

{

public static void main(String[] args) throws Exception

{

//Initialize Sockets

ServerSocket ssock = new ServerSocket(5000); Socket

socket = ssock.accept();

//The InetAddress specification

InetAddress IA = InetAddress.getByName(“localhost”);

//Specify the file

File file = new File(“e:\\Bookmarks.html”);

FileInputStream fis = new

FileInputStream(file);

BufferedInputStream bis = new BufferedInputStream(fis); //Get

socket’s output stream

OutputStream os = socket.getOutputStream(); //Read

File Contents into contents array

byte[] contents;

long fileLength = file.length();

long current = 0;

long start = System.nanoTime();

while(current!=fileLength){

int size = 10000;

if(fileLength - current >= size)

current += size;

else{

size = (int)(fileLength - current);

current = fileLength;

}

contents = new byte[size];

bis.read(contents, 0, size);

os.write(contents);

System.out.print(“Sending file ... “+(current\*100)/fileLength+”% complete!”);

}

os.flush();

//File transfer done. Close the socket connection!

socket.close();

ssock.close();

System.out.println(“File sent succesfully!”);

} }

**File Client:**

import java.io.BufferedOutputStream;

import java.io.FileOutputStream;

import java.io.InputStream;

import java.net.InetAddress;

import java.net.Socket;

public class FileClient {

public static void main(String[] args) throws Exception{

//Initialize socket

Socket socket = new Socket(InetAddress.getByName(“localhost”), 5000); byte[]

contents = new byte[10000];

//Initialize the FileOutputStream to the output file’s full path. FileOutputStream fos = new

FileOutputStream(“e:\\Bookmarks1.html”);

BufferedOutputStream bos = new

BufferedOutputStream(fos); InputStream is =

socket.getInputStream();

//No of bytes read in one read() call

int bytesRead = 0;

while((bytesRead=is.read(contents))!=-1)

bos.write(contents, 0, bytesRead);

bos.flush();

socket.close();

System.out.println(“File saved successfully!”);

}

}

**Output**

**server**

E:\nwlab>java FileServer

Sending file ... 9% complete!

Sending file ... 19% complete!

Sending file ... 28% complete!

Sending file ... 38% complete!

Sending file ... 47% complete!

Sending file ... 57% complete!

Sending file ... 66% complete!

Sending file ... 76% complete!

Sending file ... 86% complete!

Sending file ... 95% complete!

Sending file ... 100% complete!

File sent successfully!

E:\nwlab>**client**

E:\nwlab>java FileClient

File saved successfully!

E:\nwlab>

**RESULT:**

Thus the java application program using TCP Sockets was developed and executed

successfully.

**Ex.No:4 Simulation of DNS using UDP Sockets**

**AIM**

To write a java program for DNS application

**ALGORITHM**

**Server**

1. Start

2. Create UDP datagram socket

3. Create a table that maps host name and IP address

4. Receive the host name from the client

5. Retrieve the client’s IP address from the received datagram

6. Get the IP address mapped for the host name from the table.

7. Display the host name and corresponding IP address

8. Send the IP address for the requested host name to the client

9. Stop.

**Client**

1. Start

2. Create UDP datagram socket.

3. Get the host name from the client

4. Send the host name to the server

5. Wait for the reply from the server

6. Receive the reply datagram and read the IP address for the requested host name

7. Display the IP address.

8. Stop.

**PROGRAM**

**DNS Server**

java import java.io.\*;

import java.net.\*;

public class udpdnsserver

{

private static int indexOf(String[] array, String str)

{

str = str.trim();

for (int i=0; i &lt; array.length; i++)

{

if (array[i].equals(str))

return i;

}

return -1;

}

public static void main(String arg[])throws IOException

{

String[] hosts = {“yahoo.com”, “gmail.com”,”cricinfo.com”, “facebook.com”};

String[] ip = {“68.180.206.184”, “209.85.148.19”,”80.168.92.140”, “69.63.189.16”};

System.out.println(“Press Ctrl + C to Quit”);

while (true)

{

DatagramSocket serversocket=new DatagramSocket(1362);

byte[] senddata = new byte[1021];

byte[] receivedata = new byte[1021];

DatagramPacket recvpack = new DatagramPacket(receivedata, receivedata.length);

serversocket.receive(recvpack);

String sen = new String(recvpack.getData());

InetAddress ipaddress = recvpack.getAddress();

int port = recvpack.getPort();

String capsent;

System.out.println(“Request for host “ + sen);

if(indexOf (hosts, sen) != -1)

capsent = ip[indexOf (hosts, sen)];

else

capsent = “Host Not Found”;

senddata = capsent.getBytes();

DatagramPacket pack = new DatagramPacket (senddata, senddata.length,ipaddress,port);

serversocket.send(pack);

serversocket.close();

}}}

**UDP DNS Client**

java import java.io.\*;

import java.net.\*;

public class udpdnsclient

{

public static void main(String args[])throws IOException

{

BufferedReader br = new BufferedReader(new InputStreamReader

(System.in));

DatagramSocket clientsocket = new DatagramSocket();

InetAddress ipaddress;

if (args.length == 0)

ipaddress = InetAddress.getLocalHost();

else ipaddress,portaddr);

ipaddress = InetAddress.getByName(args[0]);

byte[] senddata = new byte[1024];

byte[] receivedata = new byte[1024];

int portaddr = 1362;

System.out.print(“Enter the hostname : “);

String sentence = br.readLine();

Senddata = sentence.getBytes();

DatagramPacket pack = new DatagramPacket(senddata,senddata.length,

clientsocket.send(pack);

DatagramPacket recvpack =new DatagramPacket(receivedata,receivedata.length);

clientsocket.receive(recvpack);

String modified = new String(recvpack.getData());

System.out.println(“IP Address: “ + modified);

clientsocket.close();

}}

**OUTPUT**

**Server**

javac udpdnsserver.java

java udpdnsserver

Press Ctrl + C to Quit Request for host yahoo.com

Request for host cricinfo.com

Request for host youtube.com

**Client**

>javac udpdnsclient.java

>java udpdnsclient

Enter the hostname : yahoo.com

IP Address: 68.180.206.184

>java udpdnsclient

Enter the hostname : cricinfo.com

IP Address: 80.168.92.140

>java udpdnsclient

Enter the hostname : youtube.com

IP Address: Host Not Found

**RESULT:**

Thus the java application program using UDP Sockets to implement DNS was developed and

executed successfully

**Ex.No:5 Write a code simulating ARP /RARP protocols**

**AIM:**

To write a java program for simulating ARP and RARP protocols using TCP.

**ALGORITHM:**

**Client**

1. Start the program

2. Create socket and establish connection with the server.

3. Get the IP address to be converted into MAC address from the user.

4. Send this IP address to server.

5. Receive the MAC address for the IP address from the server.

6. Display the received MAC address

7. Terminate the connection

**Server**

1. Start the program

2. Create the socket, bind the socket created with IP address and port number and make it a listening socket.

3. Accept the connection request when it is requested by the client.

4. Server maintains the table in which IP and corresponding MAC addresses are

stored.

5. Receive the IP address sent by the client.

6. Retrieve the corresponding MAC address for the IP address and send it to the client.

7. Close the connection with the client and now the server becomes a listening server

waiting for the connection request from other clients

8. Stop

**PROGRAM**

**Client:**

import java.io.\*;

import java.net.\*;

import java.util.\*;

class Clientarp

{

public static void main(String args[])

{

try

{

BufferedReader in=new BufferedReader(new InputStreamReader(System.in));

Socket clsct=new Socket(“127.0.0.1”,139)

DataInputStream din=new DataInputStream(clsct.getInputStream());

DataOutputStream dout=new DataOutputStream(clsct.getOutputStream());

System.out.println(“Enter the Logical address(IP):”);

String str1=in.readLine();

dout.writeBytes(str1+’\n’;

String str=din.readLine();

System.out.println(“The Physical Address is: “+str);

clsct.close();

}

catch (Exception e)

{

System.out.println(e);

}}

}

**Server:**

import java.io.\*;

import java.net.\*;

import java.util.\*;

class Serverarp

{

public static void main(String args[])

{

try{

ServerSocket obj=new

ServerSocket(139); Socket

obj1=obj.accept();

while(true)

{

DataInputStream din=new DataInputStream(obj1.getInputStream());

DataOutputStream dout=new DataOutputStream(obj1.getOutputStream());

String str=din.readLine();

String ip[]={“165.165.80.80”,”165.165.79.1”};

String mac[]={“6A:08:AA:C2”,”8A:BC:E3:FA”};

for(int i=0;i&lt;ip.length;i++)

{

if(str.equals(ip[i]))

{

dout.writeBytes(mac[i]+’\n’);

break;

}

}

obj.close();

}

}

catch(Exception e)

{

System.out.println(e);

}}

}

**Output:**

E:\networks>java Serverarp

E:\networks>java Clientarp

Enter the Logical address(IP):

165.165.80.80

The Physical Address is: 6A:08:AA:C2

**(b) Program for Reverse Address Resolution Protocol (RARP) using UDP**

**ALGORITHM:**

**Client**

1. Start the program

2. Create datagram socket

3. Get the MAC address to be converted into IP address from the user.

4. Send this MAC address to server using UDP datagram.

5. Receive the datagram from the server and display the corresponding IP address.

6. Stop

**Server**

1. Start the program.

2. Server maintains the table in which IP and corresponding MAC addresses are

stored.

3. Create the datagram socket

4. Receive the datagram sent by the client and read the MAC address sent.

5. Retrieve the IP address for the received MAC address from the table.

6. Display the corresponding IP address.

7. Stop

**PROGRAM:**

**Client:**

import java.io.\*;

import java.net.\*;

import java.util.\*;

class Clientrarp12

{

public static void main(String args[])

{

try

{

DatagramSocket client=new DatagramSocket();

InetAddress addr=InetAddress.getByName(“127.0.0.1”);

byte[] sendbyte=new byte[1024];

byte[] receivebyte=new byte[1024];

BufferedReader in=new BufferedReader(new InputStreamReader(System.in));

System.out.println(“Enter the Physical address (MAC):”)

String str=in.readLine(); sendbyte=str.getBytes();

DatagramPacketsender=newDatagramPacket(sendbyte,sendbyte.length,addr,

1309);

client.send(sender);

DatagramPacket receiver=new DatagramPacket(receivebyte,receivebyte.length);

client.receive(receiver);

String s=new String(receiver.getData());

System.out.println(“The Logical Address is(IP): “+s.trim());

client.close();

}

catch(Exception e)

{

System.out.println(e);

}}}

**Server:**

import java.io.\*;

import java.net.\*;

import java.util.\*;

class Serverrarp12

{

public static void main(String args[])

{

try{

DatagramSocket server=new DatagramSocket(1309);

while(true){

byte[] sendbyte=new byte[1024];

byte[] receivebyte=new byte[1024];

DatagramPacket receiver=new DatagramPacket(receivebyte,receivebyte.

length);

server.receive(receiver);

String str=new String(receiver.getData());

String s=str.trim();

InetAddress addr=receiver.getAddress();

int port=receiver.getPort();

String ip[]={“165.165.80.80”,”165.165.79.1”};

String mac[]={“6A:08:AA:C2”,”8A:BC:E3:FA”};

for(int i=0;i&lt;ip.length;i++)

{

if(s.equals(mac[i]))

{

sendbyte=ip[i].getBytes();

DatagramPacket sender = new

DatagramPacket(sendbyte,sendbyte.length,addr,port);

server.send(sender);

break;

}}

break;

}}}catch(Exception e)

{

System.out.println(e);

}}}

**Output:**

I:\ex>java Serverrarp12

I:\ex>java Clientrarp12

Enter the Physical address (MAC):

6A:08:AA:C2

The Logical Address is(IP): 165.165.80.80

**RESULT :**

Thus the program for implementing to display simulating ARP and RARP protocols was

executed successfully and output is verified.

**Ex.No: 6 Study of Network simulator (NS) and Simulation of Congestion Control**

**Algorithms using NS**

**AIM:**

To Study Network simulator (NS).and Simulation of Congestion Control Algorithms

using NS

**ALGORITHM:**

1. Initialize pointers elm, elm1, elm2 and integer num\_later.
2. Start traversing the received history queue from the first element.
3. Continue traversal while elm is not NULL and num\_later is less than or equal to num\_dup\_acks\_.
4. If elm is found, call findDataPacketInRecvHistory to locate a data packet starting from elm.
5. Traverse from the identified data packet, removing entries with sequence numbers and received times less than specified values.
6. Define a function to traverse the history and remove entries marked as ACK.
7. Define a function to skip over ACK entries and return the next data packet.

**Program:**

include &lt;wifi\_lte/wifi\_lte\_rtable.h>

struct r\_hist\_entry \*elm, \*elm2;

i nt num\_later = 1;

elm = STAILQ\_FIRST(&amp;r\_hist\_);

while (elm != NULL &amp;&amp; num\_later &lt;= num\_dup\_acks\_){

num\_later;

elm = STAILQ\_NEXT(elm, linfo\_);

}

if (elm != NULL){

elm = findDataPacketInRecvHistory(STAILQ\_NEXT(elm,linfo\_));

if (elm != NULL){

elm2 = STAILQ\_NEXT(elm, linfo\_);

while(elm2 != NULL){

if (elm2->seq\_num\_ &lt; seq\_num &amp;&amp; elm2->t\_recv\_ &lt;

time){

STAILQ\_REMOVE(&amp;r\_hist\_,elm2,r\_hist\_entry,linfo\_);

delete elm2;

} else

elm = elm2;

elm2 = STAILQ\_NEXT(elm, linfo\_);

}

}

}

}

void DCCPTFRCAgent::removeAcksRecvHistory(){

struct r\_hist\_entry \*elm1 = STAILQ\_FIRST(&amp;r\_hist\_);

struct r\_hist\_entry \*elm2;

int num\_later = 1;

while (elm1 != NULL &amp;&amp; num\_later &lt;= num\_dup\_acks\_){

num\_later;

elm1 = STAILQ\_NEXT(elm1, linfo\_);

}

if(elm1 == NULL)

return;

elm2 = STAILQ\_NEXT(elm1, linfo\_);

while(elm2 != NULL){

if (elm2->type\_ == DCCP\_ACK){

STAILQ\_REMOVE(&amp;r\_hist\_,elm2,r\_hist\_entry,linfo\_);

delete elm2;

} else {

elm1 = elm2;

}

elm2 = STAILQ\_NEXT(elm1, linfo\_);

}

}

inline r\_hist\_entry

\*DCCPTFRCAgent::findDataPacketInRecvHistory(r\_hist\_entry \*start){

while(start != NULL &amp;&amp; start->type\_ == DCCP\_ACK)

start = STAILQ\_NEXT(start,linfo\_);

return start;

}

**Result:**

Thus we have Studied Network simulator (NS) and Simulation of Congestion Control

Algorithms using NS.