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# 1. Motivation

In vielen Projekten kommt es heutzutage zu unzähligen Wiederholungen von Code. Dieser Umstand ist nicht nur kurzfristig von Nachteil, da für jede neue Iteration desselben Codes ein Entwickler sich die Zeit nehmen muss diesen nach bestem Wissen und Gewissen zu implementieren, sondern auch langfristig von Nachteil, da man bei jeder Änderung des Codes auch daran denken muss die anderen Codewiederholungen zu überarbeiten.

Ein erster Schritt hierfür ist es sich wiederholende Codefragmente in Methoden auszulagern und diese zu verwenden. Hierbei kann es jedoch passieren, dass jedes der vorliegenden Codefragmente Kleinigkeiten anders macht. Diese Unterschiede sollten möglichst verringert werden, damit die jeweilige Methode an möglichst vielen (bestenfalls allen) Stellen verwendet werden kann.

Des Weitern kann sich das Problem ergeben, dass der Methodenkopf, der ausgelagerten Methode, nicht an jede Stelle passt, da beispielsweise an der einen Stelle eine „ArrayList“ und an der anderen Stelle eine „LinkedList“ verwendet wird und diese Typen beispielsweise in der Programmiersprache Java nicht implizit aufeinander gecastet werden können.

Dieses Problem soll von dieser Arbeit aufgegriffen und gelöst werden. Das Ziel soll somit sein, dass ein Programm geschrieben wird, welches den Sourcecode nach Methoden durchsucht, welche beispielsweise als Übergapeparameter eine „ArrayList“ hat, jedoch keine der Methoden benutzen, welche nicht auch schon durch eine allgemeinere Klasse oder ein Interface, wie zum Beispiel „List“, welches sowohl von einer „ArrayList“ als auch von einer „LinkedList“ implementiert wird, implementiert werden.

Als Hilfsmittel für die Codeanalyse wird „Spotbugs“ verwendet. „Spotbugs“ ist ein Programm, um Fehler zu finden, wobei während der Compile-Time bereits klar ist, dass Fehler beziehungsweise allgemeine Ungereimtheiten vorhanden sind, jedoch selbst keinen Compile-Fehler erzeugen. Des Weiteren kann man für Spotbugs eigene Plugins entwickeln, welches spezifische Fehler entdeckt. Das Endprodukt dieser Arbeit soll somit ein fertig entwickeltes Spotbugs-Plugin sein, dass Fehler, wie im Absatz vorher beschrieben entdeckt. Weiter soll dieses Plugin Fehler der Art: {WEITERE FEHLEARTEN EINFÜGEN}

{EBENSO DAS VORGEHEN INNERHALB DER ARBEIT ERLÄUTERN}

# 2. Design Patterns

Bevor tiefer in die Materie eingestiegen werden kann, muss ein kleiner Absprung in die Welt der Design Patterns und spezieller Design Pattern im Umfeld von Compilern gemacht werden.

Hierbei wird zuerst erklärt, was Design Patterns sind. Im Anschluss daran die verschiedenen Arten von Design Patterns aufgezeigt und für jede dieser Arten ein beispielhaftes Design Pattern erläutert.

## 2.1 Erklärung Design Patterns

Ein Design Pattern soll den Software Entwickler dabei unterstützen wiederkehrende Probleme schnell und einfach zu lösen. Hierbei muss jedoch gesagt werden, dass ein Design Pattern keine endgültige Lösung ist. Ein Design Pattern ist ausschließlich eine Art Bauplan, um ein Problem auszubauen. [Shvets 2020] Somit gibt ein Design Pattern nur eine Richtung der Implementierung und nicht eine genaue Implementation vor. Ein Design Pattern hat nicht den Anspruch dauerhaft gültig zu sein. Design Patterns können und sollen mit der Zeit und den Problemen abgewandelt und verbessert werden. [Shvets 2020]

Durch diesen Bauplan, welcher von Design Patterns geliefert wird, können Problemlösungen beschleunigt werden. Dies liegt unter anderem daran, dass die Implementierungen sowohl bewiesen als auch getestet sind. Des Weiteren können Design Patterns dabei helfen Probleme zu beheben bevor sie entstehen. Ebenso wird durch den Einsatz von Design Patterns die Lesbarkeit des Codes erhöht, wenn alle beteiligten Entwickler das jeweilige Design Pattern kennen. [Shvets 2020] Zusätzlich ist ein Vorteil von Design Patterns, dass diese sprachenunabhängig fungieren. Somit können Problemlösungen problemlos von einer Sprache in die nächste übersetzt werden. [Wikipedia Entwurfsmuster]

Allerdings haben Design Patterns nicht nur Vorteile. Ein Nachteil ist beispielsweise, dass in den Köpfen der Entwickler das Design Pattern zu sehr befolgt wird, ohne, dass offensichtliche Verbesserungen an den jeweiligen Implementierungen ignoriert werden. Hierdurch kann sowohl in der Entwicklungszeit ineffizient gearbeitet werden als auch die Laufzeiteffizient des Programms beeinträchtigt werden. [Shvets 2020] Allein das Verwenden eines Design Patterns sorgt nicht für guten Code.

Schlussendlich kann man jedoch sagen, dass es für jeden Entwickler von Vorteil sein kann Design Patterns zu beherrschen. Design Patterns zu verwenden ist so lange vorteilhaft, wie sie nicht in zu großer Anzahl verwendet werden oder vom Entwickler zu genau befolgt werden.

## 2.2 Arten von Design Pattern

Im folgenden Kapitel werden die verschiedenen Arten aufgezeigt, in welche sich Design Patterns einordnen lassen. Zu jeder dieser Arten werden Beispiel Design Patterns erläutert. Die drei Arten von Design Patterns umfassen:

1. Strukturelle Pattern
2. Verhaltensorientierte Pattern
3. Erzeugungs Pattern

[Shvets 2020]

Es gibt allerding auch Design Patterns, welche sich nicht in die drei eben genannten Arten einteilen lassen. Diese werden in dieser Arbeit nicht berücksichtigt.

### 2.2.1 Strukturelle Pattern

Ein Design Pattern dieser Kategorie regeln Beziehungen zwischen einzelnen Entitäten und sollen somit den Entwurf erleichtern. Strukturell und objektbasierte Pattern definieren Wege Objekte so zusammenzufügen, dass neue Funktionalitäten entstehen. [Shvets 2020]

Ein Beispiel für ein Strukturelles Pattern ist das Decorator Pattern, welches im Folgenden erläutert wird.

Mit Hilfe des Decorator Patter kann die Funktionalität einer Methode erweitert werden, ohne dass die zu Erweiternde Methode direkt erweitert wird. Dadurch bleibt die originale Funktionalität dauerhaft erhalten. [Baeldung 2019]

Klassen, die zur Implementierung des Decorator Patterns benötigt werden:

Eine Klasse, welche eine Methode enthält, die dekoriert werden soll:

**public class** ChirstmasTreeImpl **implements** ChristmasTree {  
 @Override  
 **public** String decorate() {  
 **return "Weihnachtsbaum"**;  
 }  
}

Ein Interface für die zu dekorierende Methode:

**public interface** ChristmasTree {  
 String decorate();  
}

Eine Klasse, welche die Dekorier Funktion zur Verfügung stellt:

**public class** TreeDecorator **implements** ChristmasTree {  
 **private** ChristmasTree **christmasTree**;  
 **public** TreeDecorator(ChristmasTree christmasTree) {  
 **this**.**christmasTree** = christmasTree;  
 }  
 @Override  
 **public** String decorate() {  
 **return christmasTree**.decorate();  
 }  
}

Diese Klasse implementiert das „ChristmasTree“ Interface und besitzt ein Objekt des Interfaces.

Eine Klasse, welche von der eben genannten Klasse ableitet und die „decorate()“ Methode entsprechend modifiziert.

**public class** Star **extends** TreeDecorator {  
 **public** Star(ChristmasTree christmasTree) {  
 **super**(christmasTree);  
 }  
  
 **public** String decorate() {  
 **return super**.decorate() + decorateWithStar();  
 }  
  
 **private** String decorateWithStar() {  
 **return " mit Stern"**;  
 }  
}

Wie das Decorator Pattern benutzt werden kann, zeigt diese Klasse.

**public class** Main {  
 **public static void** main(String[] args) {  
 ChristmasTree christmasTree1 = **new** Balls(**new** ChirstmasTreeImpl());  
 System.***out***.println(christmasTree1.decorate());  
  
 ChristmasTree christmasTree2 = **new** Balls(**new** Star(**new** ChirstmasTreeImpl()));  
 System.***out***.println(christmasTree2.decorate());  
 }  
}

Die Klasse „Balls“ hat hierbei eine ähnliche Implementierung wie die Klasse Star.

Wenn diese Methode ausgeführt wird, erhält man folgende Ausgabe:

*Weihnachtsbaum mit Kugeln  
Weihnachtsbaum mit Kugeln mit Stern*

Mit Hilfe des Decorator Patterns wurde nun erfolgreich die Methode „decorate“ der Klasse „ChristmasTreeImpl“ dekoriert. Die Funktionalität der Methode wurde erweitert, ohne dass die Methode an sich verändert wurde. Somit ergibt sich eine stark modulare Struktur.

Die Codebeispiele dieses Kapitel sind von [Baeldung Decorator 2019] inspiriert.

### 2.2.2 Verhaltensorientierte Pattern

Ein Verhaltensorientiertes Design Pattern hilft bei der Entwicklung von der Kommunikation zwischen verschiedenen Objekten. Mit diesen Design Patterns kann komplexes Verhalten modelliert werden. Hiermit wird die Flexibilität der Software, in Bezug auf ihr Verhalten, erhöht. [Shvets 2020]

Als Beispiel für Verhaltensorientierte Pattern wird das Visitor Pattern herangezogen.

Das Ziel des Visitor Patterns ist es neue Funktionalitäten zu implementieren, ohne dass Modifizierungen an der bisherigen Objekt Struktur durchgeführt werden müssen. [Baeldung Visitor 2019]

Dis wird durch das Einführen von sogenannten Visitors und sogenannten Elementen erreicht. Die Visitors sind die Teile des Codes, in welchen die Geschäftslogik ablaufen soll. Die Elemente sind Daten, auf welchen Logik stattfinden soll. [Baeldung Visitor 2019]

Klassen, um das Visitor Pattern zu realisieren:

Die Elemente:

**class** FOO **implements** Element {  
 **public void** accept(Visitor v) {  
 v.visit(**this**);  
 }  
 **public** String getFOO() {  
 **return "FOO"**;  
 }  
}  
  
**class** BAR **implements** Element {  
 **public void** accept( Visitor v ) {  
 v.visit( **this** );  
 }  
 **public** String getBAR() {  
 **return "BAR"**;  
 }  
}

Das zugehörige Interface:

**public interface** Element {  
 **void** accept(Visitor v);  
}

Die Visitors:

**class** UpVisitor **implements** Visitor {  
 **public void** visit(FOO foo) {  
 System.***out***.println(**"do Up on "** + foo.getFOO());  
 }  
 **public void** visit(BAR bar) {  
 System.***out***.println(**"do Up on "** + bar.getBAR());  
 }  
}  
  
**class** DownVisitor **implements** Visitor {  
 **public void** visit(FOO foo) {  
 System.***out***.println(**"do Down on "** + foo.getFOO());  
 }  
 **public void** visit(BAR bar) {  
 System.***out***.println(**"do Down on "** + bar.getBAR());  
 }  
}

Das zugehörige Interface:

**public interface** Visitor {  
 **void** visit(FOO foo);  
 **void** visit(BAR bar);  
}

Benutzung des Visitor Patterns:

**public class** Main {  
 **public static void** main( String[] args ) {  
 Element[] list = {**new** FOO(), **new** BAR()};  
 UpVisitor up = **new** UpVisitor();  
 DownVisitor down = **new** DownVisitor();  
 **for** (Element element : list) {  
 element.accept(up);  
 }  
 **for** (Element element : list) {  
 element.accept(down);  
 }  
 }  
}

In diesem Beispiel wird jeweils ein Element von „Foo“ und „Bar“ erzeugt. Es wird sowohl ein UpVisitor als auch ein DownVisitor erzeugt. Diese werden für jedes Element durchlaufen. Die Ausgabe für diese Methode lautet:

*do Up on FOO  
do Up on BAR  
do Down on FOO  
do Down on BAR*

Mit Hilfe dieses Patterns kann durch das Erstellen eines neuen Visitors problemlos neues Verhalten eingebaut werden. Hierfür muss die bisherige Struktur nicht angepasst werden.

### 2.2.3 Erzeugung Pattern

Der Hauptnutzen von Konzeptionellen Pattern ist die Initialisierung von Klassen. Diese Art von Design Pattern kann grob in zwei Untergruppen geteilt werden.

1. Patterns, um Klassen zu erstellen.
2. Patterns, um Objekte zu erstellen

Ersteres möchte die Vererbung effektiv benutzen, um Klassen zu instanziieren. Letzteres behandelt die Objekterzeugung, wobei Aufgaben anderen Objekten zugeteilt werden. [Shvets 2020]

Ein Beispiel für das Erzeugungsmuster ist das Builder Pattern, welches im Folgenden genauer betrachtet wird.

Das Builder Pattern soll es ermöglichen, dass komplexe Objekte mithilfe von simplen Strukturen und einem Schritt für Schritt Verfahren gebaut werden können. Die Verbindung zu den Erzeugungspattern ist somit leicht aufgebaut, da das Builder Pattern Objekte erzeugt. [Tutorialspoint 2020]

Klassen, welche benötigt werden, um das Builder Pattern zu realisieren:

Eine Klasse, welche initialisiert werden soll:

**public class** Task {  
 **public final long id**;  
 **public** String **summary** = **""**;  
 **public** String **description** = **""**;  
 **public boolean done** = **false**;  
 **public** Date **dueDate**;  
 **public** Task(**long** id) {  
 **this**.**id** = id;  
 }  
 **public** Task(**long** id, String summary, String description, **boolean** done,  
 Date dueDate) {  
 **this**.**id** = id;  
 **this**.**summary** = summary;  
 **this**.**description** = description;  
 **this**.**done** = done;  
 **this**.**dueDate** = dueDate;  
 }  
}

(Um den Code nicht aufzublähen wurde auf Getter- und Setter-Methoden verzichtet)

Eine Builder Klasse, welche die Komplexität der Klasseninitialisierung abstrahiert:

**public class** TaskBuilder {  
 **private final long id**;  
 **private** String **summary** = **""**;  
 **private** String **description** = **""**;  
 **private boolean done** = **false**;  
 **private** Date **dueDate**;  
 **public** TaskBuilder(**long** id) {  
 **this**.**id** = id;   
 }  
 **public** TaskBuilder setSummary(String summary) {  
 **this**.**summary** = summary;  
 **return this**;  
 }  
 **public** TaskBuilder setDescription(String description) {  
 **this**.**description** = description;  
 **return this**;  
 }  
 **public** TaskBuilder setDone(**boolean** done) {  
 **this**.**done** = done;  
 **return this**;  
 }  
 **public** TaskBuilder setDueDate(Date dueDate) {  
 **this**.**dueDate** = **new** Date(dueDate.getTime());  
 **return this**;  
 }  
 **public** Task build() {  
 **return new** Task(**id**, **summary**, **description**, **done**, **dueDate**);  
 }  
}

Wenn nun ein Objekt der Klasse Task erstellt werden möchte, kann dies über die TaskBuilder Klasse erreicht werden.

**public class** Main {  
 **public static void** main(String[] args) {  
 TaskBuilder taskBuilder = **new** TaskBuilder(1);  
 taskBuilder.setSummary(**"Zusammenfassung"**);  
 taskBuilder.setDescription(**"Beschreibung"**);  
 taskBuilder.setDone(**false**);  
 taskBuilder.setDueDate(**new** Date());  
 Task task = taskBuilder.build();  
 }  
}

Das Endergebnis ist ein Objekt der Klasse Task, welche die vom TaskBuilder Objekt spezifizierten Werte besitzt.

Da jede der „set“-Methoden das zugehörige TaskBuilder Objekt zurückliefert, kann der Code weiter auf eine Anweisung gekürzt werden. Hierdurch wird der Code noch schlanker.

**public class** Main {  
 **public static void** main(String[] args) {  
 Task task = **new** TaskBuilder(1)  
 .setSummary(**"Zusammenfassung"**)  
 .setDescription(**"Beschreibung"**)  
 .setDone(**false**)  
 .setDueDate(**new** Date())  
 .build();  
 }  
}

Mithilfe der TaskBuilder Klasse kann problemlos mit Teilinformationen eine Instanz der Klasse Task erstellt werden, obwohl diese zur Instanziierung fünf verschiedene Parameter benötigt. Gleichzeitig wird die Lesbarkeit des Codes erhöht.

## 2.3 Verbleib

Design Pattern können die Implementierungsdauer stark verkürzen, indem sie die groben Konstrukte bereits vorgeben. Gleichzeitig kann durch diese die Wartung erleichtert werden. Des Weiteren können durch Design Patterns Projekte leichter zwischen verschiedenen Entwicklern gewechselt werden, vorausgesetzt die jeweiligen Design Patterns sind den Entwicklern bekannt. Jedoch muss hierbei darauf geachtet werden, dass Design Pattern nicht gedankenleer übernommen werden, sondern ausschließlich diese zur Inspiration herangezogen werden.

Für diese Arbeit ist vor allem das Visitor Pattern im Kopf zu behalten.

Abschließend ist zu sagen, dass Design Patterns in der Programmierung ein nicht zu unterschätzendes Hilfsmittel ist.

# 3. Codeanalyse

Die Codeanalyse ist eine Analyse des Source Codes, welche Fehler entdecken soll. Hierbei handelt es sich um eine Fülle von Fehlern. Bei diesen Fehlern handelt es sich hauptsächlich um Fehler, welche vom Compiler nicht erkannt werden können, jedoch zur Laufzeit einen Fehler produzieren können.

Mit Hilfe der Codeanalyse kann die Anzahl an Bugs, welche bei späteren Tests hervorkommen, reduziert werden. Dies sorgt wiederum dafür, dass der vorgegebene Zeitrahmen eingehalten werden kann. Dieser Vorteil kommt vor allem deswegen zut Geltung, da ach einem Bericht des Project Management Institute von 2017 nur 51 Prozent der IT-Projekte in ihrem vorgegebenen Zeitrahmen beendet werden. [PMI 2017]

Grundlegend kann man die Codeanalyse in zwei Arten unterteilen:

1. Statische Codeanalyse
2. Dynamische Codeanalyse

Diese verschiedenen Arten werden Im Folgenden erklärt. Im Anschluss daran werden die statische und die dynamische Codeanalyse miteinander verglichen.

## 3.1 Statische Codeanalyse

Das Ziel der statischen Codeanalyse ist es Fehler zu finden bevor sie auftreten.

Als Beispiel:

**public class** StaticCodeAnalysis {  
 **public static void** main(String[] args) {  
 Object object = **null**;  
 **if** (object.equals(**new** Object())) *// Erzeugt Exception* {  
 *// Kann nicht erreicht werden!* }  
 }  
}

Der Compiler kann bei diesem Code keine Fehler entdecken, da rein syntaktisch der Code keine Fehler enthält. Allerdings wird der Code zur Laufzeit in Zeile 4 immer zu einer *NullPointerException* führen, da das Objekt „object“ auf null ist.

Ein Tool, welches statische Codeanalyse benutzt, kann diesen Fehler bereits zur Design-Time erkennen und den Entwickler zum Handeln auffordern und somit verhindern, dass zu einem späteren Zeitpunkt sich noch einmal mit dieser Codestalle befasst werden muss.

Die verschiedenen Fehlertypen, welche im Normalfall von einem Tool der statischen Codeanalyse erkannt werden, sind:

* Race-Conditions
* Pufferüberläufe
* Speicherlecks
* *Out of Bounds* Fehler bei der Verwendung von Arrays
* Mathematische Fehler (Division durch 0)
* Schwachstellen bei der Nutzung von Formatstring
* Usw.

[Wikipedia Statische Code-Analyse]

Bei einigen Tools zur statischen Codeanalyse beschränkt sich diese nicht nur auf Fehler. Bei diesen Tools wird sie auch dazu eingesetzt gewisse Regeln zur Gestaltung des Sourcecodes zu überprüfen und durchzusetzen.

Als Beispiel für diese Art von Gestaltungregel wird die Platzierung der geschweiften Klammern herangezogen.

Hierbei gibt es einerseits die Variante mit der geschweiften Klammer in derselben Zeile:

**public class** CurlyInlineNextLine {  
 **public void** method() {  
 *// Aktion* }  
}

Und andererseits die Variante mit der geschweiften Klammer in der nächsten Zeile:

**public class** CurlyInlineNextLine  
{  
 **public void** method()   
 {  
 *// Aktion* }  
}

Ein Tool der statischen Codeanalyse kann den Sourcecode nach Abweichungen dieser Gestaltungsregel durchsuchen und die entsprechenden Stellen hervorheben, um den Entwickler zum Handeln aufzufordern.

### 3.1.1 Techniken der statischen Codeanalyse

Um Sourcecode mittels der statischen Codeanalyse zu durchleuchten, existieren verschieden Techniken. Ein einzelnes Tool der statischen Codeanalyse verwendet meist mehrere oder gar alle der im Folgenden genannten Techniken, um den Code zu analysieren. Diese Techniken sind meist von verschiedenen Compilertechniken abgeleitet. Die verschiedenen Techniken sind:

1. Datenflussanalyse
2. *Taint-*Analyse
3. Lexikalische Analyse

[Owasp]

**Datenflussanalyse**

Die Datenflussanalyse wird benutzt, um Informationen der Laufzeit zu bekommen, während das Programm sich in seinem statischen Zustand befindet. Dies bedeutet, dass das Programm nicht ausgeführt wird. [Owasp]

In der Datenflussanalyse gibt es drei verschiedene Teile:

1. Code Block
2. Erstellung eines Kontrollflussgraphen
3. Durchlaufen des Kontrollflussgraphen

Der Code Block bildet hierbei das zu analysierende Stück Sourcecode.

Das Ergebnis von Punkt 2 ist ein Kontrollflussgraph. Ein beispielhafter Kontrollflussgraph ist im Folgenden abgebildet.
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Abbildung 1: Kontrollflussgraph mit Schleife [Wikipedia Kontrollflussgraph]

Ein Kontrollflussgraph ist eine abstrakte graphische Representation von Software in der Form von Knoten, welche verschiedene Code Blöcke abbilden. Hierbei sind die gerichteten Kanten einfache Sprünge von Codeblock zu Codeblock. Wenn ein Knoten ausschließlich Ausgangskanten besitzt ist dies ein Eingangscodeblock. Das heißt, dass dieser beispielsweise durch eine Nutzerinteraktion oder durch den Programmstart aufgerufen wird. Wenn ein Knoten keine Ausgangskante besitzt ist dies ein Endknoten. Wird dieser erreicht, beendet sich der Thread nach dem Verlassen des Codeblocks. [Owasp]

Beim Durchlaufen des Kontrollflussgraphen wird dieser darauf untersucht, ob beispielsweise eine endlose Schleife vorhanden ist. Wird ein Fehler dieser Art gefunden wird dieser gemeldet.

***Taint-*Analyse**

Die *Taint*-Analyse versucht herauszufinden, welche Variablen durch Userinput beeinflusst werden und in potenziell verwundbare Methoden gegeben werden. Sollte diese Variable vorher nicht auf ihre Ungefährlichkeit überprüft worden sein und trotzdem in eine solche Methode übergeben werden, wird diese als Verwundbarkeit eingestuft. [Owasp]

**Lexikalische Analyse**

Das Ziel der lexikalischen Analyse ist es den Sourcecode in einen sogenannten Tokenstrom umzuwandeln. Dieser Tokenstrom kann benutzt werden, um den Sourcecode auf Fehler zu überprüfen. Der Tokenstrom ist meist auch ein Zwischenschritt des Compilers, um den Sourcecode in Maschinensprache zu übersetzen. [Owasp]

### 3.1.2 Vor- und Nachteile der statischen Codeanalyse

Im Folgenden werden die verschiedenen Vor- und Nachteile der statischen Codeanalyse erörtert.

#### 3.1.2.1 Vorteile der statischen Codeanalyse

Die wichtigsten Vorteile der statischen Codeanalyse sind:

* Leicht einzupflegen
* Hohe Trefferrate bei einfachen Fehlern

[Owasp]

**Leicht einzupflegen:**

Es existieren für nahezu jede Sprache Tools der statischen Codeanalyse. Beispiele hierfür sind:

* Spotbugs im Java-Umfeld
* Resharper im .NET-Umfeld
* Cppcheck für C und C++

Diese Tools sind bereits so ausgereift, dass sie problemlos in jedes Entwicklungsprojekt der jeweiligen Umgebung eingepflegt werden können. Des Weiteren können diese Tools ohne weiteres in sogenannte *Nightly Builds* integriert werden. Ein Nightly Build ist ein Build, welcher nächtlich läuft und aus dem aktuellen Sourcecode Stand eine Programmversion baut. [Owasp]

Diese Einfachheit in der Einpflegung von Tools der statischen Codeanalyse ist ein klarer Vorteil für diese. Daher lohnt es sich solche Tools zu verwenden.

**Hohe Trefferrate bei einfachen Fehlern:**

Bei vielen Fehlertypen, wie zum Beispiel Endlosschleifen oder einer definitiven *NullPointerException,* weißen Tools der statischen Codeanalyse eine sehr hohe Trefferrate auf. Diese würden zwar auch schnell durch einen gewöhnlichen Entwickler erkannt werden, jedoch arbeitet die statische Codeanalyse um ein Vielfaches schneller als der gewöhnliche Entwickler. Des Weiteren kann diese ohne das Eingreifen eines Entwicklers den Code überprüfen und bei Bedarf den Entwickler auf einen Fehler aufmerksam machen.

Durch diese hohe Trefferrate bei einfachen Fehlern in Verbindung mit der schnellen und einfachen Verwendung der statischen Codeanalyse ist es zu empfehlen die statische Codeanalyse zu benutzen.

#### 3.1.2.2 Nachteile der statischen Codeanalyse

Zwei Nachteile der statischen Codeanalyse sind:

* Vielzahl von Falsch Positiven
* Falscher Sinn von Sicherheit

[Owasp] [Kumar 2015]

**Vielzahl von Falsch Positiven:**

Als erstes folgt eine kurze Erklärung, was ein Falsch Positiv im Rahmen der statischen Codeanalyse bedeutet. Ein Falsch Positiv ist ein vom Tool gemeldeter Fehler, welcher in Wahrheit gar kein Fehler ist oder spezifisch im Fall des Schreibens von Sourcecode ein Fehler, welcher durch eine Regel ausgelöst wurde, welche vom Entwickler als nicht relevant eingeschätzt wird. [Hicken 2016]

Vor allem der zuletzt genannte Fall von Falsch Positiven kann eine Vielzahl von „Fehlern“ erzeugen. Hierbei muss jedoch gesagt werden, dass viele Tools die Möglichkeit bieten bestimmte Regeln auszuschalten.

Ein weiterer Fall eines Falsch Positiven ist, wenn Objekte *disposed* werden müssen, um einen Speicherleck zu verhindern. Hierbei kann es passieren, dass Verweise auf dieses Objekt extern gespeichert werden, was von der statischen Codeanalyse nicht entdeckt werden kann. Dies führt wiederum zu einem Falsch Positiven.

Da die Stellen, an welchen Falsch Positive auftreten, einzeln deaktiviert werden müssen, kann es von Nachteil sein, Tools, welche den Code statisch analysieren, zu benutzen.

**Falscher Sinn von Sicherheit:**

Wenn statische Codeanalyse benutzt wird, kann es sein, dass Entwickler davon ausgehen, dass jedes Problem von aufgedeckt wird. Hierbei kann es also passieren, dass Code nicht mehr manuell auf Fehler überprüft wird. Somit kann eine Art Gottkomplex entstehen. Dies kommt vor allem an sicherheitskritischen Stellen zum Tragen.

Daher kann es, um dies zu verhindern, von Vorteil sein auf die statische Codeanalyse zu verzichten.

### 3.1.3 Fazit zur statischen Codeanalyse

Zur statischen Codeanalyse lässt sich abschließend sagen, dass ihre Verwendung dem Programmierer massive Vorteile erbringt. Gleichzeitig sind die Nachteile der statischen Codeanalyse entweder rein subjektiv oder können durch entsprechende Konfigurationen des Tools am Anfang der Verwendung entgegengewirkt werden.

Daher sollte aus diesem Kapitel mitgenommen werden, dass jedes größere Programmierprojekt ein Tool zur statischen Codeanalyse verwenden sollte.

## 3.2 Dynamische Codeanalyse

Das Ziel der dynamischen Codeanalyse ist es Fehler zu entdecken, während sich das Programm in Ausführung befindet. Die dynamische Codeanalyse läuft hierbei meist parallel zu den Tests ab. [Viva]

Diese Art von Analyse lässt sich in mehrere Schritte gliedern:

1. Vorbereitung der Eingangsdaten
2. Ausführen des Tests
3. Abfangen der zu analysierenden Daten
4. Analysieren der Daten

[Viva]

Hierbei spielt es keine Rolle, ob das Programm auf einem echten oder einem virtuellen Prozessor ausgeführt wird. [Viva]

Die dynamische Codeanalyse wird ausgeführt, indem Daten dem zu testenden Programm als Eingabe zur Verfügung gestellt werden. Daher ist die Qualität der eingegebenen Daten von hoher Bedeutung, da mit schlechten Daten auch schlechte Ergebnisse erzielt werden. Sind die Daten nicht gut genug können dementsprechend keine qualitativ hochwertigen Ergebnisse erzielt werden. [Viva]

Mittels der dynamischen Codeanalyse sein Programm zu testen ist dort am wichtigsten, wo die Zuverlässigkeit des Programms, Antwortzeit oder die benutzten Ressourcen von besonderer Bedeutung sind. [Viva]

Es gibt verschiedene Methoden mit welchen Tools der dynamischen Codeanalyse arbeiten. Diese umfassen:

1. Injektion von speziellem Code in den Source Code bevor der Source Code übersetzt wird. (*source code instrumentation*)
2. Injektion von speziellem Code direkt in die ausführbare Datei. (*object code instrumentation*)
3. Prüfungscode wird mittels vom Compiler gegebenen Switches injiziert. Diese Technik wird nicht von jedem Compiler unterstützt. (compilation stage instrumentation)
4. Live-Überprüfung des Programms über spezielle Laufzeit-Bibliotheken.

[Viva]

Typische Metriken, welche durch die dynamische Codeanalyse extrahiert werden, sind:

1. Benötigte Rechnerressourcen (CPU-Zeit/Arbeitsspeicher/usw.)
2. Die zyklomatische Komplexität
3. Programmfehler (Division durch null, Speicherlecks, Race Condition)
4. Verwundbarkeiten im Programm

[Viva]

Ein Beispiel für ein Tool der dynamischen Codeanalyse befindet sich im Debugger von Visual Studio 2017.

{Bild vom Debugger VS 2017}

Mithilfe dieses Debuggers können live die benötigte CPU-Auslastung und der benötigte Arbeitsspeicher ausgelesen werden.

### 3.2.1 Vor- und Nachteile der dynamischen Codeanalyse

In diesem Kapitel werden die Vorteile und die Nachteile der dynamischen Codeanalyse erörtert.

#### 3.2.1.1 Vorteile der dynamischen Codeanalyse

Einige wichtige Vorteile der dynamischen Codeanalyse sind:

1. Kaum falsch Positive
2. Keine Notwendigkeit von Sourcecodes zum Testen

[Viva]

**Kaum falsch Positive:**

Einer der Nachteile der statischen Codeanalyse war es, dass durchaus viele Falsch Positive entstehen können. Die dynamische Codeanalyse hat den Vorteil, dass Fehler, welche entstehen auch tatsächlich Fehler sind, da vom Code durch die Eingabe der Testdaten ein Fehler erzeugt wurde. Somit ist der Fehler durch sein Auftreten real und keine reine Projektion von den Regeln eines Analysetools. [Viva]

**Keine Notwendigkeit von Sourcecodes zum Testen:**

Da bei der dynamischen Codeanalyse das Programm als solches getestet wird, benötigt man zur Analyse ausschließlich eben dieses Programm. Der dynamischen Codeanalyse ist es somit egal, wie der Sourcecode dahinter aussieht.

Dies hat den Vorteil, dass die Analyse nicht von den Entwicklern selbst durchgeführt werden muss. Diese Personen können beispielsweise speziell auf das Erstellen von Daten für eine solche Analyse trainiert sein. Die Ergebnisse können die Analysten dann an die Entwickler zurückgeben, damit eventuelle Fehler ausgebaut werden können.

#### 3.2.1.2 Nachteile der dynamischen Codeanalyse

Nachteile der dynamischen Codeanalyse sind:

1. Erkennung von Fehlern ausschließlich am von den Daten vorgegebenen Pfad
2. Hoher Ressourcenverbrauch

[Viva]

**Erkennung von Fehlern ausschließlich am von den Daten vorgegebenen Pfad:**

Da bei der dynamischen Codeanalyse das Programm mit gewissen Daten durchlaufen wird, kann, sobald das Programm auch nur eine Alternativroute besitzt, es in einem Lauf nicht vollständig analysiert werden.

Daher müssen, um das Programm vollständig zu analysieren, mehrere Datensätze erstellt werden. Die Menge der benötigten Daten ist hierbei relativ zur Höhe der zyklomatischen Komplexität.

**Hoher Ressourcenverbrauch:**

Die Überprüfung von Laufzeitressourcen eines Programms ist eine Zeitintensive Herausforderung. {Begründung}

Da bei der dynamischen Codeanalyse mehrmals mit verschiedenen Daten das Programm durchlaufen werden muss, um alle Zweige analysieren zu können, wird das vorher genannte Problem weiter verschlimmert.

### 3.2.2 Fazit zur dynamischen Codeanalyse

Abschließend lässt sich zur dynamischen Codeanalyse sagen, dass auch sie neben der statischen Codeanalyse gute und wichtige Vorteile erbringt, welche auch den Nachteilen der statischen Codeanalyse entgegenwirkt. Die Nachteile sind im Gegensatz zu den Nachteilen der statischen Codeanalyse jedoch etwas schwerwiegender. Der hohe Ressourcenaufwand und die Menge an Vorarbeit, welche zu tun sind, sind schlichtweg nicht zu unterschätzen.

Letztendlich ist die dynamische Codeanalyse eine gute Ergänzung zur statischen Codeanalyse.

## 3.3 Vergleich zwischen statischer und dynamischer Codeanalyse

In diesem Abschnitt werden die statische und die dynamische Codeanalyse gegenübergestellt.

|  |  |  |
| --- | --- | --- |
| Aspekte | Statische Codeanalyse | Dynamische Codeanalyse |
| Ausführungszeitpunkt | Designtime | Runtime |
| Rate an Falsch Positive | Hoch | Keine |
| Fehlererkennungsrate | 85% [Brain 2010] | 85% [Brain 2010] |
| Testverfahren | White-Box | Black-Box oder White-Box |
| Anzahl an benötigten Durchläufen | 1 | Relativ zur zyklomatischen Komplexität |
| Überprüfungsteil | Komplettes Programm | Nur der von den Daten vorgegebene Pfad |
| Ressourcenaufwand | Gering | Hoch |

Abschließend noch eine kleine Allegorie, um den Unterschied zwischen statischer und dynamischer Analyse klarzustellen.

Man stelle sich vor man ist in einer Küche und möchte etwas kochen. Dies lässt sich grob in zwei Phasen aufteilen. Erstens die Phase, in welcher das Rezept durchgelesen, analysiert und verstanden wird und zweitens die Phase, in der man tatsächlich kocht. In der ersten Phase analysiert man das Rezept statisch. Man überlegt, ob das Rezept mit den mir zur Verfügung stehenden Mitteln möglich ist. In beziehungsweise nach der zweiten Phase kann das Ergebnis des Kochens dynamisch analysiert werden und eventuell aufgetretene Fehler aufgeschrieben werden. Mit Hilfe der nun bekannten Fehler kann das Rezept angepasst werden, damit diese Fehler in Zukunft nicht mehr auftreten werden. [Dietrich]