### Java 8 Stream API

A **Stream in Java** can be defined as a sequence of elements from a source that supports aggregate operations on them. The source here refers to a [Collections](https://howtodoinjava.com/java-collections/) or [Arrays](https://howtodoinjava.com/java-array/) who provides data to a Stream.

Stream keeps the ordering of the data as it is in the source. The **aggregate operations** or **bulk operations** are operations which allow us to express common manipulations on stream elements easily and clearly.

Before going ahead, it is important to learn that **Java 8 Streams** are designed in such a way that **most of the stream operations returns streams only**. This help us creating chain of the stream operations. This is called as **pipe-lining**. I will use this term multiple times in this post, so keep it in mind.

#### 1. Java Stream vs. Collection

All of us have watch online videos on youtube or some other such website. When you start watching video, a small portion of file is first loaded into your computer and start playing. You don’t need to download complete video before start playing it. This is called streaming. I will try to relate this concept with respect to collections and differentiate with Streams.

At the basic level, the difference between Collections and Streams has to do with when things are computed. A **Collection is an in-memory data structure**, which holds all the values that the data structure currently has—every element in the Collection has to be computed before it can be added to the Collection. A **Stream is a conceptually fixed data structure, in which elements are computed on demand**. This gives rise to significant programming benefits. The idea is that a user will extract only the values they require from a Stream, and these elements are only produced—invisibly to the user—as and when required. This is a form of a producer-consumer relationship.

In java, java.util.Stream represents a stream on which one or more operations can be performed. Stream **operations are either intermediate or terminal**. While **terminal operations return a result of a certain type**, **intermediate operations return the stream itself** so you can chain multiple method calls in a row. Streams are created on a source, e.g. a java.util.Collection like lists or sets (maps are not supported). Stream operations can either be executed sequential or parallel.

Based on above points, if we list down the various characteristics of Stream, they will be as follows:

Not a data structure

Designed for lambdas

Do not support indexed access

Can easily be outputted as arrays or lists

Lazy access supported

Parallelizable

2. Different ways to create streams

Below is the most popular different ways to build streams from collections.

2.1. Stream.of(val1, val2, val3….)

|  |
| --- |
| public class StreamBuilders {       public static void main(String[] args)       {           Stream<Integer> stream = Stream.of(1,2,3,4,5,6,7,8,9);           stream.forEach(p -> System.out.println(p));       }} |

2.2. Stream.of(arrayOfElements)

|  |
| --- |
| public class StreamBuilders  {       public static void main(String[] args)       {           Stream<Integer> stream = Stream.of( new Integer[]{1,2,3,4,5,6,7,8,9} );           stream.forEach(p -> System.out.println(p));       }  } |

2.3. List.stream()

|  |
| --- |
| public class StreamBuilders  {       public static void main(String[] args)       {           List<Integer> list = new ArrayList<Integer>();            for(int i = 1; i< 10; i++){               list.add(i);           }           Stream<Integer> stream = list.stream();           stream.forEach(p -> System.out.println(p));       }  } |

2.4. Stream.generate() or Stream.iterate()

|  |
| --- |
| public class StreamBuilders  {       public static void main(String[] args)       {           Stream<Date> stream = Stream.generate(() -> { return new Date(); });           stream.forEach(p -> System.out.println(p));       }  } |

2.5. String chars or String tokens

|  |
| --- |
| public class StreamBuilders  {       public static void main(String[] args)       {          IntStream stream = "12345\_abcdefg".chars();          stream.forEach(p -> System.out.println(p));                   //OR                   Stream<String> stream = Stream.of("A$B$C".split("\\$"));          stream.forEach(p -> System.out.println(p));       }} |

There are some more ways apart from above list such as using **Stream.Buider** or using intermediate operations. We will learn about them in separate posts time to time.

3. Convert streams to collections

I should rather say converting stream to other data structures.

Please note that it is not a true conversion. It’s just collecting the elements from the stream into a collection or array.

3.1. Convert Stream to List – Stream.collect( Collectors.toList() )

|  |
| --- |
| public class StreamBuilders {       public static void main(String[] args){           List<Integer> list = new ArrayList<Integer>();           for(int i = 1; i< 10; i++){               list.add(i);           }           Stream<Integer> stream = list.stream();           List<Integer> evenNumbersList = stream.filter(i -> i%2 == 0).collect(Collectors.toList());           System.out.print(evenNumbersList);       }} |

3.2. Convert Stream to array – Stream.toArray( EntryType[]::new )

|  |
| --- |
| public class StreamBuilders {       public static void main(String[] args){           List<Integer> list = new ArrayList<Integer>();           for(int i = 1; i< 10; i++){               list.add(i);           }           Stream<Integer> stream = list.stream();           Integer[] evenNumbersArr = stream.filter(i -> i%2 == 0).toArray(Integer[]::new);           System.out.print(evenNumbersArr);       }  } |

There are plenty of other ways also to collect stream into set, map or into multiple ways. Just go through **Collectors** class and try to keep them in mind.

4. Core stream operations

Stream abstraction have a long list of useful functions for you. I am not going to cover them all, but I plan here to list down all most important ones, which you must know first hand.

Before moving ahead, lets build a collection of String beforehand. We will build out example on this list, so that it is easy to relate and understand.

|  |
| --- |
| List<String> memberNames = new ArrayList<>();  memberNames.add("Amitabh");  memberNames.add("Shekhar");  memberNames.add("Aman");  memberNames.add("Rahul");  memberNames.add("Shahrukh");  memberNames.add("Salman");  memberNames.add("Yana");  memberNames.add("Lokesh"); |

These core methods have been divided into 2 parts given below:

4.1. Intermediate operations

**Intermediate operations return the stream itself** so you can chain multiple method calls in a row. Let’s learn important ones.

4.1.1. Stream.filter()

Filter accepts a predicate to filter all elements of the stream. This operation is intermediate which enables us to call another stream operation (e.g. forEach) on the result.

|  |
| --- |
| memberNames.stream().filter((s) -> s.startsWith("A"))                      .forEach(System.out::println);    Output:  Amitabh  Aman |

4.1.2. Stream.map()

The intermediate operation map converts each element into another object via the given function. The following example converts each string into an upper-cased string. But you can also use map to transform each object into another type.

|  |
| --- |
| memberNames.stream().filter((s) -> s.startsWith("A"))                       .map(String::toUpperCase)                       .forEach(System.out::println);  Output:  AMITABH  AMAN |

4.1.2. Stream.sorted()

Sorted is an intermediate operation which returns a sorted view of the stream. The elements are sorted in natural order unless you pass a custom Comparator.

|  |
| --- |
| memberNames.stream().sorted()                      .map(String::toUpperCase)                      .forEach(System.out::println);  Output:  AMAN  AMITABH  LOKESH  RAHUL  SALMAN  SHAHRUKH  SHEKHAR  YANA |

Keep in mind that sorted does only create a sorted view of the stream without manipulating the ordering of the backed collection. The ordering of memberNames is untouched.

4.2. Terminal operations

**Terminal operations return a result of a certain type** instead of again a Stream.

4.2.1. Stream.forEach()

This method helps in iterating over all elements of a stream and perform some operation on each of them. The operation is passed as lambda expression parameter.

|  |
| --- |
| memberNames.forEach(System.out::println); |

4.2.2. Stream.collect()

collect() method used to receive elements from a steam and store them in a collection and mentioned in parameter function.

|  |
| --- |
| List<String> memNamesInUppercase = memberNames.stream().sorted()                              .map(String::toUpperCase)                              .collect(Collectors.toList());    System.out.print(memNamesInUppercase);    Outpout: [AMAN, AMITABH, LOKESH, RAHUL, SALMAN, SHAHRUKH, SHEKHAR, YANA] |

4.2.3. Stream.match()

Various matching operations can be used to check whether a certain predicate matches the stream. All of those operations are terminal and return a boolean result.

|  |
| --- |
| boolean matchedResult = memberNames.stream()                      .anyMatch((s) -> s.startsWith("A"));   System.out.println(matchedResult);   matchedResult = memberNames.stream()  .allMatch((s) -> s.startsWith("A"));   System.out.println(matchedResult);   matchedResult = memberNames.stream().noneMatch((s) -> s.startsWith("A"));   System.out.println(matchedResult);   Output:   true  false  false |

4.2.4. Stream.count()

Count is a terminal operation returning the number of elements in the stream as a long.

|  |
| --- |
| long totalMatched = memberNames.stream()                      .filter((s) -> s.startsWith("A"))   .count();   System.out.println(totalMatched);   Output: 2 |

4.2.5. Stream.reduce()

This terminal operation performs a reduction on the elements of the stream with the given function. The result is an Optional holding the reduced value.

|  |
| --- |
| Optional<String> reduced = memberNames.stream()                      .reduce((s1,s2) -> s1 + "#" + s2);    reduced.ifPresent(System.out::println);   Output: Amitabh#Shekhar#Aman#Rahul#Shahrukh#Salman#Yana#Lokesh |

5. Stream short-circuit operations

Though, stream operations are performed on all elements inside a collection satisfying a predicate, It is often desired to break the operation whenever a matching element is encountered during iteration. In external iteration, you will do with if-else block. In internal iteration, there are certain methods you can use for this purpose. Let’s see example of two such methods:

5.1. Stream.anyMatch()

This will return true once a condition passed as predicate satisfy. It will not process any more elements.

|  |
| --- |
| boolean matched = memberNames.stream()        .anyMatch((s) -> s.startsWith("A"));   System.out.println(matched);   Output: true |

5.2. Stream.findFirst()

It will return first element from stream and then will not process any more element.

|  |
| --- |
| String firstMatchedName = memberNames.stream() .filter((s) -> s.startsWith("L")) .findFirst().get();   System.out.println(firstMatchedName);   Output: Lokesh |

6. Parallelism in Java Steam

With the Fork/Join framework added in Java SE 7, we have efficient machinery for implementing parallel operations in our applications. But implementing this framework is itself a complex task; and if not done right; is a source of complex multi-threading bugs having potential to crash the application. With the introduction of internal iteration, we got the possibility of operations to be done in parallel.

To enable parallelism, all you have to do is to create a parallel stream, instead of sequential stream. And to surprise you, this is really very easy. In any of above listed stream examples, anytime you want to particular job using multiple threads in parallel cores, all you have to call method **parallelStream()** method instead of stream() method.

|  |
| --- |
| public class StreamBuilders {       public static void main(String[] args){          List<Integer> list = new ArrayList<Integer>();           for(int i = 1; i< 10; i++){               list.add(i);           }           //Here creating a parallel stream           Stream<Integer> stream = list.parallelStream();           Integer[] evenNumbersArr = stream.filter(i -> i%2 == 0).toArray(Integer[]::new);           System.out.print(evenNumbersArr);       }} |

A key driver for this work is making parallelism more accessible to developers. While the Java platform provides strong support for concurrency and parallelism already, developers face unnecessary impediments in migrating their code from sequential to parallel as needed. Therefore, it is important to encourage idioms that are both sequential- and parallel-friendly. This is facilitated by shifting the focus towards describing what computation should be performed, rather than how it should be performed.

It is also important to strike the balance between making parallelism easier but not going so far as to make it invisible. Making parallelism transparent would introduce non-determinism and the possibility of data races where users might not expect it.

This is all what I wanted to share regarding basics of **Stream abstraction introduced in java 8**. I will be talking about various other things related to Streams in future posts.

Java Stream filter() example

Learn to use **Stream.filter(Predicate condition)** method to traverse all the elements and filter out all elements which do not match a given condition through [Predicate](https://howtodoinjava.com/java8/how-to-use-predicate-in-java-8/) argument.

1. Stream filter() method

This is a **intermediate** operation.

Returns a stream consisting of the elements of this stream that match the given predicate.

The filter() argument shall be **stateless predicate** to apply to each element to determine if it should be included.

Predicate is a [functional interface](https://howtodoinjava.com/java8/functional-interface-tutorial/). So, we can also pass [lambda expression](https://howtodoinjava.com/java8/lambda-expressions/) also.

It **returns a new stream** so we can use other operations applicable to any stream.

2. Stream.filter() method syntax

The stream() method syntax is as follows:

|  |
| --- |
| Syntax |
| Stream<T> filter(Predicate<? super T> condition) |

Predicate is a functional interface and represents the condition to filter out the non-matching elements from the stream.

3. Java Stream filter() examples

3.1. Find all even numbers – Lambda expression

Java example to iterate over stream of integers and print only even numbers.

|  |
| --- |
| Find even numbers in stream |
| import java.util.Arrays;  import java.util.List;   public class Main  {      public static void main(String[] args)      {          List<Integer> list = Arrays.asList(1, 2, 3, 4, 5, 6, 7, 8, 9, 10);           list.stream()            .filter(n -> n % 2 == 0)            .forEach(System.out::println);    }  } |
| Program output.  Console |
| 2  4  6  8  10 |

3.2. Find all even numbers – Predicate class

Java example to iterate over stream of integers and print only even numbers. This example uses Predicate class in place of lambda expression, though both are same things.

|  |
| --- |
| Find even numbers in stream |
| public class Main  {      public static void main(String[] args)      {          List<Integer> list = Arrays.asList(1, 2, 3, 4, 5, 6, 7, 8, 9, 10);                   Predicate<Integer> condition = new Predicate<Integer>()          {              @Override              public boolean test(Integer n) {                  if (n % 2 == 0) {                      return true;                  }                  return false;              }          };           list.stream().filter(condition).forEach(System.out::println);      }} |

Program output.

|  |
| --- |
| Console |
| 2  4  6  8  10 |

3.3. Filter even numbers and collect into new list

We can use the **collect()** method to collect the stream of even numbers and converts it into a list.

|  |
| --- |
| Find even numbers in stream and collect to a new list |
| public class Main  {      public static void main(String[] args)      {          List<Integer> list = Arrays.asList(1, 2, 3, 4, 5, 6, 7, 8, 9, 10);           List<Integer> evenNumbers = list.stream() .filter(n -> n % 2 == 0)  .collect(Collectors.toList());                   System.out.println(evenNumbers);      }} |

Program output.

|  |
| --- |
| Console |
| [2, 4, 6, 8, 10] |

3.4. Filter even numbers and get squares

We can use the **map()** method to collect the stream of even numbers and then convert each number to it’s square before collecting it to a new list.

|  |
| --- |
| Find even numbers in stream and collect the squares |
| public class Main  {      public static void main(String[] args)      {          List<Integer> list = Arrays.asList(1, 2, 3, 4, 5, 6, 7, 8, 9, 10);          List<Integer> evenNumbers = list.stream().filter(n -> n % 2 == 0).map(n -> n \* n) .collect(Collectors.toList());            System.out.println(evenNumbers);      }} |
| o/p: [4, 16, 36, 64, 100]  Java Stream map() example  Learn to use **Stream map()** method which produces one output value of a different type 'X' for each input value of type 'Y'.  Stream.map() converts Stream<X> to Stream<Y>. For each X, a Y is created and put in new stream.  1. Stream.map() method  1.1. Description  It is an **intermediate** operation and return another stream as method output return value.  Returns a stream consisting of the results of applying the given function to the elements of this stream.  The map operation takes a Function, which is called for each value in the input stream and produces one result value, which is sent to the output stream.  The function used for transformation in map() is a stateless function and returns only a **single value**.  map() method is used when we want to convert a stream of X to stream of Y.  Each mapped stream is closed after its contents have been placed into new output stream.  map() operation does not flatten the stream as flatMap() operation does.  1.2. Syntax  Stream map() method has following syntax.   |  | | --- | | map() method syntax | | <R> Stream<R> map(Function<? super T,? extends R> mapper) |   Stream interface has three more similar methods which produce IntStream, LongStream and DoubleStream respectively after the map operation. If the streams created after map() operations are given return types then consider using these functions directly.   |  | | --- | | Similar methods | | IntStream mapToInt(ToIntFunction<? super T> mapper)  LongStream mapToLong(ToLongFunction<? super T> mapper)  DoubleStream mapToDouble(ToDoubleFunction<? super T> mapper) |   2. Java Stream map() example  2.1. Stream of strings to Stream of Integers  Java 8 example of **Stream.map()** function to convert a stream of strings to stream of integers. Here the function [Integer::valueOf()](https://howtodoinjava.com/java/string/convert-string-to-int/) takes one string from stream at a time, and convert the string to integer and put in another stream of integers, which is then collected using Collectors.toList().   |  | | --- | | Stream map() example | | public class Main  {      public static void main(String[] args)      {          List<String> listOfStrings = Arrays.asList("1", "2", "3", "4", "5");          List<Integer> listOfIntegers = listOfStrings.stream().map(Integer::valueOf).collect(Collectors.toList());          System.out.println(listOfIntegers);      }} |   Program output.   |  | | --- | | Console | | [1, 2, 3, 4, 5] |   2.2. Stream of employees to stream of distinct salaries  Java example to find all possible [distinct](https://howtodoinjava.com/java8/java-stream-distinct-examples/) salaries for a list of employees.   |  | | --- | | Stream map() example 2 | | public class Main  {      public static void main(String[] args)      {          List<Employee> employeesList = Arrays.asList(                                              new Employee(1, "Alex", 100),                                              new Employee(2, "Brian", 100),                                              new Employee(3, "Charles", 200),                                              new Employee(4, "David", 200),                                              new Employee(5, "Edward", 300),                                              new Employee(6, "Frank", 300)                                          );                    List<Double> distinctSalaries = employeesList.stream()                                  .map( e -> e.getSalary() ) .distinct() .collect(Collectors.toList());            System.out.println(distinctSalaries);      }} | | o/p: [100.0, 200.0, 300.0]  Java Stream flatMap() example  Learn to use **Stream flatMap()** method which is used to flatten a stream of collections to a stream of elements combined from all collections.  The **flatMap()** operation has the effect of applying a one-to-many transformation to the elements of the stream, and then flattening the resulting elements into a new stream.  Stream.flatMap() helps in converting Collection<Collection<T>> to Collection<T>.  **flatMap() = map() + Flattening**  1. What is flattening  Flattening is referred by converting several lists of lists, and merge all those lists to create single list containing all the elements from all the lists.   |  | | --- | | Flattening example | | Before flattening   : [[1, 2, 3], [4, 5], [6, 7, 8]]  After flattening    : [1, 2, 3, 4, 5, 6, 7, 8] |   2. Stream.flatMap() method  2.1. Syntax  Stream flatMap() method has following syntax.   |  | | --- | | flatMap() method syntax | | <R> Stream<R> flatMap(Function<? super T,? extends Stream<? extends R>> mapper) |   Stream interface has three more similar methods which produce IntStream, LongStream and DoubleStream respectively after the flatMap operation. If the streams created after flatMap() operations have given return types then consider using these functions directly.   |  | | --- | | Similar methods | | IntStream flatMapToInt(Function<? super T,? extends IntStream> mapper)  LongStream flatMapToLong(Function<? super T,? extends LongStream> mapper)  DoubleStream flatMapToDouble(Function<? super T,? extends DoubleStream> mapper) |   2.2. Description  It is an **intermediate** operation and return another stream as method output return value.  Returns a stream consisting of the results of replacing each element of the given stream with the contents of a mapped stream produced by applying the provided mapping function to each element.  The function used for transformation in flatMap() is a stateless function and returns only a stream of new values.  Each mapped stream is closed after its contents have been placed into new stream.  flatMap() operation flattens the stream; opposite to map() operation which does not apply flattening.  3. Java Stream flatMap() example  3.1. Convert list of lists to single list  Java 8 example of **Stream.flatMap()** function to get a single list containing all elements from a list of lists.   |  | | --- | | Stream flatMap() example | | public class Main  {      public static void main(String[] args)      {          List<Integer> list1 = Arrays.asList(1,2,3);          List<Integer> list2 = Arrays.asList(4,5,6);          List<Integer> list3 = Arrays.asList(7,8,9);            List<List<Integer>> listOfLists = Arrays.asList(list1, list2, list3);            List<Integer> listOfAllIntegers = listOfLists.stream().flatMap(x -> x.stream())                                      .collect(Collectors.toList());            System.out.println(listOfAllIntegers);      }  } |   Program output.   |  | | --- | | Console | | [1, 2, 3, 4, 5, 6, 7, 8, 9] |   3.2. Convert array of arrays to single list  Java 8 example of **Stream.flatMap()** function to get a single list containing all elements from a array of arrays.   |  | | --- | | Stream flatMap() example | | public class Main  {      public static void main(String[] args)      {          String[][] dataArray = new String[][]{{"a", "b"}, {"c", "d"}, {"e", "f"}, {"g", "h"}};                   List<String> listOfAllChars = Arrays.stream(dataArray)                                      .flatMap(x -> Arrays.stream(x)).collect(Collectors.toList());            System.out.println(listOfAllChars);      }} |   Program output.   |  | | --- | | Console | | [a, b, c, d, e, f, g, h] |   Java Stream Distinct Examples  Using Java 8 stream API, you can use stream.distinct() method to filter or collect all [distinct elements](https://howtodoinjava.com/puzzles/java-puzzle-find-all-the-distinct-duplicate-elements/) from a collection. Let’s learn how to **find distinct elements with**[**Java stream API**](https://howtodoinjava.com/java/collections/java-8-tutorial-streams-by-examples/).  Table of Contents  [Filter Distinct Elements](https://howtodoinjava.com/java8/java-stream-distinct-examples/#distinct)  [Filter Distinct Elements by Object Attribute/Property](https://howtodoinjava.com/java8/java-stream-distinct-examples/#distinct-by-property)  1. Find All Distinct Elements  In this example, we have list of strings and we will **find all distinct strings**, collect them into another list using collect() which is java stream terminal operations. After collecting the distinct elements, we will verify it by printing them to console.   |  | | --- | | Find all distinct elements | | Collection<String> list = Arrays.asList("A", "B", "C", "D", "A", "B", "C");    // Get collection without duplicate i.e. distinct only  List<String> distinctElements = list.stream().distinct().collect(Collectors.toList());    //Let's verify distinct elements  System.out.println(distinctElements); |   Output is:  [A, B, C, D]  2. Find distinct objects by object key or attribute  Previous **Java 8 stream distinct example** is very much simple and easy because it deals with **stream of strings**.  In realtime usecases, we will be dealing with **stream of objects** or complex types (representing some system entity) and very less chances are that those will be string constants or **primitive types**.  So let’s extend our example to work with complex types such as classes and apply **filtering on object key**.  2.1. distinctByKey Function  Please note that till date, Java does not have any native API for filtering distinct by object property directly, so we will create a utility function and then use it.   |  | | --- | | Utility function to find distinct by class field | | public static <T> Predicate<T> distinctByKey(Function<? super T, Object> keyExtractor)  {      Map<Object, Boolean> map = new ConcurrentHashMap<>();      return t -> map.putIfAbsent(keyExtractor.apply(t), Boolean.TRUE) == null;  } |   2.2. distinctByKey Example  Above distinctByKey() function uses a [ConcurrentHashMap](https://howtodoinjava.com/java/collections/best-practices-for-using-concurrenthashmap/) instance to find out if there is any existing key with same value- where key is obtained from a function reference.  We will pass the object’s property getter method which will cause the property value to act as the key to map.   |  | | --- | | Java program to find distincts by object key | | public class JavaStreamDistinctExamples  {      public static void main(String[] args)      {          Person lokesh = new Person(1, "Lokesh", "Gupta");          Person brian = new Person(2, "Brian", "Clooney");          Person alex = new Person(3, "Alex", "Kolen");                   //Add some random persons          Collection<Person> list = Arrays.asList(lokesh,brian,alex,lokesh,brian,lokesh);           // Get distinct objects by key          List<Person> distinctElements = list.stream().filter( distinctByKey(p -> p.getId()) )                                              .collect( Collectors.toList() );           // Let's verify distinct elements          System.out.println( distinctElements );      }           //Utility function      public static <T> Predicate<T> distinctByKey(Function<? super T, Object> keyExtractor)      {          Map<Object, Boolean> map = new ConcurrentHashMap<>();          return t -> map.putIfAbsent(keyExtractor.apply(t), Boolean.TRUE) == null;      }}    //Model class  class Person  {      public Person(Integer id, String fname, String lname) {          super();          this.id = id;          this.fname = fname;          this.lname = lname;      }       private Integer id;      private String fname;      private String lname;       //Getters and Setters       @Override      public String toString() {          return "Person [id=" + id + ", fname=" + fname + ", lname=" + lname + "]";      }  } |   Program Output:  [  Person [id=1, fname=Lokesh, lname=Gupta],  Person [id=2, fname=Brian, lname=Clooney],  Person [id=3, fname=Alex, lname=Kolen]  ]  Onve you have identified distinct objects, You can use them to **remove duplicate objects from list**.  Java Stream sorted() method example  Learn to use **Stream sorted()** method to [sort](https://howtodoinjava.com/java-sorting-guide/) a stream of elements in their natural order and also according to the provided [Comparator](https://howtodoinjava.com/java/collections/java-comparator/).  1. Stream sort methods  [Stream](https://docs.oracle.com/javase/8/docs/api/java/util/stream/Stream.html) interface provides two methods for sorting the stream elements.  1.1. Stream.sorted()   |  | | --- | | Syntax | | Stream<T> sorted() |   This is a **stateful intermediate operation** which returns a new stream.  Returns a stream consisting of the elements of this stream, sorted according to **natural order**.  If the elements of this stream are not Comparable, a java.lang.ClassCastException may be thrown when the terminal operation is executed.  For ordered streams, the sort is stable.  For unordered streams, no stability guarantees are made.  1.2. Stream.sorted(Comparator comparator)   |  | | --- | | Syntax | | Stream<T> sorted(Comparator<? super T> comparator) |   This is a **stateful intermediate operation** which returns a new stream.  Returns a stream consisting of the elements of this stream, sorted according to the provided Comparator..  For ordered streams, the sort is stable.  For unordered streams, no stability guarantees are made.  2. Java Stream sorted() examples  2.1. Sort stream elements in natural order  Java example to sort a stream of integers in natural order and print.   |  | | --- | | Sort in natural order | | public class Main  {      public static void main(String[] args)      {          List<Integer> list = Arrays.asList(2, 4, 1, 3, 7, 5, 9, 6, 8);           List<Integer> sortedList = list.stream() .sorted() .collect(Collectors.toList());           System.out.println(sortedList);      }} |   Program output.   |  | | --- | | Console | | [1, 2, 3, 4, 5, 6, 7, 8, 9] |   2.2. Sort stream elements using comparator  Java example to sort a stream of integers in **reverse order** using a comparator.   |  | | --- | | Sort in reverse order | | public class Main  {      public static void main(String[] args)      {          List<Integer> list = Arrays.asList(2, 4, 1, 3, 7, 5, 9, 6, 8);           List<Integer> sortedList = list.stream() .sorted(Comparator.reverseOrder())                                      .collect(Collectors.toList());           System.out.println(sortedList);      }} |   Program output.   |  | | --- | | Console | | [9, 8, 7, 6, 5, 4, 3, 2, 1] |   2.3. Sort stream elements using custom comparator  Java example to sort a stream of integers in reverse order using a **custom comparator**.   |  | | --- | | Sort in reverse order | | public class Main  {      public static void main(String[] args)      {          List<Integer> list = Arrays.asList(2, 4, 1, 3, 7, 5, 9, 6, 8);           Comparator<Integer> reverseComparator = new Comparator<Integer>() {              @Override              public int compare(Integer i1, Integer i2) {                  return i2.compareTo(i1);              }          };            List<Integer> sortedList = list.stream() .sorted(reverseComparator) .collect(Collectors.toList());           System.out.println(sortedList);      }  } |   Program output.   |  | | --- | | Console | | [9, 8, 7, 6, 5, 4, 3, 2, 1] |   2.4. Sort stream elements using lambda expression  Java example to sort a stream of integers in reverse order using [lambda expression](https://howtodoinjava.com/java8/lambda-expressions/) to specify the comparison logic.   |  | | --- | | Sort using lambda expression | | public class Main  {      public static void main(String[] args)      {          List<Integer> list = Arrays.asList(2, 4, 1, 3, 7, 5, 9, 6, 8);           List<Integer> sortedList = list.stream() .sorted( (i1, i2) -> i2.compareTo(i1) )                      .collect(Collectors.toList());           System.out.println(sortedList);      }  } |   Program output.   |  | | --- | | Console | | [9, 8, 7, 6, 5, 4, 3, 2, 1] |   Java Stream peek() method example  [Java 8](https://howtodoinjava.com/java-8-tutorial/) [Stream](https://howtodoinjava.com/java8/java-streams-by-examples/) interface has peek(Consumer action) method which returns a new stream consists of all the elements of original stream after applying the method argument [Consumer](https://docs.oracle.com/javase/8/docs/api/java/util/function/Consumer.html) action.  Using Stream.peek() without any **terminal operation** does nothing.  1. Stream.peek() – Syntax   |  | | --- | | Method syntax | | Stream<T> peek(Consumer<? super T> action) |   Here action is a **non-interfering** action to perform on the elements as they are consumed from the stream. This method returns a new stream consist of elements of the original stream.  2. Stream.peek() – Description  Stream.peek() method is an intermediate operation.  It returns a stream consisting of the elements of current stream.  It additionally perform the provided action on each element as elements.  For parallel stream pipelines, the action may be called at whatever time and in whatever thread the element is made available by the upstream operation.  If the action modifies shared state, it is itself responsible for providing the required synchronization.  This method exists mainly to support **debugging**, where we want to see the elements as they flow past a certain point in a pipeline.  3. Java Stream peek() example  3.1. Without terminal operation  As mentioned above, Stream.peek() without any terminal operation does nothing.   |  | | --- | | Stream.peek() without terminal operation | | List<Integer> list = Arrays.asList(1, 2, 3, 4, 5);    list.stream()      .peek( System.out::println );       //prints nothing |   Program output.   |  | | --- | | Console | |  |   3.2. With terminal operation  Stream.peek() with the terminal operation perform the debug operation as well.   |  | | --- | | Stream.peek() without terminal operation | | List<Integer> list = Arrays.asList(1, 2, 3, 4, 5);    List<Integer> newList = list.stream()                              .peek(System.out::println)                              .collect(Collectors.toList());    System.out.println(newList); |   Program output.   |  | | --- | | Console | | 1  2  3  4  5  [1, 2, 3, 4, 5] |   4. Conclusion  **Stream.peek()** method can be a useful in visualizing how stream operations behave and understanding the implications and interactions of complex intermediate stream operations.  Though it is entirely possible to alter the inner state of elements in the stream, but it is never recommended and shall be avoided.  Java Stream limit() method example  By Lokesh Gupta | Filed Under: [Java 8](https://howtodoinjava.com/java8/)  We can use **Stream.limit(long maxSize)** method to retrieve elements while they must not be greater than a certain maximum count. limit() method returns a [stream](https://howtodoinjava.com/java8/java-streams-by-examples/) consisting of the elements of this stream, truncated to be no longer than maxSize in length.  limit(N) method returns first N elements in the **encounter order**.  1. Stream.limit() – Syntax   |  | | --- | | Method syntax | | Stream<T> limit(long maxSize) |   Here maxSize the number of elements the stream should be limited to; and method return value is a new stream consist of elements picked from original stream.  2. Stream.limit() – Description  **Stream.limit()** method is [**short-circuiting**](https://docs.oracle.com/javase/8/docs/api/java/util/stream/package-summary.html)**intermediate operation**. An intermediate operation is short-circuiting if, when presented with infinite input, it may produce a finite stream as a result. Please note that a terminal operation is short-circuiting if, when presented with infinite input, it may terminate in finite time.  It returns a stream consisting of the maximum elements, no longer than given size in length, of current stream.  Generally, limit() is cheap operation but may sometimes be expensive if maxSize has a large value and stream is parallely processed.  Using an unordered stream source (such as generate(Supplier)) or removing the ordering constraint with [BaseStream.unordered()](https://docs.oracle.com/javase/8/docs/api/java/util/stream/BaseStream.html#unordered--) may result in significant speedups of limit() in parallel pipelines.  limit() returns the first n elements in the encounter order.  3. Stream limit() example  Java example of Stream.limit() method to get first 10 even numbers from **infinite stream of even numbers**.   |  | | --- | | Stream.limit() example | | public class Main {      public static void main(String[] args)      {          Stream<Integer> evenNumInfiniteStream = Stream.iterate(0, n -> n + 2);           List<Integer> newList = evenNumInfiniteStream.limit(10)                                              .collect(Collectors.toList());          System.out.println(newList);      }  } |   Program output.   |  | | --- | | Console | | [0, 2, 4, 6, 8, 10, 12, 14, 16, 18] |   4. Java Stream limit() – Conclusion  **Stream.limit()** method can be a useful in certain cases where we need to get the elements from a stream and count of elements will be determined at runtime. The fact, that it returns the elements in encounter order, makes it very useful for normal business usecases as well.  Java Stream skip() method example  We can use **Stream.skip(long n)** method to skip first 'n' elements from a stream. skip() method returns a [stream](https://howtodoinjava.com/java8/java-streams-by-examples/) consisting of the remaining elements of this stream, after the specified n elements have been skipped.  skip(long n) returns a stream consisting of the remaining elements of the stream after discarding the first 'n' elements of the stream in the **encounter order**.  1. Syntax   |  | | --- | | Method syntax | | Stream<T> skip(long n) |   Here n is the number of leading elements to skip; and method return value is a new stream consist of elements picked from original stream.  The method may throw **IllegalArgumentException** if n is negative.  2. Description  **Stream.skip()** method is [**stateful**](https://docs.oracle.com/javase/8/docs/api/java/util/stream/package-summary.html)**intermediate operation**. Stateful operations, such as distinct and sorted, may incorporate state from previously seen elements when processing new elements.  Returns a stream consisting of the remaining elements of the stream after discarding the first n elements of the stream.  If the stream contains fewer than n elements then an empty stream will be returned.  Generally skip() is a cheap operation, it can be quite expensive on ordered parallel pipelines, especially for large values of n.  Using an unordered stream source (such as generate(Supplier)) or removing the ordering constraint with [BaseStream.unordered()](https://docs.oracle.com/javase/8/docs/api/java/util/stream/BaseStream.html#unordered--) may result in significant speedups of skip() in parallel pipelines.  skip() skips the first n elements in the encounter order.  3. Stream skip() example  Java example of Stream.skip() method to skip first 5 even numbers from **infinite stream of even numbers** and then collect the next 10 even numbers.   |  | | --- | | Stream.skip() example | | public class Main {      public static void main(String[] args)      {          Stream<Integer> evenNumInfiniteStream = Stream.iterate(0, n -> n + 2);                   List<Integer> newList = evenNumInfiniteStream.skip(5) .limit(10) .collect(Collectors.toList());          System.out.println(newList);      }  } |   Program output.   |  | | --- | | Console | | [10, 12, 14, 16, 18, 20, 22, 24, 26, 28] |   4. Java Stream skip() – Conclusion  **Stream.skip()** method can be a useful in certain cases where we need to get the elements from a stream but first we need to skip few elements from the stream. The fact, that it returns the elements in encounter order, makes it very useful for normal business usecases as well.  Java Stream.forEach()  Learn to use **Stream.forEach(Consumer action)** method to traverse all the elements of stream and performs an action for each element of this stream.  1. Stream.forEach() method  This is a terminal operation.  After **forEach()** is performed, the stream pipeline is considered consumed, and can no longer be used.  If we need to traverse the same data source again, we must return to the data source to get a new stream.  For parallel stream pipelines, forEach() operation does not guarantee the order of elements in the stream, as doing so would sacrifice the benefit of parallelism.  If the provided action (method argument) accesses shared state between elements, it is responsible for providing the required synchronization.  2. forEach() method syntax  The method syntax is as follows:   |  | | --- | | Syntax | | void forEach(Consumer<? super T> action) |   [Consumer](https://docs.oracle.com/en/java/javase/11/docs/api/java.base/java/util/function/Consumer.html) is a functional interface and action represents the a [**non-interfering action**](https://docs.oracle.com/en/java/javase/11/docs/api/java.base/java/util/stream/package-summary.html#NonInterference) to be performed on each element in the stream.  3. Stream forEach() method example  3.1. Traverse and print all elements  Java example to iterate over stream elements and print them.   |  | | --- | | Stream example | | List<Integer> list = Arrays.asList(2, 4, 6, 8, 10);   list.stream().forEach( System.out::println ); |   Program output.   |  | | --- | | Console | | 2  4  6  8  10 |   3.2. Traverse and print all elements in reverse order  Java example to iterate over stream elements and print them in reverse order.   |  | | --- | | Stream example | | List<Integer> list = Arrays.asList(2, 4, 6, 8, 10);   list.stream() .sorted(Comparator.reverseOrder()).forEach(System.out::println); |   Program output.   |  | | --- | | Console | | 10  8  6  4  2  Java Stream forEachOrdered()  Learn to use [**Stream.forEachOrdered(Consumer action)**](https://docs.oracle.com/en/java/javase/11/docs/api/java.base/java/util/stream/Stream.html#forEachOrdered(java.util.function.Consumer)) method to traverse all the elements and performs an action for each element of this stream, in the encounter order of the stream if the stream has a defined encounter order.  1. Stream forEachOrdered() method  This is a terminal operation.  After **forEachOrdered()** is performed, the stream pipeline is considered consumed, and can no longer be used.  If we need to traverse the same data source again, we must return to the data source to get a new stream.  Performs an action for each element of this stream, in the **encounter order** of the stream if the stream has a defined encounter order.  Performing the action for one element happens-before performing the action for subsequent elements, but for any given element, the action may be performed in whatever thread the library chooses.  2. forEachOrdered() method syntax  The method syntax is as follows:   |  | | --- | | Syntax | | void forEachOrdered(Consumer<? super T> action) |   [Consumer](https://docs.oracle.com/en/java/javase/11/docs/api/java.base/java/util/function/Consumer.html) is a functional interface and action represents the a **non-interfering action** to be performed on each element in the stream.  3. forEach() vs forEachOrdered()  The behavior of [**forEach()**](https://howtodoinjava.com/java8/java-stream-foreach/) operation is explicitly **non-deterministic**. For parallel stream pipelines, this operation does not guarantee to respect the encounter order of the stream.  While the **forEachOrdered()** operation **respects the the encounter order** of the stream if the stream has a defined encounter order whether it is parallel stream or sequential.  Note that you may lose the benefits of parallelism if you use operations like forEachOrdered() with parallel streams. [[Link](https://docs.oracle.com/javase/tutorial/collections/streams/parallelism.html)]   |  | | --- | | Stream forEach() vs forEachOrdered() | | List<Integer> list = Arrays.asList(2, 4, 6, 8, 10);   list.stream().parallel().forEach( System.out::println );        //1   list.stream().parallel().forEachOrdered( System.out::println ); //2 |   In above example, second statement guarantees that output will be 2, 4, 6, 8, 10.   |  | | --- | | Console | | //forEach()  6  10  8  4  2   //forEachOrdered()  2  4  6  8  10 |   4. Stream forEachOrdered() method example  4.1. Traverse and print all elements  Java example to iterate over stream elements and print them.   |  | | --- | | Stream example | | List<Integer> list = Arrays.asList(2, 4, 6, 8, 10);    list.stream().forEachOrdered( System.out::println ); |   Program output.   |  | | --- | | Console | | 2  4  6  8  10 |   4.2. Traverse and print all elements in reverse order  Java example to iterate over stream elements and print them in reverse order.   |  | | --- | | Stream example | | List<Integer> list = Arrays.asList(2, 4, 6, 8, 10);   list.stream() .sorted(Comparator.reverseOrder())          .forEachOrdered(System.out::println); |   Program output.   |  | | --- | | Console | | 10  8  6  4  2 |   Java 8 – Convert stream to array  Learn to **convert stream to array** using **Stream.toArray()** API. This post contains multiple examples for collecting [stream](https://howtodoinjava.com/java8/java-streams-by-examples/) elements to [array](https://howtodoinjava.com/java-array/) under different usecases.  1. Convert stream of strings to array  Java 8 example to **convert stream to array** using using Stream.toArray() method.   |  | | --- | | Convert stream of strings to array | | Stream<String> tokenStream = Arrays.asList("A", "B", "C", "D").stream();  //stream  String[] tokenArray = tokenStream.toArray(String[]::new);   //array  System.out.println(Arrays.toString(tokenArray)); |   Program output.   |  | | --- | | Console | | [A, B, C, D] |   2. Convert infinite stream to array  To convert an [infinite stream](https://howtodoinjava.com/java8/java-infinite-stream/) into array, we must [**limit**](https://howtodoinjava.com/java8/java-stream-limit-method-example/)**the stream** to a finite number of elements.  2.1. Infinite stream to array to ints   |  | | --- | | Convert infinite stream to array | | IntStream infiniteNumberStream = IntStream.iterate(1, i -> i+1);  int[] intArray = infiniteNumberStream.limit(10)                              .toArray();    System.out.println(Arrays.toString(intArray)); |   Program output.   |  | | --- | | Console | | [1, 2, 3, 4, 5, 6, 7, 8, 9, 10] |   2.2. Infinite stream to array to Integers – Boxed stream   |  | | --- | | Convert infinite stream to array | | IntStream infiniteNumberStream = IntStream.iterate(1, i -> i+1);  Integer[] integerArray = infiniteNumberStream.limit(10).boxed() .toArray(Integer[]::new);   System.out.println(Arrays.toString(integerArray)); |   Program output.   |  | | --- | | Console | | [1, 2, 3, 4, 5, 6, 7, 8, 9, 10] |   3. Filter stream and collect elements to array  Sometimes we need to find specific items in stream and then add only those elements to array. Here, we can use [**Stream.filter()**](https://howtodoinjava.com/java8/java-stream-filter-example/) method to pass a [predicate](https://howtodoinjava.com/java8/how-to-use-predicate-in-java-8/) which will return only those elements who match the pre-condition.   |  | | --- | | Convert stream to array - filtered elements | | public class Main  {      public static void main(String[] args)      {          List<Employee> employeeList = new ArrayList<>(Arrays.asList(                              new Employee(1, "A", 100),                              new Employee(2, "B", 200),                              new Employee(3, "C", 300),                              new Employee(4, "D", 400),                              new Employee(5, "E", 500),                              new Employee(6, "F", 600)));                   Employee[] employeesArray = employeeList.stream()                                      .filter(e -> e.getSalary() < 400)                                      .toArray(Employee[]::new);                   System.out.println(Arrays.toString(employeesArray));      }  } |   Program output.   |  | | --- | | Console | | [Employee [id=1, name=A, salary=100.0],  Employee [id=2, name=B, salary=200.0],  Employee [id=3, name=C, salary=300.0]] |   3. Conclusion  We can use Stream’s **toArray()** function is variety of ways to collect stream elements into an array in all usescases.  Java Stream min()  Learn to use **Stream min()** method to select the smallest element in the stream according to the [comparator](https://howtodoinjava.com/java/collections/java-comparator/) provided in its argument.  1. Stream.min() method   |  | | --- | | Method Syntax | | Optional<T> min(Comparator<? super T> comparator) |   This is a **terminal operation**. So stream cannot be used after this method is executed.  Returns the minimum/smallest element of this stream according to the provided Comparator.  This is a special case of a **stream reduction**.  The method argument shall be a non-interfering, stateless Comparator.  The method returns an [Optional](https://howtodoinjava.com/java8/java-8-optionals-complete-reference/) describing the smallest element of this stream, or an empty Optional if the stream is empty.  It may throw [NullPointerException](https://howtodoinjava.com/java/exception-handling/how-to-effectively-handle-nullpointerexception-in-java/) if the smallest element is null.  2. Java Stream min() example  2.1. Smallest element in stream with lambda expression  Java example to find the minimum number from a stream of numbers using comparator as [lambda expression](https://howtodoinjava.com/java8/lambda-expressions/).   |  | | --- | | Select smallest element from stream | | public class Main  {      public static void main(String[] args)      {          List<Integer> list = Arrays.asList(2, 4, 1, 3, 7, 5, 9, 6, 8);          Optional<Integer> minNumber = list.stream().min((i, j) -> i.compareTo(j));          System.out.println(minNumber.get());      }  } |   Program output.   |  | | --- | | Console | | 1 |   2.2. Smallest element in stream with comparator  Java example to find the minimum number from a stream of numbers using [custom comparator](https://howtodoinjava.com/sort/sort-arraylist-objects-comparable-comparator/).   |  | | --- | | Select minimum element from stream | | public class Main  {      public static void main(String[] args)      {          List<Integer> list = Arrays.asList(2, 4, 1, 3, 7, 5, 9, 6, 8);          Comparator<Integer> minComparator = new Comparator<Integer>() {              @Override              public int compare(Integer n1, Integer n2) {                  return n1.compareTo(n2);              }          };            Optional<Integer> minNumber = list.stream().min(minComparator);          System.out.println(minNumber.get());      }} |   Program output.   |  | | --- | | Console | | 1 |   Drop me your questions related to **Stream min() method** in [Java Stream API](https://howtodoinjava.com/java8/java-streams-by-examples/) to **find the smallest element in stream**.  Java Stream max()  Learn to use **Stream max()** method to select the largest element in the stream according to the [comparator](https://howtodoinjava.com/java/collections/java-comparator/) provided in its argument.  1. Stream.max() method   |  | | --- | | Method Syntax | | Optional<T> max(Comparator<? super T> comparator) |   This is a **terminal operation**. So stream cannot be used after this method is executed.  Returns the maximum/largest element of this stream according to the provided Comparator.  This is a special case of a **stream reduction**.  The method argument shall be a non-interfering, stateless Comparator.  The method returns an [Optional](https://howtodoinjava.com/java8/java-8-optionals-complete-reference/) describing the maximum element of this stream, or an empty Optional if the stream is empty.  It may throw [NullPointerException](https://howtodoinjava.com/java/exception-handling/how-to-effectively-handle-nullpointerexception-in-java/) if the maximum element is null.  2. Java Stream max() example  2.1. Largest element in stream with lambda expression  Java example to find the largest number from a stream of numbers using comparator as [lambda expression](https://howtodoinjava.com/java8/lambda-expressions/).   |  | | --- | | Select largest element from stream | | public class Main  {      public static void main(String[] args)      {          List<Integer> list = Arrays.asList(2, 4, 1, 3, 7, 5, 9, 6, 8);          Optional<Integer> maxNumber = list.stream() .max((i, j) -> i.compareTo(j));          System.out.println(maxNumber.get());      }  } |   Program output.   |  | | --- | | Console | | 9 |   2.2. Largest element in stream with comparator  Java example to find the largest number from a stream of numbers using [custom comparator](https://howtodoinjava.com/sort/sort-arraylist-objects-comparable-comparator/).   |  | | --- | | Select largest element from stream | | public class Main  {      public static void main(String[] args)      {          List<Integer> list = Arrays.asList(2, 4, 1, 3, 7, 5, 9, 6, 8);          Comparator<Integer> maxComparator = new Comparator<Integer>() {              @Override              public int compare(Integer n1, Integer n2) {                  return n1.compareTo(n2);              }          };            Optional<Integer> maxNumber = list.stream().max(maxComparator);          System.out.println(maxNumber.get());      }  } |   Program output.   |  | | --- | | Console | | 9 |   Drop me your questions related to **Stream max() method** in [Java Stream API](https://howtodoinjava.com/java8/java-streams-by-examples/) to **find the largest element in stream**.  Java stream count number of elements example  To **count the number of elements in stream in**[**Java 8**](https://howtodoinjava.com/java-8-tutorial/), use either the Stream.count() or Collectors.counting() methods.  1. Java stream count list elements – Stream count() function  The Stream interface has a default method called [count()](https://docs.oracle.com/javase/8/docs/api/java/util/stream/Stream.html#count--) that returns a **long**. Examples of Stream.count() method. This is a terminal operation.  Java program to count number of elements in a list in java.   |  | | --- | | public static void main(String[] args)  {      long count = Stream.of("how","to","do","in","java").count();      System.out.printf("There are %d elements in the stream %n", count);      count = IntStream.of(1,2,3,4,5,6,7,8,9).count();      System.out.printf("There are %d elements in the stream %n", count);      count = LongStream.of(1,2,3,4,5,6,7,8,9).filter(i -> i%2 == 0).count();      System.out.printf("There are %d elements in the stream %n", count);  } |   Output:   |  | | --- | | Console | | There are 5 elements in the stream  There are 9 elements in the stream  There are 4 elements in the stream |   2. Java stream count list elements – Collectors counting() function  Collectors class has one method [counting()](https://docs.oracle.com/javase/8/docs/api/java/util/stream/Collectors.html#counting--). It is as a downstream collector. It accept input elements and counts them. If no elements are present, the count is 0.   |  | | --- | | public static void main(String[] args)  {      long count = Stream.of("how","to","do","in","java").collect(Collectors.counting());      System.out.printf("There are %d elements in the stream %n", count);      count = Stream.of(1,2,3,4,5,6,7,8,9).collect(Collectors.counting());      System.out.printf("There are %d elements in the stream %n", count);      count = Stream.of(1,2,3,4,5,6,7,8,9).filter(i -> i%2 == 0).collect(Collectors.counting());      System.out.printf("There are %d elements in the stream %n", count);  } |   Output:   |  | | --- | | Console | | There are 5 elements in the stream  There are 9 elements in the stream  There are 4 elements in the stream |   Java Stream anyMatch() API  Java **Stream anyMatch (Predicate predicate)** is terminal-short-circuiting operation which is used to check if the stream contains any matching element with provided [predicate](https://howtodoinjava.com/java8/how-to-use-predicate-in-java-8/).  1. Stream anyMatch() method  1.1. Syntax   |  | | --- | | Method syntax | | boolean anyMatch(Predicate<? super T> predicate) |   Here predicate a non-interfering, stateless predicate to apply to elements of the stream.  1.2. Description  It is a short-circuiting terminal operation.  It returns whether any elements of this stream match the provided predicate.  May not evaluate the predicate on all elements if not necessary for determining the result. Method returns true as soon as first matching element is encountered.  If the stream is empty then false is returned and the predicate is not evaluated.  2. Java Stream anyMatch() example  Java example of Stream.anyMatch() method to check if any stream element match the method argument predicate.   |  | | --- | | Stream.anyMatch() example | | public class Main  {      public static void main(String[] args)      {          Stream<String> stream = Stream.of("one", "two", "three", "four");          boolean match = stream.anyMatch(s -> s.contains("four"));          System.out.println(match);      //true      }  } |   Program output.   |  | | --- | | Console | | true |   3. Difference between anyMatch() vs contains()  Theoretically, there is no difference between anyMatch() and [contains()](https://howtodoinjava.com/java/collections/arraylist/arraylist-contains/) when we want to check if an element exist in a list.  [Parallelism](https://howtodoinjava.com/java/multi-threading/concurrency-vs-parallelism/) might bring an advantage for really large lists, but we should not casually use the Stream.parallel() every time and there assuming that it may make things faster. In fact, invoking parallel() may bring down the performance for small streams.  4. Conclusion  **Stream.anyMatch()** method can be a useful in certain cases where we need to check if there is at least one element in the stream.  The shorter version list.contains() also does the same thing and can be used instead.  Java Stream allMatch() API  Java **Stream allMatch (Predicate predicate)** is short-circuiting terminal operation which is used to check if all the elements of the stream match the provided [predicate](https://howtodoinjava.com/java8/how-to-use-predicate-in-java-8/).  1. Stream allMatch() method  1.1. Syntax   |  | | --- | | Method syntax | | boolean allMatch(Predicate<? super T> predicate) |   Here predicate a non-interfering, stateless predicate to apply to elements of the stream.  1.2. Description  It is a short-circuiting **terminal** operation.  It returns whether all elements of this stream match the provided predicate.  May not evaluate the predicate on all elements if not necessary for determining the result. Method returns true if all stream elements match the given predicate, else method returns false.  If the stream is empty then true is returned and the predicate is not evaluated.  2. Stream allMatch() example  Java example of Stream.allMatch() method to check if all stream elements does not contain any numeric/digit character.   |  | | --- | | Stream.allMatch() example | | public class Main  {      public static void main(String[] args)      {          Stream<String> stream = Stream.of("one", "two", "three", "four");          boolean match = stream.allMatch(s -> s.contains("\\d+") == false );          System.out.println(match);      //true      }  } |   Program output.   |  | | --- | | Console | | true |   3. Conclusion  **Stream.allMatch()** method can be a useful in certain cases where we need to run a check on all stream elements. For example, we can use **Java Stream allMatch()** function on a stream of employee objects to validate that all employees are above a certain age.  It is **short-circuiting** operation. A terminal operation is short-circuiting if, when presented with infinite input, it may terminate in finite time.  Java Stream noneMatch() API  By Lokesh Gupta | Filed Under: [Java 8](https://howtodoinjava.com/java8/)  Java **Stream noneMatch (Predicate predicate)** is short-circuiting terminal operation which is used to check if no element of the stream match the provided [predicate](https://howtodoinjava.com/java8/how-to-use-predicate-in-java-8/).  1. Stream noneMatch() method  1.1. Syntax   |  | | --- | | Method syntax | | boolean noneMatch(Predicate<? super T> predicate) |   Here predicate a non-interfering, stateless predicate to apply to elements of the stream.  1.2. Description  It is a short-circuiting **terminal** operation.  It returns whether no element of the stream match the provided predicate.  May not evaluate the predicate on all elements if not necessary for determining the result. Method returns true if no stream element match the given predicate, else method returns false.  If the stream is empty then true is returned and the predicate is not evaluated.  It is pretty much opposite to method Stream.allMatch().  2. Stream noneMatch() example  Java example of Stream.noneMatch() method to check if no stream element contain any numeric/digit character.   |  | | --- | | Stream.noneMatch() example | | public class Main  {      public static void main(String[] args)      {          Stream<String> stream = Stream.of("one", "two", "three", "four");          boolean match = stream.noneMatch( s -> s.contains("\\d+") );          System.out.println(match);      //true      }  } |   Program output.   |  | | --- | | Console | | true |   3. Conclusion  **Stream.noneMatch()** method can be a useful in certain cases where we need to run a check on all stream elements. For example, we can use **Java Stream noneMatch()** function on a stream of employee objects to validate that all employees are NOT below a certain age.  It is **short-circuiting** operation. A terminal operation is short-circuiting if, when presented with infinite input, it may terminate in finite time.  Java Stream findFirst() vs findAny() API With Example  Java Stream interface has two methods i.e. **findFirst()** and **findAny()**. Both method looks very much similar but they may behave differently in certain conditions. In this post, learn the **difference between findFirst() and findAny()** methods.  1. Stream findFirst() method  1.1. Description   |  | | --- | | Method syntax | | Optional<T> findFirst() |   This method returns an [Optional](https://howtodoinjava.com/java8/java-8-optionals-complete-reference/) describing the **first element of this stream**. In case of stream has :  **defined encounter order** – first element in encounter order in stream.  **no encounter order** – any element may be returned.  The above theory is vaid for all **sequential and parallel streams** and the behavior of findFirst() will not change.  1.2. Stream findFirst() example   |  | | --- | | Stream.findFirst() API example | | public class Main  {      public static void main(String[] args)      {          //sequential stream          Stream.of("one", "two", "three", "four") .findFirst() .ifPresent(System.out::println);                   //parallel stream          Stream.of("one", "two", "three", "four").parallel() .findFirst() .ifPresent(System.out::println);      }  } |   Program output.   |  | | --- | | Console | | one  one |   2. Stream findAny() method  2.1. Description   |  | | --- | | Method syntax | | Optional<T> findAny() |   This method returns an Optional describing the **any element of this stream**. In case of stream has :  **defined encounter order** – any element may be returned.  **no encounter order** – any element may be returned.  The above theory is vaid for all **sequential and parallel streams** and the behavior of findAny() will not change.  In non-parallel streams, findAny() will return the first element in most of the cases but this behavior is not gauranteed.  **Stream.findAny() method has been introduced for performance gain in case of parallel streams, only.**  2.2. Stream findAny() example   |  | | --- | | Stream.findAny() API example | | import java.util.stream.Stream;   public class Main  {      public static void main(String[] args)      {          //sequential stream          Stream.of("one", "two", "three", "four").findAny().ifPresent(System.out::println);          //parallel stream          Stream.of("one", "two", "three", "four") .parallel() .findAny() .ifPresent(System.out::println);      }  } |   Program output.   |  | | --- | | Console | | one  three |   3. Stream findFirst() vs findAny() – Conclusion  In this post, we learned the difference between findFirst() and findAny() methods in [Java 8 Stream API](https://howtodoinjava.com/java8/java-streams-by-examples/). In non-parallel streams, both may return the first element of the stream in most cases, but findAny() does not offer any guarantee of this behavior.  Use findAny() to get any element from any parallel stream in faster time. Else we can always use findFirst() in most of the cases.  ava Stream findFirst() vs findAny() API With Example  Java Stream interface has two methods i.e. **findFirst()** and **findAny()**. Both method looks very much similar but they may behave differently in certain conditions. In this post, learn the **difference between findFirst() and findAny()** methods.  1. Stream findFirst() method  1.1. Description   |  | | --- | | Method syntax | | Optional<T> findFirst() |   This method returns an [Optional](https://howtodoinjava.com/java8/java-8-optionals-complete-reference/) describing the **first element of this stream**. In case of stream has :  **defined encounter order** – first element in encounter order in stream.  **no encounter order** – any element may be returned.  The above theory is vaid for all **sequential and parallel streams** and the behavior of findFirst() will not change.  1.2. Stream findFirst() example   |  | | --- | | Stream.findFirst() API example | | public class Main  {      public static void main(String[] args)      {          //sequential stream          Stream.of("one", "two", "three", "four") .findFirst() .ifPresent(System.out::println);          //parallel stream          Stream.of("one", "two", "three", "four").parallel().findFirst() .ifPresent(System.out::println);      }  } |   Program output.   |  | | --- | | Console | | one  one |   2. Stream findAny() method  2.1. Description   |  | | --- | | Method syntax | | Optional<T> findAny() |   This method returns an Optional describing the **any element of this stream**. In case of stream has :  **defined encounter order** – any element may be returned.  **no encounter order** – any element may be returned.  The above theory is vaid for all **sequential and parallel streams** and the behavior of findAny() will not change.  In non-parallel streams, findAny() will return the first element in most of the cases but this behavior is not gauranteed.  **Stream.findAny() method has been introduced for performance gain in case of parallel streams, only.**  2.2. Stream findAny() example   |  | | --- | | Stream.findAny() API example | | public class Main  {      public static void main(String[] args)      {          //sequential stream          Stream.of("one", "two", "three", "four") .findAny().ifPresent(System.out::println);          //parallel stream          Stream.of("one", "two", "three", "four") .parallel().findAny() .ifPresent(System.out::println);      }  } |   Program output.   |  | | --- | | Console | | one  three |   3. Stream findFirst() vs findAny() – Conclusion  In this post, we learned the difference between findFirst() and findAny() methods in [Java 8 Stream API](https://howtodoinjava.com/java8/java-streams-by-examples/). In non-parallel streams, both may return the first element of the stream in most cases, but findAny() does not offer any guarantee of this behavior.  Use findAny() to get any element from any parallel stream in faster time. Else we can always use findFirst() in most of the cases.  Java Boxed Stream Example  In [Java 8](https://howtodoinjava.com/java-8-tutorial/), if you want to convert stream of objects to collection, then you can use one of the static methods in the [Collectors](https://docs.oracle.com/javase/8/docs/api/java/util/stream/Collectors.html) class.   |  | | --- | | //It works perfect !!  List<String> strings = Stream.of("how", "to", "do", "in", "java")                      .collect(Collectors.toList()); |   The same process doesn’t work on streams of primitives, however.   |  | | --- | | //Compilation Error !!  IntStream.of(1,2,3,4,5)      .collect(Collectors.toList()); |   To convert a stream of primitives, you must first [box](https://docs.oracle.com/javase/8/docs/api/java/util/stream/IntStream.html#boxed--) the elements in their wrapper class and then collect them. This type of stream in called **boxed stream**.  1. IntStream – stream of ints  Example to **convert int stream to List of Integers**.   |  | | --- | | //Get the collection and later convert to stream to process elements  List<Integer> ints = IntStream.of(1,2,3,4,5) .boxed() .collect(Collectors.toList());  System.out.println(ints);  //Stream operations directly  Optional<Integer> max = IntStream.of(1,2,3,4,5) .boxed()  .max(Integer::compareTo);  System.out.println(max); |   Program Output:   |  | | --- | | [1, 2, 3, 4, 5]  5 |   2. LongStream – stream of longs  Example to **convert long stream to List of Longs**.   |  | | --- | | List<Long> longs = LongStream.of(1l,2l,3l,4l,5l).boxed() .collect(Collectors.toList());  System.out.println(longs);  Output:  [1, 2, 3, 4, 5] |   3. DoubleStream – stream of doubles  Example to **convert double stream to List of Doubles**.   |  | | --- | | List<Double> doubles = DoubleStream.of(1d,2d,3d,4d,5d)  .boxed()                  .collect(Collectors.toList());  System.out.println(doubles);  Output:  [1.0, 2.0, 3.0, 4.0, 5.0] | | | |

Lambda expressions

A very new and exciting feature, Java 8 ship with it, is **java lambda expressions**. They are not unknown to many of us who have worked on advanced languages like scala.

In fact, if you look at history and try to find out any language improvement in Java in last 2 decades, you will not be able to recall many exciting things. Only few concurrent classes, generics and if you agree then annotations as well, are remarkable additions in java in last decade. Lambda expressions break this drought and feels like a pleasant gift.

1. What is a lambda expression in Java?

In programming, a **Lambda expression (or function) is just an anonymous function, i.e., a function with no name and without being bounded to an identifier**.

In other words, **lambda expressions are nameless functions given as constant values, and written exactly in the place where it’s needed, typically as a parameter to some other function**.

The most important features of Lambda Expressions is that **they execute in the context of their appearance**. So, a similar lambda expression can be executed differently in some other context (i.e. logic will be same but results will be different based on different parameters passed to function).

Above definition is full of keywords and can be understood only when you already know in deep that what is lambda expression. So, once you got better understanding on lambda expressions in next sections, I advise you to re-read above paragraph.

So, it is clear that lambda is some kind of function without name and identifiers. Well, what’s big deal? Why everyone is so excited?

The answer lies in the benefits involved in functional programming over object oriented programming (OOP). Most OOP languages evolve around objects and instances and treat only them their first class citizens. Another important entity i.e. functions take back seat. This is specially true in java, where functions can’t exist outside an object. A function itself does not mean anything in java, until it is related to some object or instance.

But in functional programming, you can define functions, give them reference variables and pass them as method arguments and much more. JavaScript is a good example of this where you can pass callback methods e.g. to Ajax calls. It’s very useful feature and has been lacking in java from beginning. Now with java 8, we can also use these lambda expressions.

1.1. Lambda Syntax

A typical lambda expression syntax will be like this:

|  |
| --- |
| (x, y) -> x + y  //This function takes two parameters                      //and return their sum. |

Now based on type of x and y, method may be used in multiple places. Parameters can match to int, or Integer or simply String also. Based on context, it will either add two integers or concat two strings.

Syntax:

The other possible syntaxes of a lambda expression are:

|  |
| --- |
| either   (parameters) -> expression           //1   or   (parameters) -> { statements; }  //2   or  () -> expression                     //3 |

1.2. Lambda examples

Let’s see some examples of lambda expressions as well:

|  |
| --- |
| (int a, int b) ->    a \* b               // takes two integers and returns their multiplication    (a, b)          ->   a - b               // takes two numbers and returns their difference    () -> 99                                // takes no values and returns 99    (String a) -> System.out.println(a)     // takes a string, prints its value to the console, and returns nothing    a -> 2 \* a                               // takes a number and returns the result of doubling it    c -> { //some complex statements }   // takes a collection and do some procesing |

1.3. Features of Lambda Expressions

Let’s identify some **features of lambda expression**:

A lambda expression can have zero, one or more parameters.

The type of the parameters can be explicitly declared or it can be inferred from the context.

Multiple parameters are enclosed in mandatory parentheses and separated by commas. Empty parentheses are used to represent an empty set of parameters.

When there is a single parameter, if its type is inferred, it is not mandatory to use parentheses. e.g. a -> return a\*a.

The body of the lambda expressions can contain zero, one or more statements.

If body of lambda expression has single statement curly brackets are not mandatory and the return type of the anonymous function is the same as that of the body expression. When there is more than one statement in body than these must be enclosed in curly brackets.

So, we got a brief overview of what the heck is lambda expression. Please have patience if you feel lost and not able to relate, how it can be used in java programming language. We will make out everything in next 30 minutes. So let’s get going.

Before going deep in relation between lambda expressions and java programming, you must know about **functional interfaces** as well. It is just too important.

2. Java 8 functional interface

**Single Abstract Method interfaces** (SAM Interfaces) is not a new concept. It means **interfaces with only one single method**. In java, we already have many examples of such SAM interfaces. From java 8, they will also be **referred as functional interfaces as well**. Java 8, enforces the rule of single responsibility by marking these interfaces with a new annotation i.e. **@FunctionalInterface**.

For example, new definition of Runnable interface is like this:

|  |
| --- |
| @FunctionalInterface  public interface Runnable {      public abstract void run();  } |

If you try to add a new method in any functional interface, compiler would not allow you to do this and will throw compile time error.

So far so good. But, **how they are related to Lambda expressions?** Let’s find out the answer.

We know that Lambda expressions are anonymous functions with no name and they are passed (mostly) to other functions as parameters. Well, in java method parameters always have a type and this type information is looked for to determine which method needs to be called in case of method overloading or even simple method calling. So, basically every lambda expression also must be convertible to some type to be accepted as method parameters. Well, that **type in which lambda expressions are converted, are always of functional interface type**.

Let’s understand it with an example. If we have to write a thread which will print “howtodoinjava” in console then simplest code will be:

|  |
| --- |
| new Thread(new Runnable() {      @Override      public void run() {          System.out.println("howtodoinjava");      }  }).start(); |

If we use the lambda expression for this task then code will be :

|  |
| --- |
| new Thread(              () ->   {                          System.out.println("My Runnable");                      }           ).start(); |

We have also see that Runnable is an functional interface with single method run(). So, when you pass lambda expression to constructor of Thread class, compiler tries to convert the expression into equivalent Runnable code as shown in first code sample. If compiler succeed then everything runs fine, if compiler is not able to convert the expression into equivalent implementation code, it will complain. Here, in above example, lambda expression is converted to type Runnable.

In simple words, a lambda expression is an instance of a functional interface. But a lambda expression itself does not contain the information about which functional interface it is implementing; that information is deduced from the context in which it is used.

3. Java 8 lambda expression examples

I am listing out some code samples which you can read and analyze to how a lambda expression can be used in day to day programming.

**1) Iterating over a List and perform some operations**

|  |
| --- |
| List<String> pointList = new ArrayList();  pointList.add("1");  pointList.add("2");    pointList.forEach(p ->  {                              System.out.println(p);                              //Do more work                          }                   ); |

**2) Create a new runnable and pass it to thread**

|  |
| --- |
| new Thread(      () -> System.out.println("My Runnable");  ).start(); |

**3) Sorting employees objects by their name**

|  |
| --- |
| public class LambdaIntroduction {      public static void main (String[] ar){            Employee[] employees  = {                new Employee("David"),                new Employee("Naveen"),                new Employee("Alex"),                new Employee("Richard")};              System.out.println("Before Sorting Names: "+Arrays.toString(employees));            Arrays.sort(employees, Employee::nameCompare);            System.out.println("After Sorting Names "+Arrays.toString(employees));        }  }    class Employee {  String name;      Employee(String name) {      this.name = name;    }    public static int nameCompare(Employee a1, Employee a2) {      return a1.name.compareTo(a2.name);    }    public String toString() {      return name;    }}  Output:  Before Sorting Names: [David, Naveen, Alex, Richard]  After Sorting Names [Alex, David, Naveen, Richard] |

**4) Adding an event listener to a GUI component**

|  |
| --- |
| JButton button =  new JButton("Submit");  button.addActionListener((e) -> {      System.out.println("Click event triggered !!");  }); |

Java 8 – Functional Interfaces

Learn about Java 8 functional interfaces and the rules around one abstract method permitted in one interface. Learn to add more methods via default methods in functional interfaces.
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1. What is functional interface

Functional interfaces are new additions in [**java 8**](https://howtodoinjava.com/category/java8/) which **permit exactly one abstract method inside them**. These interfaces are also called **Single Abstract Method interfaces (SAM Interfaces)**.

In Java 8, functional interfaces can be represented using lambda expressions, method reference and constructor references as well.

Java 8 introduces an annotation i.e. **@FunctionalInterface** too, which can be used for compiler level errors when the interface you have annotated violates the contracts of exactly one abstract method.

Let’s build our first functional interface:

|  |
| --- |
| Functional Interface Definition |
| @FunctionalInterface  public interface MyFirstFunctionalInterface  {      public void firstWork();  } |

Let’s try to add another abstract method:

|  |
| --- |
| @FunctionalInterface  public interface MyFirstFunctionalInterface  {      public void firstWork();      public void doSomeMoreWork();   //error  } |

Above will result into compiler error as given below:

|  |
| --- |
| Console |
| Unexpected @FunctionalInterface annotation  @FunctionalInterface ^ MyFirstFunctionalInterface is not a functional interface  multiple non-overriding abstract methods found in interface MyFirstFunctionalInterface |

![Functional-Interface-Error](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAqEAAADzCAMAAACBpT+5AAADAFBMVEX//+GO2uB/nblmADMAAADs66P//6H////p7/jp6OK4uLgAAOb/2n22ZgBmAAD/AAC2//9mtv+2/+COOQA5jsCO2v/ajjlmtuA5jvo5AAAAZrYAZqHajun/tlk5jtr/tmYAAGb//8AAAFmm5+E5AFn//7b/2o4AOY6CNFk0hdTa/+COOeXHhTf/2vIAADPajjO2ZuX///aOOek5ADMAOfL/tu7a//8AOX2p6qIAAEEAADkAAOlcq/em7vf//9oAAO40AADoq2Pr6nReAAAANVo5AOU5OY7o56KpXgBmAOXoy4peqKKOOTM5OX1mOfLrqEGCNADKgyQAXnTT09OOjlmCxuGENQBcAADHgTPK6qKCy/cAAGPopVmmXwBcpeHoxn5mOTMAXKKOOTk5OfKCNgBmADmCNmPr6otmZjMAZvZmAFkANH5mZuro7rEAOVmEyaE0gcGOOWbryVoAACQ5AO4ANoo1g4umXAA4AGZmOY5mAOw5jn2Otn2OOe5ltaKOju6CNjdcNH4AX7Ha/6A0Nore3dc4ADhcNooAZlnXLi7gwbzDKSlcADaN2b8AADe6urWRMzO9IiKO2qHKR0eOOVmmXze2Zuk5Zva2/7ZmAGYAODqxmZWYNTWyPz+2ZjW/Q0PFMjLIQ0PJTExmZjmmXDMAAD9JAAA5OTM5OVu2/6FmOX3K6ova/9pcXjJmZmM0X7HuQ0Puk5Pgo6OOjmY0NH6OtvL/tvb/trZcX2O1/78AZo5mjtoAZu40XKI5ZrZmtvazmZW4jjmoOzuiOTngNDT1SUlmOWDOKyvOU1PcOjrEw17gSEjviorcZWXFPDzaVFTxl5fpeXnelZXWfn739/dcAFnHgVna/8Doq7E0NDlmttrKqECEg0GpgyReXgA1ACQ5ZqE4jbm22n01AEFeACSp6nReNSReNUFiNwA2fnb8/PxcgcH4+Pjrzs6mXFk5Oek1NVqEqFqChWM1g1oAZYllm47K6nSEXgAANSReqHQAOWZmZqHa2o6O2trajll1wKFt5ysVAAAYDklEQVR42uycz49bVxXHn8nVWIPHln/NeCYTj+MJk4mmyrgBokiTRbuBEVKDuiBqFlXSBFUKkwiBhBR+FFBVCXUBm4gVi2wKlLBgUwTqhiUL9uwR/0A37apS1XPe/fqdebl27Runzpnn85Uy773z697En7nX7/nEyVdMJs1Klsfoq2WTSYGMUJNuGaEm3TJCTbplhJp0ywg16daThB6+tn1uBkJfuLo6ZWTVOdeYJm7ri7xrzm35aqTTs4yLcqxdXE0a1zQHBYS+evNCQGiMvj4loee//cX+H9fL02ltS45Bfsy4qDIhRCKN0Pko3OUnE8pL5a8rFV4uL1cqlXW2vFipfJPoJELPVCov1Yf2S9+pUOh6+eK3yF8WVf1ateYadLpFx785d7buHbt3Vs9vkJt8sla12C9xPQdHjtDMn+XzyW6avrVGDowr+RgPcVxl52flNK3RcwerPo4u/1A7+x/Kbx184NiM8aR+eadGZpPouRLKiL5UL1/8Sb38jzqdNwjQH5TLZ656QskFO/8hONfZTP4MUVnL1iimt0VHxo+O1dN0frAqayBIaG1R3K7E/bNONsrNEyr+Yf6dVbIxQj0CqdfAuJKP8bK4NQB3/jf0W9LI4ui8d7ZOk20x/j+tD8dDnhEa6rkTynScYfxosWyUL303c/ilEvaL3+ewdb4kEbpQQCiOtIBBeULP/4tPH60O4/wiGRIKP/IRRmsfjDIu8jGexPEaCgsThzjO6p3m4kw1HTGe5JkCPV9CeU1kQi/9fJUOOULvM4feDkIvr8MvmpXQnTdXyTOZUKmXJxT58CMOVRDPYCJOCKU1Uwj1eaYIzXMN5ZXyl3UikNZH3uXX+T1ng9G9TIjCzpcUu+79omOE8ps8ITS9c9+p0QWh0Dub200ZB8RxNuWNJzTLr8KbJ1TyMV4Wh3cI/G5hpybjyBq66/2IRB7eRZim0Oz38s657XOT19D7/lboDN0w3a80CEO65sPV1RfZAXu6vX+0zkjnd/kWng7RNnnwAd/F8J2J2/KOhl/DGNAadlHstlkcnRy8Rwb48bRJ/Mj39Zg2x/kyLvIxXhZHZhxz43yy4U73eJaNO+85Msu8kEeo2lYfoTk8sae1cVrx+9DCiJbmkdp50+6Tvgw9NaEv5J4dTYwsjFrONvO5yj71NKmXEWrSLSPUpFtGqEm3jFCTbhmhJt0yQk26ZYSadCvssXf7141QkxqFPfbLr98zQk1qlCwHOnzbCDWp0QhCb9w0Qk1qlISA3rM7JZMeBYQ+uGf38iZFCu6UbtvTJpMmPUHorZfTHnsj1KRF9sTepFtGqEm3jFCTbhmhJt0yQk26ZYSadMsINenW0xHqTEVXWYuektDEVGwZoSbdUkzoA+qxN0IXXnoJfXB7+fXbRujCSy+hpCkJXTpVwo9YSdbAOXdljww1OmmPC1/5Rml0ld+1OHuUuuKIlYy5yFJM6K2Xt889Y0IRHFz1W5sM03YThkmJoQvecIBaJ4nV8VqLTadyQrGGzoPQQbvfcu+3u5vPlFBcGaHFJZS+JzyCUKLke+kOvbLhtj9stZPulXdOvbUxtDQTotD9qubcJq7p5y9SBPq/bw7aSbVDRyqDilJQEsnGWa6TDF1VsvpQRC9lA1Ctu3/6M0dxkK/SwdAJMlEGB1/bV2D30sgxF0xqCT387XX+38hRhNY2eafmy2576ejxUXOpdmWP3sd5S7/VRjAiaAMe7KdA/nXvUSkZdJJHVMMRDAhCwVwiZ1FJuLIFVKKPD9BOz3yQVOmCMsnBAbUlZ/SYiyW1hHKT/f71KELxevKC4+i1dB3vqXa8ZeVrTQTj+toeAFr6lFbP5LNSsIb6AxLlgkpmHDq3D0JhkgGGMWkQqmByCYwICWrDHdgXcN/XSyg0BaH9V+hVo1cxB1RGaL/V8RYBDddC6FGTV8/Oyv+SCEJxRaMHhOYyEh8kk2DBOIZQ5BihBSE0qdIDneqm7MNtsmGXb6fophbZZhGBXZ4LtFc2tv+/kd3LE9VJN1vCgl1efhu6/C4iJBQDgCgfhCrkYcGIkLC2uMVuhI6TekL7LX6Y6YnAHvsx8TCgO6W7fIuRWojgGl9U3Sauuw53SsINCGDXuxk4kojqhHUGr/vhGyX/PPQdb5IBhulpEKpg6ATGPKGozRWQkxvTCB0n9YQGin/WU3XOLdxNyImQEWrSLSPUpFvFJtR08mWEmnTLCDXplhFq0i3NhN6YrvsO4k+tWXgIP2z1zLdXzqEBdEKpMRVi51OCc3zBokgxoYdvX4gi9NT7pZRAJjS8kYdFQQOo5EuF+PmMu0bB4kgxoTduRhJ6t02H7run5kLo5KwYvGYntLDP2PQSeuvvy5GEPjxqUhfJQ9qRO0Rq+ikk4Lq7/aG0eM6nAZRzvCEZ1f5JqvojX7fj50OZEVM6wZ+X6SX0j9djCS1VO9SwRGB2N7kVyLd6opWETOByXg2gS34erFHtn0jCz8j5IDFmSie281kvoa8SSffiCKV+umqK5FGTmpLlZUwXorawMI8GUHakg46sTPJJ8EbPB4kxUzqh0ksoKXYN7b/y1rUUzEF70BYW/ckAK+dcGkDh5EHHEIokeKPng8Qpp3Rit3jdhB6+FrOGYoHxYK785Y3Sk4QStnQyvwZQ/F6Elb0DSfBGzweJU07pxG7xugmFYgjl/8zBR+5nzhPa5eY6tFvOpwGUcUJHX9D+KQ2i8MbNJyB04pRsl9f2mVK1SE8EF1vFJHTlWnE+U1l0FZHQfmu/SI+sF1xFJNRUJBmhJt0yQk26ZYSadKv4hOIBKJopYZhFXAp1cBZohkGQG1rC5s/JfaMRTaRq+2wXgtBZm9PiIRSnnE/dcjeeUDR/zj6lsI7aPlu9hN5wzv3ICM2sExLjnGGo2j5bxYQyntGELvE3hnYGzrWlG+MhOi3ZBzs6JvOdm9kVCaa+bzXdG/Zebj9O/5Tw3aPS0glD1veJsaTRk/KaqUds+emmc3rMduRiUqjMWR10k8KDv2AwA7FFN5Eq7LMtHKG1K3vcP4KmyVzLh3ybqO+YDDo3cYVCbEKrqfReov8S30omHZowJKlkrGNtqe2gZzM/XYzBsWSUSaFyWgmJ8PDpqBmILbqJVGGfrWJCnXM3owkNW9lyZ8ANHZPjOtz4txcm32rq4+FGJyoq5g1Z3yfG8m2pQc+mEColgzEwA18512uam24wA7HFN5Eq7LPVSyjp8L/nnjWhtG1n/5Rj/zVZMPlWUx8/FaHozMRYx9tS4RlDKOxjCU0rRREa3USqs89WNaHLF2YhVHouYcC3ieIs1fgv6ISJWk3/3cz3XuZ3+bwh6/vEWGhLDXs2Q0KDMTADqTz4nL2zC42jiuJ4HgZ2ZJk0mjS0adqkCdEGt6aU6oPZqPtQhFAhLyUlJoXg4pOBvAR9UKzFKEkkNlRBaGo+KAhCNQkIvgihX2np9wdWfFKfVNQHH33ynLtn5+am053JKtu7M/8fdGd3zrkzgf4487F3zhYTJGJOKpU8LdOmJ5HaOc/WWkOpjz0/TPcfDF0359KTKyXuJipXSvooH9ygU1bJD9mofHPbcqVkrvDnfcq+jGmpxpxNz9i//pskV/9RasvmXFOJmJNKJU/LVM4kUgvn2VpraOQ+9gaPrhNe1T9tYes8W3sNVVSVoV6MOn3YM88Whv4/7K6PXw9nO+bZJslQUI3AUGA3MBTYDQwFdgNDgd3AUGA3MBTYDQwFdmOzoX30tScMTToWG9o3GrGGqvmc+qWqOw6D6jF0cBRHeWCzod+fdZyjMDTx2Gvom23tNMcehiYdiw2lo/wZXCklHnsN5Qn2f6GGJh57DeWHPYdxHpp4LDYUd+wBDAXWA0OB3cBQYDfxMLRrB714xae9BWktFP5wXfTeoxqvmn9Eq6qIhaH80Kzqj2H2/5M3+kNZhgav2H0IPzdCwNBohnY1qBdaVMZQZmfV/shblREHQ7me8QuXUukWuk6noG6VbU9Il0qzVacnLXN+UjEaK2Gz56UKWtHsIBHEwVBqIqiO9CSpUUPJJxIyqFulXwTNVp07KfOLBqrGKqbDZs9LDvJOMcOvpgaGRjaUtOILJjFUiqVSNbBbJeF3wjQaIX7+9iv3DxnNOgN6XjbgRFSRbENf7iebhiMbyvWSK+aD56GB3SoZ7oRpGkqtsb+8/8kvdPzm2MMMVUHUUCbZhr5Hk0e+i3oeyq0nVTfLkobqbpUK3Qmz2Cy0i4/xXzUUYg81lIM4D2USbShz5Gjka3mvoNWOYl9K/ZM/gd0zCdUJ02zVyeei/K8QMw3VW1FBXMsziTd0T3v0+6EVA/dDNUk3lA7y0b9TqjAeSiiRdEMHR/G9PLDZ0DOHIxgK4k7KFsRQ42peDAUgHEvv2AOQSsFQAGAosB0YCuymPENdACoEDAV2A0OB3cBQYDcbDZ08yUzCUGAJNRsEXbi1vLx8a2EyzNCc44y5AFTY0Mm5a9fv/HHn+rW5ydKG9n4w4A5lXTfvMMfdcIY6S0UzjqPiQ9E2J5lZF8Qe09C52zcXV+6tnLx5e660oRnyKcdOvd7jur1fu8FIPAq8RVlGGt/7vgsSgWno6asLN+7eu3tj4erp0oZ+OjDS7xQMZaUyTpaKWictv3WcV3sKJW7s2EDvSw6RlRrJ5Dmu83KOBAxD/bg/nt+MqeGdGQ6oWjumx8v+KA9nHzFjg6FX5ucX/1ycn78SauhQNtdZME4plS3U1AzrR8uh4/R+ekDXQDEwz7V3TOf9QOE8jTUN9eP+eJLPzbB6ORIwl5UaqsfL/gp5UDROmIaem5iamlmZmZqaOBdm6LGBnNRQbai/HPnQVZiGyvkADfbzVZEMMlTiMp7TpOhKmhgq42V/Og/EBtPQ8xNrUzMzM1NrE+fDDCUZxsSg8g0d+YhrXqihenumof54ifMSxAzT0NXZC2uXf788cWF2NfRKidGGdlL90oaqK/eR/qw6POe4pskI+sgaSR57RuNKGSrjhyRqGqrHy/54CeKFaej46uzFpaWliydWx0PuNr3V4+YLd5umBwqH1+m/+SrGyebUmWlejt70iQXtl6OvHJX9vAyNP0srJC53m3RcxtP2VHxE5fF+C3nF8Xp/eRzlYwYZaih66gRzajzsjn2GBQGgcoYK4x8z4/jWE1hCuTNHtmyx+x+IC+UZaouH8DP+4CkQYDcwFNgNDAV2A0OB3cBQYDcwFNjNA4b2OW3tmzZ0X/fWlKI5nd4mq3hpIusjbjKdTj8eluQ4lNLCrwy/VexKpTpq6SWAxiYjjymRJ9spkeY4nPhCvUM89ZwxPhjP4SHhPLl9VwoEGHpk9LHB4c3X0P1iKDnKBkbnnbpUIHtfS0Wgkf+zvXWmtbTWkS7yOQivKXJeOJIoy/DxsuNINEJQMTSge+ie9jBDn+5+N52mutlMZW4fV8393xzkz2KorqVcCg8U9dXrm7vfSKdfrEvtPZhWpVK9OcAbTm9rpgAPUyueTdMAvR3J82n851Jdx6Vff9vuPL+V6mJrXUvrZ7U/knlS2zpqnSaPYlSRuHTxZ4Iihbyf6ynMw8j0Rk5TxZDe+HmyHV7PJdLP86Rkmob6cX88vaHN+38Hb4ZXyHh/f8W8IjC0dA195jAb+i975/MaVxXF8S7uMHQRyWPIkAwh4yYzi2BpIBOSLkKYDDphwDgjHSyIrUIIQclARsbgQnDTlWvFbN0I1VXBRRUk2/4BQrG2SH8pbnTjD1DwnPu+753czCRPX9rkJjlf2ndz7znvzoN+OOe9N9/Q7EGaYrzeHc6OB0TRKCM7wnOpoRgvrjOOMaFCMJ1vf0INZYjHGb0KAVgJ4hr6FYWnAtkHeZHy5Z2J/I+5CduLh8qztn1TupAzxPwVJp8LOHk2XkaenRaZmO2vOb6Qs3sEyMM+DBrXasnjAEqwQ2gcx7Q0xp9LBOI64hqK86PPi/MgJXQwofgPlS7cSSaUqSE8QajM9xA6/XLWURzHeSAUtZSo5UUSCEUgiPaRPChf/vvza//kJvgfvnR9JKyNDqGMFUpVQZaRJ4RaurHH5OqISyi4YsyRZwk3gwhFHNO8sQpwHdLlcX70eZIH0UZZlRDqKLnLo+YJoZinJ1TyXEKn3x+xuYhjFFG5Gip/YYvRrVxBABByhDRjpLYhTwjlEYSy9icUeWPBwBqKuBDqXI58MM63hEqeSGvoYEKl0SfX0BlLF/FGdW3Uzgd3eTpOL0ttcAkNUa/wfadddQjFkfYPZB8eRUwo2m2R7ub2J7S0NYxYvsD5QihPhdAFxpzjyHO7vOSFZfQAQnF+aYznJthLaHQ+Pk/yICX0gPtQY96mIbGGvsOPMLbt0kPT6EV+8uHbzWV0YYyErvvSCOvjtFixG1TQtKfs+rSNBzwlrdsnK9oaC0Gcl4UMcckPQQFwKqJXElIcChcoQDk8R6A8uzvv0k1T3jGmQDl8I2o4HuXF+/A6UZWP8qgi38qZAoc5gcOcH8flfLuO6+BpOMf5vK+TBymhh31jz6XPL3GfPFXS96FQOkKn+J2PP4oqkOoUSr/1VPktJVTlt9IR+mpWpdpPWkNVZ0laQ1V+S2uoym9pDVX5La2hKr91TkxNobf+PUPjU62hB3jwkyV508szsgqveoKXvigefFf53e/336JrK72YVfmpmNBX3rCWptfePP86nCNPTek9+CLX2JTsVRczHH52lRdCi2FmkFV5qXOu6Y4PL314uBqa0oOP2WiFVmgHNoggD8bQb4XQyKue5KXPkzUP7jwYNJDHtj1U1pwdUEQp45JvloMzrn5CxR+aVmk9+FitrFM+jzNYsT5Rt8ujhiZ46dmofG2LvMqxew55lMPcsiY/pVXYlpVQD5WC0MQamtqDzygO8x3BC5/w5OMR5PEWsIxCIDTJS1+6frMw9MHqSORARh5TvBPQAOsoK6dt3k8ldPlUSu/B5xwqoSkIHeyln1z9LChubw0LocjLG8NLSqj/2kvod5fPX/3lkPeh6T34zKyFmQ7AF11+mHL7u3ySl557dmns+WHp8kjnLk/tvL/LF43+gpBfkmd5Y/g909VFc+HyIWtoOg8+NL6ejX+DTvIrNHyzDETFq57kpV/IhX/hkY/z8hQr8krfk9LQaXNCn3g9i++UfPTg7yv3bdPk6sm58DOiBELTyD8P/gHSN/a+S7+XV/kt/V5e5bdOZg3NHLmyqv8sraFK6FmS1lAl1G9pDVVC/ZbWUCXUb2kNVUL9luuxx+C9xz5DWjHzc5lIa23T/e3XK5lB4lTTwPH/xZumhj31zf5xyfXYY/DeYx9ytYvQeu3KWhs0QS5pLcoxvb6AnM7HVv+J0Z7qxT8uud4mDN577DPVJVP7ngil2klljoYQLsw3F+fvbdxepADlGUprbj+Zqz75qYc4L7fqptuJ47UbbfrTF2dC67ayqhf/KJVMqO8e++pSL0MYzlWXuDYSYiuGecpE8xXTqG/8vtTYXCS6mt1Os/ZDr/lzuxfF6UBgNltRfGX+0eMHj5Yae+MWXVt51Yt/lEom1HePPTdf7vL0h7FsRMUzmtNYb9HYNFaN5sbtO4877V4UB4aZKL55/26r/tfDjhsnEdo0IanT+QiVTKj3Hvs+Qlmb9zt9hIac2Wa9ccMhtGXXEa8+/LKx8ueDOTfOCXwToIQesZIJ9d5jz915rS1d3kLVlDkIpS5Pc2r5lug16fIRgYhTd+925K5B4rbL8+1DRr34x6J+jz0G3z32hJbp3jXdDjd3Aqr60b3wRjScU7T2h/m3vTu2aRgIwzDckMILMAAsko6CBgqkFBGWaw/gJdiWBbCP7q7AMsL5LJ5HihLF7Ssrd/fL+ZyzW1ZC85pquTh/eff8fb3sLJWVfble9gHK61Rdf11+OZRvzOLfxGFn7E+7M4t/E4edsT/tyI79n3Mu79TzwJzLKzTbMQvl/1Ao2RRKNoWSTaFkUyjZ2hn7FU8Wc+rHbtoZ++46/lioYXP20s42rXzC7b1C2eT3hV7eFUqMttDLuGalVP7ICLbaXug0B+oeSoy60JehUyhBqhn7/lzerOVJUQqt2Q8lhjMlsimUbAolm0LJplCyKZRsCiWbQsmmULLVM/bdNM/YK5QY9Yz9NHTXQaHEaOdDFUqSptD+/PCoUGK4h5KtKbR8UCgpqkKfPt666+geSoz6Ofb92W4TSezYk02hZFMo2RRKNoWSTaFkUyjZFEo2hZJNoWRTKNkUSrYvr10UsR1/glgAAAAASUVORK5CYII=)

Read More : [Generic functional interfaces](https://howtodoinjava.com/java8/generic-functional-interfaces/)

2. Do’s and Don’t’s in functional interfaces

Below is list of things which are allowed and which are not in a functional interface.

As discussed above, ***only one abstract method is allowed*** in any functional interface. Second abstract method is not not permitted in a functional interface. If we remove **@FunctionInterface** annotation then we are allowed to add another abstract method, but it will make the interface non-functional interface.

A functional interface is ***valid even if the @FunctionalInterface annotation would be omitted***. It is only for informing the compiler to enforce single [abstract method](https://howtodoinjava.com/object-oriented/exploring-interfaces-and-abstract-classes-in-java/) inside interface.

Conceptually, a functional interface has exactly one abstract method. Since [**default methods**](https://howtodoinjava.com/java8/default-methods-in-java-8/) have an implementation, they are not abstract. Since default methods are not abstract you’re ***free to add default methods to your functional interface as many as you like***.

Below is valid functional interface:

|  |
| --- |
| @FunctionalInterface  public interface MyFirstFunctionalInterface  {    public void firstWork();       default void doSomeMoreWork1(){      //Method body      }      default void doSomeMoreWork2(){      //Method body      }  } |

If an interface declares an ***abstract method overriding one of the public methods of java.lang.Object, that also does not count toward the interface’s abstract method count*** since any implementation of the interface will have an implementation from java.lang.Object or elsewhere. e.g. [**Comparator**](https://howtodoinjava.com/search-sort/when-to-use-comparable-and-comparator-interfaces-in-java/) is a functional interface even though it declared two abstract methods. Why? Because one of these abstract methods “equals()” which has signature equal to public method in Object class.

e.g. Below interface is a valid functional interface.

|  |
| --- |
| @FunctionalInterface  public interface MyFirstFunctionalInterface  {    public void firstWork();       @Override      public String toString();                //Overridden from Object class       @Override      public boolean equals(Object obj);        //Overridden from Object class  } |

1. Types of method references

Java 8 allows four types of method references.

|  |  |  |
| --- | --- | --- |
| METHOD REFERENCE | DESCRIPTION | METHOD REFERENCE EXAMPLE |
| Reference to **static method** | Used to refer static methods from a class | Math::max equivalent to Math.max(x,y) |
| Reference to **instance method from instance** | Refer to an instance method using a reference to the supplied object | System.out::println equivalent to System.out.println(x) |
| Reference to **instance method from class type** | Invoke the instance method on a reference to an object supplied by the context | String::length equivalent to str.length() |
| Reference to **constructor** | Reference to a constructor | ArrayList::new equivalent to new ArrayList() |

2. Method reference to static method – Class::staticMethodName

An example to use Math.max() which is static method.

|  |
| --- |
| List<Integer> integers = Arrays.asList(1,12,433,5);  Optional<Integer> max = integers.stream().reduce( Math::max );  max.ifPresent(value -> System.out.println(value)); |

Output:

433

3. Method reference to instance method from instance – ClassInstance::instanceMethodName

In above example, we use System.out.println(value) to print the max value found. We can use System.out::println to print the value.

|  |
| --- |
| List<Integer> integers = Arrays.asList(1,12,433,5);    Optional<Integer> max = integers.stream().reduce( Math::max );    max.ifPresent( System.out::println ); |

Output:

433

4. Method reference to instance method from class type – Class::instanceMethodName

In this example, s1.compareTo(s2) is referred as String::compareTo.

|  |
| --- |
| List<String> strings = Arrays .asList("how", "to", "do", "in", "java", "dot", "com");   List<String> sorted = strings .stream().sorted((s1, s2) -> s1.compareTo(s2)) .collect(Collectors.toList());   System.out.println(sorted);   List<String> sortedAlt = strings.stream().sorted(String::compareTo).collect(Collectors.toList());   System.out.println(sortedAlt); |

Output:

[com, do, dot, how, in, java, to]

[com, do, dot, how, in, java, to]

5. Reference to constructor – Class::new

The first method can be updated to create a list of integers from 1 to 100. Using [lambda expression](https://howtodoinjava.com/java8/complete-lambda-expressions-tutorial-in-java/) is rather easy. To create a new instance of ArrayList, we have use ArrayList::new.

|  |
| --- |
| List<Integer> integers = IntStream.range(1, 100).boxed().collect(Collectors.toCollection( ArrayList::new ));  Optional<Integer> max = integers.stream().reduce(Math::max);   max.ifPresent(System.out::println); |

Output:

99

Java Default Methods Tutorial

In previous post, we learned about [**Lambda expressions and functional interfaces**](https://howtodoinjava.com/java8/complete-lambda-expressions-tutorial-in-java/). Now, let’s move on the discussion and talk about another related feature i.e. **default methods**. Well, this is truly revolutionary for java developers. Till java 7, we have learned a lot of things about interfaces and all those things have been in our mind whenever we wrote code or designed the applications. Some of these concepts are going to change drastically from java 8, after introduction of default methods.

What are default methods in java 8?

Default methods enable you to add new functionality to the interfaces of your libraries and ensure binary compatibility with code written for older versions of those interfaces.

As name implies, default methods in java 8 are simply default. If you do not override them, they are the methods which will be invoked by caller classes. They are defined in interfaces.

Let’s understand with an example:

|  |
| --- |
| public interface Moveable {      default void move(){          System.out.println("I am moving");      }} |

Moveable interface defines a method move(); and provided a default implementation as well. If any class implements this interface then it need not to implement it’s own version of move() method. It can directly call instance.move();

|  |
| --- |
| public class Animal implements Moveable{      public static void main(String[] args){          Animal tiger = new Animal();          tiger.move();      }}  Output: I am moving |

And if class willingly wants to customize the behavior then it can provide it’s own custom implementation and override the method. Now it’s own custom method will be called.

|  |
| --- |
| public class Animal implements Moveable{          public void move(){          System.out.println("I am running");      }      public static void main(String[] args){          Animal tiger = new Animal();          tiger.move();      }  }  Output: I am running |

This is not all done here. Best part comes as following benefits:

Static default methods: You can define static default methods in interface which will be available to all instances of class which implement this interface. This makes it easier for you to organize helper methods in your libraries; you can keep static methods specific to an interface in the same interface rather than in a separate class. This enables you to define methods out of your class and yet share with all child classes.

They provide you an highly desired capability of adding a capability to number of classes without even touching their code. Simply add a default method in interface which they all implement.

Why default methods were needed in java 8?

This is a good candidate for your next [**interview question**](https://howtodoinjava.com/java-interview-questions/). **Simplest answer is to enable the functionality of lambda expression in java.** Lambda expression are essentially of type of functional interface. To support lambda expressions seamlessly, all core classes have to be modified. But these core classes like java.util.List are implemented not only in JDK classes, but also in thousands of client code as well. Any incompatible change in core classes will back fire for sure and will not be accepted at all.

Default methods break this deadlock and allow adding support for functional interface in core classes. Let’s see an example. Below is a method which has been added to java.lang.Iterable.

|  |
| --- |
| default void forEach(Consumer<? super T> action) {      Objects.requireNonNull(action);      for (T t : this) {          action.accept(t);      }  } |

Before java 8, if you had to iterate on a java collection then your would get an iterator instance and call it’s next method until hasNext() returns false. This is common code and have been used thousands of time in day to day programming by us. Syntax is also always same. So can we make it compact so that it takes only single line of code and still do the job for us as before. Above function does that.

Now to iterate and perform some simple operation on every item in list, all you need to do is:

|  |
| --- |
| public class Animal implements Moveable{      public static void main(String[] args){          List<Animal> list = new ArrayList();          list.add(new Animal());          list.add(new Animal());          list.add(new Animal());          //Iterator code reduced to one line          list.forEach((Moveable p) -> p.move());      }  } |

So here, an additional method has been added to List without breaking any custom implementations of it. It has been very desired feature in java since long. Now it’s with us.

How conflicts are resolved while calling default methods?

So far so good. We have got all basics well. Now move to complicated things. In java, a class can implement N number of interface. Additionally, a interface can also extend another interface as well. An if any default method is declared in two such interfaces which are implemented by single class. then obviously class will get confused which method to call.

**Rules for this conflict resolution are as follows:**

**1)** Most preferred are the overridden methods in classes. They will be matched and called if found before matching anything.  
**2)** The method with the same signature in the “most specific default-providing interface” is selected. This means if class Animal implements two interfaces i.e. Moveable and Walkable such that Walkable extends Moveable. Then Walkable is here most specific interface and default method will be chosen from here if method signature is matched.  
**3)** If Moveable and Walkable are independent interfaces then a serious conflict condition happen, and compiler will complain then it is unable to decide. The you have to help compiler by providing extra info that from which interface the default method should be called. e.g.

|  |
| --- |
| Walkable.super.move();  //or  Moveable.super.move(); |

Java 8 – Read file line by line

In this [Java 8 tutorial](https://howtodoinjava.com/java-8-tutorial/), learn to **read a file line by line** using [stream api](https://howtodoinjava.com/java8/java-streams-by-examples/). Also learn to iterate through lines and filter the file content based on some conditions.

1. Java 8 read file – line by line

In this example, I will read the file content in lines as stream and fetch each line one at a time and check it for word "password".

|  |
| --- |
| Path filePath = Paths.get("c:/temp", "data.txt");   //try-with-resources  try (Stream<String> lines = Files.lines( filePath ))  {      lines.forEach(System.out::println);  }  catch (IOException e)  {      e.printStackTrace();  } |

The above program output will print the content of the file in the console line by line.

|  |
| --- |
| Console |
| Never  store  password  except  in mind. |

2. Java 8 read file – filtering stream of lines

In this example, we will read the file content as stream of lines as. Then we will filter all lines which have the word "password" in it.

|  |
| --- |
| Path filePath = Paths.get("c:/temp", "data.txt");   try (Stream<String> lines = Files.lines(filePath))  {        List<String> filteredLines = lines .filter(s -> s.contains("password")).collect(Collectors.toList());       filteredLines.forEach(System.out::println);  } catch (IOException e) {      e.printStackTrace();  } |

Program output.

|  |
| --- |
| Console |
| password |

We will read the content of the given file and check if any line contains word "password" then print it.

3. Java 7 – Read file using FileReader

Till java 7, we could read a file using [FileReader](https://docs.oracle.com/javase/7/docs/api/java/io/FileReader.html) in various ways.

|  |
| --- |
| private static void readLinesUsingFileReader() throws IOException  {      File file = new File("c:/temp/data.txt");      FileReader fr = new FileReader(file);      BufferedReader br = new BufferedReader(fr);       String line;      while((line = br.readLine()) != null)      {          if(line.contains("password")){              System.out.println(line);          }      }      br.close();      fr.close();  } |

Java Comparator with Lambda

[Comparator](https://docs.oracle.com/javase/10/docs/api/java/util/Comparator.html) is used when we want to sort a [collection](https://howtodoinjava.com/java/collections/useful-java-collection-interview-questions/) of objects which can be compared with each other. This comparison can be done using Comparable interface as well, but it restrict you compare these objects in a single particular way only. If you want to sort this collection, based on multiple criterias/fields, then you have to use Comparator only.

**Quick Reference:**

|  |
| --- |
| //Compare by Id  Comparator<Employee> compareById\_1 = Comparator.comparing(e -> e.getId());  Comparator<Employee> compareById\_2 = (Employee o1, Employee o2) -> o1.getId().compareTo( o2.getId() );   //Compare by firstname  Comparator<Employee> compareByFirstName = Comparator.comparing(e -> e.getFirstName());  //how to use comparator  Collections.sort(employees, compareById); |

1) Overview

To demo the concept, I am using class Employee with four attributes. We will use it to understand various use cases.

|  |
| --- |
| public class Employee {      private Integer id;      private String firstName;      private String lastName;      private Integer age;      public Employee(Integer id, String firstName, String lastName, Integer age){          this.id = id;          this.firstName = firstName;          this.lastName = lastName;          this.age = age;      }      //Other getter and setter methods        @Override      public String toString() {          return "\n["+this.id+","+this.firstName+","+this.lastName+","+this.age+"]";      }  } |

Additionally I have written one method which always return a list of Employees in unsorted order.

|  |
| --- |
| private static List<Employee> getEmployees(){      List<Employee> employees  = new ArrayList<>();      employees.add(new Employee(6,"Yash", "Chopra", 25));      employees.add(new Employee(2,"Aman", "Sharma", 28));      employees.add(new Employee(3,"Aakash", "Yaadav", 52));      employees.add(new Employee(5,"David", "Kameron", 19));      employees.add(new Employee(4,"James", "Hedge", 72));      employees.add(new Employee(8,"Balaji", "Subbu", 88));      employees.add(new Employee(7,"Karan", "Johar", 59));      employees.add(new Employee(1,"Lokesh", "Gupta", 32));      employees.add(new Employee(9,"Vishu", "Bissi", 33));      employees.add(new Employee(10,"Lokesh", "Ramachandran", 60));      return employees;  } |

2) Sort by first name

Basic usecase where list of employees will be sorted based on their first name.

|  |
| --- |
| List<Employee> employees  = getEmployees();      //Sort all employees by first name      employees.sort(Comparator.comparing(e -> e.getFirstName()));      //OR you can use below      employees.sort(Comparator.comparing(Employee::getFirstName));      //Let's print the sorted list      System.out.println(employees);  Output: //Names are sorted by first name  [      [3,Aakash,Yaadav,52],      [2,Aman,Sharma,28],      [8,Balaji,Subbu,88],      [5,David,Kameron,19],      [4,James,Hedge,72],      [7,Karan,Johar,59],      [1,Lokesh,Gupta,32],      [10,Lokesh,Ramachandran,60],      [9,Vishu,Bissi,33],      [6,Yash,Chopra,25]  ] |

3) Sort by first name – ‘reverse order’

What if we want to sort on first name but in revered order. It’s really very easy; use reversed() method.

|  |
| --- |
| List<Employee> employees  = getEmployees();        //Sort all employees by first name; And then reversed      Comparator<Employee> comparator = Comparator.comparing(e -> e.getFirstName());      employees.sort(comparator.reversed());      //Let's print the sorted list      System.out.println(employees);  Output: //Names are sorted by first name  [[6,Yash,Chopra,25],  [9,Vishu,Bissi,33],  [1,Lokesh,Gupta,32],  [10,Lokesh,Ramachandran,60],  [7,Karan,Johar,59],  [4,James,Hedge,72],  [5,David,Kameron,19],  [8,Balaji,Subbu,88],  [2,Aman,Sharma,28],  [3,Aakash,Yaadav,52]] |

4) Sort by last name

We can use similar code to sort on last name as well.

|  |
| --- |
| List<Employee> employees  = getEmployees();      //Sort all employees by first name      employees.sort(Comparator.comparing(e -> e.getLastName()));      //OR you can use below      employees.sort(Comparator.comparing(Employee::getLastName));      //Let's print the sorted list      System.out.println(employees);  Output: //Names are sorted by first name  [[9,Vishu,Bissi,33],  [6,Yash,Chopra,25],  [1,Lokesh,Gupta,32],  [4,James,Hedge,72],  [7,Karan,Johar,59],  [5,David,Kameron,19],  [10,Lokesh,Ramachandran,60],  [2,Aman,Sharma,28],  [8,Balaji,Subbu,88],  [3,Aakash,Yaadav,52]] |

5) Sort on multiple fields – thenComparing()

Here we are sorting list of employees first by their first name, and then sort again the list of last name. Just as we apply sorting on SQL statements. It’s actually a very good feature.

Now you don’t need to always use sorting on multiple fields in SQL select statements, you can sort them in java as well.

|  |
| --- |
| List<Employee> employees  = getEmployees();  //Sorting on multiple fields; Group by.  Comparator<Employee> groupByComparator = Comparator.comparing(Employee::getFirstName)                                                      .thenComparing(Employee::getLastName);  employees.sort(groupByComparator);  System.out.println(employees);  Output:   [3,Aakash,Yaadav,52],  [2,Aman,Sharma,28],  [8,Balaji,Subbu,88],  [5,David,Kameron,19],  [4,James,Hedge,72],  [7,Karan,Johar,59],  [1,Lokesh,Gupta,32],         //These both employees are  [10,Lokesh,Ramachandran,60], //sorted on last name as well  [9,Vishu,Bissi,33],  [6,Yash,Chopra,25] |

5) Parallel sort (with multiple threads)

You can **sort the collection of objects in parallel** using multiple threads as well. It is going to be very fast if collection is big enough having thousands of objects. For small collection of objects, normal sorting is good enough and recommended.

|  |
| --- |
| //Parallel Sorting  Employee[] employeesArray = employees.toArray(new Employee[employees.size()]);  //Parallel sorting  Arrays.parallelSort(employeesArray, groupByComparator);  System.out.println(employeesArray);  Output:  [3,Aakash,Yaadav,52],  [2,Aman,Sharma,28],  [8,Balaji,Subbu,88],  [5,David,Kameron,19],  [4,James,Hedge,72],  [7,Karan,Johar,59],  [1,Lokesh,Gupta,32],         //These both employees are  [10,Lokesh,Ramachandran,60], //sorted on last name as well  [9,Vishu,Bissi,33],  [6,Yash,Chopra,25] |