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# Abstract

This paper looks at the development of a software build tool, written in a combination of Scala and Java to run on the Java virtual machine. It compares Gaudi to other existing tools such as Apache Ant and GNU Make and contrasts the differences between these applications and Gaudi and the software methodology employed for its development.

Additionally, some of the implementation specifics are looked and the results of a short test deployment are examined and any conclusions on the aim of the project and what was actually achieved are acknowledged.
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# Introduction to Gaudi

## Overview

Gaudi is a platform agnostic build tool written in the Scala (EPFL, 2011) and Java (University of Michigan, 1997) programming languages, which run on a Java virtual machine [JVM]. (Lindholm et al., No date).

As it is a build tool, it is named after an architect; *Antoni Gaudí*, the designer of the famous *Sagrada Familia*. (Craven, No date).

Gaudi can be thought of as being similar to Apache Ant (Apache Foundation, 2011) in that it too abstracts commands related to building software away from the operating system (e.g. :erase instead of rm on Unix-likes or del**\_**on Windows); but differs in that:

1. Its build files are based on a JSONformat rather than an XML format. (Json.org, No date).
2. It is not tailored to offer advanced features for a particular programming language, unlike Apache Ant which is highly specialised for Java development.

## Aims

The aims of Gaudi as a project of this dissertation were to:

* Implement enough core commands for Gaudi to be able to build *itself*.
* Implement enough core commands for Gaudi to be able to *configure* the build and Apache Ant in order to build Gaudi. This purpose is currently served by *configure* scripts.
* Implement server/client functionality for Gaudi to receive commands and relay responses via telnet or SSH to perform build operations or *actions*; each consisting of individual *commands.* Also, to implement the loading and execution of remote (to the program) build files.
* Implement command extensibility. (E.g. bespoke commands).
* Implement plug-in system for advanced extensibility.

* Aim to be compatible with a wide range of JVM implementations.

## Strengths

Gaudi has the followingstrengths over similar build tools:

* Concise syntax for build files (over more verbose build files of Apache Ant).
* Written in Java and Scala; it will run on any operating system which runs a compatible Java virtual machine (JVM).
* Small core executable (“Unbundled” JAR file is ~ 37 kilobytes[[1]](#footnote-1)).
* Open-source software relying on open-source libraries which may be shared with other applications utilising a Java virtual machine.

## Current status

Gaudi can currently be build using Apache Ant, after being configured with made-for-purpose configuration scripts. Within the project source, I have included an example build file runnable with Gaudi to successfully to compile a C++ Hello World program using the GNU C/C++ Compiler [GCC]. (Free Software Foundation, 2012).

## Organisation

I have written the core source code for the program [[2]](#footnote-2) from the ground up; but have also used third-party, open-source libraries available from the Internet. This information is included in the appendices. (*see* Appendix I).

As for the program, I have always been and currently am the sole developer, at least for now during the duration of this project.

## Background of project

Gaudi was originally a personal project of mine which I developed while learning the Scala programming language, back in the summer of 2010. During this project I have and may continue to refer to *Practical Development Environments* (Doar, 2005)for better understanding and inspiration on the mechanics of build tools.

# Literature Review

## Overview

This literature review details the research into different software build tools with an aim into the implementation of an all-new software build tool, Gaudi.

In this literature review, I look at the following:

1. Software development methodologies and how they will apply to the implementation of Gaudi, specifically the application of the Scrum methodology (a subset of Agile).
2. Existing software building solutions and how Gaudi compares to them.
3. Implementation choices for Gaudi development.

## Software development methodologies

I will develop Gaudi using an agile software development philosophy. Agile software development philosophy developed over time to replace the aging and often impractical Waterfall methodology. Whereas the traditional Waterfall methodology confines the developer to build software in a sequential and phased manner, agile allows software to be developed in a more flexible manner which allows for changes in circumstances during development. (Szalvay, 2004).

The Waterfall method “has dominated software development projects for decades”. As defined by Winston Royce in 1970, it defines five stages. Each following on from another and each depending on the completion of the stage before. The five stages are: the *requirements* stage, the *design* stage, the *implementation* stage, the *verification* stage and finally the *maintenance* stage. (Serena Software Inc., 2007).

Scacchi, 2001 cites Royce, 1970 in describing the classic software life cycle as being “a simple prescriptive waterfall software phase model, where software evolution proceeds through an orderly sequence of transitions from one phase to the next in order”. Such a model is identified as being most useful in structuring and staffing large software development projects in complex organisational settings. (Scacchi, 2001 citing Royce, 1970 and Boehm, 1976).

In the *requirements* stage, functions and constraints of the system/application (“the requirements”) for the end user are ascertained. In the Waterfall model, it is important to appreciate that all requirements are defined only at this stage and cannot change without upsetting the work flow. The *design* stage refers to the requirements specifications, from the *requirements* stage, in order to produce a system design. This design serves as an input for the next phase. In the *implementation* stage, from the previously produced system design, the development of code begins. This code is usually written in a modular fashion into units with each unit tested independently for its compliance with its own sub-specifications (“Unit testing”). In the *verification* or *integration* stage, the units are integrated into the full system and tested that all functionally co-ordinate and that the system behaves in compliance with the specifications. After any bugs are ironed out and fully successful testing is achieved, the software is ready for the customer. In the *maintenance* stage, any problems encountered within the system developing during practical use which had not previously occurred during the development life cycle (stages 1-4) are patched. This stage virtually never ends in the waterfall model and is recurrent. (Parekh, 2011).

The Waterfall model corresponds to the traditional Software Development Life Cycle (SDLC), development. Evolutionary development contrasts with the SDLC in that it is non-linear with only a first set of outline requirements identified at a time, with the assumption that these requirements will change. SDLC requirements are said to be “frozen”, as explained earlier, they cannot change. (Avison & Fitzgerald, 2006 citing Pressman, 2004).

The Spiral model adopts the concept of a series of incremental releases or developments, which can be seen as development spirals outwards from the centre, with each spiral cycle representing an iteration of the system. The spiral is drawn in a clock-wise direction. Since these spiral cycles are iterations but also sequential, this model could be described as a reconciliation of both the traditional SDLC and the evolutionary development approaches. In each cycle of the spiral, there are four quadrants – *Planning, Objectives*, *Risks* and *Development.* (Avison & Fitzgerald, 2006 citing Boehm, 1988).

The stages of the Spiral model correspond to the stages in the Waterfall model: planning, analysis (*requirements*) and design and implementation. (The Pennsylvania University, 2008).

The Spiral model evolved over several years from the Waterfall model, based on numerous refinements applied to large government projects. (Boehm, 1988).

Agile development refers to a family of related, iterative and evolutionary development methodologies. Some of these are: Scrum, XP (Extreme Programming), DSDM (Dynamic Systems Development Model) and Lean Software Development. (Waters, 2011).

Contrary to the Waterfall model, because of its iterative processes of rapid prototyping and the minimal documentation involved, agile software methodologies allow developers to produce higher quality software more quickly. (Livermore, 2008).

In fact, one of the most import differences between Agile and Waterfall is that agile development has iterations rather than waterfall’s stages. The output of which for agile is working code that can be used when evaluating and responding to changing or evolving user requirements. Additionally, agile development contrasts with Spiral in that after every iteration fully working code rather than a prototype is produced. Agile does not reconcile the traditional SDLC with evolutionary development. (Serena Software Inc., 2007).

Also in pertinence to agile development - Begel & Nagappan, 2007 note that “Agile [software] development methodologies [ASD] have been gaining acceptance in the mainstream software development community”. Begel and Nagappan undertook research at Microsoft to gauge the opinions and/or adoption of agile methodologies across the development, testing and management personnel there. From their web-based survey, they received a seventeen per cent response rate or nearly 500 responses, making it “one of the largest respondent populations for a survey of software development at Microsoft”. From the survey responses, they found that approximately a third of the respondents used ASD in some form. Scrum was found to be the most popular ASD methodology, and ASD as a group of methodologies was noted to be a new phenomenon at Microsoft with most projects having employed it for less than two years. Finally, those people using ASD were found to have an overwhelmingly positive opinion of it. (Begel & Nagappan, 2007).

In developing Gaudi, specifically theScrum methodology will be used. The Scrum methodology utilises an iterative and incremental approach to “optimize predictability and reduce risk”. (Schwaber & Sutherland, 2011).

Scrum consists of the following principles: *Product Backlog* (a list of tasks to complete is drawn up)*, Product Owner* (the project co-ordinator, him or her in charge)*, Sprint* (setting of a fixed deadline in the foreseeable future)*, Sprint Planning/Sprint Backlog* (estimation of how much can be completed by the deadline)*, Daily Scrum* (check the list every day to ascertain progress towards deadline)*, Sprint Review* (evaluate how work went and discuss if there is anything that could be done differently in the future)*, Iterate all* (repeat the principles)*.*  (Waters, 2007).

## Existing software build tools and Gaudi

Apache Ant is an open-source build tool available as a command line tool and associated Java library. It is developed by the Apache Foundation. (Apache Foundation, 2011).

Ant was originally designed as an extensible replacement for *make*, but “without make’s wrinkles”. Its build files are written in XML and the core of Ant and its tasks are written in Java. An Ant build file defines the <project> and <target> elements, which define a project and targets for that project passable on the command line, respectively. Targets will contain one or more <task> elements, which are elements to execute actual commands during a build. Ant build files are, by convention, named *build.xml*, and this is the first file in the current working directory Ant will look for on invocation. (Doar, 2005). Because it is written in and has close integration with Java, Ant is commonly used with Java-based projects. (Vogel, 2011).

SCons is a build tool, written in Python, which uses “configuration files” to build software. SCons utilises the use of Python methods or objects to build target files and features a modular design. Like Apache Ant, it is user extensible. (Gagon, 2009).

SCons was conceived as a rewriting of an earlier tool, Cons, into Python. SCons includes support for many compilers, including but not limited to, GCC, the official Java compiler and the Microsoft Visual C++ compiler. Features of SCons include cross-platform build files, automatic dependency checking and signature files to ensure file robustness, parallel build support and programming language capabilities (from Python) such as conditional branching and in-built debugging. The default build file for SCons is called *SConstruct*. (Doar, 2005).

GNU Make is a build tool, developed by the Free Software Foundation, which “controls the generation of executables and other non-source files of a program from the program’s source files.” (Free Software Foundation, 2010).

GNU Make is the Free Software Foundation’s implementation of the historical *make* utility, first written in 1977 by Stuart Feldman. Make is the original build tool and probably the most commonly used, in some implementation such as GNU Make or Microsoft’s NMAKE (Microsoft, 2012). Make uses Makefiles, written in make’s own language (the default file is named *Makefile*) to build software. Makefiles are typically implemented to use the native commands of the host operating system, which makes them susceptible to portability problems. Due to its ubiquitous use and lengthy history, make has inspired various spin-offs based on its concepts for specific languages or tools such as Ruby’s rake. (Doar, 2005).

Gaudi will use a build file format based on the JavaScript Object Notation format (JSON), a popular alternative to XML as a data exchange format. JSON is considered to be considerably less verbose than XML or similarly mark-up based formats. (Shin, No date).

Gaudi aims to be most similar to Ant in its core conceptual design; i.e. The use of an existing data format (JSON as Ant is to XML) and platform portability (abstraction of file manipulation commands away from the host system), but more similar to make in its formatting of make files (JSON files that are similar in resemblance to Makefiles). Like Ant and SCons, Gaudi also aims to be extensible with support for user plug-ins, but this full extensibility will most likely not be complete by the end of this independent study. Gaudi’s default build file will be named *build.json.*

## Implementation choices for Gaudi development

Python and Perl were used to write the build configuration scripts. The configuration scripts are responsible for generating the final Ant build file and shell script or batch file necessary to execute a Gaudi build and the shell script or batch file to bootstrap Gaudi as a JAR-based application.

A configuration script is first run to typically check for dependencies, allow customization via parameters and to generate a build file compatible with the current system. This behaviour is typical to programs using a Make variant as the build tool (Veselosky, 2011), but is adopted here with the Ant build tool.

Python and Perl were used as they are widely available across platforms and on the Unix platform often are preinstalled, so therefore are available straight away for a Gaudi build on such platforms. (Perl.org, 2011 & Python Software Foundation, 2011a). Additionally, both Python and Perl abstract file manipulation commands away from the host system, so actions necessary for configuration such as file deletion work across platforms. (Python Software Foundation, 2011b).

Instead of Python or Perl, I could have used Tcl ("tickle" or “tee-see-ell”), another scripting language. (Tcl Developer Xchange, No date a). Like Python or Perl, Tcl also has the advantage of being able to abstract shell commands away from the host operating system. (Hume Integration Software, 2011). Additionally, like Python and Perl, Tcl is typically preinstalled on many Unix-like systems. (Tcl Developer Xchange, No date b).

However, I did not choose Tcl as I was not familiar with it and preferred Python due to my better familiarity with the latter.

I could have also used Autoconf to perform the build configuration duties. Autoconf is a GNU Autotools suite utility that generates a configuration script, *configure* that can be run to check for dependencies and otherwise configure a build for use with the historic *make* utility, the generated *configure* script is a Unix-like Bourne-compatible shell script and will run on Unix-like platforms such as Linux and Mac OS X. (Doar, 2005). I decided instead to use Python and Perl for this purpose, because they would be cross-platform and not dependent on a Unix-like Bourne compatible shell.

Another project which Gaudi aims to be compatible with, Jato VM (an implementation of the Java virtual machine) demonstrates the typical configure and make process in its instructions for building the Java class libraries it depends on. (Enberg et al., 2011).

Apache Ant was chosen as the build tool to build Gaudi, as it is similar in essence to what Gaudi itself is and serves as a model implementation of such a build tool, and is well suited to building a Java-targeted project, which Gaudi is.

Apache Ant also runs on a Java virtual machine (JVM) and as such is widely supported across the most popular desktop operating systems, which beautifully facilitates the building of a cross-platform build tool. Java and by extension other JVM-based languages therefore adhere to the Java platform’s “Write Once, Run Anywhere” principle. (Kramer, 1996).

Similarly, to the configuration scripts between writing in scripting languages that abstract away from the host platform, Apache Ant uses file manipulation commands that run across different operating systems system via a Java virtual machine. (Chapman, 2003).

It also had built-in or readily extendable support for JVM languages. Gaudi is written in Scala and Java. These were the main advantages of using Apache Ant over a Make variant. Make does not offer the close integration of JVM languages and is very reliant on Unix-like shell commands to run effectively – like a shell script, the use of *rm* or similar commands typical only readily available to Unix-like systems and not Windows or other systems. Such commands are not abstracted as they would be by Ant. (Waikato Linux Users Group, 2005).

# Implementation

## Overview

*Design Philosophy*

The Gaudi implementation was modelled on that of Apache Ant. Gaudi too abstracts commands away from the host system and lot of interfacing between Gaudi and the host system is offered through the underlying Java virtual machine implementation.

*Pragmatic approach to design philosophy*

File manipulation for instance is offered partially via the Apache IO Commons [JAR] library. Especially the FileUtils class. (Apache Commons, 2012).

The core Gaudi application is implemented as a collection of interoperating classes (instigated as objects) and interfaces written in the Scala and Java programming languages. A UML class diagram of the classes and interfaces which constitute Gaudi are included later on in this paper.

## Build file syntax

Gaudi’s build file format is based on JavaScript Object Notation [JSON], a data format language derived from JavaScript. (Json.org, No date). Such a build file takes the following format, where italics are specific to a given build file. Highlighted text indicates what is needed to extend the file and the bold ellipses (**…**) indicate where more commands or actions can be added from.

{

“preamble”:

“source”: “*source files(s) or wildcard for source file(s)*”

"target": "*target to produce from source, typically a binary*",

"cc": "*compiler or another tool used to generate target*"

},

"build": [

{ "*command*": "*parameters for command*” },

**…**

] , **…**

}

All build files begin with the *preamble* block which defines:

* The *source* files (s) to use to build the *target*.
* The *target* file(s) to generate from the source using *cc.*
* The *cc* (meaning *C compiler*, a convention adopted from *Makefiles* (Patel, No date)) indicates the compiler or similar tool needed to generate the *target* file(s).

All build files also contain the *build action* block which includes a sequence of instructions. Sequences are indicated with square brackets (“[ ]“) and *commands* are included within curly braces (“{ }”) and followed by a comma (“,”) if there are more commands following.

## Plug-in file syntax (Groovy programming language)

A plug-in written in the Groovy programming language (Glover, 2004) , takes the following format. Italics indicate a given plug-in’s specifics:

import org.stpettersens.gaudi.GaudiPlugin

public class *PluginName* extends GaudiPlugin {

*PluginName*() {

Name = "*Name of plug in name*"

Action = "*What the plug-in will do; its action.*"

Version = "*Version number, e.g. 1.0*"

Author = "*Name of plug-in author*"

Url = "*Url for plug-in documentation/info/download page, etc.*"

Initable = true

}

public void run() {

*Actions implemented by the plugin. E.g. Gaudi commands…*

}

}

Plug-ins reside in the *plug-ins/* subdirectory of the Gaudi installation and when Gaudi is built with plug-in support, they can be invoked like so with the –p switch:

gaudi –p pluginName

Example plug-ins are included in Appendix VII.

## Actions

Actions are just a group of related *commands* in a block other than *preamble.* The default *build* block is an example of an action. For instance, the action *clean* can erase all generated files from a build. It would be invoked like so (assuming we are in the current working directory where the *build.json,* the default searched for Gaudi build , resides and we have a *clean* action defined within the build file. It is not required like *build* but is recommended):

Gaudi clean

This will invoke the clean action defined in the build file.

## Commands

Gaudi implements currently the following commands. Each command is abstracted away from the host operating system in compliance to the *design philosophy* and are handled directly through the Java virtual machine [JVM], except for command that begin with :*x* (e.g. :xstrip) which depend on the existence of a specific program and of course the execution command (:exec) which invokes the specified program such as a compiler or linker.

Gaudi commands are available in two contexts:

1. Build file syntax.
2. Direct invocation syntax.

Build file syntax refers to the way a command will be used within a JSON-based build file as used by Gaudi. For example, to invoke the execution command in a build file – something like this would be written within the build file (where the curly braces indicate a block):

{ “exec”: “my\_program” }

Direct invocation refers to the way a command can be executed directly (e.g. on the command line) as a parameter to Gaudi. For instance, the execution command mentioned for build file syntax could also be invoked like so, when invoking Gaudi itself:

gaudi “:exec my\_program”

Notice that in direct invocation, the colon (“:”) proceeds the command, contrary to build syntax where it follows a quote-enclosed command.

Note that all Gaudi commands in build file syntax take quoted string as parameters enclosed in braces as part of a command block; or two unquoted literals (command and parameter) surrounded within quotes in direct invocation syntax. All commands work in both contexts, but commands such as :help are more obvious for use in a direct invocation context, although use in a build file context is also perfectly valid.

Gaudi includes the following commands with their associated parameters (listed in alphabetical order):

* append: plain\_text\_file.ext >> single line message / variable(s) – Appends a single line message and/or variable(s) to a plain text file (typically \*.txt or \*.log file format) relative to the current working directory by default. Creates file if non-existent; otherwise appends to existing file, keeping existing lines beforehand. Build file syntax example: { “append”: “output.txt>>Hello there, World!” }. Since this command appends to a plain text file, it is well suited to logging a build process.
* clobber: plain\_text\_file.ext >> single line message / variables(s) – Similar to append, but writes a single line message and/or variable(s) to a plain text file, overwriting any existent text in an existing file. If the file does not exist, the effect will be the same as append. Build file syntax example: { “clobber”: “output.txt>>This will overwrite any existing text that was in this text file.” }.
* copy: original file >> file destination – Copy a file to a file with a new name or to another directory (typically under the current working directory). Build file syntax example: { “copy”: “my\_file.zip”>>”folder\_of\_zips/” }, which would copy the file *my\_file.zip* to the specified of directory *folder\_of\_zips*.
* decode: literal encoded string / file containing encoded string – Decodes a short string encoded with a Caesar-style shift cipher (Savarese & Hart, 1999) to the same plain text file containing the original encoded string. Implemented in Gaudi to work with trivial passwords, et cetera. Decode with decode command; see above. Example build file syntax: { “decode: “encoded.txt” }. Re-encode with encode command; *see* below. *TO (PROPERLY) IMPLEMENT.*
* echo: single line message / variable(s) – Display a single line message and/or variable(s). This can, and is intended to be, used for documenting your build process output. For instance say what you are attempting to currently accomplish in your build *action* such as *Compiling Hello World program.* Example build file syntax: { “echo”: “Compiling Hello World program…” }.
* encode: plain\_text\_file.ext >> “short string to encode” – Encodes a short string with a simple Caesar-style shift cipher to a plain text file. Implemented in Gaudi to work with trivial passwords, et cetera. Decode with decode command; see above. Example build file syntax: { “encode: “encoded.txt>>caesar” } .
* erase: file/wildcard for file - Erase a non-application (not including shell scripts) file in the current working directory. Example build file syntax: { “erase”: “file\_to\_delete.txt” }.
* exec: app/external process (and parameters) – Execute an external application or process. For example, the GNU C++ compiler could be invoked using the example build file syntax: { “exec”: “g++ hw.cpp -o hw” }. This will compile the program C++ and link it into an executable *hw* (or *hw.exe* on Windows).
* :help command - Like Linux’s *man* command (Haas, No date a), this command takes the queried command as a parameter and displays on-screen help on the purpose of that command and examples on how to use it. Direct invocation example: gaudi “:help echo”, will instruct the user how to use the echo command. *TO IMPLEMENT.*
* list: file/folder or wildcard for– List all folders, files (or by wildcard) for the parameter object existent within the current working directory. Example build file syntax: { “list”: “\*” } , which would list all files and folders within the current directory because of the asterix (\*) wildcard, a common computing convention. (Thomson Reuters, 2009). *TO IMPLEMENT.*
* mkdir: directory name – Create a new folder/directory of parameter name if one does not exist in current path; otherwise throw an error message. Example build file syntax: { “mkdir”: “my\_new\_folder” }.
* notify: notif\_subsystem >> message / variable(s) – Sends a single line message and/or variable(s) to the system notification application/subsystem. Notif\_subsystem may be default, growl (Growl Team, 2012) or gtk. Example build file syntax: { “notify:” “growl>>”Hello, from Growl notifications.” }, which would display the message with the Grown notification application. This command will be implemented using the notification systems existing APIs for Java. *TO IMPLEMENT.*
* move: original file >> file destination – Move/rename a file to a file with a new name or to another directory (typically under the current working directory). Build syntax example: { “move” : “my\_old\_name.zip”>>”my\_new\_name.zip }, which would move/rename the file *my\_old\_name.zip* to *my\_new\_name.zip*. This command is analogous to Unix/Linux’s *mv* command (Haas, No date b).
* rcopy: folder containing files >> destination – Recursively copy a folder of files (analogous to Windows’ *XCOPY* command (Microsoft, No date)) to another directory [destination]. Example build file syntax: { “rcopy”: “my\_cool\_src\_files/”>>“other\_cool\_code/” }. *TO IMPLEMENT.*
* xstrip: executable to strip – Strip an executable of symbols. This command proceeds with x , a design convention indicating that it is dependent on another external program to Gaudi; in this case the strip (strip.exe on Windows) program, an implementation of which exists within the GCC/MinGW packages (Christias, 1994). Example build syntax: { “xstrip”: “hw” }, which will strip the binary hw or hw.exe depending on host operating system.

## Classes

The implementation of Gaudi delegates different related areas of functionality to its part of the application. Gaudi implements ten distinct classes (six of which are written in Scala and four of which are implemented in Java); and one interface written in Java.

Each class and its purpose and responsibilities are described below.

1. **GaudiBase** class. As the name suggests this is the base class for the application. The purpose of a base class is to provide expose common functionality (methods) and properties (attributes) to the classes sub-classing it through the object-orientated programming principle of inheritance. (Russell, 2011). The classes that inherit from GaudiBase are sub-classed to provide common methods, but not properties. All attributes in the class are private.

Any class that inherits from GaudiBase does not also inherit from any other class as Java (and by its relationship with Java - Scala) does not support multiple inheritance. (Bergin, 2000). This class is written in Scala.

GaudiBase provides commonly needed methods, such as one to write to dump information to a text log and to write to a text file in general (also used by the logging method internally). Both of these methods use the *protected* access modifier.

*Protected* access modifiers allow the methods to be used in subclasses. For this reason, the methods in GaudiBase are *protected* as they are intended to be used only by the classes that need them and as such sub-class GaudiBase. In contrast, the *private* access modifier makes the method only accessible within its own class. In Scala, when an access modifier is omitted, the method will be *public* by default. *Public* methods are accessible globally through any instance of the class. (Tutorials Point, No date).

1. **GaudiApp** is a class with a single instance or a singleton. Since this class is written in Scala, it is defined using Scala’s singleton definition keyword *object***.** (Odersky et al., 2006).

GaudiApp contains the entry point (a *public*) method, *main* for the application. Unlike in Java, this method is not declared as static as it appears under a class with only a single instance. Conceptually, the Scala language does not use the *static* keyword as a class with only a single instance is defined with the *object* keyword and contained methods are implicitly the equivalent of static. (Odersky, 2012).

This class also contains methods that perform operations tied to the command line parameters the application takes. This includes *private* methods to load a build file, run a command (utilizing the *GaudiBuilder* class, see below) and to display occurring errors, version and usage information.

1. **GaudiBuilder** class. As name suggests this class is responsible for building something, specifically the target(s) (the software libraries, executables or documentation, et cetera) outlined in the build file the application uses as input from the source files referenced. Also written in Scala, *GaudiBuilder* defines the methods to extract and execute *actions* and *commands* contained within the loaded build file in order to build the target(s).

In Gaudi terminology, an *action* is the equivalent of an Ant build file’s *target* and *commands* (the equivalent of Ant’s *tasks*) are the simple operations that are grouped together to perform an *action.* (Apache Software Foundation, No date).

For example, a call to the GNU GCC compiler (Free Software Foundation, 2012) with the parameters required to compile a source code file into an executable program could be a *command* included in the *build* action to create a piece of software from source.

This class also includes all the core *commands* supported by Gaudi, including the I/O commands to manipulate text files (supported by the *GaudiBase* class), to execute external programs, and to provide general output while executing build files amongst other related *commands.*

1. **GaudiForeman** class. In work parlance, the *foreman* is “a person in charge of a particular department, group of workers, et cetera”. (Dictionary.com LLC, 2012). In Gaudi, this analogy is applied to building and the GaudiForeman class is responsible for parsing the JSON build file and ascertaining the build *target*, *preamble* (block of variable definitions at the top of the build file) and *actions.* This class is written in Scala.
2. **GaudiHabitat** is another class with a single instance (singleton). The responsibility of this class is to get the operating system environment Gaudi is running within the Java virtual machine on, and determine how to ascertain paths for files, file extensions for executables, and so forth as appropriate. This class is written in Scala.
3. **GaudiGroovyPlugin** class serves to implement plug-ins written in the Groovy programming language (Glover, 2004) for Gaudi’s fledging plug-in system. Plug-ins written in Groovy can be used to create custom, be-spoke operations for (and thus extend) the Gaudi build tool, such as conversion functionality to transform a Makefile into a Gaudi JSON-based build file. As of the completion of this paper, the plug-in system in Gaudi has not been fully implemented and as such is disabled. For compatibility reasons, this class was written in Java rather than Scala. This class only contains a constructor method as nothing needs to be returned from the method that loads the plug-in code. (Leahy, No date).
4. **GaudiJythonPlugin** class. Similarly, this class partially implements the Gaudi plug-in system. However, as the name suggests, this implements plug-ins written in the Jython programming language. Jython is an implementation of Python to run on the Java virtual machine [JVM] (Pedroni & Rappin, 2002) and is included in Gaudi as it too is written for the JVM. Jython can be used to write plug-ins for Gaudi in the same way as Groovy. As with GaudiGroovyPlugin, also for compatibility reasons, this class was written in Java rather than Scala. This class also only contains a constructor method.
5. **GaudiPluginLoade**r class. In the Gaudi plug-in system, Gaudi plug-in code is stored in an ordinary *\*.zip* archive (PKZIP Inc., 2007), albeit with the file extension *\*.gpod*. The code is stored within this archive, in either a Groovy (file extension: *\*.groovy*) or Jython (*\*.py*) source file. This class is tasked with extracting the source file from the archive and determining the plug-in type from the source file extension (via *pattern matching* – Wampler & Payne, 2009). Determining on the code base, a *GaudiGroovyPlugin* or *GaudiJythonPlugin* object is then invoked with the source code as a parameter. This class was written in Scala.
6. **GaudiPluginSupport** is a single instance class (singleton). This class only contains the Boolean constant Enabled, which by default is *true*. The configuration process for building Gaudi can set this to false. The only purpose of this class is to set whether or not the plug-in system will be used in the Gaudi build.

## Interfaces

1. **IGaudiPlugin** interface. The purpose of an interface is to provide an abstraction of a class that needs to be modelled. In an interface, the method signatures are defined, but the implementation within them is not, but deliberately left blank. An interface is part of a block box approach where the programmer cares about what methods need to be available, but the implementation does not need to be known. As Oracle Corporation (1995a) states “In its most common form, an interface is a group of related methods with empty bodies”. A bicycle’s behaviour could be modelled to include methods to change gear, speed up, and apply breaks. When combined with say, the BMX (CITE) class, a contract could be formed to ensure that the implementation BMX implements the features in the interface common to all bicycles. In such a way, “implementing an interface allows a class to become formal about the behaviour it promises to provide”. Interfaces are always *public* as they often are combined with an implementation class. (Oracle Corporation, 1995a).

The IGaudiPlugin interface enforces the contract between *GaudiPlugin* and the method signatures defined in the interface itself of what a plugin should implement . This is as follows (shown with UML notation (Pilone, 2006).

* + initialize() ­ : Boolean *[[3]](#footnote-3) –* for initializing the plug-in class in the plug-in system.
* + getName() : String – retrieve the name of the plugin.
* + getAction() : String *­–*retrieve the *action* name performed by the plug-in.
* + run(): void– invoke the plug-in *action.*
* + doCommand(command : String, param : String) : void *­*- invoke a Gaudi command, e.g. super.doCommand(“:echo”, “hello there!”);

With the *GaudiGroovyPlugin* class, the *GroovyClassLoader* parses a Groovy language class from a plug-in source code file onto a *Class* type, which is instigated as an *Object.* This *Object* is then cast to the *IGaudiPlugin* interface, which allows the Groovy class to become a Gaudi plug-in implementation without the explicit need to understand the underlying implementation of a plug-in in the Gaudi plug-in system. A UML diagram of all the classes follows on the next page.

*Figure: UML class diagram for Gaudi application*
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# Test deployment and survey

An Nullsoft Scriptable Install System [NSIS] (Nullsoft, 2011) setup application and *\*.zip* archive containing a preliminary build of the Gaudi application and a web link to some instructions on how to setup Gaudi and perform a short series of tasks (as in user interactions) to test it were deployed on the World Wide Web for my testing audience. The audience has a choice whether to download the setup application (recommended) or to install manually from the *\*.zip* archive.

Participants in the test deployment were invited to dowload Gaudi and the GNU C++ compiler [GCC]. They were instructed to follow the instructions to build a sample C++ Hello World program from source code using Gaud by invoking the *build.json*  build file provided with the sample program source code from a *\*.zip* archive they were also invited to download and extract to their computer.

Additionally, a survey was deployed on the service offered by a web-based survey provider (SurveyMonkey, 2012) to collect responses on whether these tasks were straightforward for the testing user or not. Other responses collected were the testers’ general computer literacy and development experience, to help offer context to the usability results. This survey was linked to from the wiki page providing links to the required testing files (Gaudi and the sample program, et cetera) and was completed by each participant after attempting the testing deployment tasks.

The testing instructions is included in the appendices (*see* Appendix VI) and the questions posed follow in the results of survey.

*Continued overleaf.*

# Results of survey

The results of the survey follow and are presented with each question that the participant was asked.

*Question 1. If you opted to use the installation program, how straightforward did you find installation of Gaudi?* [One choice only answer].

The results were as follows:
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It was evident from the results that the majority of participants found the installation process “straightforward” at sixty-seven per cent. About a third (33%) found it “very straightforward”. I was expecting mostly “straightforward” as the result, so this was very encouraging in terms of NSIS deployment of the application.

*Continues overleaf.*

*Question 2. If you installed the program manually from the \*.zip archive, how straightforward did you find installation of Gaudi?* [One choice only answer].

The results were as follows:
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It was evident from the results that the majority of participants found the installation process “very straightforward” at three quarters (75%) A quarter (25%) found it “not straightforward”. No-one responded “very straightforward” (0%). I was expecting mostly “straightforward” as the result. It was surprising how the manual installation outshone the NSIS installation.

*Continues overleaf.*

*Question 3. Did you already have Java (runtime environment) already installed on your system before installing Gaudi?* [One choice only answer].

The results were as follows:
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It was evident from the results that the overwhelming majority of participants already had the Java runtime environment installed on their system. (“Yes” at 86%). Fourteen per cent “had to install it first”. Due to the ubiquitous nature of Java (Stewart, 2001), the results did not surprise me. Java’s ubiquity was one of the, albeit lesser reasons, for the development of Gaudi to target Java.

*Continues overleaf.*

*Question 4. What operating system did you try Gaudi on?* [One choice only answer].

The results were as follows:
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It was evident from the results that the overwhelming majority of participants were using Gaudi on the very popular Windows operating system at eighty-six per cent. Fourteen per cent used Mac OS X, another popular operating system. No-one asked used non-Mac OS-X UNIX-like systems (0%). Due to the prevalent nature of Windows (Refsnes Data, 2012), the results did not surprise me and were in line with my expectations.

*Continues overleaf.*

*Question 5. How experienced are you when it comes to developing software?* [One choice only answer].

The results were as follows:
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It was evident that the results to this question were more mixed. From the results, the majority of participants classified themselves as an “intermediate developer” at fifty-seven per cent. Next was those without development experience at twenty-nine per cent, then “expert developer” response was at fourteen per cent. Finally, “beginner developer” had no responses (0%). I did not have any expectations for the results of this question.

*Continues overleaf.*

*Question 6. In terms of general computer use, such as word processing and Internet usage, how would you rate your level of experience?* [One choice only answer].

The results were as follows:
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It was evident from the results that the vast majority of participants classified themselves as an “expert, every day user” at eighty-six per cent, next was “beginner user” at fourteen per cent. Intermediate users were at zero per cent. I did expect the majority of respondents to be expert, ever day users, since they could complete the survey online without issue; so these results generally matched my expectations.

*Continues overleaf.*

*Question 7. If you have development experience, have you ever used a software build tool, before trying Gaudi, and if so which one(s)? Tick all that apply, if you previously said you don’t have any dev. experience, just answer N/A.* [Multiple choice answers].

The results were as follows:
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It was evident that the results to this question were more mixed as expected since this question allowed a respondent to select multiple choices. From the results that the majority of participants “tended to use [their] IDE or batch/shell scripting” at forty-three per cent. Joint next was Make, another build tool ant not applicable (N/A); all at twenty-nine per cent respectively. Last was Apache Ant at fourteen per cent. I expected IDE/batch/shell scripting to be the most popular answer and I also expected Make to be more popular than Ant. The results matched my predictions.

*Continues overleaf.*

*Question 8. How straightforward did you find the tasks you were given to complete with Gaudi?* [One choice only answer].

The results were as follows:

![](data:image/png;base64,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)

It was evident that the results to this question were more mixed. From the results, the majority of participants found the tasks “very straightforward” to complete. Joint next was “I could not finish”, “Not straightforward” and “Straightforward”; all at fourteen per cent respectively. I expected “straightforward” to be the most popular response, so the 57% result for “very straightforward” exceeded my expectations.

*Continues overleaf.*

*Question 9. Do you prefer JSON over XML or traditional Makefiles as a build file format?* [One choice only answer].

The results were as follows:
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It was evident that the results to this question were more mixed. From the results, the majority of participants had no preference or did not know at fifty-seven per cent. Next was a preference for JSON at twenty-nine per cent. Fourteen per cent expressed a preference for XML (the build file format of choice for Apache Ant) and no-body expressed a preference for traditional Make files a la the Make tool (0%). The overall majority of no preference matched my expectation, but I was happy that JSON proved more popular than XML overall, as it was the build file format I had chosen for Gaudi.

*Continues overleaf.*

# Further internal testing

Using Gaudi, I compiled a similar small program written in Java and another Java program which consisted of several files and needed to be packaged. The build files and source files are included in Appendix VII.

# Conclusions

In conclusion, Gaudi was my most ambitious programming project so far and originally started just as hobby project to help me learn the Scala programming language (Odersky et al., 2006). By the submission of this paper as my dissertation or individual study project, Gaudi has implemented or partially implement around twenty commands. Enough to build many programs, including almost Gaudi itself; although I have not yet written a build file for Gaudi to build itself.

From the results of my survey, I can also draw the conclusion that a build tool which uses JSON (Json.org, 2012) as it base format seems to be a popular concept.

As for how the results of implementing this project went, I feel that I have mainly achieved the aims that I set out at the beginning of the dissertation writing period.

I set out the aims I passed and failed below:

* FAILED. Although Gaudi can superficially theoretically build itself, it cannot yet configure itself without reliance on the *Txtrevise* utility.
* PASSED. Implemented enough core commands for Gaudi to be able to *configure* the build and Apache Ant in order to build Gaudi. This purpose is currently served by *configure* scripts.
* FAILED. Did not Implement server/client functionality for Gaudi to receive commands and relay responses via telnet or SSH to perform build operations or *actions*; each consisting of individual *commands.* Also, to implement the loading and execution of remote (to the program) build files.
* FAILED. Did Implement command extensibility. (E.g. bespoke commands).
* PARTIALLY PASSED. Implement plug-in system for advanced extensibility.

* PARTIALLY PASSED. Compatible with a wide range of JVM implementations. Tested with *HotSpot* 32 and 64-bit (*de facto* Oracle/Sunimplementations) on Windows and Linux and Apple’s Java implementation on Mac OS X. Also worked with *GIJ*, GNU Java virtual machine implementation on Windows and Linux.
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# Appendices

## Appendix I: Credits of third-party libraries used by Gaudi application.

JSON.simple (simple Java toolkit for JSON)

Copyright 2010 Yidong Fang et al.

http://code.google.com/p/json-simple

Apache Commons IO library

Copyright 2002-2011 The Apache Software Foundation.

http://commons.apache.org/io

Scala library

Copyright 2002-2012 EPFL, Lausanne, unless otherwise specified.

All rights reserved.

Licensed under a BSD-style license - http://www.scala-lang.org/node/146

http://www.scala-lang.org

Groovy library

Copyright 2003-2010 The respective authors and developers.

This product includes software developed by The Groovy community.

http://groovy.codehaus.org

Jython (Minimal core library)

Copyright (c) 2000-2007 Jython Developers All rights reserved.

Licensed under the Python Software Foundation License

and Jython 2.0, 2.1 License - http://www.jython.org/license.html

http://www.jython.org

## Appendix II: Gaudi application source code (Scala, Java)

### GaudiApp.scala (181 SLOC, includes comments):

/\*

Gaudi platform agnostic build tool

Copyright 2010-2012 Sam Saint-Pettersen.

Licensed under the Apache License, Version 2.0 (the "License");

you may not use this file except in compliance with the License.

You may obtain a copy of the License at

http://www.apache.org/licenses/LICENSE-2.0

Unless required by applicable law or agreed to in writing, software

distributed under the License is distributed on an "AS IS" BASIS,

WITHOUT WARRANTIES OR CONDITIONS OF ANY KIND, either express or implied.

See the License for the specific language governing permissions and

limitations under the License.

For dependencies, please see LICENSE file.

\*/

package org.stpettersens.gaudi

import scala.io.Source

import scala.util.matching.Regex

import java.io.IOException

import org.json.simple.{JSONObject,JSONArray}

//

object GaudiApp extends GaudiBase {

//-------------------------------------------------------------

val appVersion: String = "0.1"

val errCode: Int = -2;

val env: (String, String) = GaudiHabitat.getEnvAndOS()

//-------------------------------------------------------------

var buildFile: String = "build.json" // Default build file

var beVerbose: Boolean = true // Gaudi is verbose by default

var logging: Boolean = false // Logging is disabled by default

var messenger = new GaudiMessenger(logging)

var sSwitch: Boolean = false

def main(args: Array[String]): Unit = {

var pSwitch: Boolean = false

var fSwitch: Boolean = false

var action: String = "build"

val pluginPattn: Regex = """([\w\:\\//]+.gpod)""".r

val filePattn: Regex = """([\w\:\\//]+.json)""".r

val actPattn: Regex = """([a-z]+)""".r

val cmdPattn: Regex = """:([a-z]+)\s{1}([\\\/A-Za-z0-9\s\.\\*\+\\_\-\>\!\,]+)""".r

var cmd: String = null

var param: String = null

/\* Attempt Gnome GTK integration when operating system is Linux \*/

/\*

if(GaudiHabitat.getOSFamily() == 1)

{

Gtk.init(args)

}

\*/

/\* Default behavior is to build project following

build file in the current directory \*/

if(args.length == 0) loadBuild(action)

// Handle command line arguments

else if(args.length > 0 && args.length < 7) {

for(arg <- args) {

arg match {

case "-i" => displayUsage(0)

case "-v" => displayVersion()

case "-l" => logging = true

case "-s" => sSwitch = true

case "-b" => generateBuildFile()

case "-p" => {

if(GaudiPluginSupport.Enabled) pSwitch = true

}

case "-q" => beVerbose = false

case "-f" => fSwitch = true

case pluginPattn(p) => {

if(pSwitch) doPluginAction(arg)

}

case filePattn(f) => {

if(fSwitch) buildFile = arg

}

case actPattn(a) => action = a

case cmdPattn(c, p) => {

cmd = c

param = p

}

case \_ => {

displayError(String.format("Argument (%s is invalid)", arg))

}

}

}

if(sSwitch) {

messenger.start()

}

if(cmd != null) {

runCommand(cmd, param)

}

else loadBuild(action)

}

else displayError("Arguments (requires 0-6 arguments)")

}

// Just peform a stdin command; really just for testing implemented commands.

// E.g. argument ":move a->b"

private def runCommand(cmd: String, param: String): Unit = {

// Create a new builder to run a command

val builder = new GaudiBuilder(null, sSwitch, beVerbose, logging)

builder.doCommand(cmd, param)

System.exit(0)

}

// Load and delegate parse and execution of build file

private def loadBuild(action: String): Unit = {

var buildConf: String = ""

try {

for(line <- Source.fromFile(buildFile).getLines()) {

buildConf += line

}

// Shrink string, by replacing tabs with spaces;

// Gaudi build files should be written using tabs

buildConf = buildConf.replaceAll("\t","")

}

catch { // Catch I/O and general exceptions

case ioe: IOException => displayError(ioe)

case e: Exception => displayError(e)

}

finally {

// Delegate to the foreman and builder

val foreman = new GaudiForeman(buildConf)

val builder = new GaudiBuilder(foreman.getPreamble, sSwitch, beVerbose, logging)

if(beVerbose) {

println(String.format("[ %s => %s ]", foreman.getTarget, action))

}

builder.doAction(foreman.getAction(action))

messenger.end()

}

}

// Generate a Gaudi build file (build.json)

private def generateBuildFile(): Unit = {

// TODO

}

// Handle a plug-in

private def doPluginAction(plugin: String): Unit = {

//new GaudiPluginLoader(plugin, logging)

System.exit(0)

}

// Display an error

def displayError(ex: Exception): Unit = {

println(String.format("\nError with: %s.", ex.getMessage))

logDump(ex.getMessage, logging)

displayUsage(errCode)

}

// Overloaded for String parameter

def displayError(ex: String): Unit = {

println(String.format("\nError with: %s.", ex))

logDump(ex, logging)

displayUsage(errCode)

}

// Display version information and exit

private def displayVersion(): Unit = {

println(String.format("Gaudi v.%s [%s (%s)]", appVersion, env.\_1, env.\_2))

if(GaudiPluginSupport.Enabled) println("Plug-in support.")

else println("No plug-in support (-noplugins).")

System.exit(0)

}

// Display usage information and exit

private def displayUsage(exitCode: Int): Unit = {

println("\nGaudi platform agnostic build tool")

println("Copyright (c) 2010-2012 Sam Saint-Pettersen")

println("\nReleased under the Apache License v2.")

println("\nUsage: gaudi [-s <port>][-l][-i|-v|-n|-m][-q]")

println("[-p <plug-in>][-f <build file>][<action>|\"<:command>\"]")

println("\n-s: Enable listen on socket (Default: TCP/3082).")

println("-l: Enable logging of certain events.")

println("-i: Display usage information and quit.")

println("-v: Display version information and quit.")

println("-b: Generate a Gaudi build file (build.json).")

println("-p: Invoke <plug-in> action.")

println("-q: Mute console output, except for :echo and errors (Quiet mode).")

println("-f: Use <build file> instead of build.json.")

System.exit(exitCode)

}

}

### GaudiBase.scala (85 SLOC):

package org.stpettersens.gaudi

import java.util.Calendar

import java.text.{DateFormat,SimpleDateFormat}

import java.io.{PrintWriter,FileOutputStream,IOException}

class GaudiBase {

val caesarOffset: Array[Int] = Array(0x22, 0x1C, 0xA, 0x1F, 0x8, 0x2, 0x24, 0xF, 0x13, 0x25, 0x40, 0x10)

val LogFile: String = "gaudi.log"

protected def logDump(message: String, isLogging: Boolean): Unit = {

val calendar: Calendar = Calendar.getInstance()

val sdf: SimpleDateFormat = new SimpleDateFormat("MM-dd-yyyy HH:mm:ss")

val timeStamp: String = sdf.format(calendar.getTime())

if(isLogging) {

writeToFile(LogFile, String.format("[%s]\r\n%s", timeStamp, message), true)

}

}

// File writing operations

protected def writeToFile(file: String, message: String, append: Boolean): Unit = {

var out: PrintWriter = null

try {

out = new PrintWriter(new FileOutputStream(file, append))

out.println(message)

}

catch {

case ioe: IOException => println(ioe.getMessage) // ! //printError(ioe.getMessage)

}

finally {

out.close()

}

}

// Encode a message in a simple Caesar cipher

protected def encodeText(message: String) : String = {

var emessage: String = "";

var x: Int = 0;

for(s <- message) {

if(x == caesarOffset.length - 1) x = 0;

var cv: Int = message.charAt(x).asInstanceOf[Int] - caesarOffset(x);

var ca: Char = cv.asInstanceOf[Char];

emessage += ca

x += 1

}

emessage

}

// Decode a message in a simpole Caesar cipher

protected def decodeText(message: String) : String = {

var umessage: String = "";

var x: Int = 0;

for(s <- message) {

if(x == caesarOffset.length - 1) x = 0;

var cv: Int = message.charAt(x).asInstanceOf[Int] + caesarOffset(x);

var ca: Char = cv.asInstanceOf[Char];

umessage += ca

x += 1

}

umessage

}

}

GaudiBuilder.scala (203 SLOC):

package org.stpettersens.gaudi

import org.json.simple.{JSONObject,JSONArray}

import org.apache.commons.io.FileUtils.\_

import org.apache.commons.io.filefilter.WildcardFileFilter

import scala.util.matching.Regex

import java.io.\_

class GaudiBuilder(preamble: JSONObject, sSwitch: Boolean,

beVerbose: Boolean, logging: Boolean) extends GaudiBase {

// Define global messenger object

var messenger = new GaudiMessenger(logging)

if(sSwitch) {

messenger.start()

}

// Substitute variables for values

private def substituteVars(action: Array[Object]): Unit = {

println(preamble)

}

// Handle wild cards in parameters such as \*.scala, \*.cpp,

// for example, to compile all Scala or C++ files in the specified dir

private def handleWildcards(param: String): String = {

if(param.contains("\*")) {

val rawParamPattn: Regex = """[\w\d]\*\s\*(.\*)""".r

var rawParamPattn(raw\_param) = param

var dir = new File(".")

val filePattn: Regex = """\\*([\.\w\d]+)""".r

var filePattn(ext) = raw\_param

val filter: FileFilter = new WildcardFileFilter("\*" + ext)

var newParam: String = ""

val files: Array[File] = dir.listFiles(filter)

for(file <- files) {

newParam += file

}

return newParam.replace(".\\", " ")

}

param

}

// Extract command and param for execution

private def extractCommand(cmdParam: String): (String, String) = {

val cpPattn: Regex = """\{\"(\w+)\"\:\"([\\\/\"\w\d\s\$\.\\*\,\\_\+\-\>\\_]+)\"\}""".r

var cpPattn(cmd: String, param: String) = cmdParam

(cmd, param)

}

// Print an error related to action or command and exit

private def printError(error: String): Unit = {

println(String.format("\tAborting: %s.", error))

logDump(error, logging) // Also log it

System.exit(-2) // Exit application with error code

}

// Print executed command

private def printCommand(command: String, param: String): Unit = {

if(beVerbose && command != "echo") {

println(String.format("\t:%s %s", command, param))

}

}

// Execute an external program or process

private def execExtern(param: String): Unit = {

val exe: (String, String) = GaudiHabitat.getExeWithExt(param)

// -----------------------------------------------------------------

logDump(String.format("Executed -> %s %s\n" +

"Wildcard matched -> %s", exe.\_1, exe.\_2, handleWildcards(exe.\_2)),

logging)

// -----------------------------------------------------------------

if(exe.\_1 != null) {

var p: Process = Runtime.getRuntime().exec(String.format("%s %s", exe.\_1, handleWildcards(exe.\_2)))

val reader = new BufferedReader(new InputStreamReader(p.getErrorStream()))

var line: String = reader.readLine()

if(line != null) {

val msg = String.format("\t~ %s", line)

println(msg)

messenger.report(msg)

}

}

}

private def eraseFile(file: String, isExe: Boolean): Unit = {

if(isExe && GaudiHabitat.getOSFamily() == 0) {

new File(file.concat(".exe")).delete()

}

else new File(file).delete()

}

// Execute a command in the action

def doCommand(command: String, param: String): Unit = {

// Handle any potential wildcards in parameters

// for all commands other than :exec and :echo

val wcc\_param: String = handleWildcards(param)

// Do not print "echo" commands, but do print others

printCommand(command, param)

command match {

case "exec" => {

execExtern(param)

}

case "mkdir" => {

val aDir: Boolean = new File(param).mkdir()

if(!aDir) {

printError(String.format("Problem making dir -> %s", param))

}

}

case "list" => println(String.format("\t-> %s", wcc\_param))

case "echo" => println(String.format("\t# %s", param))

case "erase" => eraseFile(wcc\_param, false) // Support wildcards

case "erasex" => eraseFile(wcc\_param, true)

case "xstrip" => {

var p: String = wcc\_param;

if(GaudiHabitat.getOSFamily() == 0) {

p = wcc\_param.concat(".exe")

}

execExtern(String.format("strip %s", p)) // Relies on strip command.

}

case "copy" => {

// Explicit the first time about this being a string array

val srcDest: Array[String] = param.split("->")

copyFile(new File(srcDest(0)), new File(srcDest(1))) // Via Apache Commons IO

}

case "rcopy" => {

// Implicit...

"Recur. copy" // TODO

}

case "move" => {

// Et cetera...

val srcDest = param.split("->")

moveFile(new File(srcDest(0)), new File(srcDest(1))) // Via Apache Commons IO

}

// Append message to a file

// Usage in buildfile: { "append": file>>message" }

// Equivalent to \*nix's echo "message" >> file

case "append" => {

val fileMsg = param.split(">>")

writeToFile(fileMsg(0), fileMsg(1), true)

}

case "clobber" => {

val fileMsg = param.split(">>")

writeToFile(fileMsg(0), fileMsg(1), false)

}

case "notify" => {

GaudiHabitat.sendOSNotif("null")

}

case "encode" => {

val fileMsg = param.split(">>")

writeToFile(fileMsg(0), encodeText(fileMsg(1)), true)

}

case "decode" => {

val fileMsg = param.split("<<")

writeToFile(fileMsg(0), decodeText(fileMsg(1)), true)

}

case "help" => {

val onCmd = param.split(" ")

// TODO!

//

}

case \_ => {

// Implement extendable commands

printError(String.format("%s is an invalid command", command))

}

}

}

// Execute an action

def doAction(action: JSONArray): Unit = {

try {

val actionArray = action.toArray()

//substituteVars(actionArray)

for(cmdParam <- actionArray) {

val cpPair = extractCommand(cmdParam.toString)

doCommand(cpPair.\_1, cpPair.\_2)

}

}

catch {

case ex: Exception => {

println(String.format("\t[%s]", ex.getMessage))

printError("Encounted an invalid action or command")

}

}

}

}

### GaudiForeman.scala (60 SLOC):

package org.stpettersens.gaudi

import org.json.simple.{JSONValue,JSONObject,JSONArray}

import scala.util.matching.Regex

class GaudiForeman(buildConf: String) {

// Parse build config into build JSON object on initialization

val buildJson: JSONObject = parseBuildJSON()

private def parseBuildJSON(): JSONObject = {

val buildObj: Object = JSONValue.parse(buildConf)

buildObj.asInstanceOf[JSONObject]

}

// Get sub-object 'shard' from build JSON object

private def getShard(objectName: String): Object = {

var shardStr: String = "n"

try {

val objPattn = new Regex(objectName)

shardStr = JSONValue.toJSONString(buildJson.get(objectName))

}

catch {

case ex: Exception => {

GaudiApp.displayError("Instructions (Badly formatted JSON)")

}

// TODO: PREVENT NULL POINTER EXCEPTIONS FROM OCCURING

}

JSONValue.parse(shardStr)

}

// Get target from parsed preamble

def getTarget(): String = {

val targetStr = JSONValue.toJSONString(getPreamble().get("target"))

targetStr.replaceAll("\"", "")

}

// Get the preamble from build object

def getPreamble(): JSONObject = {

getShard("preamble").asInstanceOf[JSONObject]

}

// Get an execution action

def getAction(action: String): JSONArray = {

getShard(action).asInstanceOf[JSONArray]

}

}

### GaudiHabitat.scala (101 SLOC):

package org.stpettersens.gaudi

import java.io.File

import scala.util.matching.Regex

import scala.collection.mutable.ListBuffer

import scala.collection.immutable.List

object GaudiHabitat {

private def getPaths(): List[String] = {

val pathVar: String = System.getenv("PATH")

val winPathPattn: Regex = """([\:\w\d\s\.\-\\_\\]+)""".r

val nixPathPattn: Regex = """([\w\d\s\.\-\\_\/]+)""".r

var pathPattn: Regex = null

if(getOSFamily() == 0) {

pathPattn = winPathPattn

}

else if(getOSFamily() == 1) {

pathPattn = nixPathPattn

}

val paths = new ListBuffer[String]()

for(p <- pathPattn.findAllIn(pathVar)) {

paths += p

}

paths.toList

}

def getOSFamily(): Int = {

var osFamily: Int = -1

val env: (String, String) = getEnvAndOS()

val osFamilyPattn: Regex = """(\w+)[\s\d\w]\*""".r

var osFamilyPattn(osName) = env.\_2

osName match {

case "Windows" => osFamily = 0

case "Linux" => osFamily = 1

case "Macintosh" => osFamily = 2

}

osFamily

}

def getEnvAndOS(): (String, String) = {

(

String.format(

"%s %s",

System.getProperty("java.vm.name"),

System.getProperty("java.version")

),

System.getProperty("os.name")

)

}

def getExeWithExt(command: String): (String, String) = {

var pathTerm: String = null

if(getOSFamily() == 0) {

pathTerm ="\\"

}

else if(getOSFamily() == 1 || getOSFamily() == 2) {

pathTerm = "/"

}

val exts = new Array[String](5)

exts(0) = ".exe"

exts(1) = ".bat"

exts(2) = ".cmd"

exts(3) = ".sh"

exts(4) = ""

val exePattn: Regex = """([\w\d\+\-\\_]+)\s\*(.\*)""".r

var exePattn(exe, param) = command

var ext: String = null

val paths: List[String] = getPaths()

for(path <- paths) {

for(ext <- exts) {

if(new File(path+pathTerm+exe+ext).exists()

&& new File(path+pathTerm+exe+ext).isFile()) {

return (path+pathTerm+exe+ext, param)

}

}

}

(null, null)

}

def sendOSNotif(message: String): Unit = {

val base = new GaudiBase()

// TO IMPLEMENT...

}

}

### GaudiGroovyPlugin.java (61 SLOC):

package org.stpettersens.gaudi;

import groovy.lang.GroovyClassLoader;

import java.io.\*;

// NOTE: The GaudiGroovyPlugin implementation code is written in

// Java rather than Scala for compatibility reasons.(Specifically casting issues).

public class GaudiGroovyPlugin {

@SuppressWarnings("unchecked")

GaudiGroovyPlugin(String plugin, boolean logging) throws Exception {

//GaudiLogger logger = new GaudiLogger(logging);

try {

GroovyClassLoader gcl = new GroovyClassLoader();

Class pluginClass = gcl.parseClass(new File(plugin));

Object aPlugin = pluginClass.newInstance();

IGaudiPlugin gPlugin = (IGaudiPlugin) aPlugin;

Object init = gPlugin.initialize();

Boolean bInit = (Boolean) init; // Cast init value to Boolean \*object\*

if(bInit) {

// On successful initialization, display feedback and run the plug-in

String name = gPlugin.getName().toString();

String action = gPlugin.getAction().toString();

System.out.println("Initialized Groovy-based plug-in.\n");

//logger.dump(String.format("Initialized Groovy-based plug-in -> %s.", name));

System.out.println(String.format("[ %s => %s ]", name, action));

gPlugin.run();

}

else {

// Otherwise, display the standard did not load feedback

System.out.println("Error with: Groovy-based Plug-in (Failed to load).");

//logger.dump("Failed to load plug-in.");

}

}

catch(Exception e) {

System.out.println("\n\tError in plug-in code:\n\t\t" + e);

//logger.dump("Error in plug-in code.");

}

}

}

### GaudiJythonPlugin.java (59 SLOC):

package org.stpettersens.gaudi;

import org.python.core.\*;

import org.python.util.\*;

//NOTE: The GaudiJythonPlugin implementation code is written in

//Java rather than Scala for consistency with GaudiGroovyPlugin.

public class GaudiJythonPlugin {

GaudiJythonPlugin(String plugin, boolean logging) {

GaudiLogger logger = new GaudiLogger(logging);

try {

PySystemState.initialize();

PythonInterpreter jyIntp = new PythonInterpreter();

jyIntp.execfile(plugin);

PyObject pluginObj = jyIntp.get("plugin");

PyObject init = pluginObj.\_\_getattr\_\_("Initable");

if(init.toString() == "True") {

// On successful initialization, display feedback and run the plug-in

String name = pluginObj.\_\_getattr\_\_("Name").toString();

String action = pluginObj.\_\_getattr\_\_("Action").toString();

System.out.println("Initialized Jython-based plug-in.\n");

logger.dump(String.format("Initialized Jython-based plug-in -> %s.", name));

System.out.println(String.format("[ %s => %s ]", name, action));

PyObject runMethod = pluginObj.\_\_getattr\_\_("run");

runMethod.\_\_call\_\_();

}

else {

// Otherwise, display the standard did not load feedback

System.out.println("Error with: Jython-based Plug-in (Failed to load).");

logger.dump("Failed to load plug-in.");

}

}

catch(Exception e) {

System.out.println("\n\tError in plug-in code:\n\t\t" + e);

logger.dump("Error in plug-in code.");

}

}

}

### GaudiPluginLoader.scala (41 SLOC):

package org.stpettersens.gaudi

import java.io.File;

import scala.util.matching.Regex

class GaudiPluginLoader(plugin: String, logging: Boolean) {

// First of all, extract plugin code from the plugin archive (Zip File)

//val unpacker = new GaudiPacker(plugin, logging) /\* Redundent code \*/

//val codeFile = unpacker.extrZipFile()

// NEED TO REDO EXTRACTION CODE.

// Second step is to load pass the code onto the right script handler by

// file extension - \*.groovy is Groovy code; \*.py is Jython code.

val langPattnGvy: Regex = """([\w\:\\//]+.groovy)""".r

val langPattnJyt: Regex = """([\w\:\\//]+.py)""".r

codeFile match {

case langPattnGvy(x) => new GaudiGroovyPlugin(codeFile, logging)

case langPattnJyt(x) => new GaudiJythonPlugin(codeFile, logging)

}

// Delete extracted code file when finshed with

new File(codeFile).delete

}

### GaudiPluginSupport.scala (35 SLOC):

package org.stpettersens.gaudi

object GaudiPluginSupport {

// Code to enable or disable plug-in support.

// This is here because only the de-facto JVMs:

// Sun HotSpot JVM and OpenJDK JVM

// seem to support embedded Groovy as used by the

// plug-in system properly.

// Gaudi can be built without plug-ins to allow

// it to work with other JVMs such as Apache Harmony or GNU GIJ.

/\*

final val Enabled: Boolean = true

\*/

//

final val Enabled: Boolean = false

//

}

GaudiPlugin.java (52 SLOC):

package org.stpettersens.gaudi;

// The Gaudi plug-in base class for derived Groovy-based plug-ins

public class GaudiPlugin implements IGaudiPlugin {

public static String Name = "Unspecified plug-in"; // Plug-in name

public static String Action = "Unspecified action"; // Plug-in action

public static String Version = "Unspecified version"; // Plug-in version

public static String Author = "Unspecified author"; // Plug-in author

public static String Url = "Unspecified URL"; // Plug-in URL

public static boolean Initiable = false;

public GaudiBuilder builder = new GaudiBuilder(null, false, true, false);

// Initialize method does \*not\* need to be redefined in derived plug-ins

public final boolean initialize() {

return Initiable;

}

// Non-redefinable method to return plug-in name

public final String getName() {

return Name;

}

// Non-redefinable method to return plug-in action

public final String getAction() {

return Action;

}

// But, run methods should be redefined in derived plug-ins

public void run() {

System.out.println(String.format("\tNo run code implemented for %s.", Name));

}

// Execute a Gaudi command

public void doCommand(String command, String param) {

builder.doCommand(command, param);

}

}

### IGaudiPlugin.java (29 SLOC):

package org.stpettersens.gaudi;

// NOTE: Interface for interoperability between GaudiPlugin

// written in Java and derived plugins written in Groovy or Jython.

public interface IGaudiPlugin {

public boolean initialize();

public String getName();

public String getAction();

public void run();

public void doCommand(String command, String param);

}

## Appendix III: Configure scripts for configuring a Gaudi build.

### configure.py (595 SLOC):

#!/usr/bin/env python

"""

Gaudi build configuration script.

---------------------------------

Python-based configuration script to

detect dependencies and amend Ant build file (build.xml)

and Manifest.mf as necessary and to generate script

wrappers depending on target platform and chosen

configuration.

This script requires Python 2.7+.

This script depends on the txtrevise utility - which it

may download & install when prompted.

Usage:

\t sh mark-exec.sh

\t./configure.py [arguments]

"""

import sys

import re

import os

import subprocess

import argparse

import shutil

import urllib

import webbrowser

# Globals

use\_gnu = False

use\_gtk = False

use\_growl = False

use\_groovy = True

use\_jython = True

no\_notify = False

log\_conf = False

logger = None

use\_deppage = True

use\_script = False

system\_family = None

class Logger:

"""

Logger class.

"""

def \_\_init\_\_(self):

self.content = []

def write(self, string):

self.content.append(string)

class RequirementNotFound(Exception):

"""

RequirementNotFound exception class.

"""

def \_\_init\_\_(self, value):

self.value = value

def \_\_str\_\_(self):

return repr(self.value)

def configureBuild(args):

"""

Configure build; entry method.

"""

# Handle any command line arguments

doc = usegnu = nojython = nogroovy = nonotify = usegrowl = None

noplugins = minbuild = log = nodeppage = usescript = None

parser = argparse.ArgumentParser(description='Configuration script for building Gaudi.')

parser.add\_argument('--usegnu', action='store\_true', dest=usegnu,

help='Use GNU software - GCJ and GIJ')

parser.add\_argument('--nojython', action='store\_false', dest=nojython,

help='Disable Jython plug-in support')

parser.add\_argument('--nogroovy', action='store\_false', dest=nogroovy,

help='Disable Groovy plug-in support')

parser.add\_argument('--nonotify', action='store\_true', dest=nonotify,

help='Disable notification support')

parser.add\_argument('--noplugins', action='store\_true', dest=noplugins,

help='Disable all plug-in support')

parser.add\_argument('--usegrowl', action='store\_true', dest=usegrowl,

help='Use Growl as notification system over libnotify (GTK)')

parser.add\_argument('--minbuild', action='store\_true', dest=minbuild,

help='Use only core functionality; disable plug-ins, disable notifications')

parser.add\_argument('--log', action='store\_true', dest=log,

help='Log output of script to file instead of terminal')

parser.add\_argument('--nodeppage', action='store\_false', dest=nodeppage,

help='Do not open dependencies web page for missing dependencies')

parser.add\_argument('--usescript', action='store\_true', dest=usescript,

help='Use txtrevise script in current directory')

parser.add\_argument('--doc', action='store\_true', dest=doc,

help='Show documentation for script and exit')

results = parser.parse\_args()

# Set configuration.

global use\_gnu, use\_gtk, use\_groovy, use\_jython, no\_notify, use\_growl

global log\_conf, logger, use\_deppage, use\_script, system\_family

use\_gnu = results.usegnu

use\_jython = results.nojython

use\_groovy = results.nogroovy

no\_notify = results.nonotify

use\_growl = results.usegrowl

use\_deppage = results.nodeppage

use\_script = results.usescript

log\_conf = results.log

if results.doc:

print(\_\_doc\_\_)

sys.exit(0)

logger = Logger()

if results.noplugins or results.minbuild:

use\_jython = False

use\_groovy = False

if results.minbuild:

no\_notify = True

use\_growl = False

if log\_conf:

# Do not show dep page for any missing dependencies when logging.

use\_deppage = False

sys.stdout = logger

# Define a dictionary of all libraries (potentially) used by Gaudi.

all\_libs = {

'json': 'json\_simple-1.1.jar',

'io': 'commons-io-2.2.jar',

'groovy': 'groovy-all-1.8.0.jar',

'jython': 'jython.jar',

'gtk': 'gtk.jar',

'growl': 'libgrowl.jar',

'scala': 'scala-library.jar'

}

# Print configuration.

print('--------------------------------------')

print('Build configuration for Gaudi')

print('--------------------------------------')

print('Use GNU GCJ & GIJ: {0}'.format(use\_gnu))

print('Jython plug-in support enabled: {0}'.format(use\_jython))

print('Groovy plug-in support enabled: {0}'.format(use\_groovy))

print('Notification support disabled: {0}'.format(no\_notify))

print('--------------------------------------')

# Detect operating system.

try:

uname = subprocess.check\_output(['uname', '-s'])

if re.match('.\*n[i|u]x|.\*BSD', uname):

print('\nDetected system:\n\tLinux/Unix-like (not Mac OS X).\n')

system\_family = '\*nix'

elif re.match('.\*Darwin', uname):

print('\nDetected system:\n\tDarwin/Mac OS X.\n')

system\_family = 'darwin'

use\_growl = True

elif re.match('.\*CYGWIN', uname):

print('\nDetected system:\n\tCygwin.\n')

print('Cygwin is currently unsupported. Sorry.\n')

sys.exit(1)

else:

# In the event that Windows user has `uname` available:

raise Exception

except Exception:

print('\nDetected system:\n\tWindows.\n')

system\_family = 'windows'

# Detect desktop environment on Unix-likes (not Mac OS X).

if system\_family == '\*nix':

system\_desktop = os.environ.get('DESKTOP\_SESSION')

if re.match('x.\*', system\_desktop):

system\_desktop = 'Xfce'

if not no\_notify and not use\_growl:

use\_gtk = True

elif system\_desktop == 'default':

system\_desktop = 'KDE'

if not no\_notify:

use\_growl = True

elif system\_desktop == 'gnome':

system\_desktop = system\_desktop.upper()

if not no\_notify and not use\_growl:

use\_gtk = True

print('Detected desktop:\n\t{0}\n'.format(system\_desktop))

# Check for txtrevise utility,

# if not found, prompt to download script (with --usecript option)

# from code.google.com/p/sams-py

# Subversion repository over HTTP - in checkDependency(-,-,-).

tool = None

try:

util = 'txtrevise'

if re.match('\\*nix|darwin', system\_family):

tool = 'whereis'

else:

tool = 'where'

if use\_script:

util = util + '.py'

if re.match('\\*nix|darwin', system\_family):

tool = 'find'

else:

tool = 'where'

# On Unix-likes, detect using `find`. On Windows, use `where`.

if re.match('\\*nix|darwin', system\_family):

txtrevise = subprocess.check\_output([tool, util],

stderr=subprocess.STDOUT)

else:

txtrevise = subprocess.check\_output([tool, util],

stderr=subprocess.STDOUT)

except:

txtrevise = '\W'

checkDependency('txtrevise utility', txtrevise, 'txtrevise', tool)

# Update log using template

urllib.urlretrieve('http://dl.dropbox.com/u/34600/deployment/update\_log.txt', 'x.txt')

f = open('x.txt', 'r')

x = r'{0}'.format(f.read())

print(x)

f.close()

os.remove('x.txt')

# Find required JRE, JDK (look for a Java compiler),

# Scala distribution and associated tools necessary to build Gaudi on this system.

t\_names = [ 'JRE (Java Runtime Environment)', 'JDK (Java Development Kit)',

'Scala distribution', 'Ant' ]

t\_commands = [ 'java', 'javac', 'scala', 'ant' ]

if system\_family == 'darwin': t\_commands[2] = 'scala.bat'

# If user specified to use GNU Foundation software

# where possible, substitute `java` and `javac` for `gij` and `gcj`.

if use\_gnu:

t\_names[0] = 'JRE (GNU GIJ)'

t\_names[1] = 'JDK (GNU GCJ)'

t\_commands[0] = 'gij'

t\_commands[1] = 'gcj'

# On \*nix, detect using `whereis`. On Windows, use `where`.

i = 0

scala\_dir = tool = None

for c in t\_commands:

try:

if re.match('\\*nix|darwin', system\_family):

if c == 'scala.bat':

o = subprocess.check\_output(['mdfind', '-name', c],

stderr=subprocess.STDOUT)

tool = 'find'

else:

o = subprocess.check\_output(['whereis', c],

stderr=subprocess.STDOUT)

tool = 'whereis'

else:

o = subprocess.check\_output(['where', c],

stderr=subprocess.STDOUT)

tool = 'where'

# Find location of Scala distribution.

if re.search('scala', o):

if re.match('\\*nix|darwin', system\_family):

p = re.findall('/\*\w\*/+\w+/+scala\-\*\d\*\.\*\d\*\.\*\d\*\.\*\d\*', o)

scala\_dir = p[0]

else:

p = re.findall('[\w\:]+[^/]+scala\-\*\d\*\.\*\d\*\.\*\d\*\.\*\d\*', o)

fp = p[0].split(r'\bin')

scala\_dir = fp[0]

checkDependency(t\_names[i], o, c, tool)

except:

if c == 'scala': checkDependency(t\_names[i], o, c, tool)

sys.exit(1)

i += 1

# Find location of One-Jar Ant task JAR.

onejar = None

#print('One-Jar Ant task JAR (May take a while):')

if True:

pass

#if re.match('\\*nix|darwin', system\_family):

#onejar = subprocess.check\_output(['sudo', 'find', '/', '-name', 'one-jar-ant-task-0.97.jar'],

#stderr=subprocess.STDOUT)

#onejar = onejar.rstrip('\n')

#if onejar != ' ': print('\tFOUND.\n')

#else: print('\tNOT FOUND.\n')

else:

try:

onejar = subprocess.check\_output(['where', 'one-jar-ant-task-0.97.jar'],

stderr=subprocess.STDOUT)

onejar = onejar.rstrip('\n')

print('\tFOUND.\n')

except:

print('\tNOT FOUND.\n')

# Write environment variables to a build file.

writeEnvVars('SCALA\_HOME', scala\_dir, 'ONEJAR\_TOOL', onejar)

# Write exectuable wrapper

writeExecutable(t\_commands[0])

# Find required JAR libraries necessary to build Gaudi on this system.

l\_names = [ 'JSON.simple', 'Commons-IO' ]

l\_jars = [ all\_libs['json'], all\_libs['io'] ]

# When enabled, use plug-in support for Groovy and Jython.

if use\_groovy:

l\_names.append('Groovy')

l\_jars.append(all\_libs['groovy'])

if use\_jython:

l\_names.append('Jython')

l\_jars.append(all\_libs['jython'])

# When use GTK and use notifications are enabled,

# add java-gnome [GTK] library to libraries list.

if use\_gtk and not no\_notify:

l\_names.append('java-gnome')

l\_jars.append(all\_libs['gtk'])

# When Growl is selected as notification system,

# add libgrowl to libraries list.

if use\_growl and not no\_notify:

l\_names.append('libgrowl')

l\_jars.append(all\_libs['growl'])

# On \*nix, detect using `find`. On Windows, use `where` again.

i = 0

for l in l\_jars:

try:

if re.match('\\*nix|darwin', system\_family):

o = subprocess.check\_output(['find', 'lib/{0}'.format(l)],

stderr=subprocess.STDOUT)

tool = 'find'

else:

o = subprocess.check\_output(['where', 'lib:{0}'.format(l)],

stderr=subprocess.STDOUT)

tool = 'where'

checkDependency(l\_names[i], o, l, tool)

except:

checkDependency(l\_names[i], '!', l, tool)

i += 1

# Copy scala-library.jar from Scala installation to Gaudi lib folder

src = target = None

if re.match('\\*nix|darwin', system\_family):

src = '{0}/lib/{1}'.format(scala\_dir, all\_libs['scala'])

target = 'lib/' + all\_libs['scala']

else:

src = '{0}\lib\{1}'.format(scala\_dir, all\_libs['scala'])

target = 'lib\\' + all\_libs['scala']

shutil.copyfile(src, target)

print('Copied "{0}" -> "{1}".'.format(src, target))

# Amend build.xml and source code with chosen configuration.

amendAntBld(5, "<!-- Partially generated by configure script. -->", True)

amendSource(1, 'GaudiPluginSupport', '/\\*', '/\*', True, False)

amendSource(1, 'IGaudiPlugin', '/\\*', '/\*', True, True)

amendSource(1, 'GaudiApp', '/\\*', '/\*', True, False)

amendSource(177, 'GaudiBuilder', '//', x, False, False)

if not use\_groovy and not use\_jython:

amendSource(29, 'GaudiPluginSupport', '//', '/\*', False, False)

amendSource(31, 'GaudiPluginSupport', '//', '\*/', False, False)

amendSource(32, 'GaudiPluginSupport', '/\\*', '//', False, False)

amendSource(34, 'GaudiPluginSupport', '\\*/', '//', False, False)

if use\_groovy:

amendSource(1, 'GaudiPluginLoader', '/\\*', '/\*', True, False)

amendSource(1, 'GaudiGroovyPlugin', '/\\*', '/\*', True, True)

amendAntBld(46,

"<property name='groovy-lib' location='\${lib.dir}/groovy-all-1.8.0.jar'/>", False)

amendAntBld(63,

"<pathelement location='\${groovy-lib}'/>", False)

if use\_jython:

amendSource(1, 'GaudiPluginLoader', '/\\*', '/\*', True, False)

amendSource(1, 'GaudiJythonPlugin', '/\\*', '/\*', True, True)

amendAntBld(47,

"<property name='jython-lib' location='\${lib.dir}/jython.jar'/>", False)

amendAntBld(64,

"<pathelement location='\${jython-lib}'/>", False)

if use\_gtk:

amendAntBld(48,

"<property name='gtk-lib' location='\${lib.dir}/gtk.jar'/>", False)

amendAntBld(65,

"<pathelement location='\${gtk-lib}'/>", False)

amendSource(24, 'GaudiApp', '//', 'import org.gnome.gtk.Gtk', False, False)

amendSource(52, 'GaudiApp', '/\\*', '//', False, False)

amendSource(57, 'GaudiApp', '\\*/', '//', False, False)

if use\_growl and not no\_notify:

amendAntBld(49,

"<property name='growl-lib' location='\${lib.dir}/libgrowl.jar'/>", False)

amendAntBld(66,

"<pathelement location='\${growl-lib}'/>", False)

print('Amended source code and wrote "build.xml".')

# Done; now prompt user to run build script.

print('\nDependencies met. Now run:\n')

if re.match('\\*nix|darwin', system\_family):

print('./build.sh')

print('./build.sh clean')

print('sudo ./build.sh install')

else:

print('build.bat')

print('build.bat clean')

print('build.bat install')

saveLog()

# FIN!

def checkDependency(text, required, tomatch, tool):

"""

Check for a dependency.

"""

global system\_family

try:

print('{0}:'.format(text))

if tool == 'find':

if re.search('{0}'.format(tomatch), required):

print('\tFOUND.\n')

else:

raise RequirementNotFound(text)

elif tool == 'whereis':

if re.search('\/', required):

print('\tFOUND.\n')

else:

raise RequirementNotFound(text)

elif tool == 'where':

if re.search(tomatch, required):

print('\tFOUND.\n')

else:

raise RequirementNotFound(text)

else:

raise RequirementNotFound(text)

except RequirementNotFound as e:

print('\tNOT FOUND.\n')

print("A requirement was not found. Please install it:")

print("{0}.\n".format(e.value))

if use\_script and text[0:9] == 'txtrevise':

y = re.compile('y', re.IGNORECASE)

n = re.compile('n', re.IGNORECASE)

choice = 'x'

while not y.match(choice) or not n.match(choice):

choice = raw\_input('Download and install it now? (y/n): ')

if(y.match(choice)):

url = 'http://sams-py.googlecode.com/svn/trunk/txtrevise/txtrevise.py'

util = 'txtrevise.py'

urllib.urlretrieve(url, util)

# Mark txtrevise utility as executable.

if re.match('\\*nix|darwin', osys):

os.system('chmod +x {0}'.format(util))

print('\nNow rerun this script.')

break

elif n.match(choice):

break

else:

global use\_deppage

if use\_deppage:

a = text.split(' ')

a = a[0].lower()

wurl = 'http://stpettersens.github.com/Gaudi/dependencies.html#{0}'.format(a)

webbrowser.open\_new\_tab(wurl)

saveLog()

sys.exit(1)

def writeEnvVars(var1, value1, var2, value2):

"""

Write environment variables to build shell script

or batch file.

"""

global system\_family

# Generate shell script on Unix-likes / Mac OS X.

if re.match('\\*nix|darwin', system\_family):

f = open('build.sh', 'w')

f.write('#!/bin/sh\nexport {0}="{1}"'.format(var1, value1))

if value2 != ' ': f.write('\nexport {0}="{1}"'.format(var2, value2))

else: os.system('export {0}=')

f.write('\nant $1\n')

f.close()

# Mark shell script as executable.

os.system('chmod +x build.sh')

# Generate batch file on Windows.

else:

f = open('build.bat', 'w')

f.write('@set {0}={1}'.format(var1, value1))

if value2 != None: f.write('\r\n@set {0}={1}'.format(var2, value2))

else: os.system('set {0}=')

f.write('\r\n@ant %1\r\n')

f.close()

def writeExecutable(java):

"""

Write executable wrapper.

"""

global system\_family

exe = 'gaudi'

f = open(exe, 'w')

if re.match('\\*nix|darwin', system\_family):

f.write('#!/bin/sh\n# Run Gaudi')

f.write('\n{0} -jar Gaudi.jar "$@"\n'.format(java))

f.close()

os.system('chmod +x {0}'.format(exe))

else:

f.write('@rem Run Gaudi')

f.write('\r\n@{0} -jar Gaudi.jar "%\*"\r\n'.format(java))

f.close()

if os.path.isfile(exe + '.bat'):

os.remove(exe + '.bat')

os.rename(exe, exe + '.bat')

def amendAntBld(line\_num, new\_line, create):

"""

Amend Ant buildfile using txtrevise utility.

"""

if create:

# Copy \_build.xml -> build.xml

shutil.copyfile('\_build.xml', 'build.xml')

txtrevise = useScript('txtrevise')

command = '{2} -q -f build.xml -l {0} -m "<\!---->" -r "{1}"'.format(line\_num, new\_line, txtrevise)

execChange(command)

def amendManifest(new\_lib):

"""

Amend Manifest.mf file by adding new library for CLASSPATH.

"""

# Copy \_Manifest.mf -> Manifest.mf

shutil.copyfile('\_Manifest.mf', 'Manifest.mf')

txtrevise = useScript('txtrevise')

command = '{1} -q -f Manifest.mf -l 2 -m # -r "{0}"'.format(new\_lib, txtrevise)

execChange(command)

def amendSource(line\_num, src\_file, match, new\_line, create, is\_java):

prefix = 'src/org/stpettersens/gaudi/'

ext = '.scala'

if is\_java:

# If a Java source file, use .java file extension.

ext = '.java'

if create:

# Copy {src}.scala\_ -> {src}.scala

shutil.copyfile('{1}{0}{2}\_'.format(src\_file, prefix, ext), '{1}{0}{2}'.format(src\_file, prefix, ext))

src\_file = prefix + src\_file + ext

txtrevise = useScript('txtrevise')

command = '{4} -q -f {0} -l {1} -m "{2}" -r "{3}"'.format(src\_file, line\_num, match, new\_line, txtrevise)

execChange(command)

def useScript(txtrevise):

global use\_script

if use\_script:

return txtrevise + '.py'

else:

return txtrevise

def execChange(command):

global use\_script, system\_family

if use\_script and re.match('\\*nix|darwin', system\_family):

os.system('./' + command)

else:

os.system(command)

def saveLog():

"""

Save script output to log.

"""

sys.stdout = sys.\_\_stdout\_\_

global logger, log\_conf

if log\_conf:

print('Saved output to log file.')

f = open('configure.log', 'w')

for line in logger.content:

f.write(line)

f.close()

if \_\_name\_\_ == '\_\_main\_\_':

configureBuild(sys.argv)

## Appendix V: Building Gaudi from source instructions.

**Building & Installing**

***Prequisites for building***

Tools & Runtimes:

* Python 2.7+ (recommended: [CPython](http://www.python.org/) or [PyPy](http://pypy.org/)) or [Perl](http://www.perl.org/) 5.10+
* [Apache Ant](http://ant.apache.org/) 1.7+
* [Scala](http://www.scala-lang.org/) 2.9.1 distribution
* Java Runtime Environment/Java Virtual Machine 6+ (recommended: [HotSpot](http://www.oracle.com/technetwork/java/javase/downloads/index.html) JVM, [OpenJDK](http://openjdk.java.net/) JRE or GNU GIJ)
* Java Development Kit 1.6+ (recommended: Oracle JDK, OpenJDK or [GNU GCJ](http://gcc.gnu.org/java))

Libraries:

…

**Known issues**

Gaudi will run on [Jato](http://www.jatovm.org/), but this VM does not support plug-ins or notifications as its JNI support is not yet 100% compatible with the Java 2.0 specification.

To build a 100% Jato-compatible Gaudi without notification or plug-in support use:

[python] configure.py --minbuild or [perl] configure.pl --minbuild

There is an oddity with the Python-based configure script on Windows XP, which means that missing libraries will be displayed twice.

**Steps**

**Install prequisites**

You can dowload all the programs required as executables for Windows from their respective webpages. On Unix-likes, you could also try your package manager or build from source. These programs have to be available on the system PATH.

On [Ubuntu](http://www.ubuntu.com/) and its [derivatives](http://en.wikipedia.org/wiki/List_of_Linux_distributions#Ubuntu-based), you can quickly get most of the necessary programs to build and run Gaudi with apt-get on the command-line using:

sudo add-apt-repository ppa:s.stpettersen/txtrevise-util

sudo apt-get update

sudo apt-get install openjdk-6-jdk openjdk-6-jre ant txtrevise

For Scala, however, please install the [latest stable release from the Scala website](http://www.scala-lang.com/downloads), into the system /opt directory:

sudo tar xvfz scala-2.9.1.tgz -C /opt

Regardless of platform, you can get all the JAR libraries from their respective webpages.

**Download source**

Currently, you can download the autogenerated source package in either tar.gz or zip format. Then extract it like so on the command line:

tar xvfz <src\_package.tar.gz> or 7z x <src\_package.zip> with [7-Zip](http://www.7-zip.org/).

You can also clone the source using [Git](http://git-scm.org/):

git clone git://github.com/stpettersens/Gaudi

Alternatively, you can clone from the mirrored [Launchpad](http://launchpad.net/gaudi-build-tool) repository, using [Bazaar](http://bazaar.canonical.com/):

bzr clone lp:gaudi-build-tool

From this repository, the root folder will be gaudi-build-tool.

**Build from source**

Unix-likes, including Linux and Mac OS X

Run on command line, under Gaudi root folder, the following †:

$ sh mark-exec.sh

$ ./configure.py [options] or ./configure.pl [options]

$ ./build.sh

$ sudo build.sh install

$ ./build.sh clean

Windows

Run on command line, under Gaudi root folder, the following †:

> configure.py [options] or configure.pl [options]

> build.bat

> build.bat install

> build.bat clean

For configuration options, run: [python] configure.py --help or [perl] configure.py --help.

On Windows XP, you will need to install the whereis program, an [implementation of which exists here](http://www.codeproject.com/KB/cs/whereis.aspx). Rename that to where.exe and place it somewhere in your system PATH before running the configure script.

Available at: https://github.com/stpettersens/Gaudi/wiki/Building-%26-Installing

## Appendix VI: Test deployment instructions.

Available at: https://github.com/stpettersens/Gaudi/wiki/Test-deployment-instructions

## Appendix VII: Compact disc including source code files, this paper in DOCX and PDF formats, survey results spread sheet, et cetera.

1. The JAR file (Oracle Corporation, 1999) without the libraries included; as of this paper’s date. “Unbundled” means *not* packaged with its dependent libraries using *One Jar.* (Tuffs, 2004). [↑](#footnote-ref-1)
2. Any small portions of source code taken (almost) verbatim from point of reference are annotated in the source code, and are subject to change in future development. [↑](#footnote-ref-2)
3. The Java type is *boolean* with a lowercase *b.* (Oracle Corporation, 1995b). [↑](#footnote-ref-3)