**Data Analyst Interview Questions**

**EXCEL**

1. **VLOOKUP** – **Pull Data** from **Multiple Tables.**
2. **Pivot Table** – Sales Table – **Aggregate** Data with (**SUMIF/SUMIFS Function**) and **without using Formula**.
3. **Power Query** – **Split Data** (Alphanumeric) in Power Query – Example – AB1234567

**SQL**

1. Difference between **Delete, Drop, and Truncate**.
2. Difference between **Union and Union All**.
3. **Union Operation** on two **different structured** tables (Explained Below).
4. **Result of different Joins (Inner, Left, Right, Full, and Cross)** on Tables containing more than **1 Null Value** (Explain Below).
5. **Use of CASE**- Convert **Male to Female** and **Female to Male** by writing a single query.
6. Difference between **Rank, Dense Rank, and Row Number.**
7. Write a Query to **Find and Remove Duplicates** in the dataset.
8. Add Column (**Alter, Update**)- Create **Full Name from First Name and Last Name.**

**Python**

1. **Load a CSV** **file** into Python Environment – **Convert** it as a **Data Frame Object** – **Merge any two columns** of the Dataset – **Store the output as Excel**.
2. Write a **Function to get the Reverse Name** that should be able to **take input from the user** and show the reverse name as output.

**Power BI**

1. Difference between **SUM** and **SUMX**.
2. Explain the **Importance of Data Modelling.**
3. What is the **Star Schema and Snowflex schema**?
4. What is the difference between **a Fact and a Dimension Table**? How can we create a **Relationship between two Fact Tables**?

**Behavioural Question**

1. What is your thought about **Artificial Intelligence**? Don’t you think it is going to replace us? (To see the attitude towards problems because AI is here to help and improve our efficiency not to replace.)

**EXCEL**

**1. VLOOKUP**

**Given Dataset:** *Three different tables will be provided, and the interviewee will be asked to fetch the* ***Name and SSN*** *of the customers* ***using a single formula only.***

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  |  |  | | --- | --- | --- | | **Table A** | | | | **Id** | **Name** | **SSN** | | 1 | John Doe | 123-45-6789 | | 2 | Jane Smith | 987-65-4321 | | 3 | Michael Johnson | 555-12-3456 | | 4 | Emily Brown | 789-01-2345 | | 5 | Robert Lee | 321-98-7654 | | 6 | Sarah Adams | 456-78-9012 | | 7 | David Clark | 234-56-7890 | | 8 | Lisa White | 876-54-3210 | | 9 | James Taylor | 789-12-3456 | | 10 | Mary Wilson | 567-89-0123 | | |  |  |  | | --- | --- | --- | | **Table B** | | | | **Id** | **Name** | **SSN** | | 11 | Daniel Hall | 345-67-8901 | | 12 | Laura Miller | 901-23-4567 | | 13 | Kevin Brown | 678-90-1234 | | 14 | Amanda Harris | 432-10-9876 | | 15 | Brian Adams | 210-98-7654 | | 16 | Jessica Lee | 543-21-6789 | | 17 | Christopher Smith | 876-54-3210 | | 18 | Megan Johnson | 123-45-6789 | | 19 | William Davis | 987-65-4321 | | 20 | Olivia Taylor | 555-12-3456 | | |  |  |  | | --- | --- | --- | | **Table C** | | | | **Id** | **Name** | **SSN** | | 21 | Ethan Wilson | 789-01-2345 | | 22 | Sophia Clark | 321-98-7654 | | 23 | Benjamin Adams | 456-78-9012 | | 24 | Ava Brown | 234-56-7890 | | 25 | Noah White | 876-54-3210 | | 26 | Grace Taylor | 789-12-3456 | | 27 | Samuel Hall | 567-89-0123 | | 28 | Natalie Miller | 345-67-8901 | | 29 | Henry Brown | 901-23-4567 | | 30 | Chloe Harris | 678-90-1234 | |

**Formula:** =IFNA(VLOOKUP(A3,$E$2:$G$12,{2,3},0),IFNA(VLOOKUP(A3,$I$2:$K$12,{2,3},0),VLOOKUP(A3,$M$2:$O$12,{2,3},0)))

|  |  |
| --- | --- |
| **Question Set** | **Solution Set** |
| |  |  |  | | --- | --- | --- | | **Final Table** | | | | **Id** | **Name** | **SSN** | | 4 |  |  | | 5 |  |  | | 7 |  |  | | 17 |  |  | | 19 |  |  | | 21 |  |  | | 24 |  |  | | 25 |  |  | | 28 |  |  | | |  |  |  | | --- | --- | --- | | **Final Table** | | | | **Id** | **Name** | **SSN** | | 4 | Emily Brown | 789-01-2345 | | 5 | Robert Lee | 321-98-7654 | | 7 | David Clark | 234-56-7890 | | 17 | Christopher Smith | 876-54-3210 | | 19 | William Davis | 987-65-4321 | | 21 | Ethan Wilson | 789-01-2345 | | 24 | Ava Brown | 234-56-7890 | | 25 | Noah White | 876-54-3210 | | 28 | Natalie Miller | 345-67-8901 | |

**2. PIVOT TABLE and SUMIF Function**

**Given Data Set:** *Amount Column is of* ***Text Type****. Need to* ***convert to Numeric Data Type First****.*

*To show the aggregated total amount of each Customer, one can take any of the below approaches.*

1. ***Formula-Based Approach:*** *Use of* ***SumIF/SUMIFS*** *function.*
2. ***Non-Formula-Based Approach:*** *Use of* ***Pivot Table****.*

|  |  |  |
| --- | --- | --- |
| **Date of Purchase** | **Customer Name** | **Amount ($)** |
| 2024-01-05 | John Smith | 150 |
| 2024-01-10 | Mary Johnson | 200 |
| 2024-01-15 | David Lee | 180 |
| 2024-01-20 | Emily Chen | 220 |
| 2024-01-25 | Michael Brown | 170 |
| 2024-02-05 | John Smith | 160 |
| 2024-02-10 | Mary Johnson | 210 |
| 2024-02-15 | David Lee | 190 |
| 2024-02-20 | Emily Chen | 230 |
| 2024-02-25 | Michael Brown | 180 |
| 2024-03-05 | John Smith | 170 |
| 2024-03-10 | Mary Johnson | 220 |
| 2024-03-15 | David Lee | 200 |
| 2024-03-20 | Emily Chen | 240 |
| 2024-03-25 | Michael Brown | 190 |
| 2024-04-05 | John Smith | 180 |
| 2024-04-10 | Mary Johnson | 230 |
| 2024-04-15 | David Lee | 210 |
| 2024-04-20 | Emily Chen | 250 |
| 2024-04-25 | Michael Brown | 200 |
| 2024-05-05 | John Smith | 190 |
| 2024-05-10 | Mary Johnson | 240 |
| 2024-05-15 | David Lee | 220 |
| 2024-05-20 | Emily Chen | 260 |
| 2024-05-25 | Michael Brown | 210 |
| 2024-06-05 | John Smith | 200 |
| 2024-06-10 | Mary Johnson | 250 |
| 2024-06-15 | David Lee | 230 |
| 2024-06-20 | Emily Chen | 270 |
| 2024-06-25 | Michael Brown | 220 |
| 2024-07-05 | John Smith | 210 |
| 2024-07-10 | Mary Johnson | 260 |
| 2024-07-15 | David Lee | 240 |
| 2024-07-20 | Emily Chen | 280 |
| 2024-07-25 | Michael Brown | 230 |
| 2024-08-05 | John Smith | 220 |
| 2024-08-10 | Mary Johnson | 270 |
| 2024-08-15 | David Lee | 250 |
| 2024-08-20 | Emily Chen | 290 |
| 2024-08-25 | Michael Brown | 240 |

**Solution:**

i. **Convert** the Amount Column into **Numeric/General type** by **multiplying with one** Or, using any other **alternative method.**

ii. **Formula-Based Approach:** Use the **UNIQUE** function to get the list of unique customers. Then use the **SUMIF/SUMIFS** function to get the desired result. It is important to **lock the range**.

* =UNIQUE(B2:B41)
* =SUMIFS($D$2:$D$41,$B$2:$B$41,H2)

|  |  |
| --- | --- |
| **Customer Name** | **Total Amount ($)** |
| John Smith | 1480 |
| Mary Johnson | 1880 |
| David Lee | 1720 |
| Emily Chen | 2040 |
| Michael Brown | 1640 |

iii. **Non-Formula-Based Approach:** Using **PIVOT TABLE** we can easily aggregate the total amount by each customer.
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Description automatically generated](data:image/png;base64,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)

**3. Power Query**

**Question:** In the given dataset, we can see a column for **Driver’s License Number**. The DL is in an **Alphanumeric** state. Where the First two characters refer to the **State Name**, and the last 7 characters represent the **Driver’s License Number**. The interviewee needs to **separate the State from the Driver's License number without using any formula or function.**

|  |  |
| --- | --- |
| **Person Name** | **Driver's License Number** |
| John Smith | AB1234567 |
| Mary Johnson | CD2345678 |
| David Lee | EF3456789 |
| Emily Chen | GH4567890 |
| Michael Brown | IJ5678901 |
| Sarah Wilson | KL6789012 |
| Daniel Taylor | MN7890123 |
| Jennifer Davis | OP8901234 |
| Christopher Lee | QR9012345 |
| Amanda Martinez | ST0123456 |

**Solution:** Here we need to use **Power Query’s Split Non-Digit to Digit** method to get the desired result.

|  |  |  |
| --- | --- | --- |
| **Person Name** | **State Name** | **DLN** |
| John Smith | AB | 1234567 |
| Mary Johnson | CD | 2345678 |
| David Lee | EF | 3456789 |
| Emily Chen | GH | 4567890 |
| Michael Brown | IJ | 5678901 |
| Sarah Wilson | KL | 6789012 |
| Daniel Taylor | MN | 7890123 |
| Jennifer Davis | OP | 8901234 |
| Christopher Lee | QR | 9012345 |
| Amanda Martinez | ST | 0123456 |

**SQL**

**1. Difference between DROP, DELETE, and TRUNCATE.**

**a. DROP:**

* **Command Type:** DDL (Data Definition Language)
* **Function:** The DROP command is used to remove an entire table, along with all its data and structure, from the database.
* **Effect:** When we execute a DROP command, the table is permanently deleted from the database, and we cannot retrieve any data from it afterward.
* **Example:** If we have a table named "Customers," executing "DROP TABLE Customers;" will completely remove the Customers table from the database.

**b. DELETE:**

* **Command Type:** DML (Data Manipulation Language)
* **Function:** The DELETE command is used to remove specific rows or records from a table based on certain conditions.
* **Effect:** When we execute a DELETE command, only the specified rows are removed from the table, leaving the table structure intact.
* **Example:** Executing "DELETE FROM Customers WHERE Age < 18;" will delete all records from the Customers table where the Age is less than 18.

**c. TRUNCATE:**

* **Command Type:** DDL (Data Definition Language)
* **Function:** The TRUNCATE command is used to remove all the rows from a table while keeping the table structure intact.
* **Effect:** When we execute a TRUNCATE command, all rows are deleted from the table, but the table itself remains, ready to accept new data.
* **Example:** Executing "TRUNCATE TABLE Customers;" will remove all records from the Customers table, but the table structure will remain in place.

**Key Differences:**

**Scope:** DROP removes the entire table, DELETE removes specific rows, and TRUNCATE removes all rows but keeps the table.

**Data Loss:** DROP and TRUNCATE result in the loss of all data, while DELETE allows selective removal.

**Efficiency:** TRUNCATE is generally faster than DELETE, especially for large tables, as it does not log individual row deletions.

**Transaction:** DELETE can be rolled back within a transaction, while DROP and TRUNCATE operations cannot be undone.

To conclude, DROP is a DDL command that removes the table entirely, DELETE is a DML command that removes specific rows, and TRUNCATE is a DDL command that removes all rows while preserving the table structure. Each command serves a distinct purpose depending on the requirements of the database operation.

**2. Difference between Union and Union All.**

The difference between UNION and UNION ALL in SQL lies in how they handle duplicate rows:

**a. UNION:**

* The UNION operator is used to combine the result sets of two or more SELECT statements into a single result set.
* When we use UNION, duplicate rows are automatically removed from the combined result set. In other words, if a row appears in more than one SELECT statement being UNIONed together, it will only appear once in the final result set.
* The columns in the result set being UNIONed together must have the same data types and be in the same order.

**b. UNION ALL:**

* The UNION ALL operator also combines the result sets of two or more SELECT statements into a single result set.
* However, unlike UNION, UNION ALL does not remove duplicate rows from the combined result set. It includes all rows from all SELECT statements, even if they are duplicates.
* UNION ALL is generally faster than UNION because it does not need to perform the additional step of removing duplicates.
* Like UNION, the columns in the result sets being UNIONed together with UNION ALL must have the same data types and be in the same order.

**In summary:**

* **UNION:** Removes duplicate rows from the combined result set.
* **UNION ALL:** Retains all rows from the combined result set, including duplicates.
* Use UNION when you want to eliminate duplicate rows and use UNION ALL when you want to include all rows, including duplicates, and potentially improve performance.

**3. Difference between Rank, Dense Rank, and Row Number.**

Rank, Dense Rank, and Row Number are window functions in SQL that are used to assign a numerical value to each row based on a specified ordering. However, they differ in how they handle ties (rows with the same value) and the values they assign.

Here's a breakdown of the differences between Rank, Dense Rank, and Row Number:

**a. Rank:**

* The RANK function assigns a unique rank to each distinct row in the result set based on the specified order.
* If there are ties (rows with the same value), RANK will assign the same rank to each tied row and leave gaps in the ranking sequence. For example, if two rows tie for first place, the next rank will be 3, not 2.
* Example: If three rows have values 10, 10, and 20, the ranks assigned will be 1, 1, and 3 respectively.

**b. Dense Rank:**

* The DENSE\_RANK function also assigns a unique rank to each distinct row in the result set based on the specified order.
* Like RANK, if there are ties, DENSE\_RANK will assign the same rank to each tied row. However, it does not leave gaps in the ranking sequence. Instead, it assigns consecutive ranks to tied rows.
* Example: If three rows have values 10, 10, and 20, the ranks assigned will be 1, 1, and 2 respectively.

**c. Row Number:**

* The ROW\_NUMBER function assigns a unique sequential integer to each row in the result set based on the specified order.
* Unlike RANK and DENSE\_RANK, ROW\_NUMBER does not handle ties. It assigns a distinct number to each row, starting from 1.
* Example: If three rows have values 10, 10, and 20, the row numbers assigned will be 1, 2, and 3 respectively, regardless of ties.

**In summary:**

**Rank:** Assigns ranks to rows with gaps in the ranking sequence for ties.

**Dense Rank:** Assigns ranks to rows without gaps in the ranking sequence for ties.

**Row Number:** Assigns a unique sequential number to each row without considering ties.

**d. What result we will get after the UNION of the below two tables?**

|  |  |  |
| --- | --- | --- |
| **id** | **name** | **salary** |
| 123 | Subho | 500000 |
| 456 | Madhu | 400000 |

|  |  |
| --- | --- |
| **id** | **salary** |
| 789 | 600000 |
| 159 | 450000 |

* We will get an error as to performing union on tables, the tables should have the same structure and the order of the headers/columns must be same. Hence, we will get an error if we perform a UNION on these two tables.

**e. What result we will get after doing Inner, Left, Right, Full, and Cross Join on the below two tables?**

|  |  |
| --- | --- |
| **a** | **b** |
| 1 | 1 |
| 2 | 1 |
| 3 | 4 |
| NULL | NULL |
| NULL | NULL |
| NULL |  |

**Inner Join:**

select \* from A

join B

on a=b;

|  |  |
| --- | --- |
| **a** | **b** |
| 1 | 1 |
| 1 | 1 |

**Left Join:**

select \* from A

left join B

on a=b;

|  |  |
| --- | --- |
| **a** | **b** |
| 1 | 1 |
| 1 | 1 |
| 2 | NULL |
| 3 | NULL |
| NULL | NULL |
| NULL | NULL |
| NULL | NULL |

**Right Join:**

select \* from A

right join B

on a=b;

|  |  |
| --- | --- |
| **a** | **b** |
| 1 | 1 |
| 1 | 1 |
| NULL | 4 |
| NULL | NULL |
| NULL | NULL |

**Full Join:**

select \* from A

full join B

on a=b;

|  |  |
| --- | --- |
| **a** | **b** |
| 1 | 1 |
| 1 | 1 |
| 2 | NULL |
| 3 | NULL |
| NULL | NULL |
| NULL | NULL |
| NULL | NULL |
| NULL | 4 |
| NULL | NULL |
| NULL | NULL |

**Cross Join:** (**30 Rows will get returned**, 6x5)

select \* from A,B;

|  |  |
| --- | --- |
| **a** | **b** |
| 1 | 1 |
| 2 | 1 |
| 3 | 1 |
| NULL | 1 |
| NULL | 1 |
| NULL | 1 |
| 1 | 1 |
| 2 | 1 |
| 3 | 1 |
| NULL | 1 |
| NULL | 1 |
| NULL | 1 |
| 1 | 4 |
| 2 | 4 |
| 3 | 4 |
| NULL | 4 |
| NULL | 4 |
| NULL | 4 |
| 1 | NULL |
| 2 | NULL |
| 3 | NULL |
| NULL | NULL |
| NULL | NULL |
| NULL | NULL |
| 1 | NULL |
| 2 | NULL |
| 3 | NULL |
| NULL | NULL |
| NULL | NULL |
| NULL | NULL |

**f. Write a single SQL query to update the gender column, changing 'M' to 'F' and 'F' to 'M'.**

* **Query to create the table:**

CREATE TABLE emp (

id INT,

first\_name VARCHAR(50),

last\_name VARCHAR(50),

gender CHAR(1),

salary DECIMAL(10, 2)

);

INSERT INTO emp (id, first\_name, last\_name, gender, salary) VALUES

(1, 'John', 'Doe', 'M', 50000.00),

(2, 'Jane', 'Smith', 'F', 60000.00),

(3, 'Michael', 'Johnson', 'M', 55000.00),

(4, 'Emily', 'Brown', 'F', 62000.00),

(5, 'Christopher', 'Jones', 'M', 53000.00),

(6, 'Amanda', 'Davis', 'F', 58000.00),

(7, 'Matthew', 'Miller', 'M', 51000.00),

(8, 'Sarah', 'Wilson', 'F', 59000.00),

(9, 'David', 'Taylor', 'M', 54000.00),

(10, 'Jennifer', 'Anderson', 'F', 61000.00),

(1, 'John', 'Doe', 'M', 50000.00),

(1, 'John', 'Doe', 'M', 50000.00),

(9, 'David', 'Taylor', 'M', 54000.00),

(9, 'David', 'Taylor', 'M', 54000.00);

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **id** | **first\_name** | **last\_name** | **gender** | **salary** |
| 1 | John | Doe | M | 50000 |
| 2 | Jane | Smith | F | 60000 |
| 3 | Michael | Johnson | M | 55000 |
| 4 | Emily | Brown | F | 62000 |
| 5 | Christopher | Jones | M | 53000 |
| 6 | Amanda | Davis | F | 58000 |
| 7 | Matthew | Miller | M | 51000 |
| 8 | Sarah | Wilson | F | 59000 |
| 9 | David | Taylor | M | 54000 |
| 10 | Jennifer | Anderson | F | 61000 |
| 1 | John | Doe | M | 50000 |
| 1 | John | Doe | M | 50000 |
| 9 | David | Taylor | M | 54000 |
| 9 | David | Taylor | M | 54000 |

* **Query to update the gender column:**

update emp

set gender= case

when gender='M' then 'F'

when gender='F' then 'M'

end;

**g.**

* **Write a query to find duplicate values in the dataset:**

select id,count(id) as cnt from emp

group by id

having count(id)>1;

|  |  |
| --- | --- |
| **id** | **cnt** |
| 1 | 3 |
| 9 | 3 |

* **The process to remove duplicates from the data:**

with cte as(

select

\*,

ROW\_NUMBER() over(partition by id order by id asc) as rnum

from emp)

delete from cte

where rnum>1;

* **Process to Add Full\_Name Column from the first and last name column:**

alter table emp

add full\_name varchar(200);

update emp

set full\_name=CONCAT(first\_name,' ',last\_name);

**Python**

**1. Load CSV File>Convert the Table into Data Frame Object>Add First and Last Name column and create Full\_Name column> Store the File as an Excel file in the system.**

* Import Pandas as pd
* Df=pd.read\_csv(‘file\_name.csv’)
* Df[‘Full\_Name’]=df[‘First\_name’]+’ ‘+df[last\_Name]
* Df.to\_excel(‘new\_excel\_file.xlsx’)

**2. Write a function that can return the Reverse Name of the user:**

def rev\_name():

name=input('Enter your Name: ')

rev\_name=name[::-1]

return rev\_name

**Power BI**

**1. Difference between SUM and SUMX:**

* **SUM:** It is an aggregate function in DAX (Data Analysis Expressions) used to calculate the sum of values in a column.
* **SUMX:** It is an iterator function in DAX used to perform a calculation for each row in a table or a table expression and then sum up the results. It allows for more complex calculations than SUM, as it iterates over each row, applies a specified expression, and then sums the results.

**2. Importance of Data Modeling:**

* Data modeling is crucial for organizing and structuring data in a way that facilitates efficient storage, retrieval, and analysis.
* It helps in understanding the relationships between different data entities and improves data integrity and consistency.
* Data modeling ensures that data is stored in a format that meets the requirements of the business and supports analytical processes such as reporting and decision-making.
* It provides a foundation for designing databases, creating relationships between tables, and optimizing queries for performance.

**3. Star Schema and Snowflake Schema:**

* **Star Schema:** It is a data warehouse schema that consists of one or more fact tables referencing any number of dimension tables. The fact table contains measures or metrics, while dimension tables contain descriptive attributes.
* **Snowflake Schema:** It is a variation of the star schema where the dimension tables are normalized into multiple related tables. This normalization reduces data redundancy but increases complexity. The schema resembles a snowflake with the fact table in the center and dimension tables branching out like snowflakes.

**4. Difference between a Fact and a Dimension Table:**

**Fact Table:** A fact table contains quantitative data (measurements or metrics) and is typically the centerpiece of a star schema or snowflake schema. It contains foreign keys that reference dimension tables and numerical values that represent business facts or events (e.g., sales amount, quantity sold).

**Dimension Table:** A dimension table contains descriptive attributes that provide context for the measures stored in the fact table. Dimension tables are used to filter, group, or categorize the data in the fact table. Examples of dimension tables include customer, product, time, and location tables.

**5. Creating a Relationship between Fact Tables:**

Fact tables can be related to each other through shared dimensions. If two fact tables share a common dimension (e.g., date dimension), you can create relationships between these tables based on the common dimension. This allows you to perform analysis across multiple fact tables using the shared dimension. Or, we can create a bridge table that contains the Primary Key corresponding to the Foreign Key present in both the Fact Tables.
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