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1.

- DFS

DFS는 깊이 우선 탐색 기법으로, 그래프에서 찾고자 하는 정점이 그래프의 레벨이 큰 곳에 있을 경우 (깊은 곳에 있을 경우), 비교적 빠르게 경로를 구할 수 있는 방법이다. 그러나 이 해가 최적의 경로, 즉 가장 빠른 경로가 된다는 보장은 없다. 이때, 그래프를 무슨 자료 구조를 사용해서 구현하는지에 따라 시간 복잡도가 달라진다.

만약 인접 행렬을 이용해서 구현을 하게 된다면 O(V^2)의 시간 복잡도를 갖게 된다. 이는 공간 복잡도도 마찬가지이다. 그 이유는 모든 정점에서 다른 정점까지의 경로 존재 여부를 나타내는 메트릭스를 정의를 해야 한다. 그렇기 때문에 특정 정점에서 다른 임의의 정점까지 경로가 있는지 확인하고 있다면 그 정점들을 스택에 넣어주게 되는데 이 확인하는 과정이 O(V) 또한 이 DFS과정이 최대 V번 일어나기 때문에 결과적으로 O(V^2)의 시간 복잡도를 갖게 된다.

그러나 만약 인접 리스트를 이용하여 구현하게 된다면 위의 인접 행렬보다는 짧은 O(E+V)의 시간 복잡도를 갖는다. 이는 각 정점마다 모든 정점이 아닌 이어져 있는 정점의 정보만 저장한다. 따라서 공간 복잡도도 O(V+E)이다. 탐색도 이에 대해서만 진행하면 되기 때문에 결과적으로 O(V+E) 시간 복잡도를 갖기 때문에 위의 인접 행렬보다 훨씬 효율적이다.

* BFS

BFS는 DFS와 달리 넓이 우선 탐색하는 알고리즘으로, 그래프에서 찾고자 하는 정점이 그래프의 레벨이 낮은 곳에 있을 경우 더욱 빠른 알고리즘이다. 그러나 이 또한 DFS와 마찬가지로 최적의 해를 돌려준다는 보장은 없다.

시간 복잡도는 DFS와 동일하다. 그 이유는 같은 과정을 반복하지만 깊이를 우선으로 탐색하느냐 넓이를 우선으로 탐색하느냐만 다르기 때문이다. 따라서 만약 인접 행렬을 사용했다면 O(V^2)의 시간 복잡도를 갖을 것이고 인접 리스트를 사용 했다면 O(V+E)의 시간 복잡도를 갖을 것이다. (V: 정점의 개수 E: 간선의 개수)

2.

DFS를 구현하는 방법에는 iterative한 방식과 recursive한 방식이 있다. recursive한 방식은 DFS함수를 재귀적으로 호출해 구현한다. 그러나 본 실험에서는 iterative한 방식을 이용해 구현 할 예정이다.

iterative하게 구한하기 위해서는 우선 정점들을 저장하기 위한 스택이 필요한다. 우선 시작하는 정점을 스택에 넣어준다. 그 후 while문을 이용해 이 stack이 빌 때까지 반복한다. while문 안에서는 stack의 top에 있는 정점을 pop하고 이에 인접 리스트로 구현 되어 있는 인접한 정점들을 stack에 push해준다. 이를 반복하다 스택의 top에 있는 정점이 목표한 정점과 동일하다면 while문을 break하는 방식으로 프로젝트에 구현할 예정이다.