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## Introduction

This is a full-stack Blog Management application developed using .NET Core for the backend and Angular for the frontend. The application allows users to create, read, update, and delete blog posts. The backend follows the CQRS (Command Query Responsibility Segregation) pattern and the frontend is developed using Angular.

## Setup Instructions

### Prerequisites

* .NET Core SDK 6.0 or later
* Node.js 14 or later
* Angular CLI 12 or later
* Visual Studio 2022 (recommended for .NET development)
* Git

**Backend Setup**  
  
1. git clone <https://github.com/sudiptamax/BlogApplication.git>

1. dotnet restore
2. dotnet ef database update
3. dotnet run

**Frontend Setup**

1. Navigate to the frontend directory:  
    cd BlogApplication/BlogClientApp
2. Install the dependencies:  
    npm install
3. Run the application

ng serve

1. Open your browser and navigate to <http://localhost:4200.>

**Running the Application**

Backend

To run the backend API server:

cd BlogApplication/BlogApi

dotnet run

Frontend

To run the frontend Angular application:

cd BlogApplication/BlogClientApp

ng serve

Url:

## Navigate to <http://localhost:4200> in your web browser. Design Decisions

### CQRS Pattern

The backend API is designed using the CQRS pattern to separate the concerns of reading and writing data. This allows for more scalable and maintainable code. Commands handle operations that change the state (create, update, delete), while queries handle read-only operations.

### Angular Frontend

The frontend is developed using Angular for its powerful features and modular structure, which helps in creating a maintainable and scalable front-end application.

### Encrypted IDs

For security reasons, blog post IDs are encrypted using SHA-256. This ensures that sensitive data is not exposed directly through URLs.

## Application Structure

### Backend (BlogApi)

* **Controllers**: Handle HTTP requests and delegate to appropriate handlers.
* **Handlers**: Contain the business logic for handling commands and queries.
* **Commands**: Represent operations that change the state.
* **Queries**: Represent read-only operations.
* **Repositories**: Handle data access logic.
* **Models**: Represent the data structures used in the application.

**BlogApi**

│ BlogApi.sln

│ Program.cs

│ Startup.cs

│

├───**Controllers**

│ BlogController.cs

│

├───**Handlers**

│ ├───**Commands**

│ │ CreateBlogPostHandler.cs

│ │ UpdateBlogPostHandler.cs

│ │ DeleteBlogPostHandler.cs

│ └───**Queries**

│ GetBlogPostByIdHandler.cs

│ GetAllBlogPostsHandler.cs

│

├───**Commands**

│ CreateBlogPostCommand.cs

│ UpdateBlogPostCommand.cs

│ DeleteBlogPostCommand.cs

│

├───**Queries**

│ GetBlogPostByIdQuery.cs

│ GetAllBlogPostsQuery.cs

│

├───**Repositories**

│ IBlogRepository.cs

│ BlogRepository.cs

│

└───**Models**

BlogPost.cs

### Frontend (BlogClientApp)

* **Components**: Angular components for different views.
* **Services**: Handle API calls and data manipulation.
* **Models**: Define the data structures used in the frontend.
* **Routes**: Define the navigation and routing for the application.

**BlogClientApp**

│ angular.json

│ package.json

│ tsconfig.json

│

└───**src**

├───**app**

│ ├───**components**

│ │ ├───home

│ │ │ home.component.html

│ │ │ home.component.ts

│ │ │

│ │ ├───create-update-blog

│ │ │ create-update-blog.component.html

│ │ │ create-update-blog.component.ts

│ │ │

│ │ ├───listing

│ │ │ listing.component.html

│ │ │ listing.component.ts

│ │ │

│ │ └───blog-detail

│ │ blog-detail.component.html

│ │ blog-detail.component.ts

│ │

│ ├───models

│ │ blog.model.ts

│ │

│ ├───services

│ │ blog.service.ts

│ │ notification.service.ts

│ │

│ └───app-routing.module.ts

│ app.module.ts

│

├───assets

└───environments

environment.ts

environment.prod.ts

This README provides a guide to setting up, running, and understanding the design decisions behind your Blog Management application.