**1. Spring Framework**

Spring is a very popular JavaEE framework for building web and enterprise applications.

If you are a Java developer then there is a high chance that you might have heard about the Spring framework and probably have used it in your projects.

Spring is very popular for several reasons:

* Spring’s dependency injection approach encourages writing testable code
* Easy to use but powerful database transaction management capabilities
* Spring simplifies integration with other Java frameworks like JPA/Hibernate ORM, Struts/JSF/etc. web frameworks
* State of the art Web MVC framework for building web applications

Basically, Spring-based applications have a lot of configurations. For example:

When we develop Spring MVC web application using Spring MVC then we need to configure

- Component scan,

- Dispatcher Servlet

- View resolver

- Web jars(for delivering static content) among other things.

When we use Hibernate/JPA in the same Spring MVC application then we would need to configure a

- Data source

- Entity manager factory/session factory

- Transaction manager among a host of other things.

When you use cache in the same Spring MVC application then we need to configure

- Cache configuration

When you use Message Queue in the same Spring MVC application then we need to configure

- Message queue configuration

When you use a NoSQL database in the same Spring MVC application then we need to configure

- NoSQL database configuration

A lot of configuration right.

If Spring can automatically do it for me that would be awesome!!!.

Well, Spring Boot does what exactly you are looking for. It will do things automatically for you but allows you to override the defaults if you want to.

The Spring team created Spring Boot to address the complexity of the configuration.

**2. What is Spring Boot?**

Spring Boot is basically an extension of the Spring framework which eliminated the boilerplate configurations required for setting up a Spring application.  
  
Spring Boot is an opinionated framework that helps developers build Spring-based applications quickly and easily. **The main goal of Spring Boot is to quickly create Spring-based applications without requiring developers to write the same boilerplate configuration again and again.**

**3. Key Spring Boot features**

Let me a list of a few key features of the Spring boot and we will discuss each key feature briefly.

1. Spring Boot starters
2. Spring Boot autoconfiguration
3. Elegant configuration management
4. Spring Boot actuator
5. Easy-to-use embedded servlet container support

**3.1. Spring Boot Starters**

Spring Boot offers many starter modules to get started quickly with many of the commonly used technologies, like SpringMVC, JPA, MongoDB, Spring Batch, SpringSecurity, Solr, ElasticSearch, etc. These starters are pre-configured with the most commonly used library dependencies so you don’t have to search for the compatible library versions and configure them manually.

For example, the spring-boot-starter-data-jpa starter module includes all the dependencies required to use Spring Data JPA, along with Hibernate library dependencies, as Hibernate is the most commonly used JPA implementation.

One more example, when we add the spring-boot-starter-web dependency, it will by default pull all the commonly used libraries while developing Spring MVC applications, such as spring-webmvc, jackson-json, validation-api, and tomcat.

Not only does the spring-boot-starter-web add all these libraries but it also configures the commonly registered beans like DispatcherServlet, ResourceHandlers, MessageSource, etc. with sensible defaults.

Read more about starters on [**Important Spring boot Starters with Examples**](http://www.javaguides.net/2018/09/important-spring-boot-starters-with-examples.html)

**3.2. Spring Boot Autoconfiguration**

Spring Boot addresses the problem that Spring applications need complex configuration by eliminating the need to manually set up the boilerplate configuration.

Spring Boot takes an opinionated view of the application and configures various components automatically, by registering beans based on various criteria. The criteria can be:

* Availability of a particular class in a classpath
* Presence or absence of a Spring bean
* Presence of a system property
* An absence of a configuration file

For example, if you have the spring-webmvc dependency in your classpath, Spring Boot assumes you are trying to build a SpringMVC-based web application and automatically tries to register DispatcherServlet if it is not already registered. If you have any embedded database drivers in the classpath, such as H2 or HSQL, and if you haven’t configured a DataSource bean explicitly, then Spring Boot will automatically register a DataSource bean using in-memory database settings.

You will learn more about the autoconfiguration on [**What is Spring Boot Auto Configuration?**](https://youtu.be/qm_lBjlwQLY)

**3.3. Elegant Configuration Management**

Spring supports externalizing configurable properties using the [**@PropertySource**](http://www.javaguides.net/2018/09/spring-propertysource-annotation-with-example.html) configuration. Spring Boot takes it even further by using the sensible defaults and powerful type-safe property binding to bean properties. Spring Boot supports having separate configuration files for different profiles without requiring many configurations.

Read more [**http://www.javaguides.net/2018/09/spring-propertysource-annotation-with-example.html**](http://www.javaguides.net/2018/09/spring-propertysource-annotation-with-example.html)

**3.4. Spring Boot Actuator**

Being able to get the various details of an application running in production is crucial to many applications. The Spring Boot actuator provides a wide variety of such production-ready features without requiring developers to write much code. Some of the Spring actuator features are:

* Can view the application bean configuration details
* Can view the application URL mappings, environment details, and configuration parameter values
* Can view the registered health check metrics

Read more about Spring Boot Actuator on [**Spring Boot Actuator**](https://www.baeldung.com/spring-boot-actuators)

**3.5. Easy-to-Use Embedded Servlet Container Support**

Traditionally, while building web applications, you need to create WAR type modules and then deploy them on external servers like Tomcat, WildFly, etc. But by using Spring Boot, you can create a JAR type module and embed the servlet container in the application very easily so that the application will be a self-contained deployment unit.

Also, during development, you can easily run the Spring Boot JAR type module as a Java application from the IDE or from the command-line using a build tool like [**Maven**](http://www.javaguides.net/p/maven.html) or Gradle.

**4. Different Ways to Create Spring Boot Project**

There are three simplest ways to create a Spring boot project:

**1. Using spring initializ**r and import in STS, Eclipse, IntelliJ idea, VSCode, Netbeans

**2. Using Spring Starter Project** in STS (Eclipse)

**3. Spring Boot CLI** - The Spring Boot CLI is a command-line tool that you can use if you want to quickly develop a Spring application.

**5. Develop Spring Boot Application step by step and build few REST APIs**

Next, let's create a Spring boot application step by step and build few REST APIs.

**1. Creating spring boot application using spring initializr**

Spring Boot provides a web tool called [**https://start.spring.io**](https://start.spring.io/) to bootstrap an application quickly. Just go to [**https://start.spring.io**](https://start.spring.io/) and generate a new spring boot project.

**Use the below details in the Spring boot creation:**

**Project Name:** springboot-first-app

**Project Type:**Maven

**Choose dependencies:** Spring Web

**Package name:**com.springboot.app

**2. Maven Dependencies**

Refer below complete *pom.xml* for your reference:

<?xml version="1.0" encoding="UTF-8"?>

<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 https://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<parent>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-parent</artifactId>

<version>2.5.0</version>

<relativePath/> <!-- lookup parent from repository -->

</parent>

<groupId>com.springboot.app</groupId>

<artifactId>springboot-first-app</artifactId>

<version>0.0.1-SNAPSHOT</version>

<name>springboot-first-app</name>

<description>Spring Boot First Application</description>

<properties>

<java.version>16</java.version>

</properties>

<dependencies>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-test</artifactId>

<scope>test</scope>

</dependency>

</dependencies>

<build>

<plugins>

<plugin>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-maven-plugin</artifactId>

</plugin>

</plugins>

</build>

</project>

**3. Spring Boot Hello World REST API**

Let's create a HelloWorldController class and the below code to it:

package com.springboot.first.app;

import org.springframework.web.bind.annotation.GetMapping;

import org.springframework.web.bind.annotation.RestController;

@RestController

public class HelloWorldController {

// GET HTTP Method

// http://localhost:8080/hello-world

@GetMapping("/hello-world")

public String helloWorld() {

return "Hello World!";

}

}

* The above code uses Spring 4’s new @RestController annotation, which marks the class as a controller where every method returns a domain object instead of a view. It’s shorthand for @Controller and @ResponseBody rolled together.
* **@GetMapping** annotation for mapping HTTP GET requests onto specific handler methods. Specifically, **@GetMapping** is a composed annotation that acts as a shortcut for @RequestMapping(method = RequestMethod.GET).

**Run Spring Boot Application:**

The below class SpringbootFirstAppApplication is the entry point that sets up the Spring Boot application. The @SpringBootApplication annotation enables auto-configuration and component scanning.

package com.springboot.first.app;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class SpringbootFirstAppApplication {

public static void main(String[] args) {

SpringApplication.run(SpringbootFirstAppApplication.class, args);

}

}

**Run spring boot application from the IDE:**

From your IDE, run the SpringbootFirstAppApplication.main() method as a standalone Java class that will start the embedded Tomcat server on port 8080 and point the browser to [**http://localhost:8080/**](http://localhost:8080/).

**Run spring boot application using the command line:**

Just go to the root directory of the application and type the following command to run it -

$ mvn spring-boot:run

The application will start at Spring Boot’s default tomcat port **8080**.

Just hit this link in a browser: [**http://localhost:8080/hello-world**](http://localhost:8080/hello-world). You will able to see the response of this REST API in the browser.

**4. Build Spring Boot REST API returns Java Bean**

In this section, we will build a simple Spring boot REST API which returns Java bean as JSON to the client.

Let's first create a Student java bean class that the REST API want to return to the client:

package com.springboot.first.app;

public class Student {

private String firstName;

private String lastName;

public Student(String firstName, String lastName) {

super();

this.firstName = firstName;

this.lastName = lastName;

}

public String getFirstName() {

return firstName;

}

public void setFirstName(String firstName) {

this.firstName = firstName;

}

public String getLastName() {

return lastName;

}

public void setLastName(String lastName) {

this.lastName = lastName;

}

}

Let's create the StudentController class and the below code to it:

import org.springframework.web.bind.annotation.GetMapping;

import org.springframework.web.bind.annotation.RestController;

@RestController

public class StudentController {

// http://localhost:8080/student

@GetMapping("/student")

public Student getStudent() {

return new Student("Ramesh", "Fadatare");

}

}

* The above code uses Spring 4’s new @RestController annotation, which marks the class as a controller where every method returns a domain object instead of a view. It’s shorthand for @Controller and @ResponseBody rolled together.
* **@GetMapping** annotation for mapping HTTP GET requests onto specific handler methods. Specifically, **@GetMapping** is a composed annotation that acts as a shortcut for @RequestMapping(method = RequestMethod.GET).
* The Student object must be converted to JSON. Thanks to Spring’s HTTP message converter support, you don’t need to do this conversion manually. Because Jackson 2 is on the classpath, Spring’s MappingJackson2HttpMessageConverter is automatically chosen to convert the Student instance to JSON.

**Run spring boot application from the IDE:**

package com.springboot.first.app;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

@SpringBootApplication

public class SpringbootFirstAppApplication {

public static void main(String[] args) {

SpringApplication.run(SpringbootFirstAppApplication.class, args);

}

}

From your IDE, run the SpringbootFirstAppApplication.main() method as a standalone Java class that will start the embedded Tomcat server on port 8080 and point the browser to [**http://localhost:8080/**](http://localhost:8080/).

Just hit this link in a browser: <http://localhost:8080/student>. You will able to see the response of this REST API in the browser.

**5. Build Spring Boot REST API returns List**

In this section, we will build a simple Spring boot REST API which returns List object as JSON to the client.

Let's open the StudentController class and the below code to it:

import java.util.ArrayList;

import java.util.List;

import org.springframework.web.bind.annotation.GetMapping;

import org.springframework.web.bind.annotation.RestController;

@RestController

public class StudentController {

@GetMapping("/students")

public List<Student> getStudents(){

List<Student> students = new ArrayList<>();

students.add(new Student("Ramesh", "Fadatare"));

students.add(new Student("Tony", "Cena"));

students.add(new Student("Sanjay", "Jadhav"));

students.add(new Student("Ram", "Jadhav"));

students.add(new Student("Umesh", "Fadatare"));

return students;

}

}

* The above code uses Spring 4’s new @RestController annotation, which marks the class as a controller where every method returns a domain object instead of a view. It’s shorthand for @Controller and @ResponseBody rolled together.
* **@GetMapping** annotation for mapping HTTP GET requests onto specific handler methods. Specifically, **@GetMapping** is a composed annotation that acts as a shortcut for @RequestMapping(method = RequestMethod.GET).
* The List of student objects must be converted to JSON. Thanks to Spring’s HTTP message converter support, you don’t need to do this conversion manually. Because Jackson 2 is on the classpath, Spring’s MappingJackson2HttpMessageConverter is automatically chosen to convert the List of student objects to JSON.

**Run spring boot application from the IDE:**

From your IDE, run the SpringbootFirstAppApplication.main() method as a standalone Java class that will start the embedded Tomcat server on port 8080 and point the browser to [**http://localhost:8080/**](http://localhost:8080/).

Just hit this link in a browser: [**http://localhost:8080/students**](http://localhost:8080/students). You will able to see the response of this REST API in the browser.

**6. Spring Boot REST API with Path Variable**

In this section, we will build a simple Spring boot REST API to demonstrate the usage of *@PathVariable* annotation.

Let's open the StudentController class and the below code to it:

import org.springframework.web.bind.annotation.GetMapping;

import org.springframework.web.bind.annotation.PathVariable;

import org.springframework.web.bind.annotation.RestController;

@RestController

public class StudentController {

// http://localhost:8080/student/1

// @PathVariable annotation

@GetMapping("/student/{firstName}/{lastName}/")

public Student studentPathVariable(@PathVariable("firstName") String firstName,

@PathVariable("lastName") String lastName) {

return new Student(firstName, lastName);

}

}

* The above code uses Spring 4’s new @RestController annotation, which marks the class as a controller where every method returns a domain object instead of a view. It’s shorthand for @Controller and @ResponseBody rolled together.
* **@GetMapping** annotation for mapping HTTP GET requests onto specific handler methods. Specifically, **@GetMapping** is a composed annotation that acts as a shortcut for @RequestMapping(method = RequestMethod.GET).
* The Student object must be converted to JSON. Thanks to Spring’s HTTP message converter support, you don’t need to do this conversion manually. Because Jackson 2 is on the classpath, Spring’s MappingJackson2HttpMessageConverter is automatically chosen to convert the Student object to JSON.
* With the @PathVariable annotation, we bind the request URL template path variable to the method variable. For instance, with the **/Ramesh/Fadatare/** URL, the **"Ramesh"**value is bound to the **firstName**variable and the "**Fadatare**" value to the **lastName**variable.

**Run spring boot application from the IDE:**

From your IDE, run the SpringbootFirstAppApplication.main() method as a standalone Java class that will start the embedded Tomcat server on port 8080 and point the browser to [**http://localhost:8080/**](http://localhost:8080/).

Just hit this link in a browser: [**http://localhost:8080/student/Ramesh/Fadatare**](http://localhost:8080/student/Ramesh/Fadatare). You will be able to see the response of this REST API in the browser.

**7. Build Spring Boot REST API with Request Param**

In this section, we will build a simple Spring boot REST API that handles request or query parameters in the GET HTTP request.

In this example, we use the @RequestParam annotation to extract query parameters from the HTTP GET request.

Let's open the StudentController class and the below code to it:

import org.springframework.web.bind.annotation.GetMapping;

import org.springframework.web.bind.annotation.RequestParam;

import org.springframework.web.bind.annotation.RestController;

@RestController

public class StudentController {

// build rest API to handle query parameters

// http://localhost:8080/student/query?firstName=Ramesh&lastName=Fadatare

@GetMapping("/student/query")

public Student studentQueryParam(

@RequestParam(name = "firstName") String firstName,

@RequestParam(name = "lastName") String lastName) {

return new Student(firstName, lastName);

}

}

* The above code uses Spring 4’s new @RestController annotation, which marks the class as a controller where every method returns a domain object instead of a view. It’s shorthand for @Controller and @ResponseBody rolled together.
* **@GetMapping** annotation for mapping HTTP GET requests onto specific handler methods. Specifically, **@GetMapping** is a composed annotation that acts as a shortcut for @RequestMapping(method = RequestMethod.GET).
* The Student object must be converted to JSON. Thanks to Spring’s HTTP message converter support, you don’t need to do this conversion manually. Because Jackson 2 is on the classpath, Spring’s MappingJackson2HttpMessageConverter is automatically chosen to convert the Student object to JSON.
* With the *@RequestParam* annotation, we extract query parameters from the HTTP GET request.

**6. Develop Spring Boot CRUD REST APIs with Hibernate and MySQL Database**

In this section, you will learn how to build REST APIs using the latest version of Spring boot, hibernate, and MySQL database.

**Tools and technologies used:**

* Java 16
* Spring Boot
* Spring Data JPA ( Hibernate)
* Lombok
* MySQL
* Eclipse STS
* Maven
* Tomcat
* Postman

Let's create a Spring boot application step by step to build CRUD REST APIs.

**1. Create Spring Boot Project**

Spring Boot provides a web tool called [**Spring Initializer**](https://start.spring.io/) to bootstrap an application quickly. Just go to [**https://start.spring.io/**](https://start.spring.io/) and generate a new spring boot project.

**Use the below details in the Spring boot creation:**

**Project Name:** springboot-backend

**Project Type:**Maven

**Choose dependencies:** Spring Web, Spring Data JPA, MySQL Driver, Lombok

**Package name:**net.javaguides.springboot

**2. Maven Dependencies**

<?xml version="1.0" encoding="UTF-8"?>

<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 https://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<parent>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-parent</artifactId>

<version>2.5.0</version>

<relativePath/> <!-- lookup parent from repository -->

</parent>

<groupId>net.javaguides</groupId>

<artifactId>springboot-backend</artifactId>

<version>0.0.1-SNAPSHOT</version>

<name>springboot-backend</name>

<description>Spring Boot RESTful Web Services</description>

<properties>

<java.version>16</java.version>

</properties>

<dependencies>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-data-jpa</artifactId>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

<dependency>

<groupId>mysql</groupId>

<artifactId>mysql-connector-java</artifactId>

<scope>runtime</scope>

</dependency>

<dependency>

<groupId>org.projectlombok</groupId>

<artifactId>lombok</artifactId>

<optional>true</optional>

</dependency>

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-test</artifactId>

<scope>test</scope>

</dependency>

</dependencies>

<build>

<plugins>

<plugin>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-maven-plugin</artifactId>

<configuration>

<excludes>

<exclude>

<groupId>org.projectlombok</groupId>

<artifactId>lombok</artifactId>

</exclude>

</excludes>

</configuration>

</plugin>

</plugins>

</build>

</project>

**3. Spring Boot Project Architecture**

We are going to use three-layer architecture in our Spring boot project:
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Description automatically generated](data:image/png;base64,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)](https://1.bp.blogspot.com/-8d817gzzfEA/YNbqNJxpgOI/AAAAAAAAI2I/V3EX4_rqInkX3i0IF9CG7EhlPvXG-Qy0ACLcBGAsYHQ/s1280/Spring%2BBoot%2BProject%2BStructure.PNG)**

**4. Configure MySQL Database**

Spring Boot tries to auto-configure a DataSource if spring-data-jpa dependency is in the classpath by reading the database configuration from the application.properties file.

So, we just have to add the configuration, and Spring Boot will take care of the rest.

Open the application.properties file and add the following properties to it.

## Spring DATASOURCE (DataSourceAutoConfiguration & DataSourceProperties)

spring.datasource.url = jdbc:mysql://localhost:3306/demo?useSSL=false&serverTimezone=UTC&useLegacyDatetimeCode=false

spring.datasource.username = root

spring.datasource.password = root

## Hibernate Properties

# The SQL dialect makes Hibernate generate better SQL for the chosen database

spring.jpa.properties.hibernate.dialect = org.hibernate.dialect.MySQL5InnoDBDialect

# Hibernate ddl auto (create, create-drop, validate, update)

spring.jpa.hibernate.ddl-auto = update

You will need to create a database named demo in MySQL, and change the spring.datasource.username & spring.datasource.password properties as per your MySQL installation.

In the above properties file, the last two properties are for Hibernate. **Spring Boot uses Hibernate as the default JPA implementation.**

The property spring.jpa.hibernate.ddl-auto is used for database initialization. I’ve used the value “update” for this property.

**5. Create JPA Entity - Employee**

Let's create a new package called model inside net.javaguides.springboot and add a class named Employee.java with the following contents:

import javax.persistence.Column;

import javax.persistence.Entity;

import javax.persistence.GeneratedValue;

import javax.persistence.GenerationType;

import javax.persistence.Id;

import javax.persistence.Table;

import lombok.Data;

@Data

@Entity

@Table(name="employees")

public class Employee {

@Id

@GeneratedValue(strategy = GenerationType.IDENTITY)

private long id;

@Column(name = "first\_name", nullable = false)

private String firstName;

@Column(name = "last\_name")

private String lastName;

@Column(name = "email")

private String email;

}

Note that we are using Lombok annotation @Data to reduce the boilerplate code (getters/setters).

**6. Create Repository or DAO Layer - EmployeeRepository**

The next thing we’re gonna do is create a repository to access an Employee’s data from the database.

The JpaRepository interface defines methods for all the CRUD operations on the entity, and a default implementation of the JpaRepository called SimpleJpaRepository.

Let’s create the repository now. First, create a new package called repository inside the base package net.javaguides.springboot. Then, create an interface called EmployeeRepository and extend it from JpaRepository -

import org.springframework.data.jpa.repository.JpaRepository;

import net.javaguides.springboot.model.Employee;

public interface EmployeeRepository extends JpaRepository<Employee, Long>{

}

Note that we no need to add @Repository annotation because Spring Data JPA internally takes care of it.

**7. Create Service Layer**

Let's implement service layer, we will first create interface and then it's implementation class.

**7.1 Service Interface**

Let's create a package called service inside base package net.javaguides.springboot. Create an EmployeeService interface with the following contents:

import java.util.List;

import net.javaguides.springboot.model.Employee;

public interface EmployeeService {

Employee saveEmployee(Employee employee);

List<Employee> getAllEmployees();

Employee getEmployeeById(long id);

Employee updateEmployee(Employee employee, long id);

void deleteEmployee(long id);

}

**7.2 Service Interface Implementation**

Let's create a package called impl inside package net.javaguides.springboot.service. Create an EmployeeServiceImpl class with the following contents:

import java.util.List;

import java.util.Optional;

import org.springframework.stereotype.Service;

import net.javaguides.springboot.exception.ResourceNotFoundException;

import net.javaguides.springboot.model.Employee;

import net.javaguides.springboot.repository.EmployeeRepository;

import net.javaguides.springboot.service.EmployeeService;

@Service

public class EmployeeServiceImpl implements EmployeeService{

private EmployeeRepository employeeRepository;

public EmployeeServiceImpl(EmployeeRepository employeeRepository) {

super();

this.employeeRepository = employeeRepository;

}

@Override

public Employee saveEmployee(Employee employee) {

return employeeRepository.save(employee);

}

@Override

public List<Employee> getAllEmployees() {

return employeeRepository.findAll();

}

@Override

public Employee getEmployeeById(long id) {

// Optional<Employee> employee = employeeRepository.findById(id);

// if(employee.isPresent()) {

// return employee.get();

// }else {

// throw new ResourceNotFoundException("Employee", "Id", id);

// }

return employeeRepository.findById(id).orElseThrow(() ->

new ResourceNotFoundException("Employee", "Id", id));

}

@Override

public Employee updateEmployee(Employee employee, long id) {

// we need to check whether employee with given id is exist in DB or not

Employee existingEmployee = employeeRepository.findById(id).orElseThrow(

() -> new ResourceNotFoundException("Employee", "Id", id));

existingEmployee.setFirstName(employee.getFirstName());

existingEmployee.setLastName(employee.getLastName());

existingEmployee.setEmail(employee.getEmail());

// save existing employee to DB

employeeRepository.save(existingEmployee);

return existingEmployee;

}

@Override

public void deleteEmployee(long id) {

// check whether a employee exist in a DB or not

employeeRepository.findById(id).orElseThrow(() ->

new ResourceNotFoundException("Employee", "Id", id));

employeeRepository.deleteById(id);

}

}

**8. Create Custom Exception**

Let's create an exception package inside base package net.javaguides.springboot. Then create a ResourceNotFoundException custom exception and add the following contents to it:

import org.springframework.http.HttpStatus;

import org.springframework.web.bind.annotation.ResponseStatus;

@ResponseStatus(value = HttpStatus.NOT\_FOUND)

public class ResourceNotFoundException extends RuntimeException{

/\*\*

\*

\*/

private static final long serialVersionUID = 1L;

private String resourceName;

private String fieldName;

private Object fieldValue;

public ResourceNotFoundException(String resourceName, String fieldName, Object fieldValue) {

super(String.format("%s not found with %s : '%s'", resourceName, fieldName, fieldValue));

this.resourceName = resourceName;

this.fieldName = fieldName;

this.fieldValue = fieldValue;

}

public String getResourceName() {

return resourceName;

}

public String getFieldName() {

return fieldName;

}

public Object getFieldValue() {

return fieldValue;

}

}

**9. Create Controller Layer**

We’ll now create the REST APIs for creating, retrieving, updating, and deleting an Employee.

First, create a new package controller inside the base package net.javaguides.springboot. Then, create a new class EmployeeController.java with the following contents -

import java.util.List;

import org.springframework.http.HttpStatus;

import org.springframework.http.ResponseEntity;

import org.springframework.web.bind.annotation.DeleteMapping;

import org.springframework.web.bind.annotation.GetMapping;

import org.springframework.web.bind.annotation.PathVariable;

import org.springframework.web.bind.annotation.PostMapping;

import org.springframework.web.bind.annotation.PutMapping;

import org.springframework.web.bind.annotation.RequestBody;

import org.springframework.web.bind.annotation.RequestMapping;

import org.springframework.web.bind.annotation.RestController;

import net.javaguides.springboot.model.Employee;

import net.javaguides.springboot.service.EmployeeService;

@RestController

@RequestMapping("/api/employees")

public class EmployeeController {

private EmployeeService employeeService;

public EmployeeController(EmployeeService employeeService) {

super();

this.employeeService = employeeService;

}

// build create employee REST API

@PostMapping()

public ResponseEntity<Employee> saveEmployee(@RequestBody Employee employee){

return new ResponseEntity<Employee>(employeeService.saveEmployee(employee), HttpStatus.CREATED);

}

// build get all employees REST API

@GetMapping

public List<Employee> getAllEmployees(){

return employeeService.getAllEmployees();

}

// build get employee by id REST API

// http://localhost:8080/api/employees/1

@GetMapping("{id}")

public ResponseEntity<Employee> getEmployeeById(@PathVariable("id") long employeeId){

return new ResponseEntity<Employee>(employeeService.getEmployeeById(employeeId), HttpStatus.OK);

}

// build update employee REST API

// http://localhost:8080/api/employees/1

@PutMapping("{id}")

public ResponseEntity<Employee> updateEmployee(@PathVariable("id") long id

,@RequestBody Employee employee){

return new ResponseEntity<Employee>(employeeService.updateEmployee(employee, id), HttpStatus.OK);

}

// build delete employee REST API

// http://localhost:8080/api/employees/1

@DeleteMapping("{id}")

public ResponseEntity<String> deleteEmployee(@PathVariable("id") long id){

// delete employee from DB

employeeService.deleteEmployee(id);

return new ResponseEntity<String>("Employee deleted successfully!.", HttpStatus.OK);

}

}

**10. Run Spring Boot Application**

We’ve successfully built all the APIs for our application. Let’s now run the app and test the APIs.

Just go to the root directory of the application and type the following command to run it -

$ mvn spring-boot:run

The application will start at Spring Boot’s default tomcat port **8080**.