**Time complexity of map data structure:**

The total time complexity will be O(N \* time taken by map data structure).

Storing(i.e. insertion) and fetching(i.e. retrieval) in a C++ map, both take always O(logN) time complexity, where N = the size of the map.

But the unordered\_map in C++ and HashMap in Java, both take O(1) time complexity to perform storing(i.e. insertion) and fetching(i.e. retrieval). Now, it is valid for the best case and the average case.

But in the worst case, this time complexity will be O(N) for unordered\_map. Now, the worst case occurs very very rarely. It almost never happens and most of the time, we will be using unordered\_map.

**Note:** *Our first priority will be always to use unordered\_map and then map.* *If unordered\_map gives a time limit exceeded error(TLE), we will then use the map.*

The time complexity in the worst case is O(N) because of the internal collision.

In order to understand collision properly, we need to understand the concept of how the hashing work with an optimized space.

**What is collision & How the hashing works:**

Hashing is done using several methods. Among them, the three most common ones are

* **Division method**
* **Folding method**
* **Mid-Square method**

Here, we are only interested to discuss the division method. The rest two methods may be important for college exams but not much important in terms of interviews or coding rounds.

The map data structures in the C++ STL or in Java are implemented using different and complex methods. We need not know about them. But here we are going to discuss the **division method** so that we can understand the collision properly.

**Division Method:**

Let’s discuss it considering the following example:

Assume, we are given an array: **[2, 5, 16, 28, 139]**. Here, we can apply array hashing, and to use that, we need to create an array of size 140. Now, what to do if we are given a constraint that **we cannot use an array whose length is greater than 10**?

In order to solve this we will use the division method. We will simply consider the modulo 10 of each element of the array(element % 10) and we will hash(pre-store and fetch) the elements on the basis of the modulo value i.e. the remainder. The steps will look like the following:  
Pre storing: hash[arr[i]%10] += 1 and Fetching: hash[number%10]

Now if we apply this method to the given array, the hash array will look like the following:
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This is how the division method works. We simply reduce the array elements and apply array hashing.

Let’s discuss the questions that come up in the mind:

**Question: What if two or more array elements give the same remainder for modulo 10?**

In this case, we apply the **linear chaining** method. This method is implemented using Linked List which will be discussed later in another article. Here, we just need to understand the logic. While storing the elements we will maintain a chain(i.e. inserting the element itself to the corresponding index instead of just keeping the count) for each index(i.e. the remainder we get). And in that chains, we will store the elements in a sorted fashion.

Let’s understand it considering the following example:

Given array: **[2, 5, 16, 28, 139, 38, 48, 28, 18]**

In this array 28, 38, 48, and 18 are giving the same value for modulo 10. So, we will apply linear chaining. The hash array will look like the following:
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Now to get the frequency of a number, we will first go to (number % 10) indexed chain and count the frequency of that number.

**Note:** *We can choose to take modulo of any number as per our need. Here for example we have taken the number 10.*

**Collision:**

Now, if we are applying linear chaining and division rule and we find that all elements of an array get stored in a single index, then we will call it a case of collision.

**Example:**

Given array: [8, 18, 28, 38, 48, 58, 68, ….., 1008]

If we apply the methods and take modulo 10 for every number, the hash array will look like the following:

![](data:image/png;base64,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)

Now, while fetching we have to traverse N times(N = size of the given array) to find the frequency of an element. This is when the worst case happens and the time complexity becomes O(N). But this happens very very rarely.

***Whatever method the map is using, if all the elements go to the same hash index, we will call it a case of collision.***

**Note:***In the map data structure, the data type of key can be anything like int, double, pair<int, int>, etc. But for unordered\_map the data type is limited to integer, double, string, etc. We cannot have an unordered\_map whose key is pair<int, int>.*