1. Differences between the SQL and NO-SQL Database.
2. MongoDb Introduction.

2.1) what is MongoDB?

2.2) Advantages of MongoDB.

2.3) Where is MongoDB used?

3. Installation of MongoDb.

3.1) Installation.

3.2)MongoDB Shell

3.3)MongoDB Server.

3.4)MongoDB Driver.

3.5) Display the version of Shell and Server.

3.6) MongoDB physical DB and MongoDB Logical DB.

1. Database.

4.1) Default Databases.

4.2) Creating Database.

4.3) Droping Database.

5. Collection.

5.1)Creating Collection.

5.2)Droping Collection.

6. Document.

6.1) Create Document.

6.1.1)Insert document into collection from .js file.

6.1.2)Insert document into collection from .json and .csv file.

6.1.3)Nested Document.

6.1.4)Arrays in Document.

6.1.5) Object Id.

6.1.6)Ordered property.

6.1.7)WriteConcern property.

6.1.8)Atomicity.

6.2) Read Document.

6.2.1)find

6.2.2)findOne

6.2.3)Selection Criteria with find and findOne

6.2.4)Querying the nested Document.

6.2.5)Querying the Array elements in Document.

6.2.6)Quering Operators

6.2.6.1) Comparision Operator.

6.2.6.2) Logical Operator.

6.2.6.3) Element Query Operators

a)$exists b)$type.

6.2.6.4) Query Evaluation Operator.

a)$expr b)$regex c)$mod d)$jsonSchema e)$text f)$where.

6.2.6.5)Array query operators.

a)$all b)$eleMatch c)$size

6.3) Update Document.

6.3.1)Update operators.

6.3.2)upsert command.

6.3.3)Array Update operators.

6.3.4)Adding Element to Array in Document.

6.3.5)$addToSet

6.3.6)Removing the Elements using $pop operator from Array.

6.4) Delete Document.

7. Cursor

8. Projection.

9. MongoDb utilities(Database Tools)

9.1)mongoimport.

9.2)mongoexport.

9.3)mongodump.

9.4)mongorestore.

10. GUI Tools for mongoDB operations.

11. Indexing.

12. Aggeragate Frame Works.

12.1)Aggregate Pipeline

1. Difference between SQL and NO- SQL Databases.

`

i) The sql db are primarly called as RDBMS or Relataional DBs.

ii)Sql db has fixed schema or static schema or predefined schema.

EX:- Data is stored in tables. The table has fixed schema.

EMP(eno,ename,sal);

Here The record can only contain eno, ename and sal. It can’t contain the other information. Because of it has fixed schema.

iii) SQL db are not suitable for hierarchical data storage.

iv)SQL db is best suited for complex quieries.

v)Example to sql databases are :- oracle,Sybase,mysql,…etc.

B)NO-SQL DB:- (No-Sql Db stands for Not Only sql Database).

i) The N0-SQL db are called as Non-Relational DB’s.

ii) No-SQL db has dynamic schema.

The document can contain required employee information.

EX:-

Document1:-{ ‘name’: ‘suku’,

‘Eno’:7

}

Document2:-

{ ‘name’: ‘veena’;

‘age’:39;

}

The documents has different schemas. The documents can’ be placed in mongodb.

iii) No-Sql db is suitable for hierarchical data storage.

iv) No-Sql db is not suited to complex queiries.

v) Example to no-sql databases are MongoDB,Casandra,H-base..etc.

2.MongoDb Introduction:- The MongoDb is no-sql db. It is document based and non-relational Database. MongoDB was developed by a NewYork based organization named 10gen which is now known as MongoDB Inc.

MongoDb open source is available aswell as paid software is available for commercial organizations.

Advantages:-

a) MangoDb is schema less.Therefore we can store un structure data like videos,images ,..etc.

b) There are no complex joins in mongodb.

c) we can scale Mongodb horizontally. This scalling is also very easy.

d) It uses internal memory for storing working sets and this is the reason of its fast access.

e) It is 100 times faster than traditional database systems.

f) The document contains the data in json format. There fore any programming language can understand the data with out conversions Where is mongodb used?

The mongo db is used to handle/manage the huge data. It is used in desktop applications,mobile applications and web applications.

2.1)MongoDB Structure:- MongoDB Physical database contains several logical databases.

Each database contains several collections. Collection is something like table in relational database.

Each collection contains several documents. Document is something like record/row in relational database. The document is independent to each other.
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eg:

Database: Shopping cart database

Collections: Customers, Products, Orders

Cusomer Collection: contains several documents

document1:

{

"Name":"Sunny",

"age":40,

"Salary":10000

}

document2:

{

"Name":"Durga"

}

document-3:

{

"name":"Bunny",

"age":30,

"address":

{

"city":"Hyderabad"

},

5

"hobbies":[

{"name":"Cricket playing"},

{"name":"swimming"}

]

}

3)MongoDb Installation:-

3.1)Installation:-

Step1: Go to following URL <http://www.mongodb.org/downloads>**.**

****Step2: The website automatically knows the current system operating system name . It displays the current mongodb version which is compatible with current os.****
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****Step3. Click download button. After clicking the download button , MongoDb Executable file will be downloaded into local machine.****

****Step4: double click the Mongodb executable file.****

****Step5. Click the next button in setup wizard.****

****Step6. Select check box to agree the licence.****

****Step7. Select custom or complete based on your requirement.****

****Step8. Enter location where Mongodb will be installed.****

****While installing the MangoDB , The two applications are installed automatically. The two components are****

1. ****MongoDB Server.****
2. ****MongoDB shell.****

****3.2) MongoDB Server:- It is java script based application. The server takes commands from MongoDB shell and executes them.****

****Totally, The Mongodb is handled and managed by MongoDB server. Management means createing, deleting, updating …etc.****

****The mongo DB can be in local machine or remote machine.****

****It is started/launched with ‘mongod’ command.****

****There are two types of Servers.****

****a)community version:- It is used for education purpose.****

****b)Enterprise version :- It has more features regarding to security,roles,..etc than community version. It is used in real time environment.****

****3.3) MongoDB Shell:- It is also java script based application. It is interface for MongoDb administrator and Mongodb Developer to test queryies and operations with DB.****

****MongoDB shell is available in two forms.****

****1.CLI(Commond line interface)****

****2 GUI(Graphical User interface):- Compass,Robo T3 are example to GUI’s.****

****Main responsibility is collecting the Queiries/commonds from user and giving them to Mongo db server. Collecting queries result from mongodb server and displaying them to user.****

****3.4)MangoDB Drivers:-**** ****From Application(Java,Python,C# etc) if we want to communicate with database, some special software must be required, which is nothing but Driver software.****

****mongodb.com--->Docs-->Drivers****

****EX:- PyMongo module is example to MangoDb Driver. It is used by python.****

****3.5) Display version of Shell and Server:-****

****In My System , I Installed Mongodb in following location.****

****Location:- C:\\**** ****\Program Files\MongoDB****

****Step1. Open the command prompt.****

****Step2. Go to bin directory in MongoDB Directory structure.****

****C;\\**** ****\Program Files\MongoDB\Server\5.0\bin****

****Stp3. Run the following command to display shell version.****

* ****Mongo -version****

****C:\Program Files\MongoDB\Server\5.0\bin>mongo -version****

****MongoDB shell version v5.0.3****

****Build Info: {****

****"version": "5.0.3",****

****"gitVersion": "657fea5a61a74d7a79df7aff8e4bcf0bc742b748",****

****"modules": [],****

****"allocator": "tcmalloc",****

****"environment": {****

****"distmod": "windows",****

****"distarch": "x86\_64",****

****"target\_arch": "x86\_64"****

****}****

****}****

****Step4:- To display server version use following command.****

****Mongod –version.****

****C:\Program Files\MongoDB\Server\5.0\bin>mongod -version****

****db version v5.0.3****

****Build Info: {****

****"version": "5.0.3",****

****"gitVersion": "657fea5a61a74d7a79df7aff8e4bcf0bc742b748",****

****"modules": [],****

****"allocator": "tcmalloc",****

****"environment": {****

****"distmod": "windows",****

****"distarch": "x86\_64",****

****"target\_arch": "x86\_64"****

****}****

****}****

****3.6)MongoDB physical DB and MongoDB Logical DB:-****

****When I install mongodb, the physical db is automatically created. In that User created db is called logical db.****

****![](data:image/png;base64,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)****

4.Database:-

4.1) Default Database:- when we installed MongoDB, The physical DB has 3 default logical databases. They are

a) admin 0.000GB

b)config 0.000GB

c)local 0.000GB

1. Admin:- admin database is used to store user authentication and authorization information like usernames,passwords,roles etc.This database is used by administrators while creating,deleting and updating users and while assigning roles.
2. Config:- To store configuration information of mongodb server.
3. Local:- local database can be used by admin while performing replication process.

EX:- show dbs

admin 0.000GB

config 0.000GB

local 0.000GB

4.2)Creating DB:- MongoDb especially did not provide any command to create a database.

Syntax:- use Dbname

If there is no Database, then new database will be created and control will be switched to newly created db.

Note:- immediately after creating the DB, It will not be added to database list.

Whenever we create first collection then , This database is added to Database list.

If there is database with given name, then it will return the existing database.

Example:-

-------------

use College

switched to db College

> show dbs

admin 0.000GB

config 0.000GB

local 0.000GB

4.3) Dropping DB:- The following command deletes only current database and its all associated files.

Syntax:- db.dropDatabase();

Note:- Where db is implicit pointer which points to the current database.

Example:-

> db.dropDatabase()

{ "ok" : 1 }

4.4) display the current database name:-

Syntax: db

Example:-

> db

College

5.Collections:-

5.1)Creating Collections:- The following syntax is used to create Collection.

Syntax:- db.createCollection(‘name’,options);

Options:- It is optional parameter. It is document type. It specifies memory size and index on collection.

a)max:- It specifies the maximum number of documents allowed in the capped collection.

b)size:- It specifies a maximum size in bytes for a capped collection. Ifcapped is true, then you need to specify this field also.

c)AutoIndexId:- If it is set to true, automatically create index on ID field. Its default value is false.

d)Capped:- If it is set to true, enables a capped collection. Capped collection is a fixed size collecction that automatically overwrites its oldest entries when it reaches its maximum size. If you specify true, you need to specify size parameter also.

Example:-1

> db.createCollection('student');

{ "ok" : 1 }

> show dbs

College 0.000GB

admin 0.000GB

config 0.000GB

local 0.000GB

Example:2

db.createCollection('staff',{capped:true,max:1,size:100})

{ "ok" : 1 }

Note:- MongoDB creates collections automatically when you insert some documents. Even collection does not exists,it creates collection first and then it create document in that collection.

Syntax:- db.collectionname.insert({})

Example:-

> db.principal.insert({name:'sukumar'})

WriteResult({ "nInserted" : 1 })

> show dbs

College 0.000GB

admin 0.000GB

config 0.000GB

local 0.000GB

> show collections

principal

staff

student

5.2)Dropping Collections:- The following syntax is used to drop the collection.

Syntax:- db.collectionname.drop()

Example:-

> show collections

principal

staff

student

> db.principal.drop()

true

> show collections

staff

student

6.Document:- Usually, The document contains the json format data.

6.1)Create Document:- The insert command inserts new document in collection. .

Syntax:- db.Collectionname.insert(document);

Example:-1

> db.staff.insert({name:'suku',age:39})

WriteResult({ "nInserted" : 1 })

The new document has been inserted in staff collection.

Example:-2

> db.student.insert([{name:'sula',age:14},{name:'suma',age:12},{name:'suha',age:14}]);

BulkWriteResult({

"writeErrors" : [ ],

"writeConcernErrors" : [ ],

"nInserted" : 3,

"nUpserted" : 0,

"nMatched" : 0,

"nModified" : 0,

"nRemoved" : 0,

"upserted" : [ ]

})

> db.student.find();

{ "\_id" : ObjectId("61755271278d76fe7b787d1f"), "name" : "sv", "age" : 36 }

{ "\_id" : ObjectId("617559a2278d76fe7b787d22"), "name" : "veena", "age" : 40 }

{ "\_id" : ObjectId("61755afc278d76fe7b787d23"), "name" : "sula", "age" : 14 }

{ "\_id" : ObjectId("61755afc278d76fe7b787d24"), "name" : "suma", "age" : 12 }

{ "\_id" : ObjectId("61755afc278d76fe7b787d25"), "name" : "suha", "age" : 14 }

Example:3

-------------

var one={name:'sulamaha',age:41};

> db.student.insert(one);

WriteResult({ "nInserted" : 1 })

> db.student.find();

{ "\_id" : ObjectId("61755271278d76fe7b787d1f"), "name" : "sv", "age" : 36 }

{ "\_id" : ObjectId("617559a2278d76fe7b787d22"), "name" : "veena", "age" : 40 }

{ "\_id" : ObjectId("61755afc278d76fe7b787d23"), "name" : "sula", "age" : 14 }

{ "\_id" : ObjectId("61755afc278d76fe7b787d24"), "name" : "suma", "age" : 12 }

{ "\_id" : ObjectId("61755afc278d76fe7b787d25"), "name" : "suha", "age" : 14 }

{ "\_id" : ObjectId("61755b50278d76fe7b787d26"), "name" : "sulamaha", "age" : 41 }

Note:- we can place duplicate copies of documents in same collection. But their object ids are different.

6.1.1)Insert document into collection from .js file:-

Step1. Create a .js file. Place the insert commands in .js file.

Step2. The Load command will gets insertion commands from .js file. Then after, these commands are executed at mongo shell. When these commands are executed, the documents are placed in specified collection.

Example:

Abc.js

---------

db.student.insert({'name':'rock','age':57});

db.student.insert({'name':'hhh','age':65});

-----------------------------------------------------------------------------------------------------------------------

> db.student.find();

{ "\_id" : ObjectId("61755271278d76fe7b787d1f"), "name" : "sv", "age" : 36 }

{ "\_id" : ObjectId("617559a2278d76fe7b787d22"), "name" : "veena", "age" : 40 }

{ "\_id" : ObjectId("61755afc278d76fe7b787d23"), "name" : "sula", "age" : 14 }

{ "\_id" : ObjectId("61755afc278d76fe7b787d24"), "name" : "suma", "age" : 12 }

{ "\_id" : ObjectId("61755afc278d76fe7b787d25"), "name" : "suha", "age" : 14 }

{ "\_id" : ObjectId("61755b50278d76fe7b787d26"), "name" : "sulamaha", "age" : 41 }

{ "\_id" : ObjectId("61755b95278d76fe7b787d27"), "name" : "sulamaha", "age" : 41 }

> load('E:\abc.js');

true

> db.student.find();

{ "\_id" : ObjectId("61755271278d76fe7b787d1f"), "name" : "sv", "age" : 36 }

{ "\_id" : ObjectId("617559a2278d76fe7b787d22"), "name" : "veena", "age" : 40 }

{ "\_id" : ObjectId("61755afc278d76fe7b787d23"), "name" : "sula", "age" : 14 }

{ "\_id" : ObjectId("61755afc278d76fe7b787d24"), "name" : "suma", "age" : 12 }

{ "\_id" : ObjectId("61755afc278d76fe7b787d25"), "name" : "suha", "age" : 14 }

{ "\_id" : ObjectId("61755b50278d76fe7b787d26"), "name" : "sulamaha", "age" : 41 }

{ "\_id" : ObjectId("61755b95278d76fe7b787d27"), "name" : "sulamaha", "age" : 41 }

{ "\_id" : ObjectId("617564a1278d76fe7b787d2a"), "name" : "rock", "age" : 57 }

{ "\_id" : ObjectId("617564a1278d76fe7b787d2b"), "name" : "hhh", "age" : 65 }

6.1.2)

A)**Insert document into collection from .json file**:- To insert document from .json file,we should need ‘mongoimport’ tool. By default it is not available.

Step1. [Download MongoDB Command Line Database Tools | MongoDB](https://www.mongodb.com/try/download/database-tools).

Click th Tools.

Click the download button.

Step2.Download mongoimport.exe file. Place it in bin folder of Mongodb software.

Step3. mongoimport command should be executed from the command prompt but not from the shell.

Syntax:- mongoimport --db databaseName --collection collectionName --file

fileName --jsonArray

Note:- 1.mongoimport creates database and collection automatically if not available.

If collection already available then the new documents will be appended.

B**) Insert Documents into collection from .csv file**:-

Syntax:- mongoimport –db databaseName -c collectioname --type CSV --headerline --maintainInsertionOrder --ignoreBlanks --drop filename.

Note:- 1# --headerline is used to ensure that our csv headerline should be read as keys while importing into database.

2. # --maintainInsertionOrder ensures that the data will be inserted in the top to bottom order from the csv file (row by row).It is an optional.

3. --ignoreBlanks ---> Whereever the value for key is blank inside csv file, that particular key itself will not be imported to database for that particular document. It is also an optional.

Example:

-----------

C:\Program Files\MongoDB\Server\5.0\bin>mongoimport --db Library -c mca --type CSV --headerline --drop D:/Book1.csv

2021-11-03T10:17:55.165+0530 connected to: mongodb://localhost/

2021-11-03T10:17:55.167+0530 dropping: Library.mca

2021-11-03T10:17:55.479+0530 4 document(s) imported successfully. 0 document(s) failed to import.

> use Library

switched to db Library

> db.Mca.find()

> db.mca.find()

{ "\_id" : ObjectId("6182147baaa527fd94d17fd1"), "SNO" : 1, "SNAME" : "x", "Marks" : 77 }

{ "\_id" : ObjectId("6182147baaa527fd94d17fd2"), "SNO" : 4, "SNAME" : "abc", "Marks" : 80 }

{ "\_id" : ObjectId("6182147baaa527fd94d17fd3"), "SNO" : 2, "SNAME" : "y", "Marks" : 78 }

{ "\_id" : ObjectId("6182147baaa527fd94d17fd4"), "SNO" : 3, "SNAME" : "z", "Marks" : 79 }

6.1.3) Nested Document:- Sometimes we can take a document inside another document, such type of documents are called nested documents or embedded documents.

Ex:-

Book={ ‘title’:’DBMS’,’ isbn’:’123’,’ downloadable’:true,

‘Address’:{ street:’kamati street’, dist:’nlr’, dr-no:’367’},’publisher’:’TataMCGrawhill’,

‘Author’:{‘name’:’korth’,’exp’:3,’city’:’ny’}

}

6.1.4) Arrays In Document:- The single key may have one or more than one value. The collection of values is said to be array. The values may be string,number or objects type.

EX:-

Book={‘title’:’DBMS’,

‘author’:’korth’,

‘languages’:[‘telugu’,’english’,’tamil’]

}

6.1.5) Object-Id:-

The MongoDb server assign a unique Id to every document. This is nothing but unique-Id.

It is something like primary key in relational db. This id will be assigned to ‘\_Id ‘field of collection.

We can’t modify the ‘\_id’ value once we Inserted the document in the collection.

The object-id is not json type. It is BSON type. It consists of 12 bytes.

1. The first 4 bytes represents the timestamp when this document was inserted.

2. The next 3 bytes represents machine identifier( host name)

3. The next 2 bytes represents process id.

4. The last 3 bytes represents some random increment value.

Examples:-

--------------

> db.student.find();

{ "\_id" : ObjectId("61755271278d76fe7b787d1f"), "name" : "sv", "age" : 36 }

{ "\_id" : ObjectId("617559a2278d76fe7b787d22"), "name" : "veena", "age" : 40 }

{ "\_id" : ObjectId("61755afc278d76fe7b787d23"), "name" : "sula", "age" : 14 }

{ "\_id" : ObjectId("61755afc278d76fe7b787d24"), "name" : "suma", "age" : 12 }

{ "\_id" : ObjectId("61755afc278d76fe7b787d25"), "name" : "suha", "age" : 14 }

{ "\_id" : ObjectId("61755b50278d76fe7b787d26"), "name" : "sulamaha", "age" : 41 }

{ "\_id" : ObjectId("61755b95278d76fe7b787d27"), "name" : "sulamaha", "age" : 41 }

{ "\_id" : ObjectId("617564a1278d76fe7b787d2a"), "name" : "rock", "age" : 57 }

{ "\_id" : ObjectId("617564a1278d76fe7b787d2b"), "name" : "hhh", "age" : 65 }

> db.student.find()[0]

{ "\_id" : ObjectId("61755271278d76fe7b787d1f"), "name" : "sv", "age" : 36 }

> db.student.find()[1]

{

"\_id" : ObjectId("617559a2278d76fe7b787d22"),

"name" : "veena",

"age" : 40

}

> db.student.find().\_id;

**> db.student.find()[0].\_id;**

**ObjectId("61755271278d76fe7b787d1f")**

**> db.student.find()[0].\_id.getTimestamp();**

**ISODate("2021-10-24T12:32:49Z")**

Note:- 1 By using \_id field, we can provide our own value as ObjectId. MongoDB server will generate default ObjectId iff we are not providing any \_id field value.

If we provide our own value, it may not provide timestamp,machine identifier,process id etc. Hence it is not recommended to provide our own id.

2. If we provide same id for two document, then we get error.

Example:-

-----------

**db.student.insert({"\_id":77,"name":"sv",'age':34});**

**WriteResult({ "nInserted" : 1 })**

**> db.student.insert({"\_id":77,"name":"sv1",'age':134});**

**WriteResult({**

**"nInserted" : 0,**

**"writeError" : {**

**"code" : 11000,**

**"errmsg" : "E11000 duplicate key error collection: College.student index: \_id\_ dup key: { \_id: 77.0 }"**

**}**

**})**

**6.1.6)** Ordered Bulk Insertion:- we can insert the bulk documents using insert or insertMany command.

Syntax: db.collectioname.insert([{},{}{},…]);

Db.collectionname.insertMany([{},{}{},…]);

The Default behaviour of bulk insertion/insertion Many command is

* While performing the bulk operation, if there is no errors in any documents then all documents will be placed in collection.

Suppose, if any document insertion fails, then rest of the documents will be not inserted and inserted document can’t be rollbacked.

Example:

> db.student.insert([{'\_id':2,'name':'suku','age':40},{'\_id':2,'name':'rock', age:39},{'\_id':3,'name':'sv','age':41}]);

BulkWriteResult({

"writeErrors" : [

{

"index" : 1,

"code" : 11000,

"errmsg" : "E11000 duplicate key error collection: College.student index: \_id\_ dup key: { \_id: 2.0 }",

"op" : {

"\_id" : 2,

"name" : "rock",

"age" : 39

}

}

],

"writeConcernErrors" : [ ],

"nInserted" : 1,

"nUpserted" : 0,

"nMatched" : 0,

"nModified" : 0,

"nRemoved" : 0,

"upserted" : [ ]

})

> db.student.find()

{ "\_id" : 2, "name" : "suku", "age" : 40 }

>

The default functionality of bulk insert/insertMany commands can be changed using ‘ordered’ property.

Syntax: insert/insertMany([{},{},..],{ordered:false});

If ordered is true then those command has default behaviour.

If ordered is false then those command behaviour is customized. If any document insertion fails then MongoDB leaves that document and inserts rest of the documents.

Example:

-----------

db.student.insert([{'\_id':2,'name':'suku','age':40},{'\_id':2,'name':'rock', age:39},{'\_id':3,'name':'sv','age':41}],{ordered:false});

BulkWriteResult({

"writeErrors" : [

{

"index" : 1,

"code" : 11000,

"errmsg" : "E11000 duplicate key error collection: College.student index: \_id\_ dup key: { \_id: 2.0 }",

"op" : {

"\_id" : 2,

"name" : "rock",

"age" : 39

}

}

],

"writeConcernErrors" : [ ],

"nInserted" : 2,

"nUpserted" : 0,

"nMatched" : 0,

"nModified" : 0,

"nRemoved" : 0,

"upserted" : [ ]

})

> db.student.find();

{ "\_id" : 2, "name" : "suku", "age" : 40 }

{ "\_id" : 3, "name" : "sv", "age" : 41 }

6.1.7)writeConcern Proeprty:-

USECASE:1 Whenever we are performing insert operation, bydefault the shell/client will wait until getting acknowledgement. Server will provide acknowledgement after completing insert operation. This may reduce performance at client side.

> db.cars.insertOne({I:"Innova"})

{

"acknowledged" : true,

"insertedId" : ObjectId("5fe800f68a9854ae87538e1b")

}

We can customize this behaviour using ‘writeConcern’ property.

db.collection.insertOne/insert ({},{writeConcern: {w:0}})

w:1===>It is the default value and client will wait until getting acknowledgment.

w:0===>It means client won't wait for acknowledgement.

Example:-

------------

> db.student.insert({'name':'suha','age':09},{writeConcern:{w:0}})

WriteResult({ })

Note:- If lakhs of records are required to insert, if one or two document insertion fails still no problem, but performance is important then writeConcern is the best choice.

UseCase2:- In Production , for every database we have to maintain cloned/replica database because

1. To handle Fail over situations

2. For Load Balancing Purposes

A single document is required to insert in multiple database instances like primary database, replica-1,replica-2 etc.
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After inserting how many instance, you are expecting acknowdgement, we can specify this by using writeConcern propery.

if w: 0 ===> No acknowledgement.

if w: 1 ===> Acknowledgement after inserting document in primary database.
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if w: 2 ===> Acknowledgement after inserting document in primary database and replica-1.

if w: 3 ===> Acknowledgement after inserting document in primary database, replica-1 and replica-2.

6.1.8)Atomicity:-

Assume we have to insert a document where 100 fields are available, after inserting 50 fields if database server faces some problem then what will be happend?

Ans: Whatever fields already added will be rollbacked.

MongoDB Server stores either complete document or nothing. ie it won't store part of the document. ie CRUD operations are atomic at document level.

db.collection.insertMany([{},{},{},{}])

But while inserting multiple documents (Bulk Insertion), after inserting some documents if database server faces some problem, then already inserted documents won't be rollbacked. i.e atomicity bydefault not applicable for bulk inserts.

If we want atomicity for bulk inserts then we should go for transactions concept.

6.2) Retrieve Document:-

6.2.1)find():- The find command read all documents from collection.

Syntax1:-db.collectionname.find();

Example:-

> db

College

> show collections

student

> db.student.insert({name:'suku',age:39});

WriteResult({ "nInserted" : 1 })

> db.student.insert({name:'sv',age:36});

WriteResult({ "nInserted" : 1 })

> db.student.find();

{ "\_id" : ObjectId("6175525a278d76fe7b787d1e"), "name" : "suku", "age" : 39 }

{ "\_id" : ObjectId("61755271278d76fe7b787d1f"), "name" : "sv", "age" : 36 }

The find command got all documents from the student collection.

To display documents in understandable way, we use pretty() method.

**Syntax:- db.collection name.find().pretty();**

Example:-

> db.student.find().pretty();

{

"\_id" : ObjectId("6175525a278d76fe7b787d1e"),

"name" : "suku",

"age" : 39

}

{ "\_id" : ObjectId("61755271278d76fe7b787d1f"), "name" : "sv", "age" : 36 }

6.2.2) findOne:- It read the only first document from the collection.

Syntax:-1 db.collectioname.findOne()

Example:

-----------

> db.student.findOne();

{ "\_id" : 2, "name" : "suku", "age" : 40 }

> db.student.find();

{ "\_id" : 2, "name" : "suku", "age" : 40 }

{ "\_id" : 3, "name" : "sv", "age" : 41 }

{ "\_id" : ObjectId("617f80a1943737c5a2913f19"), "name" : "suma", "age" : 12 }

{ "\_id" : ObjectId("617f80fa943737c5a2913f1a"), "name" : "suma", "age" : 12 }

{ "\_id" : ObjectId("617f8173943737c5a2913f1b"), "name" : "suha", "age" : 9 }

>

**Note:-1 pretty() and count() methods can be used on find() result but not on findOne() result.**

**6.2.3)**Selection Criteria with Find and findOne commands:- we can select the required document from collection using criteria.

Syntax:- db.collectionname.find({query});

This command will select the documents from collection . All selected documents defenitly met the specified condition in query.

Example:

-----------

> db.student.find();

{ "\_id" : 2, "name" : "suku", "age" : 40 }

{ "\_id" : 3, "name" : "sv", "age" : 41 }

{ "\_id" : ObjectId("617f80a1943737c5a2913f19"), "name" : "suma", "age" : 12 }

{ "\_id" : ObjectId("617f80fa943737c5a2913f1a"), "name" : "suma", "age" : 12 }

{ "\_id" : ObjectId("617f8173943737c5a2913f1b"), "name" : "suha", "age" : 9 }

> db.student.find({'name':'suma'});

{ "\_id" : ObjectId("617f80a1943737c5a2913f19"), "name" : "suma", "age" : 12 }

{ "\_id" : ObjectId("617f80fa943737c5a2913f1a"), "name" : "suma", "age" : 12 }

**Syntax:- db.collectionname.findOne({query});**

This command will select only one and first document which met the specified condition in query.

Examples:-

> db.student.find();

{ "\_id" : 2, "name" : "suku", "age" : 40 }

{ "\_id" : 3, "name" : "sv", "age" : 41 }

{ "\_id" : ObjectId("617f80a1943737c5a2913f19"), "name" : "suma", "age" : 12 }

{ "\_id" : ObjectId("617f80fa943737c5a2913f1a"), "name" : "suma", "age" : 12 }

{ "\_id" : ObjectId("617f8173943737c5a2913f1b"), "name" : "suha", "age" : 9 }

> db.student.findOne({'name':'suma'});

{

"\_id" : ObjectId("617f80a1943737c5a2913f19"),

"name" : "suma",

"age" : 12

}

6.2.4)Querying the Nested Document:- If the value of a field /key is again a document, then that nested property value can be accessed by using dot operator. In this case, key must be enclosed within quotes.

Example:

-----------

> db.student.find()

> db.student.insert({

... 'name':'suku',

... 'age':39,

... address:{ 'lmark':'chakalistreet',

... 'street':'rajaka stree',

... 'dist':'nlr'

... }

... });

WriteResult({ "nInserted" : 1 })

> db.student.insert({ 'name':'suku', 'age':39, address:{ 'lmark':'chakalistreet1', 'street':'rajaka street1', 'dist':'nlr' } });

WriteResult({ "nInserted" : 1 })

> db.student.find({"address.lmark":"chakalistreet"});

{ "\_id" : ObjectId("617f8ed8943737c5a2913f1c"), "name" : "suku", "age" : 39, "address" : { "lmark" : "chakalistreet", "street" : "rajaka stree", "dist" : "nlr" } }

6.2.5)Querying the Array elements in Document:-

Syntax:1 db.collectionname.find({‘keyname’:’value’});

Syntax:2 db.collectionname.find({‘keyname’:[‘value’]});

IfThe key should have array as its value and that array should has only one value that to specified value then only that document will be selected.

Syntax:3 db.collectinname.find({‘keyname’:[‘v1’,’v2’,…’vn’]});

Where v1,v2,.. vn order is an important. If array contains all values in specified order then only the document is selected.

Example:

-----------

db.student.insert({'name':'suku', 'language':['tel','eng','hin']});

WriteResult({ "nInserted" : 1 })

> db.student.find({'language':'tel'});

{ "\_id" : ObjectId("617f92a6943737c5a2913f1e"), "name" : "suku", "language" : [ "tel", "eng", "hin" ] }

> db.student.find({'language':['hin']});

> db.student.find({'language':['tel','eng','hin']});

{ "\_id" : ObjectId("617f92a6943737c5a2913f1e"), "name" : "suku", "language" : [ "tel", "eng", "hin" ] }

> db.student.find({'language':['eng','hin','tel']});

> db.student.find({'language':['tel','eng']});

6.2.6)Querying Operators:-

6.2.6.1)Comparision Opertors:- The comparision operators are

A) $lt b)$lte c)$gt d)$gte e) $eq f) $ne g) $in h)$nin

Syntax:-- {keyname:{ Operatorname:value}}

Examples:

-------------

> db.student.find({name:{$eq:'suku'}});

{ "\_id" : ObjectId("617f92a6943737c5a2913f1e"), "name" : "suku", "language" : [ "tel", "eng", "hin" ] }

> db.student.find({age:{$gt:25}});

> db.student.find({age:{$gt:15}});

{ "\_id" : ObjectId("617fb61d024f1cbf78a7bc7f"), "name" : "sv", "age" : 20 }

{ "\_id" : ObjectId("617fb630024f1cbf78a7bc80"), "name" : "sv1", "age" : 25 }

{ "\_id" : ObjectId("617fb63c024f1cbf78a7bc81"), "name" : "suma", "age" : 25 }

6.2.6.2)Logical Operators:- The logical operators are

a)$or b)$nor c)$and d)$not

syntax:- {Logical-operator:[{‘keyname’:{c-operator:value}},……]}

Examples:-

> db.student.find();

{ "\_id" : ObjectId("617f92a6943737c5a2913f1e"), "name" : "suku", "language" : [ "tel", "eng", "hin" ] }

{ "\_id" : ObjectId("617fb61d024f1cbf78a7bc7f"), "name" : "sv", "age" : 20 }

{ "\_id" : ObjectId("617fb630024f1cbf78a7bc80"), "name" : "sv1", "age" : 25 }

{ "\_id" : ObjectId("617fb63c024f1cbf78a7bc81"), "name" : "suma", "age" : 25 }

{ "\_id" : ObjectId("617fb645024f1cbf78a7bc82"), "name" : "suha", "age" : 15 }

> db.student.find({$or:[{'age':{$eq:20}},{'age':{$eq:15}}]});

{ "\_id" : ObjectId("617fb61d024f1cbf78a7bc7f"), "name" : "sv", "age" : 20 }

{ "\_id" : ObjectId("617fb645024f1cbf78a7bc82"), "name" : "suha", "age" : 15 }

> db.student.find({$and:[{'age':{$gt:20}},{'name':{$eq:'suma'}}]});

{ "\_id" : ObjectId("617fb63c024f1cbf78a7bc81"), "name" : "suma", "age" : 25 }

> db.student.find({$nor:[{'age':{$gt:20}},{'name':{$eq:'suma'}}]});

{ "\_id" : ObjectId("617f92a6943737c5a2913f1e"), "name" : "suku", "language" : [ "tel", "eng", "hin" ] }

{ "\_id" : ObjectId("617fb61d024f1cbf78a7bc7f"), "name" : "sv", "age" : 20 }

{ "\_id" : ObjectId("617fb645024f1cbf78a7bc82"), "name" : "suha", "age" : 15 }

Shortcut for AND operation:

--------------------------

MongoDB provides an implicit AND operation when specifying a

comma separated list of expressions.

Normal way: {$and: [{expression1},{expression1},...]}

Shortcut way: {expression1, expression2,... }

Limitation of this shortcut:

----------------------------

If the conditions are on the same field then this short cut won't work.

Q. List out all students whose marks are >=50 and <= 90?

> db.students.find({marks: {$gte: 50}, marks: {$lte: 90}}).pretty()

{ "\_id" : ObjectId("5fed4de50df1d8f23c0f678c"), "name" : "B", "marks" : 20 }

{ "\_id" : ObjectId("5fed4de50df1d8f23c0f678d"), "name" : "I", "marks" : 90 }

{ "\_id" : ObjectId("5fed4de50df1d8f23c0f678e"), "name" : "C", "marks" : 30 }

{ "\_id" : ObjectId("5fed4de50df1d8f23c0f678f"), "name" : "A", "marks" : 10 }

{ "\_id" : ObjectId("5fed4de50df1d8f23c0f6791"), "name" : "E", "marks" : 50 }

{ "\_id" : ObjectId("5fed4de50df1d8f23c0f6792"), "name" : "G", "marks" : 70 }

{ "\_id" : ObjectId("5fed4de50df1d8f23c0f6793"), "name" : "D", "marks" : 40 }

{ "\_id" : ObjectId("5fed4de50df1d8f23c0f6794"), "name" : "F", "marks" : 60 }

{ "\_id" : ObjectId("5fed4de50df1d8f23c0f6795"), "name" : "H", "marks" :80 }

Reason: In Javascript object, duplicate keys are not allowed. If we are

trying to add duplicate keys then old value will be replaced with new

value.

{marks: {$gte: 50}, marks: {$lte: 90}}

It will become72

{marks: {$lte: 90}}

Solution: we should use $and operator

6.2.6.3) Element Query Operators:- MongoDb provided two element Query operators.

a)$exists b)$type.

a)$exists:-

syntax:- {fieldname:{$exists: true|false}}

If <boolean> is true, then it selects all documents that contain specified field even the value of the field is null.

If <boolean> is false, then it selects all documents that do not contain specified field.

Example:-

-----------

> db.student.find()

{ "\_id" : ObjectId("617f92a6943737c5a2913f1e"), "name" : "suku", "language" : [ "tel", "eng", "hin" ] }

{ "\_id" : ObjectId("617fb61d024f1cbf78a7bc7f"), "name" : "sv", "age" : 20 }

{ "\_id" : ObjectId("617fb630024f1cbf78a7bc80"), "name" : "sv1", "age" : 25 }

{ "\_id" : ObjectId("617fb63c024f1cbf78a7bc81"), "name" : "suma", "age" : 25 }

{ "\_id" : ObjectId("617fb645024f1cbf78a7bc82"), "name" : "suha", "age" : 15 }

> db.student.find({language:{$exists:true}});

{ "\_id" : ObjectId("617f92a6943737c5a2913f1e"), "name" : "suku", "language" : [ "tel", "eng", "hin" ] }

> db.student.find({language:{$exists:false}});

{ "\_id" : ObjectId("617fb61d024f1cbf78a7bc7f"), "name" : "sv", "age" : 20 }

{ "\_id" : ObjectId("617fb630024f1cbf78a7bc80"), "name" : "sv1", "age" : 25 }

{ "\_id" : ObjectId("617fb63c024f1cbf78a7bc81"), "name" : "suma", "age" : 25 }

{ "\_id" : ObjectId("617fb645024f1cbf78a7bc82"), "name" : "suha", "age" : 15 }

$type:- $type operator selects the documents where the value of the field is of a particular type.

Syntax:1 {fieldname:{$type:<Bson Type>}} It is for querying the single type.

Syntax:2 {fieldname:{$type:[<Bson Type>,<Bson Type>,<Bson Type>…]}} This is for querying the multiple types.

BSON Type-------->Number------------>alias

==========================================

Double-------->1------------>"double"

String-------->2------------>"string"

Object-------->3------------>"object"

Array-------- >4------------>"array"

BinaryData---->5------------>"binData"

ObjectId------>7------------>"objectId"

Boolean------->8------------>"bool"

Date---------->9------------>"date"

Null--------->10------------>"null"

32 Bit Integer--------->16------------>"int"
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64 Bit Integer--------->18------------>"long"

Decimal128--------->19------------>"decimal"

Q1. What is the difference between int and long?

-------------------------------------------------

int --->32 bits integer value

long --->64 bits integer value

Q2. What is the difference between double and decimal?

-------------------------------------------------

double --->64 bits floating point value

decimal --->128 bits floating point value

Note:

$type supports "number" alias, which will match the following BSON Types.

int

long

double

decimal

Examples:-

> db.student.find()

{ "\_id" : ObjectId("617f92a6943737c5a2913f1e"), "name" : "suku", "language" : [ "tel", "eng", "hin" ] }

{ "\_id" : ObjectId("617fb61d024f1cbf78a7bc7f"), "name" : "sv", "age" : 20 }

{ "\_id" : ObjectId("617fb630024f1cbf78a7bc80"), "name" : "sv1", "age" : 25 }

{ "\_id" : ObjectId("617fb63c024f1cbf78a7bc81"), "name" : "suma", "age" : 25 }

{ "\_id" : ObjectId("617fb645024f1cbf78a7bc82"), "name" : "suha", "age" : 15 }

> db.student.find({name:{$type:'string'}});

{ "\_id" : ObjectId("617f92a6943737c5a2913f1e"), "name" : "suku", "language" : [ "tel", "eng", "hin" ] }

{ "\_id" : ObjectId("617fb61d024f1cbf78a7bc7f"), "name" : "sv", "age" : 20 }

{ "\_id" : ObjectId("617fb630024f1cbf78a7bc80"), "name" : "sv1", "age" : 25 }

{ "\_id" : ObjectId("617fb63c024f1cbf78a7bc81"), "name" : "suma", "age" : 25 }

{ "\_id" : ObjectId("617fb645024f1cbf78a7bc82"), "name" : "suha", "age" : 15 }

> db.student.find({name:{$type:'int'}});

> db.student.find({age:{$type:'age'}});

Error: error: {

"ok" : 0,

"errmsg" : "Unknown type name alias: age",

"code" : 2,

"codeName" : "BadValue"

}

> db.student.find({age:{$type:'int'}});

> db.student.find({age:{$type:'number'}});

{ "\_id" : ObjectId("617fb61d024f1cbf78a7bc7f"), "name" : "sv", "age" : 20 }

{ "\_id" : ObjectId("617fb630024f1cbf78a7bc80"), "name" : "sv1", "age" : 25 }

{ "\_id" : ObjectId("617fb63c024f1cbf78a7bc81"), "name" : "suma", "age" : 25 }

{ "\_id" : ObjectId("617fb645024f1cbf78a7bc82"), "name" : "suha", "age" : 15 }

> db.student.find({language:{$type:'number'}});

> db.student.find({language:{$type:'string'}});

{ "\_id" : ObjectId("617f92a6943737c5a2913f1e"), "name" : "suku", "language" : [ "tel", "eng", "hin" ] }

> db.student.insert({"name":"rock","pno":["9703393965",9703393967,NumberLong("980328765")]});

WriteResult({ "nInserted" : 1 })

> db.student.find({pno:{$type:["string","long"]}});

{ "\_id" : ObjectId("6181eabca5580a8ff851c56b"), "name" : "rock", "pno" : [ "9703393965", 9703393967, NumberLong(980328765) ] }

6.2.6.4) Query Evaluation Operators:- We have following query Evaluation operators.

a)$expr b)$regex c)$mod d)jsonSchema e)$text f)$where

a)$expr:- expr means expression.Evaluate expression and select documents which satisfy that expression.

Syntax:

{ $expr: {<expression>}}

It is very helpful to compare two field values within the same document.

Examples:-

-------------

> db.student.find()

{ "\_id" : ObjectId("6181ee25a5580a8ff851c56c"), "name" : "suku", "age" : 39, "exp" : 25 }

{ "\_id" : ObjectId("6181ee31a5580a8ff851c56d"), "name" : "suku1", "age" : 39, "exp" : 125 }

{ "\_id" : ObjectId("6181ee49a5580a8ff851c56e"), "name" : "suku1", "age" : 25, "exp" : 25 }

> db.student.find({$expr:{$gt:["$age","$exp"]}});

{ "\_id" : ObjectId("6181ee25a5580a8ff851c56c"), "name" : "suku", "age" : 39, "exp" : 25 }

> db.student.find({$expr:{$eq:["$age","$exp"]}});

{ "\_id" : ObjectId("6181ee49a5580a8ff851c56e"), "name" : "suku1", "age" : 25, "exp" : 25 }

> db.student.find({$expr:{$ne:["$age","$exp"]}});

{ "\_id" : ObjectId("6181ee25a5580a8ff851c56c"), "name" : "suku", "age" : 39, "exp" : 25 }

{ "\_id" : ObjectId("6181ee31a5580a8ff851c56d"), "name" : "suku1", "age" : 39, "exp" : 125 }

b) regex: regex means regular expression.

We can use $regex operator to select documents where values match a specified regular expression.

Syntax:

-------

We can use $regex operator in any of the following styles:

{ field: { $regex: /pattern/, $options:'<options>'}}

{ field: { $regex: 'pattern', $options:'<options>'}}

{ field: { $regex: /pattern/<options>}}

{ field: /pattern/<options>}

Where

i)pattern:-

EX:- / narayana / :- If field value contain word ‘Narayana’ then that document is selected.

/^e/:- if field value starts with letter ‘e’ then that document is selected.

/^[ef]/:- If field value starts with letter ‘e’ or ‘f’ then that document is selected.

/e$/:- If field value ends with letter ‘e’ then that document is selected.

/[ef]$/:- if field value ends with letter ‘e’ of ‘f’ then that document is selected.

ii)<options>:- $options: I (i) means ignore case.

Examples:-

> db.student.find();

{ "\_id" : ObjectId("6181ee25a5580a8ff851c56c"), "name" : "suku", "age" : 39, "exp" : 25 }

{ "\_id" : ObjectId("6181ee31a5580a8ff851c56d"), "name" : "suku1", "age" : 39, "exp" : 125 }

{ "\_id" : ObjectId("6181ee49a5580a8ff851c56e"), "name" : "suku1", "age" : 25, "exp" : 25 }

{ "\_id" : ObjectId("6181f282a5580a8ff851c56f"), "name" : "asuku1", "age" : 25, "exp" : 25 }

{ "\_id" : ObjectId("6181f288a5580a8ff851c570"), "name" : "asuku2", "age" : 25, "exp" : 25 }

> db.student.find({name:{$regex:/suku/}});

{ "\_id" : ObjectId("6181ee25a5580a8ff851c56c"), "name" : "suku", "age" : 39, "exp" : 25 }

{ "\_id" : ObjectId("6181ee31a5580a8ff851c56d"), "name" : "suku1", "age" : 39, "exp" : 125 }

{ "\_id" : ObjectId("6181ee49a5580a8ff851c56e"), "name" : "suku1", "age" : 25, "exp" : 25 }

{ "\_id" : ObjectId("6181f282a5580a8ff851c56f"), "name" : "asuku1", "age" : 25, "exp" : 25 }

{ "\_id" : ObjectId("6181f288a5580a8ff851c570"), "name" : "asuku2", "age" : 25, "exp" : 25 }

> db.student.find({name:{$regex:/^a/}});

{ "\_id" : ObjectId("6181f282a5580a8ff851c56f"), "name" : "asuku1", "age" : 25, "exp" : 25 }

{ "\_id" : ObjectId("6181f288a5580a8ff851c570"), "name" : "asuku2", "age" : 25, "exp" : 25 }

> db.student.find({name:{$regex:/^[as]/}});

{ "\_id" : ObjectId("6181ee25a5580a8ff851c56c"), "name" : "suku", "age" : 39, "exp" : 25 }

{ "\_id" : ObjectId("6181ee31a5580a8ff851c56d"), "name" : "suku1", "age" : 39, "exp" : 125 }

{ "\_id" : ObjectId("6181ee49a5580a8ff851c56e"), "name" : "suku1", "age" : 25, "exp" : 25 }

{ "\_id" : ObjectId("6181f282a5580a8ff851c56f"), "name" : "asuku1", "age" : 25, "exp" : 25 }

{ "\_id" : ObjectId("6181f288a5580a8ff851c570"), "name" : "asuku2", "age" : 25, "exp" : 25 }

> db.student.find({name:{$regex:/1$/}});

{ "\_id" : ObjectId("6181ee31a5580a8ff851c56d"), "name" : "suku1", "age" : 39, "exp" : 125 }

{ "\_id" : ObjectId("6181ee49a5580a8ff851c56e"), "name" : "suku1", "age" : 25, "exp" : 25 }

{ "\_id" : ObjectId("6181f282a5580a8ff851c56f"), "name" : "asuku1", "age" : 25, "exp" : 25 }

> db.student.find({name:{$regex:/[12]$/}});

{ "\_id" : ObjectId("6181ee31a5580a8ff851c56d"), "name" : "suku1", "age" : 39, "exp" : 125 }

{ "\_id" : ObjectId("6181ee49a5580a8ff851c56e"), "name" : "suku1", "age" : 25, "exp" : 25 }

{ "\_id" : ObjectId("6181f282a5580a8ff851c56f"), "name" : "asuku1", "age" : 25, "exp" : 25 }

{ "\_id" : ObjectId("6181f288a5580a8ff851c570"), "name" : "asuku2", "age" : 25, "exp" : 25 }

> db.student.find({name:{$regex:/[12]$/,$options:i}});

uncaught exception: ReferenceError: i is not defined :

@(shell):1:39

> db.student.find({name:{$regex:/[12]$/,$options:'i'}});

{ "\_id" : ObjectId("6181ee31a5580a8ff851c56d"), "name" : "suku1", "age" : 39, "exp" : 125 }

{ "\_id" : ObjectId("6181ee49a5580a8ff851c56e"), "name" : "suku1", "age" : 25, "exp" : 25 }

{ "\_id" : ObjectId("6181f282a5580a8ff851c56f"), "name" : "asuku1", "age" : 25, "exp" : 25 }

{ "\_id" : ObjectId("6181f288a5580a8ff851c570"), "name" : "asuku2", "age" : 25, "exp" : 25 }

c)$mod:- mod means modulo operator or remainder operator.It is very helpful to select documents based on modulo operation.

We can use $mod operator to select documents where the value of the field divided by a divisor has a specified remainder.

Syntax: { field: {$mod: [divisor, remainder]}}

Note:- Both remainder and divisor should be provided otherwise we get error.

Example:-

> db.student.find()

{ "\_id" : ObjectId("6181ee25a5580a8ff851c56c"), "name" : "suku", "age" : 39, "exp" : 25 }

{ "\_id" : ObjectId("6181ee31a5580a8ff851c56d"), "name" : "suku1", "age" : 39, "exp" : 125 }

{ "\_id" : ObjectId("6181ee49a5580a8ff851c56e"), "name" : "suku1", "age" : 25, "exp" : 25 }

{ "\_id" : ObjectId("6181f282a5580a8ff851c56f"), "name" : "asuku1", "age" : 25, "exp" : 25 }

{ "\_id" : ObjectId("6181f288a5580a8ff851c570"), "name" : "asuku2", "age" : 25, "exp" : 25 }

> db.student.find({age:{$mod:[5,0]}});

{ "\_id" : ObjectId("6181ee49a5580a8ff851c56e"), "name" : "suku1", "age" : 25, "exp" : 25 }

{ "\_id" : ObjectId("6181f282a5580a8ff851c56f"), "name" : "asuku1", "age" : 25, "exp" : 25 }

{ "\_id" : ObjectId("6181f288a5580a8ff851c570"), "name" : "asuku2", "age" : 25, "exp" : 25 }

> db.student.find({age:{$mod:[5,1]}});

> db.student.find({age:{$mod:[5,2]}});

> db.student.find({age:{$mod:[5,3]}});

> db.student.find({age:{$mod:[5,4]}});

{ "\_id" : ObjectId("6181ee25a5580a8ff851c56c"), "name" : "suku", "age" : 39, "exp" : 25 }

{ "\_id" : ObjectId("6181ee31a5580a8ff851c56d"), "name" : "suku1", "age" : 39, "exp" : 125 }

6.2.6.5) **Array Query Operators**:- The array query operators are

a)$all b)$elemMatch c)$size.

a**)$all:-** We can use $all operator to select documents where array contains all specified elements.

Syntax:

-------

{ field: { $all: [value1, value2, value3,...]}}

We can write equaivalent query by using $and operator also.

{ $and: [{field: value1},{field: value2},{field: value3},...]}

Note: Order of elements is not important and it is not exact match.

Example:-

------------

> db.student.find();

{ "\_id" : ObjectId("61820c1080214415365b489b"), "name" : "suku", "marks" : [ 10, 20, 30, 40 ] }

{ "\_id" : ObjectId("61820c2480214415365b489c"), "name" : "suku", "marks" : [ 10, 40, 70, 90 ] }

{ "\_id" : ObjectId("61820c2e80214415365b489d"), "name" : "suku1", "marks" : [ 50, 40, 170, 90 ] }

{ "\_id" : ObjectId("61820c3b80214415365b489e"), "name" : "suku2", "marks" : [ 150, 40, 170, 290 ] }

> db.student.find({marks:{$all:[10,20]}});

{ "\_id" : ObjectId("61820c1080214415365b489b"), "name" : "suku", "marks" : [ 10, 20, 30, 40 ] }

> db.student.find({marks:{$all:[40,90]}});

{ "\_id" : ObjectId("61820c2480214415365b489c"), "name" : "suku", "marks" : [ 10, 40, 70, 90 ] }

{ "\_id" : ObjectId("61820c2e80214415365b489d"), "name" : "suku1", "marks" : [ 50, 40, 170, 90 ] }

> db.student.find({marks:{$all:[90,40]}});

{ "\_id" : ObjectId("61820c2480214415365b489c"), "name" : "suku", "marks" : [ 10, 40, 70, 90 ] }

{ "\_id" : ObjectId("61820c2e80214415365b489d"), "name" : "suku1", "marks" : [ 50, 40, 170, 90 ] }

b**)$eleMatch**:- elemMatch means element Match.We can use $elemMatch operator to select documents where atleast one element of the array matches the specified query criteria.

Syntax:

{field: {$elemMatch: {<query1>,<query2>,<query3>,...}}}

Example:

> db.student.find();

{ "\_id" : ObjectId("61820c1080214415365b489b"), "name" : "suku", "marks" : [ 10, 20, 30, 40 ] }

{ "\_id" : ObjectId("61820c2480214415365b489c"), "name" : "suku", "marks" : [ 10, 40, 70, 90 ] }

{ "\_id" : ObjectId("61820c2e80214415365b489d"), "name" : "suku1", "marks" : [ 50, 40, 170, 90 ] }

{ "\_id" : ObjectId("61820c3b80214415365b489e"), "name" : "suku2", "marks" : [ 150, 40, 170, 290 ] }

> db.student.find({marks:{$gt:100,$lt:200}});

{ "\_id" : ObjectId("61820c2e80214415365b489d"), "name" : "suku1", "marks" : [ 50, 40, 170, 90 ] }

{ "\_id" : ObjectId("61820c3b80214415365b489e"), "name" : "suku2", "marks" : [ 150, 40, 170, 290 ] }

> db.student.find({marks:{$gt:100,$eq:200}});

c**)$size**:- It selects document in which the specified field exactly has specified size array.

Syntax:- {field:{$size: n}}

Example:-

--------------

db.student.find();

{ "\_id" : ObjectId("61820c1080214415365b489b"), "name" : "suku", "marks" : [ 10, 20, 30, 40 ] }

{ "\_id" : ObjectId("61820c2480214415365b489c"), "name" : "suku", "marks" : [ 10, 40, 70, 90 ] }

{ "\_id" : ObjectId("61820c2e80214415365b489d"), "name" : "suku1", "marks" : [ 50, 40, 170, 90 ] }

{ "\_id" : ObjectId("61820c3b80214415365b489e"), "name" : "suku2", "marks" : [ 150, 40, 170, 290 ] }

> db.student.find({marks:{$size:3}});

> db.student.find({marks:{$size:4}});

{ "\_id" : ObjectId("61820c1080214415365b489b"), "name" : "suku", "marks" : [ 10, 20, 30, 40 ] }

{ "\_id" : ObjectId("61820c2480214415365b489c"), "name" : "suku", "marks" : [ 10, 40, 70, 90 ] }

{ "\_id" : ObjectId("61820c2e80214415365b489d"), "name" : "suku1", "marks" : [ 50, 40, 170, 90 ] }

{ "\_id" : ObjectId("61820c3b80214415365b489e"), "name" : "suku2", "marks" : [ 150, 40, 170, 290 ] }

> db.student.find({marks:{$size:1}});

6.3)UpDate Record:- updation means

1. Overwrite existing value of a particular field with our new value

2. Add a new field for selected documents

3. Remove an existing field

4. Rename an existing field

etc

The update command is used to update or modify the documents in collections.

**Syntax:-1** db.collectionname.updateOne(selection\_criterial , update\_data,options);

It finds the first document that matches filter criteria and perform required updation. It will perform updation for a single document.

> db.mca.find();

{ "\_id" : ObjectId("61834e114c51886bf2376ad8"), "name" : "rock3", "age" : 35, "qual" : "mca" }

{ "\_id" : ObjectId("61834e214c51886bf2376ad9"), "name" : "rock1", "age" : 35, "qual" : "mba" }

{ "\_id" : ObjectId("61834e2e4c51886bf2376ada"), "name" : "rock2", "age" : 37, "qual" : "mcom" }

{ "\_id" : ObjectId("61834e454c51886bf2376adb"), "name" : "rock1", "age" : 39, "qual" : "bca" }

{ "\_id" : ObjectId("61834e5c4c51886bf2376adc"), "name" : "suku", "age" : 40, "qual" : "M.tech" }

> db.mca.updateOne({name:'rock1'},{'age':47});

> db.mca.updateOne({name:'rock1'},{$set:{'age':47}});

{ "acknowledged" : true, "matchedCount" : 1, "modifiedCount" : 1 }

> db.mca.find();

{ "\_id" : ObjectId("61834e114c51886bf2376ad8"), "name" : "rock3", "age" : 35, "qual" : "mca" }

{ "\_id" : ObjectId("61834e214c51886bf2376ad9"), "name" : "rock1", "age" : 47, "qual" : "mba" }

{ "\_id" : ObjectId("61834e2e4c51886bf2376ada"), "name" : "rock2", "age" : 37, "qual" : "mcom" }

{ "\_id" : ObjectId("61834e454c51886bf2376adb"), "name" : "rock1", "age" : 39, "qual" : "bca" }

{ "\_id" : ObjectId("61834e5c4c51886bf2376adc"), "name" : "suku", "age" : 40, "qual" : "M.tech" }

**Syntax:-**2 db.collectionname.updateMany(selection\_criterial , update\_data,options);

To update all documents that match the specified filter criteria.

> db.mca.updateMany({name:'rock1'},{$set:{age:57}});

{ "acknowledged" : true, "matchedCount" : 2, "modifiedCount" : 2 }

> db.mca.find();

{ "\_id" : ObjectId("61834e114c51886bf2376ad8"), "name" : "rock3", "age" : 35, "qual" : "mca" }

{ "\_id" : ObjectId("61834e214c51886bf2376ad9"), "name" : "rock1", "age" : 57, "qual" : "mba" }

{ "\_id" : ObjectId("61834e2e4c51886bf2376ada"), "name" : "rock2", "age" : 37, "qual" : "mcom" }

{ "\_id" : ObjectId("61834e454c51886bf2376adb"), "name" : "rock1", "age" : 57, "qual" : "bca" }

{ "\_id" : ObjectId("61834e5c4c51886bf2376adc"), "name" : "suku", "age" : 40, "qual" : "M.tech" }

>

**Syntax:3** db.collectionname.updateMany(selection\_criterial , update\_data,options);

We can use this method to update either a single document or multiple documents.Bydefault this method updates a single document only.If we include multi:true to update all documents that match query criteria.

db.collection.update(filter,update)--->To update a single document

db.collection.update(filter,update,{multi:true})--->To update all matched documents .

> db.mca.find();

{ "\_id" : ObjectId("61834e114c51886bf2376ad8"), "name" : "rock3", "age" : 35, "qual" : "mca" }

{ "\_id" : ObjectId("61834e214c51886bf2376ad9"), "name" : "rock1", "age" : 57, "qual" : "mba" }

{ "\_id" : ObjectId("61834e2e4c51886bf2376ada"), "name" : "rock2", "age" : 37, "qual" : "mcom" }

{ "\_id" : ObjectId("61834e454c51886bf2376adb"), "name" : "rock1", "age" : 57, "qual" : "bca" }

{ "\_id" : ObjectId("61834e5c4c51886bf2376adc"), "name" : "suku", "age" : 40, "qual" : "M.tech" }

> db.mca.update({name:'rock1'},{$set:{age:59}});

WriteResult({ "nMatched" : 1, "nUpserted" : 0, "nModified" : 1 })

> db.mca.find();

{ "\_id" : ObjectId("61834e114c51886bf2376ad8"), "name" : "rock3", "age" : 35, "qual" : "mca" }

{ "\_id" : ObjectId("61834e214c51886bf2376ad9"), "name" : "rock1", "age" : 59, "qual" : "mba" }

{ "\_id" : ObjectId("61834e2e4c51886bf2376ada"), "name" : "rock2", "age" : 37, "qual" : "mcom" }

{ "\_id" : ObjectId("61834e454c51886bf2376adb"), "name" : "rock1", "age" : 57, "qual" : "bca" }

{ "\_id" : ObjectId("61834e5c4c51886bf2376adc"), "name" : "suku", "age" : 40, "qual" : "M.tech" }

> db.mca.update({name:'rock1'},{$set:{age:60}},{multi:true});

WriteResult({ "nMatched" : 2, "nUpserted" : 0, "nModified" : 2 })

> db.mca.find()

{ "\_id" : ObjectId("61834e114c51886bf2376ad8"), "name" : "rock3", "age" : 35, "qual" : "mca" }

{ "\_id" : ObjectId("61834e214c51886bf2376ad9"), "name" : "rock1", "age" : 60, "qual" : "mba" }

{ "\_id" : ObjectId("61834e2e4c51886bf2376ada"), "name" : "rock2", "age" : 37, "qual" : "mcom" }

{ "\_id" : ObjectId("61834e454c51886bf2376adb"), "name" : "rock1", "age" : 60, "qual" : "bca" }

{ "\_id" : ObjectId("61834e5c4c51886bf2376adc"), "name" : "suku", "age" : 40, "qual" : "M.tech" }

6.3.1)Update Operators:- We can use update operators to perform required updations.

1. $set

2. $unset

3. $rename

4. $inc

5. $min

6. $max

7. $mul

Etc.

6.3.1.a) $set:- We can use $set operator to set the value to the field in matched document.

Note:1 If the specified field does not exist, $set will add a new field with provided value.

2.If the query-criteria is not in update then new field will be added to all documents.

Syntax:1 {$set:{field1:value}}  
 Syntax:-2 {$set:{field1:value,field2;value,…}

Example:-

> db.mca.update({},{$set:{'town':'nlr'}});

WriteResult({ "nMatched" : 1, "nUpserted" : 0, "nModified" : 1 })

> db.mca.find();

{ "\_id" : ObjectId("61834e114c51886bf2376ad8"), "name" : "rock3", "age" : 35, "qual" : "mca", "town" : "nlr" }

{ "\_id" : ObjectId("61834e214c51886bf2376ad9"), "name" : "rock1", "age" : 60, "qual" : "mba" }

{ "\_id" : ObjectId("61834e2e4c51886bf2376ada"), "name" : "rock2", "age" : 37, "qual" : "mcom" }

{ "\_id" : ObjectId("61834e454c51886bf2376adb"), "name" : "rock1", "age" : 60, "qual" : "bca" }

{ "\_id" : ObjectId("61834e5c4c51886bf2376adc"), "name" : "suku", "age" : 40, "qual" : "M.tech" }

> db.mca.updateMany({},{$set:{'town':'nlr'}});

{ "acknowledged" : true, "matchedCount" : 5, "modifiedCount" : 4 }

> db.mca.find();

{ "\_id" : ObjectId("61834e114c51886bf2376ad8"), "name" : "rock3", "age" : 35, "qual" : "mca", "town" : "nlr" }

{ "\_id" : ObjectId("61834e214c51886bf2376ad9"), "name" : "rock1", "age" : 60, "qual" : "mba", "town" : "nlr" }

{ "\_id" : ObjectId("61834e2e4c51886bf2376ada"), "name" : "rock2", "age" : 37, "qual" : "mcom", "town" : "nlr" }

{ "\_id" : ObjectId("61834e454c51886bf2376adb"), "name" : "rock1", "age" : 60, "qual" : "bca", "town" : "nlr" }

{ "\_id" : ObjectId("61834e5c4c51886bf2376adc"), "name" : "suku", "age" : 40, "qual" : "M.tech", "town" : "nlr" }

>

6.3.1.b) unSet:- To delete specified field.

Syntax:- db.collectionname.update({filter/query},{$unset:{field1: “ “,field2:” “,…}});

The specified value in the $unset expression (ie "") does not impact operation. If the specified field is not avaialble, then $unset operator won't do anything. Example:

> db.mca.find();

{ "\_id" : ObjectId("61834e114c51886bf2376ad8"), "name" : "rock3", "age" : 35, "qual" : "mca", "town" : "nlr" }

{ "\_id" : ObjectId("61834e214c51886bf2376ad9"), "name" : "rock1", "age" : 60, "qual" : "mba", "town" : "nlr" }

{ "\_id" : ObjectId("61834e2e4c51886bf2376ada"), "name" : "rock2", "age" : 37, "qual" : "mcom", "town" : "nlr" }

{ "\_id" : ObjectId("61834e454c51886bf2376adb"), "name" : "rock1", "age" : 60, "qual" : "bca", "town" : "nlr" }

{ "\_id" : ObjectId("61834e5c4c51886bf2376adc"), "name" : "suku", "age" : 40, "qual" : "M.tech", "town" : "nlr" }

> db.mca.updateMany({},{$unset:{'town':" "}});

{ "acknowledged" : true, "matchedCount" : 5, "modifiedCount" : 5 }

> db.mca.find();

{ "\_id" : ObjectId("61834e114c51886bf2376ad8"), "name" : "rock3", "age" : 35, "qual" : "mca" }

{ "\_id" : ObjectId("61834e214c51886bf2376ad9"), "name" : "rock1", "age" : 60, "qual" : "mba" }

{ "\_id" : ObjectId("61834e2e4c51886bf2376ada"), "name" : "rock2", "age" : 37, "qual" : "mcom" }

{ "\_id" : ObjectId("61834e454c51886bf2376adb"), "name" : "rock1", "age" : 60, "qual" : "bca" }

{ "\_id" : ObjectId("61834e5c4c51886bf2376adc"), "name" : "suku", "age" : 40, "qual" : "M.tech" }

>

6.3.1.c)rename:- We can use $rename operator to rename fields, ie to change name of the field.

Syntax:

{$rename: {field1:<newName1>, field2:<newName2>, ...} }

Note:

-----

1. The $rename operator internally performs $unset of both old name and new name and then performs $set with new name. Hence it won't preserve order of fields.

2. If the document already has a field with newName then $rename operator removes that field and enames specified field with newName.

3. If the field to rename does not exist in the document then $rename won't do anything.

Example:-

-------------

> db.mca.find();

{ "\_id" : ObjectId("61834e114c51886bf2376ad8"), "name" : "rock3", "age" : 35, "qual" : "mca" }

{ "\_id" : ObjectId("61834e214c51886bf2376ad9"), "name" : "rock1", "age" : 60, "qual" : "mba" }

{ "\_id" : ObjectId("61834e2e4c51886bf2376ada"), "name" : "rock2", "age" : 37, "qual" : "mcom" }

{ "\_id" : ObjectId("61834e454c51886bf2376adb"), "name" : "rock1", "age" : 60, "qual" : "bca" }

{ "\_id" : ObjectId("61834e5c4c51886bf2376adc"), "name" : "suku", "age" : 40, "qual" : "M.tech" }

> db.mca.updateMany({name:'rock1'},{$rename:{qual:'qualification'}});

{ "acknowledged" : true, "matchedCount" : 2, "modifiedCount" : 2 }

> db.mca.find();

{ "\_id" : ObjectId("61834e114c51886bf2376ad8"), "name" : "rock3", "age" : 35, "qual" : "mca" }

{ "\_id" : ObjectId("61834e214c51886bf2376ad9"), "name" : "rock1", "age" : 60, "qualification" : "mba" }

{ "\_id" : ObjectId("61834e2e4c51886bf2376ada"), "name" : "rock2", "age" : 37, "qual" : "mcom" }

{ "\_id" : ObjectId("61834e454c51886bf2376adb"), "name" : "rock1", "age" : 60, "qualification" : "bca" }

{ "\_id" : ObjectId("61834e5c4c51886bf2376adc"), "name" : "suku", "age" : 40, "qual" : "M.tech" }

> db.mca.updateMany({name:'rock1'},{$rename:{qualification:'age'}});

{ "acknowledged" : true, "matchedCount" : 2, "modifiedCount" : 2 }

> db.mca.find();

{ "\_id" : ObjectId("61834e114c51886bf2376ad8"), "name" : "rock3", "age" : 35, "qual" : "mca" }

{ "\_id" : ObjectId("61834e214c51886bf2376ad9"), "name" : "rock1", "age" : "mba" }

{ "\_id" : ObjectId("61834e2e4c51886bf2376ada"), "name" : "rock2", "age" : 37, "qual" : "mcom" }

{ "\_id" : ObjectId("61834e454c51886bf2376adb"), "name" : "rock1", "age" : "bca" }

{ "\_id" : ObjectId("61834e5c4c51886bf2376adc"), "name" : "suku", "age" : 40, "qual" : "M.tech" }

6.3.1.d) $inc:- inc means increment.

We can use $inc to increment or decrement value of the field with specified amount.

Syntax:

{$inc: {field1:amount1,field2:amount,..}}

$inc can take both positive and negative values.

positive value for increment operation.

negative value for decrement operation.

Note:1 If the specified field does not exist, $inc creates that field and sets that field to the specified value.

2. We cannot perform multiple updates on the same field at a time, otherwise we will get error.

> db.mca.update({age:35},{$inc:{age:20}});

WriteResult({ "nMatched" : 1, "nUpserted" : 0, "nModified" : 1 })

> db.mca.find();

{ "\_id" : ObjectId("61834e114c51886bf2376ad8"), "name" : "rock3", "age" : 55, "qual" : "mca" }

{ "\_id" : ObjectId("61834e214c51886bf2376ad9"), "name" : "rock1", "age" : "mba" }

{ "\_id" : ObjectId("61834e2e4c51886bf2376ada"), "name" : "rock2", "age" : 37, "qual" : "mcom" }

{ "\_id" : ObjectId("61834e454c51886bf2376adb"), "name" : "rock1", "age" : "bca" }

{ "\_id" : ObjectId("61834e5c4c51886bf2376adc"), "name" : "suku", "age" : 40, "qual" : "M.tech" }

> db.mca.update({age:55},{$inc:{age:-20}});

WriteResult({ "nMatched" : 1, "nUpserted" : 0, "nModified" : 1 })

> db.mca.find()

{ "\_id" : ObjectId("61834e114c51886bf2376ad8"), "name" : "rock3", "age" : 35, "qual" : "mca" }

{ "\_id" : ObjectId("61834e214c51886bf2376ad9"), "name" : "rock1", "age" : "mba" }

{ "\_id" : ObjectId("61834e2e4c51886bf2376ada"), "name" : "rock2", "age" : 37, "qual" : "mcom" }

{ "\_id" : ObjectId("61834e454c51886bf2376adb"), "name" : "rock1", "age" : "bca" }

{ "\_id" : ObjectId("61834e5c4c51886bf2376adc"), "name" : "suku", "age" : 40, "qual" : "M.tech" }

>

6.3.1.e)$min:- It only updates field value if the specified value is less than current field value .

Note1: If the specified field does not exist, then $min operator createsthat field and assign with provided value:

Syntax:- 1 {$min: {field1:value1, field2:value2,...}}

Syntax:-2 {$min: {field1:value1}}

Example:-

> db.mca.find();

{ "\_id" : ObjectId("61834e114c51886bf2376ad8"), "name" : "rock3", "age" : 35, "qual" : "mca" }

{ "\_id" : ObjectId("61834e214c51886bf2376ad9"), "name" : "rock1", "age" : 45 }

{ "\_id" : ObjectId("61834e2e4c51886bf2376ada"), "name" : "rock2", "age" : 37, "qual" : "mcom" }

{ "\_id" : ObjectId("61834e454c51886bf2376adb"), "name" : "rock1", "age" : 45 }

{ "\_id" : ObjectId("61834e5c4c51886bf2376adc"), "name" : "suku", "age" : 40, "qual" : "M.tech" }

> db.mca.updateMany({name:'rock1'},{$min:{age:42}});

{ "acknowledged" : true, "matchedCount" : 2, "modifiedCount" : 2 }

> db.mca.find();

{ "\_id" : ObjectId("61834e114c51886bf2376ad8"), "name" : "rock3", "age" : 35, "qual" : "mca" }

{ "\_id" : ObjectId("61834e214c51886bf2376ad9"), "name" : "rock1", "age" : 42 }

{ "\_id" : ObjectId("61834e2e4c51886bf2376ada"), "name" : "rock2", "age" : 37, "qual" : "mcom" }

{ "\_id" : ObjectId("61834e454c51886bf2376adb"), "name" : "rock1", "age" : 42 }

{ "\_id" : ObjectId("61834e5c4c51886bf2376adc"), "name" : "suku", "age" : 40, "qual" : "M.tech" }

6.3.1.f)$max:- $max operator updates the value of the field to the specified value iff

specified value is greater than current value.

Syntax:- 1 {$max: {field1:value1, field2:value2,...}}

Syntax:-2 {$max: {field1:value1}}

Note1: If the specified field does not exist, then $min operator creates that field and assign with provided value.

6.3.1.g) $mul:- mul means multiplication.We can use $mul operator to multiply the value of a field by a number.

{$mul: {field: number}}

The field to update must contain numeric value.

6.3.2) Upsert Command:- Whenever we are trying to perform update operation, the matched

document may or may not available.If it is available then it will be updated and if it is not available then update won't be happend.If the document not available then we can insert that document in the database automatically. For this we have to use upsert property.146

upsert = update + insert

at the time two works update and insert. First update and if it is not possible then insert.

upsert will take boolean value.

If it is set to true, it will creates a new document if it is not available.

If it is set to false, then it will perform just update operation and won't

create any new document.

The default value of upsert is: false.

Example:-

------------

> db.mca.update({name:'suku1'},{$set:{name:'suku1','age':40,'qual':'MCA'}},{upsert:true});

WriteResult({ "nMatched" : 1, "nUpserted" : 0, "nModified" : 0 })

> db.mca.find();

{ "\_id" : ObjectId("61834e114c51886bf2376ad8"), "name" : "rock3", "age" : 35, "qual" : "mca" }

{ "\_id" : ObjectId("61834e214c51886bf2376ad9"), "name" : "rock1", "age" : 42 }

{ "\_id" : ObjectId("61834e2e4c51886bf2376ada"), "name" : "rock2", "age" : 37, "qual" : "mcom" }

{ "\_id" : ObjectId("61834e454c51886bf2376adb"), "name" : "rock1", "age" : 42 }

{ "\_id" : ObjectId("61834e5c4c51886bf2376adc"), "name" : "suku", "age" : 40, "qual" : "M.tech" }

{ "\_id" : ObjectId("61837a7e3e553ac66004caa7"), "name" : "suku1", "age" : 40, "qual" : "MCA" }

> db.mca.update({name:'suku3'},{$set:{name:'suku1','age':40,'qual':'MCA'}},{upsert:true});

WriteResult({

"nMatched" : 0,

"nUpserted" : 1,

"nModified" : 0,

"\_id" : ObjectId("61837ac33e553ac66004cab2")

})

> db.mca.find();

{ "\_id" : ObjectId("61834e114c51886bf2376ad8"), "name" : "rock3", "age" : 35, "qual" : "mca" }

{ "\_id" : ObjectId("61834e214c51886bf2376ad9"), "name" : "rock1", "age" : 42 }

{ "\_id" : ObjectId("61834e2e4c51886bf2376ada"), "name" : "rock2", "age" : 37, "qual" : "mcom" }

{ "\_id" : ObjectId("61834e454c51886bf2376adb"), "name" : "rock1", "age" : 42 }

{ "\_id" : ObjectId("61834e5c4c51886bf2376adc"), "name" : "suku", "age" : 40, "qual" : "M.tech" }

{ "\_id" : ObjectId("61837a7e3e553ac66004caa7"), "name" : "suku1", "age" : 40, "qual" : "MCA" }

{ "\_id" : ObjectId("61837ac33e553ac66004cab2"), "name" : "suku1", "age" : 40, "qual" : "MCA" }

>

6.3.3) Array Update operators:- To update the value of Array in document, we use one of following operatators.

a) $ b) $[] c) $[<identifier>]

a)$:- $ acts as a placeholder to update first matched element based on query condition.

Syntax:

db.collection.update(query-condition,{update\_operator:{"<array>.$" : value}})

The array field must appear as the part of query condition.

Examples:-

> db.mca.find();

{ "\_id" : ObjectId("6183a5df66de04c1e59c9c94"), "name" : "suku", "age" : [ 1, 2, 3, 4 ] }

{ "\_id" : ObjectId("6183a5ea66de04c1e59c9c95"), "name" : "suku1", "age" : [ 11, 12, 13, 14 ] }

{ "\_id" : ObjectId("6183a5f666de04c1e59c9c96"), "name" : "suku2", "age" : [ 11, 22, 23, 34 ] }

> db.mca.update({age:2},{$set:{'age.$':72}});

WriteResult({ "nMatched" : 1, "nUpserted" : 0, "nModified" : 1 })

> db.mca.find();

{ "\_id" : ObjectId("6183a5df66de04c1e59c9c94"), "name" : "suku", "age" : [ 1, 72, 3, 4 ] }

{ "\_id" : ObjectId("6183a5ea66de04c1e59c9c95"), "name" : "suku1", "age" : [ 11, 12, 13, 14 ] }

{ "\_id" : ObjectId("6183a5f666de04c1e59c9c96"), "name" : "suku2", "age" : [ 11, 22, 23, 34 ] }

> db.mca.update({age:{$elemMatch:{$lt:15}}},{$set:{'age.$':77}});

WriteResult({ "nMatched" : 1, "nUpserted" : 0, "nModified" : 1 })

> db.mca.find();

{ "\_id" : ObjectId("6183a5df66de04c1e59c9c94"), "name" : "suku", "age" : [ 77, 72, 3, 4 ] }

{ "\_id" : ObjectId("6183a5ea66de04c1e59c9c95"), "name" : "suku1", "age" : [ 11, 12, 13, 14 ] }

{ "\_id" : ObjectId("6183a5f666de04c1e59c9c96"), "name" : "suku2", "age" : [ 11, 22, 23, 34 ] }

b)$[]:- $[] acts as placeholder to update all elements in the array for the matched documents based on query condition.

Syntax:

db.collection.update(query,{update\_operator:{"<array>.$[]" : value}})

Ex:-

> db.mca.find();

{ "\_id" : ObjectId("6183a5df66de04c1e59c9c94"), "name" : "suku", "age" : [ 77, 72, 3, 4 ] }

{ "\_id" : ObjectId("6183a5ea66de04c1e59c9c95"), "name" : "suku1", "age" : [ 11, 12, 13, 14 ] }

{ "\_id" : ObjectId("6183a5f666de04c1e59c9c96"), "name" : "suku2", "age" : [ 11, 22, 23, 34 ] }

> db.mca.updateMany({name:'suku1'},{$set:{'age.$[]':77}});

{ "acknowledged" : true, "matchedCount" : 1, "modifiedCount" : 1 }

> db.mca.find();

{ "\_id" : ObjectId("6183a5df66de04c1e59c9c94"), "name" : "suku", "age" : [ 77, 72, 3, 4 ] }

{ "\_id" : ObjectId("6183a5ea66de04c1e59c9c95"), "name" : "suku1", "age" : [ 77, 77, 77, 77 ] }

{ "\_id" : ObjectId("6183a5f666de04c1e59c9c96"), "name" : "suku2", "age" : [ 11, 22, 23, 34 ] }

> db.mca.updateMany({},{$set:{'age.$[]':77}});

{ "acknowledged" : true, "matchedCount" : 3, "modifiedCount" : 2 }

> db.mca.find();

{ "\_id" : ObjectId("6183a5df66de04c1e59c9c94"), "name" : "suku", "age" : [ 77, 77, 77, 77 ] }

{ "\_id" : ObjectId("6183a5ea66de04c1e59c9c95"), "name" : "suku1", "age" : [ 77, 77, 77, 77 ] }

{ "\_id" : ObjectId("6183a5f666de04c1e59c9c96"), "name" : "suku2", "age" : [ 77, 77, 77, 77 ] }

c)$[<identifier>]:-Instead of updating only first matched element or all elements of the array, we can update only required array elements.

For this we have to use $[identifier]

$[identifier] --->Acts as placeholder to update all elements that match the arrayFilters condition for the documents that match query condition.

In this case updation is based on arrayFilters condition but not based on query condition.

Syntax:1 db.collectionname.updateMany({},{update-operator:{fieldname.$[<identifier>]: value}},{arrayFilter: [filter1]});

Syntax:2 db.coll-name.updateMany({},{update-opertor:{fieldname.$[<identifier>]:value,fieldname.$[<identifier>]:value,…}},{arrayFilter:[filter1,filter2….]});

Example:

> db.mca.updateMany({},{$set:{'age.$[x]':30}},{arrayFilters:[{$and:[{'x':{$gt:11}},{'x':{$lt:14}}]}]});

{ "acknowledged" : true, "matchedCount" : 3, "modifiedCount" : 1 }

> db.mca.find();

{ "\_id" : ObjectId("6183ac2a66de04c1e59c9c97"), "name" : "suku", "age" : [ 30, 30, 3, 4 ] }

{ "\_id" : ObjectId("6183ac3966de04c1e59c9c98"), "name" : "suku1", "age" : [ 11, 30, 30, 14 ] }

{ "\_id" : ObjectId("6183ac4766de04c1e59c9c99"), "name" : "suku2", "age" : [ 21, 22, 23, 24 ] }

>

6.3.4) Adding the elements to Array:-

**A)$push**:-we can Adding elements to the array by using $push operator.We can use $push operator to add elements to the array. By default element will be added at the end, but based on our requirement we can add in our required position also.

Syntax: db.collection.update({},{$push: {<array1>: value1,...}})

Example:

-----------

> db.mca.find();

{ "\_id" : ObjectId("6183ac2a66de04c1e59c9c97"), "name" : "suku", "age" : [ 30, 30, 3, 4 ] }

{ "\_id" : ObjectId("6183ac3966de04c1e59c9c98"), "name" : "suku1", "age" : [ 11, 30, 30, 14 ] }

{ "\_id" : ObjectId("6183ac4766de04c1e59c9c99"), "name" : "suku2", "age" : [ 21, 22, 23, 24 ] }

> db.mca.updateMany({},{$push:{age:38}});

{ "acknowledged" : true, "matchedCount" : 3, "modifiedCount" : 3 }

> db.mca.find();

{ "\_id" : ObjectId("6183ac2a66de04c1e59c9c97"), "name" : "suku", "age" : [ 30, 30, 3, 4, 38 ] }

{ "\_id" : ObjectId("6183ac3966de04c1e59c9c98"), "name" : "suku1", "age" : [ 11, 30, 30, 14, 38 ] }

{ "\_id" : ObjectId("6183ac4766de04c1e59c9c99"), "name" : "suku2", "age" : [ 21, 22, 23, 24, 38 ] }

Example2:--

> db.mca.find();

{ "\_id" : ObjectId("6183ac2a66de04c1e59c9c97"), "name" : "suku", "age" : [ 30, 30, 3, 4, 38 ] }

{ "\_id" : ObjectId("6183ac3966de04c1e59c9c98"), "name" : "suku1", "age" : [ 11, 30, 30, 14, 38 ] }

{ "\_id" : ObjectId("6183ac4766de04c1e59c9c99"), "name" : "suku2", "age" : [ 21, 22, 23, 24, 38 ] }

> db.mca.updateMany({},{$push:{age:39,age:40,age:41}});

{ "acknowledged" : true, "matchedCount" : 3, "modifiedCount" : 3 }

> db.mca.find();

{ "\_id" : ObjectId("6183ac2a66de04c1e59c9c97"), "name" : "suku", "age" : [ 30, 30, 3, 4, 38, 41 ] }

{ "\_id" : ObjectId("6183ac3966de04c1e59c9c98"), "name" : "suku1", "age" : [ 11, 30, 30, 14, 38, 41 ] }

{ "\_id" : ObjectId("6183ac4766de04c1e59c9c99"), "name" : "suku2", "age" : [ 21, 22, 23, 24, 38, 41 ] }

>

Note:- Reason: In Javascript object, duplicate keys are not allowed. If we aretrying to add entry with duplicate key, old value will be replaced with new value.

B**)$each modifier**:- We can use $each modifier to add multiple values to the array.

Syntax:{ $push: { <array>: {$each: [value1,value2,...]} }

Example:-

> db.mca.find();

{ "\_id" : ObjectId("6183ac2a66de04c1e59c9c97"), "name" : "suku", "age" : [ 30, 30, 3, 4, 38, 41 ] }

{ "\_id" : ObjectId("6183ac3966de04c1e59c9c98"), "name" : "suku1", "age" : [ 11, 30, 30, 14, 38, 41 ] }

{ "\_id" : ObjectId("6183ac4766de04c1e59c9c99"), "name" : "suku2", "age" : [ 21, 22, 23, 24, 38, 41 ] }

> db.mca.updateMany({},{$push:{age:{$each:[39,40,41]}}});

{ "acknowledged" : true, "matchedCount" : 3, "modifiedCount" : 3 }

> db.mca.find();

{ "\_id" : ObjectId("6183ac2a66de04c1e59c9c97"), "name" : "suku", "age" : [ 30, 30, 3, 4, 38, 41, 39, 40, 41 ] }

{ "\_id" : ObjectId("6183ac3966de04c1e59c9c98"), "name" : "suku1", "age" : [ 11, 30, 30, 14, 38, 41, 39, 40, 41 ] }

{ "\_id" : ObjectId("6183ac4766de04c1e59c9c99"), "name" : "suku2", "age" : [ 21, 22, 23, 24, 38, 41, 39, 40, 41 ] }

**c)$position**: Bydefault elements will be added at the end of the array. But we can add elements in the required position. For this we have to use $position modifier.

To use $position modifier, compulsory we should use $each modifier.

i.e $position without $each is always invalid.

Syntax:

{

$push: {

<array>: {

$each: [value1,value2,value3],

$position: <num>

}

}

}

<num> indicates the position where we have to add element. Array follows zero based index. ie index of first element is 0. If <num> is negative, index starts from ending.

If <num> is greather than size of array then elements are added at end of the array.

Examples:-

------------

> db.mca.updateMany({},{$push:{age:{$each:[777],$position:0}}});

{ "acknowledged" : true, "matchedCount" : 3, "modifiedCount" : 3 }

> db.mca.find();

{ "\_id" : ObjectId("6183ac2a66de04c1e59c9c97"), "name" : "suku", "age" : [ 777, 30, 30, 3, 4, 38, 41, 39, 40, 41 ] }

{ "\_id" : ObjectId("6183ac3966de04c1e59c9c98"), "name" : "suku1", "age" : [ 777, 11, 30, 30, 14, 38, 41, 39, 40, 41 ] }

{ "\_id" : ObjectId("6183ac4766de04c1e59c9c99"), "name" : "suku2", "age" : [ 777, 21, 22, 23, 24, 38, 41, 39, 40, 41 ] }

>

d**)$sort modifier**:- We can use $sort modifier to sort elements of the array while

performing push operation. To use $sort modifier, we should use $each modifier. i.e without

$each, we cannot use $sort modifier.

We can pass empty array [], to $each modifier to see effect of only

$sort.

Syntax:

-------

db.collection.update({},

{

$push: {

<array>: { $each: [value1,value2,..],

$sort: 1|-1

}

}

})

1 means ascending order

-1 means descending order

Examples:-

> db.mca.find()

{ "\_id" : ObjectId("618496e6a3e09f155ac2f769"), "name" : "suku", "age" : [ 1, 2, 3, 4 ] }

{ "\_id" : ObjectId("61849719a3e09f155ac2f76a"), "name" : "suku1", "age" : [ 11, 12, 23, 14 ] }

{ "\_id" : ObjectId("61849728a3e09f155ac2f76b"), "name" : "suku2", "age" : [ 21, 22, 24, 34 ] }

}

})

> db.mca.update({},{$push:{age:{$each:[77,78],$sort:-1}}});

WriteResult({ "nMatched" : 1, "nUpserted" : 0, "nModified" : 1 })

> db.mca.find()

{ "\_id" : ObjectId("618496e6a3e09f155ac2f769"), "name" : "suku", "age" : [ 78, 77, 4, 3, 2, 1 ] }

{ "\_id" : ObjectId("61849719a3e09f155ac2f76a"), "name" : "suku1", "age" : [ 11, 12, 23, 14 ] }

{ "\_id" : ObjectId("61849728a3e09f155ac2f76b"), "name" : "suku2", "age" : [ 21, 22, 24, 34 ] }

> db.mca.updateMany({},{$push:{age:{$each:[],$sort:-1}}});

{ "acknowledged" : true, "matchedCount" : 3, "modifiedCount" : 3 }

> db.mca.find()

{ "\_id" : ObjectId("618496e6a3e09f155ac2f769"), "name" : "suku", "age" : [ 78, 77, 4, 3, 2, 1 ] }

{ "\_id" : ObjectId("61849719a3e09f155ac2f76a"), "name" : "suku1", "age" : [ 23, 14, 12, 11 ] }

{ "\_id" : ObjectId("61849728a3e09f155ac2f76b"), "name" : "suku2", "age" : [ 34, 24, 22, 21 ] }

e)$slice Modifier:- The $slice modifier limits the number of array elements during $push

operation. To use $slice modifier, we should use $each modifier. i.e without $each, we cannot use $slice modifier.We can pass empty array [], to $each modifier to see effect of only $slice modifier.

Syntax:

------

db.collection.update(

{},

{

$push: {

<array>: { $each: [value1,value2,..],

$slice: <num>

}

}

})

The <num> can be:

1. zero --->To update array to an empty array.

2. positive --->To update array field to contain only first <num> elements.

3. Negative --->To update array field to contain only last <num> elements.

But MongoDB Server will process push operation in the following order:

1. Update array to add elements in the correct position.

2. Apply sort, if specified.

3. slice the array, if specified.

4. Store the array.

Example:-

> db.mca.find()

{ "\_id" : ObjectId("618496e6a3e09f155ac2f769"), "name" : "suku", "age" : [ 78, 77, 4, 3, 2, 1 ] }

{ "\_id" : ObjectId("61849719a3e09f155ac2f76a"), "name" : "suku1", "age" : [ 23, 14, 12, 11 ] }

{ "\_id" : ObjectId("61849728a3e09f155ac2f76b"), "name" : "suku2", "age" : [ 34, 24, 22, 21 ] }

> db.mca.update({name:'suku'},{$push:{age:{$each:[99,89],$slice:1}}});

WriteResult({ "nMatched" : 1, "nUpserted" : 0, "nModified" : 1 })

> db.mca.find()

{ "\_id" : ObjectId("618496e6a3e09f155ac2f769"), "name" : "suku", "age" : [ 78 ] }

{ "\_id" : ObjectId("61849719a3e09f155ac2f76a"), "name" : "suku1", "age" : [ 23, 14, 12, 11 ] }

{ "\_id" : ObjectId("61849728a3e09f155ac2f76b"), "name" : "suku2", "age" : [ 34, 24, 22, 21 ] }

> db.mca.update({name:'suku'},{$push:{age:{$each:[99,89],$slice:3}}});

WriteResult({ "nMatched" : 1, "nUpserted" : 0, "nModified" : 1 })

> db.mca.find()

{ "\_id" : ObjectId("618496e6a3e09f155ac2f769"), "name" : "suku", "age" : [ 78, 99, 89 ] }

{ "\_id" : ObjectId("61849719a3e09f155ac2f76a"), "name" : "suku1", "age" : [ 23, 14, 12, 11 ] }

{ "\_id" : ObjectId("61849728a3e09f155ac2f76b"), "name" : "suku2", "age" : [ 34, 24, 22, 21 ] }

> db.mca.update({name:'suku'},{$push:{age:{$each:[199,189,200],$slice:6,$sort:1}}});

WriteResult({ "nMatched" : 1, "nUpserted" : 0, "nModified" : 1 })

> db.mca.find()

{ "\_id" : ObjectId("618496e6a3e09f155ac2f769"), "name" : "suku", "age" : [ 78, 89, 99, 189, 199, 200 ] }

{ "\_id" : ObjectId("61849719a3e09f155ac2f76a"), "name" : "suku1", "age" : [ 23, 14, 12, 11 ] }

{ "\_id" : ObjectId("61849728a3e09f155ac2f76b"), "name" : "suku2", "age" : [ 34, 24, 22, 21 ] }

1. If the spcified array is not already available then $push adds that

array field with values as its elements.

> db.students.update({\_id:7},{$push: {marks1: {$each: [10,20,30]}}})

{ "\_id" : 7, "marks" : [ 9, 8, 7 ], "marks1" : [ 10, 20, 30 ] }

2. If the field is not array, then $push operation will fail.

> db.students.update({\_id:7},{$set: {name:"Durga"}})

{ "\_id" : 7, "marks" : [ 9, 8, 7 ], "marks1" : [ 10, 20, 30 ], "name" :

"Durga" }

> db.students.update({\_id:7},{$push: {name:{$each: [10,20,30]}}})

"errmsg" : "The field 'name' must be an array but is of type string in

document {\_id: 7.0}"

6.3.5)$addToSet Operators:- It is exactly same as $push operator except that it won't allow

duplicates.It adds elements to the array iff array does not contain already those elements.

There is no effect on already existing duplicates.

Notes:1: In the case of $push operator, order terminology is applicable. Hence we can use $position, $sort, $slice modifiers.But in the case of $addToSet operator, order terminology is not applicable. Hence we cannot use $position, $sort, $slice modifiers.But $each modifier applicable for both $push and $addToSet operators.

Syntax:

------

db.collection.update(

{},

{

$addToSet: {

<array>: { $each: [value1,value2,..],

}

})

Example:-

> db.mca.find()

{ "\_id" : ObjectId("61849728a3e09f155ac2f76b"), "name" : "suku2", "age" : [ 34, 24, 22, 21 ] }

> db.mca.update({name:'suku2'},{$addToSet:{age:{$each:[45,34,78,89]}}});

WriteResult({ "nMatched" : 1, "nUpserted" : 0, "nModified" : 1 })

> db.mca.find()

{ "\_id" : ObjectId("61849728a3e09f155ac2f76b"), "name" : "suku2", "age" : [ 34, 24, 22, 21, 45, 78, 89 ] }

> db.students.update({\_id:5},{$addToSet: {marks: {$each: [7,8,9],

$position: 2}}})

"errmsg" : "Found unexpected fields after $each in $addToSet: {

$each: [ 7.0, 8.0, 9.0 ], $position: 2.0 }"

6.3.6)Removing the elements from array using $pop:- We can use $pop operator to remove either first or last element from the array.

Syntax:

------

{

$pop: {<array>:-1|1}

}

-1 --->To remove the first element

1 --->To remove the last element

Example:-

-----------

> db.mca.find();

{ "\_id" : ObjectId("6184ab1ca3e09f155ac2f76c"), "name" : "suku", "age" : [ 1, 2, 3, 4 ] }

> db.mca.update({'name':'suku'},{$pop:{age:1}});

WriteResult({ "nMatched" : 1, "nUpserted" : 0, "nModified" : 1 })

> db.mca.find();

{ "\_id" : ObjectId("6184ab1ca3e09f155ac2f76c"), "name" : "suku", "age" : [ 1, 2, 3 ] }

> db.mca.update({'name':'suku'},{$pop:{age:-1}});

WriteResult({ "nMatched" : 1, "nUpserted" : 0, "nModified" : 1 })

> db.mca.find();

{ "\_id" : ObjectId("6184ab1ca3e09f155ac2f76c"), "name" : "suku", "age" : [ 2, 3 ] }

6.3.7)Removing the elements from Array using $pull operator:- We can use $pull operator either

1. To remove all instances of specified element.

2. To remove elements that match the given condition.

Syntax:

-------

{

$pull: {<array>: <value> | <condition> }

}

Example:-

> db.mca.insertOne({'name':'suku',age:[1,1,2,3,4,2,1]});

{

"acknowledged" : true,

"insertedId" : ObjectId("6184ac5ea3e09f155ac2f76d")

}

> db.mca.update({},{$pull:{age:1}});

WriteResult({ "nMatched" : 1, "nUpserted" : 0, "nModified" : 1 })

> db.mca.find();

{ "\_id" : ObjectId("6184ac5ea3e09f155ac2f76d"), "name" : "suku", "age" : [ 2, 3, 4, 2 ] }

**6.4) Delete**:- There are 3 methods to delete the documents from collection

i)deleteOne() ii)deleteMany iii)remove.

**a) delete**:- To delete only one document that matches the query criteria.

> db.collection.deleteOne({query})

> db.mca.find();

{ "\_id" : ObjectId("6183ac2a66de04c1e59c9c97"), "name" : "suku", "age" : [ 777, 30, 30, 3, 4, 38, 41, 39, 40, 41 ] }

{ "\_id" : ObjectId("6183ac3966de04c1e59c9c98"), "name" : "suku1", "age" : [ 777, 11, 30, 30, 14, 38, 41, 39, 40, 41 ] }

{ "\_id" : ObjectId("6183ac4766de04c1e59c9c99"), "name" : "suku2", "age" : [ 777, 21, 22, 23, 24, 38, 41, 39, 40, 41 ] }

> db.mca.deleteOne({age:777});

{ "acknowledged" : true, "deletedCount" : 1 }

> db.mca.find();

{ "\_id" : ObjectId("6183ac3966de04c1e59c9c98"), "name" : "suku1", "age" : [ 777, 11, 30, 30, 14, 38, 41, 39, 40, 41 ] }

{ "\_id" : ObjectId("6183ac4766de04c1e59c9c99"), "name" : "suku2", "age" : [ 777, 21, 22, 23, 24, 38, 41, 39, 40, 41 ] }

**b) deleteMany**:- To delete all matched documents that matches query criteria.170

> db.collection.deleteMany({query})

> db.mca.find();

{ "\_id" : ObjectId("6183ac3966de04c1e59c9c98"), "name" : "suku1", "age" : [ 777, 11, 30, 30, 14, 38, 41, 39, 40, 41 ] }

{ "\_id" : ObjectId("6183ac4766de04c1e59c9c99"), "name" : "suku2", "age" : [ 777, 21, 22, 23, 24, 38, 41, 39, 40, 41 ] }

> db.mca.deleteMany({age:777});

{ "acknowledged" : true, "deletedCount" : 2 }

> db.mca.find();

>

**c) Remove**:- The remove command is used to delete the documents from collection.

Syntax:- db.collection\_name.remove(deletion criteria,1)

The second parameter is optional, it is either 0 or 1. Default value is 0. If it is 1 then only the first document which met the criterial will be removed.

If it is 0 then all documents which met the criteria will be removed.

Example:-

> db.student.find();

{ "\_id" : ObjectId("6175525a278d76fe7b787d1e"), "name" : "suku", "age" : 40 }

{ "\_id" : ObjectId("61755271278d76fe7b787d1f"), "name" : "sv", "age" : 36 }

{ "\_id" : ObjectId("61755911278d76fe7b787d20"), "name" : "suku", "age" : 37 }

{ "\_id" : ObjectId("61755926278d76fe7b787d21"), "name" : "veena", "age" : 37 }

> db.student.remove({name:'suku'});

WriteResult({ "nRemoved" : 2 })

> db.student.find();

{ "\_id" : ObjectId("61755271278d76fe7b787d1f"), "name" : "sv", "age" : 36 }

{ "\_id" : ObjectId("61755926278d76fe7b787d21"), "name" : "veena", "age" : 37 }

Example:2

> db.student.find();

{ "\_id" : ObjectId("61755271278d76fe7b787d1f"), "name" : "sv", "age" : 36 }

{ "\_id" : ObjectId("61755926278d76fe7b787d21"), "name" : "veena", "age" : 37 }

{ "\_id" : ObjectId("617559a2278d76fe7b787d22"), "name" : "veena", "age" : 40 }

> db.student.remove({name:'veena'},1);

WriteResult({ "nRemoved" : 1 })

> db.student.find();

{ "\_id" : ObjectId("61755271278d76fe7b787d1f"), "name" : "sv", "age" : 36 }

{ "\_id" : ObjectId("617559a2278d76fe7b787d22"), "name" : "veena", "age" : 40 }

7.Cursor:- In a collection there may be a chance of lakhs of documents. Whenever we are trying to retrieve data from database, if MongoDB server sends total data, there may be a chance of the following problems:

1. when main memory size is less than total date,Storage problem is occurred.

2. If MongoDb server is in remote machine then the Network traffic problem may be happened.

3. Performance problems

etc

To prevent these problems, most of the databases including MongoDB, uses cursor concept. The find() method / command always returns the ‘cursor’ object. Using cursor object , we get document either batch wise of one by one. Bydefault cursor object will provide documents in batch wise. The default batch size is 20.

We can change the batch default size DBQuery.shellBatchSize property.

Example:-

-----------

> DBQuery.shellBatchSize=3;

3

> db.mca.find();

{ "\_id" : ObjectId("6182147baaa527fd94d17fd1"), "SNO" : 1, "SNAME" : "x", "Marks" : 77 }

{ "\_id" : ObjectId("6182147baaa527fd94d17fd2"), "SNO" : 4, "SNAME" : "abc", "Marks" : 80 }

{ "\_id" : ObjectId("6182147baaa527fd94d17fd3"), "SNO" : 2, "SNAME" : "y", "Marks" : 78 }

**Type "it" for more**

**> it**

{ "\_id" : ObjectId("6182147baaa527fd94d17fd4"), "SNO" : 3, "SNAME" : "z", "Marks" : 79 }

>

**Methods of Cursor Object:**

**1.count():- It returns total no.of documents in cursor.**

**2.hasNext():-If cursor has next document then it returns true. Otherwise it returns false.**

**3.next():- It returns next document from cursor . It next document is not available, then it returns the error.**

**Example:-**

**--------------**

**> var c1=db.mca.find()**

**> while(c1.hasNext()){ print(c1.next());}**

**[object BSON]**

**[object BSON]**

**[object BSON]**

**[object BSON]**

**> var c1=db.mca.find()**

**> while(c1.hasNext()){ printjson(c1.next());}**

**{**

**"\_id" : ObjectId("6182147baaa527fd94d17fd1"),**

**"SNO" : 1,**

**"SNAME" : "x",**

**"Marks" : 77**

**}**

**{**

**"\_id" : ObjectId("6182147baaa527fd94d17fd2"),**

**"SNO" : 4,**

**"SNAME" : "abc",**

**"Marks" : 80**

**}**

**{**

**"\_id" : ObjectId("6182147baaa527fd94d17fd3"),**

**"SNO" : 2,**

**"SNAME" : "y",**

**"Marks" : 78**

**}**

**{**

**"\_id" : ObjectId("6182147baaa527fd94d17fd4"),**

**"SNO" : 3,**

**"SNAME" : "z",**

**"Marks" : 79**

**}**

> c1.forEach((a)=>{printjson(a)});

{

"\_id" : ObjectId("6182147baaa527fd94d17fd1"),

"SNO" : 1,

"SNAME" : "x",

"Marks" : 77

}

{

"\_id" : ObjectId("6182147baaa527fd94d17fd2"),

"SNO" : 4,

"SNAME" : "abc",

"Marks" : 80

}

{

"\_id" : ObjectId("6182147baaa527fd94d17fd3"),

"SNO" : 2,

"SNAME" : "y",

"Marks" : 78

}

{

"\_id" : ObjectId("6182147baaa527fd94d17fd4"),

"SNO" : 3,

"SNAME" : "z",

"Marks" : 79

}

**Cursor Helper Methods**:- To shape our result from cursor, we use following helper methods.

1.limit() 2. Skip() 3.sort()

1.limit():-

The default batch size is 20 documents. If you want to limit the documents from 20 documents, then we should use limit method.

Syntax:- db.collection-name.find().limit(n)

> db.mca.find().limit(2);

{ "\_id" : ObjectId("6182147baaa527fd94d17fd1"), "SNO" : 1, "SNAME" : "x", "Marks" : 77 }

{ "\_id" : ObjectId("6182147baaa527fd94d17fd2"), "SNO" : 4, "SNAME" : "abc", "Marks" : 80 }

Note:- The limit should be less than default batch size or custom batch size. If we specify greathe than default size or custom batch size, then this method does not has any impact.

b)$skip:- It skips n no.of documents from the result. It selects only rest of the documents.

Syntax:- db.collection-name.find().skip(n);

Where n is positive number or negative number.

If n should be positive then skipping is started from beginning.

Example:-

> db.mca.find();

{ "\_id" : ObjectId("6182147baaa527fd94d17fd1"), "SNO" : 1, "SNAME" : "x", "Marks" : 77 }

{ "\_id" : ObjectId("6182147baaa527fd94d17fd2"), "SNO" : 4, "SNAME" : "abc", "Marks" : 80 }

{ "\_id" : ObjectId("6182147baaa527fd94d17fd3"), "SNO" : 2, "SNAME" : "y", "Marks" : 78 }

{ "\_id" : ObjectId("6182147baaa527fd94d17fd4"), "SNO" : 3, "SNAME" : "z", "Marks" : 79 }

> db.mca.find().skip(2);

{ "\_id" : ObjectId("6182147baaa527fd94d17fd3"), "SNO" : 2, "SNAME" : "y", "Marks" : 78 }

{ "\_id" : ObjectId("6182147baaa527fd94d17fd4"), "SNO" : 3, "SNAME" : "z", "Marks" : 79 }

c)sort():-We can use sort() method to sort documents based on value of a particular field.

Syntax:- sort({field: <value>})

Sort({field:<value>, field1:<value>,…etc});

Where value is either 1 or -1 . 1 means ascending order and -1 means descending order.

Example Query:- select 2,3 documents from any collection.

> db.mca.find();

{ "\_id" : ObjectId("6182147baaa527fd94d17fd1"), "SNO" : 1, "SNAME" : "x", "Marks" : 77 }

{ "\_id" : ObjectId("6182147baaa527fd94d17fd2"), "SNO" : 4, "SNAME" : "abc", "Marks" : 80 }

{ "\_id" : ObjectId("6182147baaa527fd94d17fd3"), "SNO" : 2, "SNAME" : "y", "Marks" : 78 }

{ "\_id" : ObjectId("6182147baaa527fd94d17fd4"), "SNO" : 3, "SNAME" : "z", "Marks" : 79 }

>

> db.mca.find().skip(1).limit(2);

{ "\_id" : ObjectId("6182147baaa527fd94d17fd2"), "SNO" : 4, "SNAME" : "abc", "Marks" : 80 }

{ "\_id" : ObjectId("6182147baaa527fd94d17fd3"), "SNO" : 2, "SNAME" : "y", "Marks" : 78 }

> db.mca.find().skip(1).limit(2).sort({Marks:1});

{ "\_id" : ObjectId("6182147baaa527fd94d17fd3"), "SNO" : 2, "SNAME" : "y", "Marks" : 78 }

{ "\_id" : ObjectId("6182147baaa527fd94d17fd4"), "SNO" : 3, "SNAME" : "z", "Marks" : 79 }

8.Projection:- We can get documents with only required fields instead of all fields. This is called projection.

Syntax:- db.collectioname.find({ filter},{projection fields});

Fied syntax:-

------------------

Field:0 or 1

0 means field does not include in the result.

1 means field will be included in the result. If we are not taking any field in the projected list, **bydefault that field will be excluded. ie default value is 0**.

Note: If we are providing projection list, compulsory we should provide filter object also, atleast empty java script object{}. i.e without providing first argument, we cannot talk about second argument.

Example:-

------------

> db.mca.find();

{ "\_id" : ObjectId("6182147baaa527fd94d17fd1"), "SNO" : 1, "SNAME" : "x", "Marks" : 77 }

{ "\_id" : ObjectId("6182147baaa527fd94d17fd2"), "SNO" : 4, "SNAME" : "abc", "Marks" : 80 }

{ "\_id" : ObjectId("6182147baaa527fd94d17fd3"), "SNO" : 2, "SNAME" : "y", "Marks" : 78 }

{ "\_id" : ObjectId("6182147baaa527fd94d17fd4"), "SNO" : 3, "SNAME" : "z", "Marks" : 79 }

> db.mca.find(,{\_id:0,sno:1});

uncaught exception: SyntaxError: expected expression, got ',' :

@(shell):1:12

> db.mca.find({\_id:0,sno:1});

> db.mca.find({},{\_id:0,SNO:1});

{ "SNO" : 1 }

{ "SNO" : 4 }

{ "SNO" : 2 }

{ "SNO" : 3 }

> db.mca.find({},{\_id:0,SNO:1,SNAME:1});

{ "SNO" : 1, "SNAME" : "x" }

{ "SNO" : 4, "SNAME" : "abc" }

{ "SNO" : 2, "SNAME" : "y" }

{ "SNO" : 3, "SNAME" : "z" }

> db.mca.find({},{\_id:0,SNO:1,Marks:1});

{ "SNO" : 1, "Marks" : 77 }

{ "SNO" : 4, "Marks" : 80 }

{ "SNO" : 2, "Marks" : 78 }

{ "SNO" : 3, "Marks" : 79 }

> db.mca.find(SNO:1},{\_id:0,SNO:1,Marks:1});

{ "SNO" : 1, "Marks" : 77 }

8.1)Projection of Nested Documents:- In projection field list, The field name of inner document is accessed using (.) operator and outerfieldname and innerfield name must be written inside a double quotes.

EX:- “outer field name.inner fieldname”: 1 or 0.

Example:-

> db.mca.find();

{ "\_id" : ObjectId("6182574e48c263ddf7c93e9f"), "name" : "suku", "addr" : { "street" : "rajka street", "town" : "nlr" } }

{ "\_id" : ObjectId("6182575d48c263ddf7c93ea0"), "name" : "suku1", "addr" : { "street" : "rajka street1", "town" : "nlr1" } }

> db.mca.find({},{\_id:0,"addr.street":1});

{ "addr" : { "street" : "rajka street" } }

{ "addr" : { "street" : "rajka street1" } }

> db.mca.find({name:'suku'},{\_id:0,"addr.town":1});

{ "addr" : { "town" : "nlr" } }

8.2)Projection of Arrays:-

Example:- In the below example , we are going to project all elements of Array.

> db.mca.find();

{ "\_id" : ObjectId("6182597a48c263ddf7c93ea1"), "name" : "suku", "age" : [ 1, 2, 3, 4, 5 ] }

{ "\_id" : ObjectId("6182598748c263ddf7c93ea2"), "name" : "suku1", "age" : [ 11, 12, 13, 14, 15 ] }

{ "\_id" : ObjectId("6182599548c263ddf7c93ea3"), "name" : "suku2", "age" : [ 21, 22, 23, 24, 25 ] }

> db.mca.find({},{\_id:0,age:1});

{ "age" : [ 1, 2, 3, 4, 5 ] }

{ "age" : [ 11, 12, 13, 14, 15 ] }

{ "age" : [ 21, 22, 23, 24, 25 ] }

We can control projection of elements of array using following operators.

1. $

2. $elemMatch

3. $slice

8.2.1) $:-We can use $ operator to project first element in an array that matches query condition.

Syntax: db.collection.find({<array>:<condition>,...},{"<array>.$":1})

**Note: If there is no query condition or if query condition won't include array then we cannot use $ operator, otherwise we will get error.**

**: $ operator selects only one element which is first matched element based on query condition.**

Example:-

> db.mca.find();

{ "\_id" : ObjectId("6182597a48c263ddf7c93ea1"), "name" : "suku", "age" : [ 1, 2, 3, 4, 5 ] }

{ "\_id" : ObjectId("6182598748c263ddf7c93ea2"), "name" : "suku1", "age" : [ 11, 12, 13, 14, 15 ] }

{ "\_id" : ObjectId("6182599548c263ddf7c93ea3"), "name" : "suku2", "age" : [ 21, 22, 23, 24, 25 ] }

> db.mca.find({age:{$gt:12}},{"age.$":1});

{ "\_id" : ObjectId("6182598748c263ddf7c93ea2"), "age" : [ 13 ] }

{ "\_id" : ObjectId("6182599548c263ddf7c93ea3"), "age" : [ 21 ] }

8.2.2) 2. $elemMatch operator:

-----------------------

1. selects only one element

2. which is matched element where condition is specified by

$elemMatch explicitly.

It never considers query condition.

We can use $elemMatch to project first element in the array that matches specified $elemMatch condition.

Example:-

> db.mca.find();

{ "\_id" : ObjectId("6182597a48c263ddf7c93ea1"), "name" : "suku", "age" : [ 1, 2, 3, 4, 5 ] }

{ "\_id" : ObjectId("6182598748c263ddf7c93ea2"), "name" : "suku1", "age" : [ 11, 12, 13, 14, 15 ] }

{ "\_id" : ObjectId("6182599548c263ddf7c93ea3"), "name" : "suku2", "age" : [ 21, 22, 23, 24, 25 ] }

> db.mca.find({},{\_id:0,'name':1,age:{$elemMatch:{$gt:13}}});

{ "name" : "suku" }

{ "name" : "suku1", "age" : [ 14 ] }

{ "name" : "suku2", "age" : [ 21 ] }

8.2.3) $slice operator:

-------------------

By using $slice operator we can select required number of elements in

the array.

Syntax-1:

---------

db.collection.find({query},{<array>:{$slice: n}})

n-->number of elements to be selected.

Specify a positive number n to return the first n elements.

Specify a negative number n to return the last n elements.If n is greater than number of elements in the array then all elements will be selected.

Examples:-

> db.mca.find();

{ "\_id" : ObjectId("6182597a48c263ddf7c93ea1"), "name" : "suku", "age" : [ 1, 2, 3, 4, 5 ] }

{ "\_id" : ObjectId("6182598748c263ddf7c93ea2"), "name" : "suku1", "age" : [ 11, 12, 13, 14, 15 ] }

{ "\_id" : ObjectId("6182599548c263ddf7c93ea3"), "name" : "suku2", "age" : [ 21, 22, 23, 24, 25 ] }

> db.mca.find({},{\_id:0,name:1,age:{$slice:3}});

{ "name" : "suku", "age" : [ 1, 2, 3 ] }

{ "name" : "suku1", "age" : [ 11, 12, 13 ] }

{ "name" : "suku2", "age" : [ 21, 22, 23 ] }

> db.mca.find({},{\_id:0,name:1,age:{$slice:-3}});

{ "name" : "suku", "age" : [ 3, 4, 5 ] }

{ "name" : "suku1", "age" : [ 13, 14, 15 ] }

{ "name" : "suku2", "age" : [ 23, 24, 25 ] }

>

Syntax:-2

------------

db.collection.find({query},{<array>:{$slice: [n1,n2]}})

skip n1 number of elements and then select n2 number of elements.

n1--->number to skip

n2--->number to return

> db.mca.find();

{ "\_id" : ObjectId("6182597a48c263ddf7c93ea1"), "name" : "suku", "age" : [ 1, 2, 3, 4, 5 ] }

{ "\_id" : ObjectId("6182598748c263ddf7c93ea2"), "name" : "suku1", "age" : [ 11, 12, 13, 14, 15 ] }

{ "\_id" : ObjectId("6182599548c263ddf7c93ea3"), "name" : "suku2", "age" : [ 21, 22, 23, 24, 25 ] }

> db.mca.find({},{\_id:0,name:1,age:{$slice:[1,3]}});

{ "name" : "suku", "age" : [ 2, 3, 4 ] }

{ "name" : "suku1", "age" : [ 12, 13, 14 ] }

{ "name" : "suku2", "age" : [ 22, 23, 24 ] }

9.MongoDB Utilities/Tools:- The following are mongodb utitilites.

a)mongoimport

b)mongoexport

c)mongodump

d)mongorestore.

..etc.

These are separate applications. These commands should not be executed from mongoDB shell. These commands are executed from command prompt. These are used to manage the data in mongoDB database.

These tools are not available along with mongo db server by default. We have to explicitly install them.

Steps to install these tools.

Step1:- visit following url.

<https://www.mongodb.com/try/download/database-tools>.

Step2. Click the download button.

Step3.we will get this file “ mongodb-database-tools-windows-x86\_64-100.5.1”. This is zip file.

Step4. Extract this zip file and copy all the file. Paste them in mongodb ‘ bin’ folder.

9.1)mongoexport:- we use this tool to export data from collection to files. The data will be stored as json format in files.

Syntax:-

Mongoexport –d databasename -c collection name -o name of the file

Example:-

C:\Program Files\MongoDB\Server\5.0\bin>mongoexport -d Library -c mca -o "E:\abc.txt"

2021-11-05T10:28:16.061+0530 connected to: mongodb://localhost/

2021-11-05T10:28:16.580+0530 exported 1 record

9.2)mongodump:- we can take the backup of the database using mongodump command.

(or) to create dump from db, we use this command.

Using this command, we dump all the databases,particular database ,all collections and particular collections.

9.2.1)create dump for all databases.:-

Step1: Go to bin folder in mongoDb server.

Step2: run the following command.

>mongodump

Now , folder named **‘dump’** will be created. This folder contains all data from databases.

In this folder, for every collection,two files will be created. One file type is .json file which contains meta data . Another file type is .Bson type which contains actual documents. The data which is in .Bson file is not in readable format.

We ‘bsondump’ tool is used to convert bson data to json format .

Syntax1:- bsondump filename.bson

Here bsondump tool converts data from bson to json data and write that to console.

Syntax2:- bsondump --outFile=new filename filename.bson

Here bsonddump tool converts data from bson to json data and write that to specified file instead of console.

9.2.2) create dump for particular database:-

Syntax:- mongodump --db databasename.

9.2.3) create dump for single collection:-

Syntax:- mongodump –db databasename –c collectionName

9.3)mongorestore:- This command is used to restore all databases,particulat database, all collections and particular collection in ‘mongoDB physical db’.

9.3.1) Restore all databases:-

Step1:- go to the directory which contains the ‘dump’ folder.

Step2:- run the following command.

>mongorestore.

9.3.2) Restore Particular Database:-

Syntax:- mongorestore --db databasename absolute path name of databasename.

Note :- The database which is in ‘dump’ folder. Its absolute path name is written in syntax.

9.3.3) Restore a single collection:-

Syntax:- mongorestore –db databasename –collection collectionname absolute path name of collection name.

Note:- The collection which is in ‘dump’ folder. Its absolute path name is written in syntax.

**10.GUI Tools For MongoDB Operations**:- Upto this we performed the database operations by using mongo shell.

The advantage of using shell is we have to do everything so that

learning opportunity is more.

But in real time usage of shell is not recommended because of the

following reasons:

1. Auto completion is not available. We have to type complete

command.

2. While writing complex queries, more error prone.188

3. No help tips

4. Readability is not up to the mark.

5. No coloring.

6. Operations will become very complex

7. Not that much convenient to use

etc

To overcome these problems we have to use GUI based tools like

1. Robo 3T

2. Studio 3T

3. Compass

4. NoSQL Manager

etc

10.1) Robo 3T: It is freeware and lightweight GUI tool for MongoDB operations. website: robomongo.org

Two tools: Robo 3T and Studio 3T

Robo 3T is freeware and Studio 3T is licensed.

Download: studio-3t-robo-3t-windows-double-pack.zip (or).exe .

Install it.

A)Steps to create Database using Robo3T:-

----------------------------------------------------

Step1: create a DB connection.

![](data:image/png;base64,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)

After clicking the ‘create’ we see below screen.
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After entering Name of connection, click the save button. After clicking the save button, connection is created.
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Click the connect button. Now you are going to connect the mongodb server.
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Step2:- Select the Demo-1,Right click the mouse button. You will see the drop down list. From the drop down list ,select the create database option.

After selecting ,we will sell the below window.
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Type the database and press the create button.

Now Db will be created.
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B)Steps to create a Collection using Robot-3T:-

![](data:image/png;base64,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)

Step1:- Select the Collection and right click the mouse. Now we will see the list. From the list select ‘Create Collection’ .

After selecting, we will see the below window.
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Type the collection name(student) and press the create button.

Now Collection will be created under the Collection folder.
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C)Steps to create Document in Students Collection:-

------------------------------------------------------------------

Step1. Select ‘students’ and right click the mouse. Now you will see the list . From the list you select the ‘create document’.
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Step2: type the document.
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d)steps to see the documents in collection:-

-------------------------------------------------------

After clicking the students, we see the documents in ‘students’ collection.
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Note:- The document can be viewed as tree,table or text . To see like that, we use icons which is top right corner of sub window.

Note:- For downloading and installing the other gui tools, visit the ‘Durga sir ‘ material.

11.Indexing:-

Problem:- Without indexes, server will scan all documents present in the collection to find matched documents. This is called Collection Scan(COLLSCAN). Example:-

> db.mca.find();

{ "\_id" : ObjectId("6184be5fa3e09f155ac2f76e"), "name" : "suku", "age" : 39 }

{ "\_id" : ObjectId("6184be68a3e09f155ac2f76f"), "name" : "suku1", "age" : 40 }

{ "\_id" : ObjectId("6184be6fa3e09f155ac2f770"), "name" : "suku2", "age" : 41 }

{ "\_id" : ObjectId("6184df1c9b6920f4b7c6886e"), "name" : "rock", "age" : 45 }

{ "\_id" : ObjectId("6184df559b6920f4b7c6886f"), "name" : "rock1", "age" : 54 }

> db.mca.find({name:'rock'});

{ "\_id" : ObjectId("6184df1c9b6920f4b7c6886e"), "name" : "rock", "age" : 45 }

> db.mca.find({name:'rock'}).explain("executionStats");

{

"explainVersion" : "1",

"queryPlanner" : {

"namespace" : "College.mca",

"indexFilterSet" : false,

"parsedQuery" : {

"name" : {

"$eq" : "rock"

}

},

"maxIndexedOrSolutionsReached" : false,

"maxIndexedAndSolutionsReached" : false,

"maxScansToExplodeReached" : false,

"winningPlan" : {

"stage" : "COLLSCAN",

"filter" : {

"name" : {

"$eq" : "rock"

}

},

"direction" : "forward"

},

"rejectedPlans" : [ ]

},

"executionStats" : {

"executionSuccess" : true,

"nReturned" : 1,

"executionTimeMillis" : 100,

"totalKeysExamined" : 0,

"totalDocsExamined" : 5,

"executionStages" : {

"stage" : "COLLSCAN",

"filter" : {

"name" : {

"$eq" : "rock"

}

},

"nReturned" : 1,

"executionTimeMillisEstimate" : 0,

"works" : 7,

"advanced" : 1,

"needTime" : 5,

"needYield" : 0,

"saveState" : 1,

"restoreState" : 1,

"isEOF" : 1,

"direction" : "forward",

"docsExamined" : 5

}

},

"command" : {

"find" : "mca",

"filter" : {

"name" : "rock"

},

"$db" : "College"

},

"serverInfo" : {

"host" : "DESKTOP-NKQ12R1",

"port" : 27017,

"version" : "5.0.3",

"gitVersion" : "657fea5a61a74d7a79df7aff8e4bcf0bc742b748"

},

"serverParameters" : {

"internalQueryFacetBufferSizeBytes" : 104857600,

"internalQueryFacetMaxOutputDocSizeBytes" : 104857600,

"internalLookupStageIntermediateDocumentMaxSizeBytes" : 104857600,

"internalDocumentSourceGroupMaxMemoryBytes" : 104857600,

"internalQueryMaxBlockingSortMemoryUsageBytes" : 104857600,

"internalQueryProhibitBlockingMergeOnMongoS" : 0,

"internalQueryMaxAddToSetBytes" : 104857600,

"internalDocumentSourceSetWindowFieldsMaxMemoryBytes" : 104857600

},

"ok" : 1

}

Note:- mongodb server scans all documents in ‘mca’ collection for 1 record.

Observe following field in .explain() output.

"totalDocsExamined" : 5,

For selecting document, Mongodb server used “CollScan”.

Here Query performance might be poor.

Let us assume, if collection contains 1 lack document,then Mongodb server has to scan 1 lack document for result. This leads to query performance problem. To solve these problems , we should use indexing concept.

**Indexing concept is very helpful for find,update and delete queries.The main objective of indexing is to improve performance**.whenever we are defining index, MongoDB Server will store values of indexed field in B-Tree Data structure in specified sorting order.To find matched documents, we are not required to scan all

documents,server can identify matched documents directly based Index Scan(IXSCAN). As the number of documents to be scan, is reduces and hence performance will be improved.

Example:-

![](data:image/png;base64,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)

Mongodb server places values some where in specified order . when ‘suku’ is going to be searched, server will search first box. It will not search remaining two boxes. Hence scanning the no.of document s will be reduced.

**Syntax to create Index**:

db.collection.createIndex({field: 1|-1})

1 means Ascending order

-1 means Descending order

**Syntax to Drop the index**:

db.collection.dropIndex({field:1|-1})

**syntax to display list of indexes:**

db.collection.getIndexes()

**Syntax to create Index on multiple fields:**

db.collection.createIndex({field1: 1, field2: -1})

The order of fields is important.

Examples:-

--------------

> db.mca.find();

{ "\_id" : ObjectId("6184be5fa3e09f155ac2f76e"), "name" : "suku", "age" : 39 }

{ "\_id" : ObjectId("6184be68a3e09f155ac2f76f"), "name" : "suku1", "age" : 40 }

{ "\_id" : ObjectId("6184be6fa3e09f155ac2f770"), "name" : "suku2", "age" : 41 }

{ "\_id" : ObjectId("6184df1c9b6920f4b7c6886e"), "name" : "rock", "age" : 45 }

{ "\_id" : ObjectId("6184df559b6920f4b7c6886f"), "name" : "rock1", "age" : 54 }

> db.mca.createIndex({name:1});

{

"numIndexesBefore" : 1,

"numIndexesAfter" : 2,

"createdCollectionAutomatically" : false,

"ok" : 1

}

> db.mca.showIndexes();

uncaught exception: TypeError: db.mca.showIndexes is not a function :

@(shell):1:1

> db.mca.getIndexes();

[

{

"v" : 2,

"key" : {

"\_id" : 1

},

"name" : "\_id\_"

},

{

"v" : 2,

"key" : {

"name" : 1

},

"name" : "name\_1"

}

]

> db.mca.createIndex({age:1});

{

"numIndexesBefore" : 2,

"numIndexesAfter" : 3,

"createdCollectionAutomatically" : false,

"ok" : 1

}

> db.mca.getIndexes()

[

{

"v" : 2,

"key" : {

"\_id" : 1

},

"name" : "\_id\_"

},

{

"v" : 2,

"key" : {

"name" : 1

},

"name" : "name\_1"

},

{

"v" : 2,

"key" : {

"age" : 1

},

"name" : "age\_1"

}

]

> db.mca.dropIndex({age:1});

{ "nIndexesWas" : 3, "ok" : 1 }

> db.mca.getIndexes();

[

{

"v" : 2,

"key" : {

"\_id" : 1

},

"name" : "\_id\_"

},

{

"v" : 2,

"key" : {

"name" : 1

},

"name" : "name\_1"

}

]

Practically shown the performance :-

----------------------------------------------

> db.mca.find();

{ "\_id" : ObjectId("6184be5fa3e09f155ac2f76e"), "name" : "suku", "age" : 39 }

{ "\_id" : ObjectId("6184be68a3e09f155ac2f76f"), "name" : "suku1", "age" : 40 }

{ "\_id" : ObjectId("6184be6fa3e09f155ac2f770"), "name" : "suku2", "age" : 41 }

{ "\_id" : ObjectId("6184df1c9b6920f4b7c6886e"), "name" : "rock", "age" : 45 }

{ "\_id" : ObjectId("6184df559b6920f4b7c6886f"), "name" : "rock1", "age" : 54 }

> db.mca.find({name:'rock1'}).explain("executionStats");

{

"explainVersion" : "1",

"queryPlanner" : {

"namespace" : "College.mca",

"indexFilterSet" : false,

"parsedQuery" : {

"name" : {

"$eq" : "rock1"

}

},

"maxIndexedOrSolutionsReached" : false,

"maxIndexedAndSolutionsReached" : false,

"maxScansToExplodeReached" : false,

"winningPlan" : {

"stage" : "FETCH",

"inputStage" : {

"stage" : "IXSCAN",

"keyPattern" : {

"name" : 1

},

"indexName" : "name\_1",

"isMultiKey" : false,

"multiKeyPaths" : {

"name" : [ ]

},

"isUnique" : false,

"isSparse" : false,

"isPartial" : false,

"indexVersion" : 2,

"direction" : "forward",

"indexBounds" : {

"name" : [

"[\"rock1\", \"rock1\"]"

]

}

}

},

"rejectedPlans" : [ ]

},

"executionStats" : {

"executionSuccess" : true,

"nReturned" : 1,

"executionTimeMillis" : 60,

"totalKeysExamined" : 1,

"totalDocsExamined" : 1,

"executionStages" : {

"stage" : "FETCH",

"nReturned" : 1,

"executionTimeMillisEstimate" : 11,

"works" : 2,

"advanced" : 1,

"needTime" : 0,

"needYield" : 0,

"saveState" : 1,

"restoreState" : 1,

"isEOF" : 1,

"docsExamined" : 1,

"alreadyHasObj" : 0,

"inputStage" : {

"stage" : "IXSCAN",

"nReturned" : 1,

"executionTimeMillisEstimate" : 11,

"works" : 2,

"advanced" : 1,

"needTime" : 0,

"needYield" : 0,

"saveState" : 1,

"restoreState" : 1,

"isEOF" : 1,

"keyPattern" : {

"name" : 1

},

"indexName" : "name\_1",

"isMultiKey" : false,

"multiKeyPaths" : {

"name" : [ ]

},

"isUnique" : false,

"isSparse" : false,

"isPartial" : false,

"indexVersion" : 2,

"direction" : "forward",

"indexBounds" : {

"name" : [

"[\"rock1\", \"rock1\"]"

]

},

"keysExamined" : 1,

"seeks" : 1,

"dupsTested" : 0,

"dupsDropped" : 0

}

}

},

"command" : {

"find" : "mca",

"filter" : {

"name" : "rock1"

},

"$db" : "College"

},

"serverInfo" : {

"host" : "DESKTOP-NKQ12R1",

"port" : 27017,

"version" : "5.0.3",

"gitVersion" : "657fea5a61a74d7a79df7aff8e4bcf0bc742b748"

},

"serverParameters" : {

"internalQueryFacetBufferSizeBytes" : 104857600,

"internalQueryFacetMaxOutputDocSizeBytes" : 104857600,

"internalLookupStageIntermediateDocumentMaxSizeBytes" : 104857600,

"internalDocumentSourceGroupMaxMemoryBytes" : 104857600,

"internalQueryMaxBlockingSortMemoryUsageBytes" : 104857600,

"internalQueryProhibitBlockingMergeOnMongoS" : 0,

"internalQueryMaxAddToSetBytes" : 104857600,

"internalDocumentSourceSetWindowFieldsMaxMemoryBytes" : 104857600

},

"ok" : 1

}

Note:- MongoDb server scans only 1 document to select the result.

"docsExamined" : 1.

With out indexing on Collection, same query scanned 5 docments. But now it scanned only one document.

Note:-1. For small database ,Don’t create a indexes. For small databases ,Indexes leads to create more performance problem.

2.Dont create index on all fields of document. Create index on frequently used field in selection criteria.

EX:- IRCTC , we search available trains based on train number or train name. Therefore create index on train no or train-name field.

12.Aggeregate FrameWorks:-

Syntax:- db.collectio-name.aggregate{$group:{\_id:null(or)fieldname, text:{$accumalator- operator:”$fieldname”}}}

1. The first parameter in $group stage is always \_id. We should use \_id to specify field based on which we have to perform grouping of documents.

Ex:- $group:{\_id:rock,

1. If we want to process all records then we have to provide null value to \_id field.

Ex:- $group:{\_id:null,

1. The text will be displayed as it is on console.
2. The accumulator operators are $sum,$avg,$max,$min,…etc.

Examples:-

> db.mca.find();

{ "\_id" : ObjectId("6184be5fa3e09f155ac2f76e"), "name" : "suku", "age" : 39 }

{ "\_id" : ObjectId("6184be68a3e09f155ac2f76f"), "name" : "suku1", "age" : 40 }

{ "\_id" : ObjectId("6184be6fa3e09f155ac2f770"), "name" : "suku2", "age" : 41 }

{ "\_id" : ObjectId("6184df1c9b6920f4b7c6886e"), "name" : "rock", "age" : 45 }

{ "\_id" : ObjectId("6184df559b6920f4b7c6886f"), "name" : "rock1", "age" : 54 }

> db.mca.aggregate([{$group:{\_id:null, TotalAge:{$sum:'$age'}}}]);

{ "\_id" : null, "TotalAge" : 219 }

> db.mca.aggregate([{$group:{\_id:null, MaxAge:{$max:'$age'}}}]);

{ "\_id" : null, "MaxAge" : 54 }

> db.mca.aggregate([{$group:{\_id:null, MinAge:{$min:'$age'}}}]);

{ "\_id" : null, "MinAge" : 39 }

> db.mca.insertOne({'name':'suku',age:55});

{

"acknowledged" : true,

"insertedId" : ObjectId("61855fc34f3f45e941c81b30")

}

> db.mca.find();

{ "\_id" : ObjectId("6184be5fa3e09f155ac2f76e"), "name" : "suku", "age" : 39 }

{ "\_id" : ObjectId("6184be68a3e09f155ac2f76f"), "name" : "suku1", "age" : 40 }

{ "\_id" : ObjectId("6184be6fa3e09f155ac2f770"), "name" : "suku2", "age" : 41 }

{ "\_id" : ObjectId("6184df1c9b6920f4b7c6886e"), "name" : "rock", "age" : 45 }

{ "\_id" : ObjectId("6184df559b6920f4b7c6886f"), "name" : "rock1", "age" : 54 }

{ "\_id" : ObjectId("61855fc34f3f45e941c81b30"), "name" : "suku", "age" : 55 }

> db.mca.aggregate([{$group:{\_id:'$name', MinAge:{$min:'$age'}}}]);

{ "\_id" : "suku1", "MinAge" : 40 }

{ "\_id" : "rock1", "MinAge" : 54 }

{ "\_id" : "rock", "MinAge" : 45 }

{ "\_id" : "suku", "MinAge" : 39 }

{ "\_id" : "suku2", "MinAge" : 41 }

> db.mca.aggregate([{$group:{\_id:'$name', TotalAge:{$sum:'$age'}}}]);

{ "\_id" : "suku", "TotalAge" : 94 }

{ "\_id" : "suku2", "TotalAge" : 41 }

{ "\_id" : "rock1", "TotalAge" : 54 }

{ "\_id" : "rock", "TotalAge" : 45 }

{ "\_id" : "suku1", "TotalAge" : 40 }

>

12.1)Aggregate Pipeline:- We can define multiple stages in the aggregation and all these stages will form pipeline, which is known as aggregation pipeline.

db.collection.aggregate([

{stage-1},

{stage-2},

{stage-3},

{stage-4},

{stage-5}

...

])

The stages are executed one by one. One stage output will becomes an input to next stage. The collection becomes an input to stage-1. The final produced doucuments in required format.

There are several predefined stages like $group,$sort,$project,$match,$limit,…etc.

a)$sort:- It sorts all input documents in specified order and return them to next stage or console.

The $sort stage has the following prototype form:

{ $sort: { <field1>: <sort order>, <field2>: <sort order> ... } }

The <sort order> can be either 1 or -1.

1 --->Ascending Order

-1 ---> Descending Order

Example:-

> db.mca.find();

{ "\_id" : ObjectId("6185e323895a7fdfd4de05a7"), "name" : "suku", "age" : 37 }

{ "\_id" : ObjectId("6185e32a895a7fdfd4de05a8"), "name" : "suku2", "age" : 39 }

{ "\_id" : ObjectId("6185e338895a7fdfd4de05a9"), "name" : "suku3", "age" : 40 }

{ "\_id" : ObjectId("6185e340895a7fdfd4de05aa"), "name" : "suku", "age" : 41 }

> db.mca.aggregate($group:{\_id:"$name",TotalSalary:{$sum:"$age"}},

... {$sort:{TotalSalary:-1}});

uncaught exception: SyntaxError: missing ) after argument list :

@(shell):1:23

> db.mca.aggregate([$group:{\_id:"$name",TotalSalary:{$sum:"$age"}}, {$sort:{TotalSalary:-1}}]);

uncaught exception: SyntaxError: missing ] after element list :

@(shell):1:24

> db.mca.aggregate([{$group:{\_id:"$name",TotalSalary:{$sum:"$age"}}}, {$sort:{TotalSalary:-1}}]);

{ "\_id" : "suku", "TotalSalary" : 78 }

{ "\_id" : "suku3", "TotalSalary" : 40 }

{ "\_id" : "suku2", "TotalSalary" : 39 }

b)$project:- By using this $project stage, we can restrict documents with our required fields only.(i.e) we can add new field or delete exiting field from documents.

Syntax:

{ $project: { field:0|1 } }

0 or false --->To exclude the field

1 or true --->To include the field

Example:

------------

> db.mca.aggregate([{$group:{\_id:"$name",TotalSalary:{$sum:"$age"}}}, {$sort:{TotalSalary:-1}}]);

{ "\_id" : "suku", "TotalSalary" : 78 }

{ "\_id" : "suku3", "TotalSalary" : 40 }

{ "\_id" : "suku2", "TotalSalary" : 39 }

> db.mca.aggregate([{$group:{\_id:"$name",TotalSalary:{$sum:"$age"}}}, {$sort:{TotalSalary:-1}},{$project:{\_id:0}}]);

{ "TotalSalary" : 78 }

{ "TotalSalary" : 40 }

{ "TotalSalary" : 39 }

> db.mca.aggregate([{$group:{\_id:"$name",TotalSalary:{$sum:"$age"}}}, {$sort:{TotalSalary:-1}},{$project:{\_id:0,EmpName:"$\_id",TotalSalary:1}}]);

{ "TotalSalary" : 78, "EmpName" : "suku" }

{ "TotalSalary" : 40, "EmpName" : "suku3" }

{ "TotalSalary" : 39, "EmpName" : "suku2" }

>

c)$match:- To filter the documents from input , we use $match stage.

Syntax:- { $match: { <query> } }

Example:-

> db.mca.aggregate([{$group:{\_id:"$name",TotalSalary:{$sum:"$age"}}}, {$sort:{TotalSalary:-1}},{$project:{\_id:0,EmpName:"$\_id",TotalSalary:1}}]);

{ "TotalSalary" : 78, "EmpName" : "suku" }

{ "TotalSalary" : 40, "EmpName" : "suku3" }

{ "TotalSalary" : 39, "EmpName" : "suku2" }

> db.mca.aggregate([{$group:{\_id:"$name",TotalSalary:{$sum:"$age"}}}, {$sort:{TotalSalary:-1}},{$project:{\_id:0,EmpName:"$\_id",TotalSalary:1}},{$match:{TotalSalary:{$gt:40}}}]);

{ "TotalSalary" : 78, "EmpName" : "suku" }

d)$limit:- It limits the maximum no.of documents passed to next stage in pipeline.

Syntax:{$limit:<positive number>

Example:-

------------

> db.mca.find();

{ "\_id" : ObjectId("6185e323895a7fdfd4de05a7"), "name" : "suku", "age" : 37 }

{ "\_id" : ObjectId("6185e32a895a7fdfd4de05a8"), "name" : "suku2", "age" : 39 }

{ "\_id" : ObjectId("6185e338895a7fdfd4de05a9"), "name" : "suku3", "age" : 40 }

{ "\_id" : ObjectId("6185e340895a7fdfd4de05aa"), "name" : "suku", "age" : 41 }

> db.mca.aggregate([{$group:{\_id:"$name",TotalSalary:{$sum:"$age"}}}, {$sort:{TotalSalary:-1}},{$limit:1}]);

{ "\_id" : "suku", "TotalSalary" : 78 }

e)$skip:-It skips the no.of documents and pass the rest of documents to next stage in pipeline.

EX:- {$skip:positivenumber}

Example:

---------

> db.mca.find();

{ "\_id" : ObjectId("6185e323895a7fdfd4de05a7"), "name" : "suku", "age" : 37 }

{ "\_id" : ObjectId("6185e32a895a7fdfd4de05a8"), "name" : "suku2", "age" : 39 }

{ "\_id" : ObjectId("6185e338895a7fdfd4de05a9"), "name" : "suku3", "age" : 40 }

{ "\_id" : ObjectId("6185e340895a7fdfd4de05aa"), "name" : "suku", "age" : 41 }

> db.mca.aggregate([{$group:{\_id:"$name",TotalSalary:{$sum:"$age"}}}, {$sort:{TotalSalary:-1}},{$limit:1}]);

{ "\_id" : "suku", "TotalSalary" : 78 }

> db.mca.aggregate([{$group:{\_id:"$name",TotalSalary:{$sum:"$age"}}}, {$sort:{TotalSalary:-1}},{$skip:1}]);

{ "\_id" : "suku3", "TotalSalary" : 40 }

{ "\_id" : "suku2", "TotalSalary" : 39 }

f)$out:- It takes the document returned by pipeline and writes them to collection.

{$out:{db:”db-name”,coll:”coll-name”}}

> db.mca.find();

{ "\_id" : ObjectId("6185e323895a7fdfd4de05a7"), "name" : "suku", "age" : 37 }

{ "\_id" : ObjectId("6185e32a895a7fdfd4de05a8"), "name" : "suku2", "age" : 39 }

{ "\_id" : ObjectId("6185e338895a7fdfd4de05a9"), "name" : "suku3", "age" : 40 }

{ "\_id" : ObjectId("6185e340895a7fdfd4de05aa"), "name" : "suku", "age" : 41 }

> show dbs

Library 0.000GB

admin 0.000GB

config 0.000GB

local 0.000GB

sample 0.000GB

> db.mca.aggregate([{$group:{\_id:"$name",TotalSalary:{$sum:"$age"}}},{$out:{db:"sample",coll:"suku"}}]);

> use sample

switched to db sample

> db.suku.find()

{ "\_id" : "suku3", "TotalSalary" : 40 }

{ "\_id" : "suku", "TotalSalary" : 78 }

{ "\_id" : "suku2", "TotalSalary" : 39 }

>