NUnit is most popular tool for doing Unit Testing. Before start, we need to learn what is Unit Testing and why NUnit is a popular tool for doing unit testing.

**Unit Testing**

Every software is composed of various modules. Each module is composed of various classes. Classes composed of various functions. Function is the smallest unit of code in the application.

When we test individual function behavior without touching any other functions and determine whether it works exactly as per the requirements or not that is called Unit Testing.

Some of the advantages of Unit Testing:

1. Defects found early in development life cycle
2. Reliable Code
3. Maintainable code
4. Faster testing by only single click of action

## NUnit

[NUnit](https://www.nunit.org/index.php) is a unit testing framework for .NET. It is the most used framework for writing unit test cases.

We can write testing code in either C# or VB.NET. It is suggested to write testing code in different assemblies called **Test Assemblies**. These assemblies only contain testing code nothing else. We need to run these test assemblies to check whether all test cases are passed or failed. For that we required Test Runner.

**Test Runners** are UI tool which actually run NUnit test cases and show the result of test cases whether they are passed or failed. We'll learn about test runners in Environment Setup in next post.

NUnit is very easy to use. It only provides some custom attributes and some static Assert classes. With the combination of custom attributes and static classes, we can write unit test cases easily.

Custom attributes provides hint to NUnit test runners that these classes or functions contains unit testing code. Assert classes is used to test the conditions whether system under test (SUT) satisfy a condition or not. If condition is satisfied then test is pass else fail.

Some of the custom attributes are:

* TestFixture
* Setup
* TearDown
* Test
* Category
* Ignore
* TestCase
* Repeat
* MaxTime

There are two steps in configure NUnit project environment:

1. Configure Project with NUnit assemblies
2. Setup TestRunners which show the results of NUnit test cases

**Configure Project with NUnit assemblies**

We always creates separate project when creating project for NUnit. According to naming conventions test project name should be [Project Under Test].[Tests]. For example, if we are testing the project name "CustomerOrderService" then test project name should be "CustomerOrderService.Tests".

1. Visual Studio -> New Project -> Class Library -> Name: CustomerOrderService
2. Right click on solution -> Add New Project -> Nunit Test Project

Now we have two projects in our solution. In CustomerOrderService project, we write code for business logic and in second project CustomerOrderServiceTests we write test cases for CustomerOrderService project.

using NUnit.Framework;

namespace CustomerOrderService.Tests

{

[TestFixture]

public class Class1

{

[Test]

public void Test1()

{

Assert.That(1 == 1);

}

}

}

Include namespace NUnit.Framework in namespaces section. Write the above code exactly in Class. We'll learn more about TestFixture attribute, Test attribute and Assert class in our next posts. Now Build the solution.

Choose visual studio Test Menu -> Windows -> Test Explorer.
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Text Explorer shows Test function in Not Run Tests section. Choose Run All button to execute test cases.
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In below of Test Explorer, it will show the result of Test1 test result. In the below screenshot, it is showing the result 'Test Passed - Test1'.
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Now our Test project and TestRunner is configured properly. In next posts, we'll learn more about Nunit attributes and classes.

Example:

We have two projects CustomerOrderService project which is a class library and CustomerOrderService.Tests project which is a NUnit test project.

First create two classes Customer and Order and one enum CustomerType in CustomerOrderService project.

namespace CustomerOrderService

{

public enum CustomerType

{

Basic,

Premium,

SpecialCustomer

}

}

namespace CustomerOrderService

{

public class Customer

{

public int CustomerId { get; set; }

public string CustomerName { get; set; }

public CustomerType CustomerType { get; set; }

}

}

namespace CustomerOrderService

{

public class Order

{

public int OrderId { get; set; }

public int ProductId { get; set; }

public int ProductQuantity { get; set; }

public decimal Amount { get; set; }

}

}

CustomerType enum is used for differentiate customers. Some customers are Basic customers and some are Premium or Special Customer.

In the next class CustomerOrderService, we will write our Business Logic to give some discount to Premium or Special Customer types. In the NUnit project, we will write unit test cases for validating the discount logic.

namespace CustomerOrderService

{

public class CustomerOrderService

{

public void ApplyDiscount(Customer customer, Order order)

{

if (customer.CustomerType == CustomerType.Premium)

{

order.Amount = order.Amount - ((order.Amount \* 10) / 100);

}

else if(customer.CustomerType == CustomerType.SpecialCustomer)

{

order.Amount = order.Amount - ((order.Amount \* 20) / 100);

}

}

}

}

In the above method, we are giving 10% discount to Premium customers and 20% discount to Special Customers. We are not giving any discount to Basic customers.

Now, come under CustomerOrderService.Tests project. Create a new class "CustomerOrderServiceTests". Add namespace "using NUnit.Framework" in the namespaces section.

Add [TestFixture] attribute to CustomerOrderTests class. [TestFixture] attribute marks the class that this class contains test methods. Only classes with [TestFixture] attribute can add test case methods.

using NUnit.Framework;

namespace CustomerOrderService.Tests

{

[TestFixture]

public class CustomerOrderServiceTests

{

}

}

Add a new method name "When\_PremiumCustomer\_Expect\_10PercentDiscount" and add [TestCase] attribute.

using NUnit.Framework;

namespace CustomerOrderService.Tests

{

[TestFixture]

public class CustomerOrderServiceTests

{

[TestCase]

public void When\_PremiumCustomer\_Expect\_10PercentDiscount()

{

}

}

}

All test cases method are public and void return because in the test cases we should not return any value.

We should write NUnit test method name in special naming convention. Below is the naming convention I am using in the above test case name.

When\_StateUnderTest\_Expect\_ExpectedBehavior

First part starts with fixed 'When'. Second part specify the state which we want to test. Third part is also fixed 'Expect' and forth part specify the expected behavior of method under test.

Now, we write our first NUnit test case example method code. A test case body is divided into three sections "AAA".

"AAA" denotes the Arrange, Act, and Assert.

Arrange: In Arrange section, we will initialize everything which we are required to run the test case. It includes any dependencies and data needed.

Act: In Act section, we called the business logic method which behavior we want to test.

Assert: Specify the criteria for passing the test case. If these criteria passed, that means test case is passed else failed.

First NUnit Test Case Example

[TestCase]

public void When\_PremiumCustomer\_Expect\_10PercentDiscount()

{

//Arrange

Customer premiumCustomer = new Customer

{

CustomerId = 1,

CustomerName = "George",

CustomerType = CustomerType.Premium

};

Order order = new Order

{

OrderId = 1,

ProductId = 212,

ProductQuantity = 1,

Amount = 150

};

CustomerOrderService customerOrderService = new CustomerOrderService();

//Act

customerOrderService.ApplyDiscount(premiumCustomer, order);

//Assert

Assert.AreEqual(order.Amount, 135);

}

In Arrange section, we initialize two variables premiumCustomer and order. In the next line, we create an instance of our CustomerOrderService class.

In Act section, we called actual method of CustomerOrderService class with variables initialized in Arrange section.

In Assert section, we check our expected response. Is amount equals to 135 or not?

Assert Class

Assert is NUnit framework class which has static methods to verify the expected behavior. In the above example, AreEqual method verifies that two values are equal or not.

If the Assert condition is passed then the NUnit test case is passed else failed.

Now we will run our first NUnit test case.

Steps:

Build the full Solution

Click on Test Menu -> Windows -> Test Explorer

Click on Run All link.

'Run All' link search entire solution for methods which has [TestCase] attribute and run all those methods.

After Run All, if our test case method name color change to Green, that means our test case is passed, and if it turns into red color that means our test is failed.

Below is our test result.

NUnit test case example

Now if I change the expected result to 130 and again build the project and click on "Run All" link. Then our test case fails.

[TestCase]

public void When\_PremiumCustomer\_Expect\_10PercentDiscount()

{

//Arrange

Customer premiumCustomer = new Customer

{

CustomerId = 1,

CustomerName = "George",

CustomerType = CustomerType.Premium

};

Order order = new Order

{

OrderId = 1,

ProductId = 212,

ProductQuantity = 1,

Amount = 150

};

CustomerOrderService customerOrderService = new CustomerOrderService();

//Act

customerOrderService.ApplyDiscount(premiumCustomer, order);

//Assert

Assert.AreEqual(order.Amount, 130);

}

NUnit TestFixture attribute is a class level attribute and it indicates that this class contains NUnit Test Methods.

Below are the topics we covered in this tutorial:

TestFixture Example and Usage

Parameterized TestFixtures

TestFixture Inheritance

Generic TestFixture

TestFixture Restrictions

NUnit TestFixture Example and Usage

Below is the example usage of TestFixture NUnit attribute.

using NUnit.Framework;

namespace CustomerOrderService.Tests

{

[TestFixture]

public class CustomerOrderServiceTests

{

}

}

Remember: TestFixture can only be placed on class not on methods. You can learn more about writing test case methods here.

Parameterized / Arguments TestFixtures

Sometimes our NUnit class needs arguments. We can pass arguments to TestFixture class through constructors. We can pass arguments in TestFixture attribute like shown below:

[TestFixture(CustomerType.Basic)]

public class CustomerOrderServiceTests

{

private CustomerType customerType;

public CustomerOrderServiceTests(CustomerType customerType)

{

this.customerType = customerType;

}

}

In the above example, our class needs CustomerType as parameter so we create a constructor and specify the CustomerType as parameter. We provide value to parameters in TestFixture as CustomerType.Basic.

If the NUnit framework did not found any matching TestFixture attribute for example, if we did not pass CustomerType.Basic as argument then NUnit framework give below error.

Message: OneTimeSetup: No suitable constructor was found

We can create multiple constructors and pass multiple parameters through TestFixture. Below is the example:

[TestFixture(CustomerType.Premium, 100.00)]

[TestFixture(CustomerType.Basic)]

public class CustomerOrderServiceTests

{

private CustomerType customerType;

private double minOrder;

public CustomerOrderServiceTests(CustomerType customerType, double minOrder)

{

this.customerType = customerType;

this.minOrder = minOrder;

}

public CustomerOrderServiceTests(CustomerType customerType) : this(customerType, 0)

{

}

[TestCase]

public void TestMethod()

{

Assert.IsTrue((customerType == CustomerType.Basic && minOrder == 0 || customerType == CustomerType.Premium && minOrder > 0));

}

}

When we create multiple constructors NUnit will create separate objects using each constructor. For example in the above example, NUnit will create two separate test methods using each constructor parameters.

![NUnit TestFixture](data:image/png;base64,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)

NUnit TestFixture Inheritance

A TestFixture attribute supports inheritance that means we can apply TestFixture attribute on base class and inherit from derived Test Classes. A base class can be an Abstract class.

Abstract Fixture Pattern

This pattern is used when we have to validating the logic of base class and make sure that derived class does not violate the base class implementation.

For example, we have a base Employee class and two inherit Manager and DeliveryManager classes. We have some validations in Employee class and we write some test cases for Employee class and we need to make sure these validations must verify by the derived classes.

public abstract class Employee

{

public string Name { get; set; }

public bool ContainsIllegalChars()

{

if (this.Name.Contains("$"))

{

return true;

}

return false;

}

}

public class Manager : Employee {}

public class DeliveryManager : Employee {}

Test Cases

using NUnit.Framework;

namespace EmployeeService.Tests

{

[TestFixture]

public class EmployeeTests

{

public virtual Employee CreateEmployee()

{

return new Employee();

}

[TestCase]

public void When\_NameContainsIllegalChars\_Expect\_ContainsIllegalChars\_ReturnsTrue()

{

Employee employee = CreateEmployee();

employee.Name = "Da$ya";

var result = employee.ContainsIllegalChars();

Assert.IsTrue(result);

}

}

public class ManagerTests : EmployeeTests

{

public override Employee CreateEmployee()

{

return new Manager();

}

}

public class VicePresidentTests : EmployeeTests

{

public override Employee CreateEmployee()

{

return new DeliveryManager();

}

}

}

We have created a EmployeeTests class in C#. Created a virtual method CreateEmployee which will create a new instance of Employee class and can override by derived classes. Write a test method which test the ContainsIllegalChars method of Emplyee class.

Create two other Tests Classes ManagerTests and VicePresidentTests which inherits from EmployeeTests classes. Note we have not used TestFixture attribute on derived classes. It is automatically derived by inherited classes.

We override the CreateEmployee method and return derived classes of Employee class. NUnit framework will create three different test methods for all three classes. Below is the screenshot:

TestFixture Inheritance

Generic TestFixture

In addition to parameters, we can also give indication to NUnit which data types are passing into the TestFixture attribute. Below is the example.

[TestFixture(CustomerType.Premium, 100.00, TypeArgs = new Type[] { typeof(CustomerType), typeof(double) })]

public class CustomerOrderServiceTests<T1, T2>

{

private T1 customerType;

private T2 minOrder;

public CustomerOrderServiceTests(T1 customerType, T2 minOrder)

{

this.customerType = customerType;

this.minOrder = minOrder;

}

[TestCase]

public void TestMethod()

{

Assert.That(customerType, Is.TypeOf<CustomerType>());

Assert.That(minOrder, Is.TypeOf<double>());

}

}

In the above example, we specify the parameters and then using TypeArgs specify the typeof arguments. In the TestMethod, we are passing correct Type as generic arguments or not.

TestFixture Restrictions

Below are some restrictions/points about TestFixture attribute.

It can only place on class.

If no arguments is provided in TestFixture attribute then class must have default constructor.

If arguments is provided in TestFixture attribute then class must have matching constructor.

We can place multiple TestFixture attributes on a single class.

TestFixture attribute can be inherited

We can provide generic arguments to TestFixture class.

We can apply TestFixture attribute on abstract class.

NUnit TestCase Arguments / Parameters

TestCase arguments are used when we have to use same test case with different data.

For example, in the above case, we fixed the age of employee as 60. For different ages we have to write different test cases. But by using the TestCase parameters we can use same test method for different ages.

[TestCase(60)]

[TestCase(80)]

[TestCase(90)]

public void When\_AgeGreaterAndEqualTo60\_Expects\_IsSeniorCitizeAsTrue(int age)

{

Employee emp = new Employee();

emp.Age = age;

bool result = emp.IsSeniorCitizen();

Assert.That(result == true);

}

In this example, we have use three TestCase attributes on same method with different parameters. NUnit framework will create three different test cases using these three parameters.

NUnit TestCase Arguments

NUnit TestCase ExpectedResult

In the above example, we have fixed the result to true that means we can only check the above test case with positive parameters. But by using ExpectedResult property, we can also specify different results for different parameters. Below is the example:

[TestCase(29, ExpectedResult = false)]

[TestCase(0, ExpectedResult = false)]

[TestCase(60, ExpectedResult = true)]

[TestCase(80, ExpectedResult = true)]

[TestCase(90, ExpectedResult = true)]

public bool When\_AgeGreaterAndEqualTo60\_Expects\_IsSeniorCitizeAsTrue(int age)

{

Employee emp = new Employee();

emp.Age = age;

bool result = emp.IsSeniorCitizen();

return result;

}

In this example, we change the return type of method to bool data type and also change the last line of test case method to return statement. In the parameters, we specify the ExpectedResult as bool data type matching return type of test method.

Author Property

We can specify author name in the test method who has written the test case. Below is the example:

[TestCase(Author = "Michael")]

public void When\_AgeGreaterAndEqualTo60\_Expects\_IsSeniorCitizeAsTrue()

{

...

}

[TestCase(Author = "George")]

public void When\_AgeGreaterAndEqualTo100\_Expects\_IsSeniorCitizeAsTrue()

{

...

}

For executing tests, right click on any test method and choose GroupBy -> Traits.

NUnit GroupBy Traits

By choosing this option, test explorer categorized test methods according to different properties of TestCase. Below is the example of Author property group by:

NUnit Trait Example

TestName property

TestName property is used when we have to use different name than the specified test method name. Below is the example:

[TestCase(TestName = "EmployeeAgeGreaterAndEqualTo60\_Expects\_IsSCitizenAsTrue")]

public void When\_AgeGreaterAndEqualTo60\_Expects\_IsSeniorCitizeAsTrue()

{

...

}

[TestCase(TestName = "EmployeeAgeGreaterThan100\_Expects\_IsSCitizenAsTrue")]

public void When\_AgeGreaterThan100\_Expects\_IsSeniorCitizeAsTrue()

{

...

}

Ignore TestCase

Sometimes we need to ignore our test case reason may be code is not yet complete. So we can use Ignore property to mark test case as ignore. This still show test method in Test Explorer but test explorer will not execute it.

[TestCase(Ignore = "Code is not complete yet.")]

public void When\_AgeGreaterAndEqualTo60\_Expects\_IsSeniorCitizeAsTrue()

{

....

} NUnit TestCase Array

Below is the example of passing array to a test method.

[TestCase(new int[] { 2, 4, 6 })]

public void When\_AllNumberAreEven\_Expects\_AreAllNumbersEvenAsTrue(int[] numbers)

{

Number number = new Number();

bool result = number.AreAllNumbersEven(numbers);

Assert.That(result == true);

}

There is one restriction on array type. Array type must be a constant expression. Array types are limited to below types:

bool

byte

char

short

int

long

float

double

Enum

object

For passing other data types like string, we can use either object type or can use NUnit TestCaseSource. Below is the example of passing strings as object array.

[TestCase(new object[] { "1", "2", "3" })]

public void When\_AllNumberAreEven\_Expects\_AreAllNumbersEvenAsTrue(object[] numbers)

{

....

}

TestCaseSource Attribute

TestCaseSource indicates that pass source parameter can be used as a parameter. Below is the syntax of TestCaseSource.

[TestCaseSource(Type sourceType, string sourceName)]

In the source type, we can define the parameter type. In sourceName we provide the name of the data source. In source name, we can provide below names:

Static Field / Property / Method Name

Property Name

Field Name

Custom Type implements IEnumerable

Below is the example of passing string array using Custom Type in TestCaseSource attribute.

public class StringArrayTestDataSource : IEnumerable

{

public IEnumerator GetEnumerator()

{

yield return new string[] { "2", "4", "6" };

yield return new string[] { "3", "4", "5" };

yield return new string[] { "6", "8", "10" };

}

}

[TestFixture]

public class EmployeeTests

{

[TestCaseSource(typeof(StringArrayTestDataSource))]

public void When\_StringArrayAreEvenNumbers\_Expects\_IsStringArrayOfEvenNumbersAsTrue(string[] numbers)

{

Number number = new Number();

bool result = number.IsStringArrayOfEvenNumbers(numbers);

Assert.That(result == true);

}

}

In the above example, we have create a new class StringArrayTestDataSource that implements interface IEnumerable. In the GetEnumerator method, we returns our string arrays. We have applied TestCaseSource attribute and pass typeof(StringArrayTestDataSource) as parameter. In the test method parameter we have used string array parameter.

NUnit TestRunner will pick a string array from GetEnumerator method and pass one by one into the test method.

NUnit TestCase Execution Order

Sometimes we need to execute test methods in a particular order. These test method are dependent on each other. For that, NUnit provides the Order attribute. Below is the example.

[TestCase]

[Order(1)]

public void When\_AgeGreaterAndEqualTo60\_Expects\_IsSeniorCitizeAsTrue()

{

....

}

[TestCase]

[Order(2)]

public void When\_AgeLessThan60\_Expects\_IsSeniorCitizeAsFalse()

{

....

}