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# Predict project assignment group from the description of incident of ITSM database.

rmarkdown is used and saved as .rmd and then published in kniter

## Motivation

Sometimes incidents are assigned to wrong groups causing a lot of time wasted to reassign to particular group. So the idea was to make it automatically assigned to correct group using predictive modeling and text mining. This has a huge potential to minimise cost and customer satisfaction

## Data collection and import libraries

library(slam)  
library(NLP)  
library(tm)  
library(RColorBrewer)  
library(wordcloud)  
library(e1071)

## Warning: package 'e1071' was built under R version 3.4.1

setwd("C:\\Users\\suman\\Desktop\\datasciencework\\PROJECTS")  
res\_inc=read.csv("res\_inc.csv")  
  
str(res\_inc)

## 'data.frame': 3873 obs. of 3 variables:  
## $ X : int 1 2 3 4 5 6 7 8 9 10 ...  
## $ Assignment\_Group: Factor w/ 4 levels "F161 Sys. Mgm. EDW",..: 1 1 1 2 2 3 3 1 1 1 ...  
## $ TITLE : Factor w/ 3790 levels "Change in ZW\_FACT\_KOR\_2XXX\_H view",..: 594 1076 1154 1829 1628 2905 2256 1461 609 1001 ...

table(res\_inc$Assignment\_Group)

##   
## F161 Sys. Mgm. EDW F162 Sys. Mgm. Quality Assurance   
## 1467 706   
## F163 Sys. Mgm. EDW Infrastructure F164 Sys. Mgm. EDW Architecture   
## 1634 66

res\_inc=res\_inc[,-1]

we have 1467,706,1634,66 no of data in each class , total 3873. SO the distribution of data is good compare to production total data

# Data wranglling and wordcloud

res\_inc<-as.data.frame(lapply(res\_inc ,function(x) gsub(".", " ",  
x,fixed = TRUE)))  
#make "." to " "  
  
#create corpora and tdm after cleanning stopwords, punctuation etc  
corp<-Corpus(VectorSource(res\_inc$TITLE))  
inspect(corp[1:3])

## <<SimpleCorpus>>  
## Metadata: corpus specific: 1, document level (indexed): 0  
## Content: documents: 3  
##   
## [1] JOB EWCFLK08 (EWPCPYLK08 0010 01191800 2624) ENDED IN ERROR 2624 tiludv  
## [2] JOB EWCSHG08 (EWPSAKHG08 0010 01201800 1000) ENDED IN ERROR 1000 tiludv  
## [3] JOB EWCSKS01 (EWPSAKKS01 0010 11131800 1625) ENDED IN ERROR 1625 tiludv

#convert to lowercase  
corpus\_clean <- tm\_map(corp, tolower)  
#remove numbers   
corpus\_clean <- tm\_map(corpus\_clean, removeNumbers)  
#remove english stopwords  
corpus\_clean <- tm\_map(corpus\_clean, removeWords, stopwords())  
#remove punctuations  
corpus\_clean <- tm\_map(corpus\_clean, removePunctuation)  
#unnecessary spaces are removed  
corpus\_clean <- tm\_map(corpus\_clean, stripWhitespace)  
#for specific these group of words some words seems common to all documents removed those  
mystopword<-c("a","an","the","job","error","automatic","batch","tiludv","auto","ended","jcl","jcli")  
corpus\_clean <- tm\_map(corpus\_clean, removeWords,mystopword)  
#create term document matrix with TF   
sms\_dtm <- DocumentTermMatrix(corpus\_clean)  
#sms\_dtm <- DocumentTermMatrix(corpus\_clean,control=list(weighting=weightTfIdf))  
set.seed(123)  
#split train and test  
smp\_size <- floor(0.75 \* nrow(res\_inc))  
train\_ind <- sample(seq\_len(nrow(res\_inc)), size = smp\_size)  
sms\_raw\_train <- res\_inc[train\_ind, ]  
sms\_raw\_test <- res\_inc[-train\_ind, ]  
sms\_dtm\_train <- sms\_dtm[train\_ind, ]  
sms\_dtm\_test <- sms\_dtm[-train\_ind, ]  
sms\_corpus\_train <- corpus\_clean[train\_ind]  
sms\_corpus\_test <- corpus\_clean[-train\_ind]  
  
  
ind<-which(sms\_raw\_train$Assignment\_Group=="F161 Sys Mgm EDW")  
sms\_corpus\_train\_f161 <- sms\_corpus\_train[ind]  
ind<-which(sms\_raw\_train$Assignment\_Group=="F162 Sys Mgm Quality Assurance")  
sms\_corpus\_train\_f162 <- sms\_corpus\_train[ind]  
ind<-which(sms\_raw\_train$Assignment\_Group=="F163 Sys Mgm EDW Infrastructure")  
sms\_corpus\_train\_f163 <- sms\_corpus\_train[ind]  
ind<-which(sms\_raw\_train$Assignment\_Group=="F164 Sys Mgm EDW Architecture")  
sms\_corpus\_train\_f164 <- sms\_corpus\_train[ind]  
#get wordcloud for diff proj code  
  
wordcloud(sms\_corpus\_train\_f161, min.freq = 40, random.order = FALSE)
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wordcloud(sms\_corpus\_train\_f162, min.freq = 30, random.order = FALSE)

## Warning in wordcloud(sms\_corpus\_train\_f162, min.freq = 30, random.order =  
## FALSE): qwpendtoend could not be fit on page. It will not be plotted.
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wordcloud(sms\_corpus\_train\_f163, min.freq = 50, random.order = FALSE)

## Warning in wordcloud(sms\_corpus\_train\_f163, min.freq = 50, random.order =  
## FALSE): zwcdgfaczpa could not be fit on page. It will not be plotted.

## Warning in wordcloud(sms\_corpus\_train\_f163, min.freq = 50, random.order =  
## FALSE): zwcdgfakorzpa could not be fit on page. It will not be plotted.

## Warning in wordcloud(sms\_corpus\_train\_f163, min.freq = 50, random.order =  
## FALSE): zwcdgkundezpa could not be fit on page. It will not be plotted.
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wordcloud(sms\_corpus\_train\_f164, min.freq = 50, random.order = FALSE)

## Warning in wordcloud(sms\_corpus\_train\_f164, min.freq = 50, random.order =  
## FALSE): dpcredapprover could not be fit on page. It will not be plotted.

## Warning in wordcloud(sms\_corpus\_train\_f164, min.freq = 50, random.order =  
## FALSE): zwpadhocnoncm could not be fit on page. It will not be plotted.
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wordcloud(sms\_corpus\_train, min.freq = 50, random.order = FALSE)

## Warning in wordcloud(sms\_corpus\_train, min.freq = 50, random.order =  
## FALSE): zwcdgfaczpa could not be fit on page. It will not be plotted.

## Warning in wordcloud(sms\_corpus\_train, min.freq = 50, random.order =  
## FALSE): zwcdgfakorzpa could not be fit on page. It will not be plotted.

## Warning in wordcloud(sms\_corpus\_train, min.freq = 50, random.order =  
## FALSE): zwcdgkundezpa could not be fit on page. It will not be plotted.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAA+VBMVEUAAAAAADoAAGYAOjoAOmYAOpAAZmYAZpAAZrY6AAA6ADo6AGY6OgA6Ojo6OmY6OpA6ZmY6ZpA6ZrY6kJA6kLY6kNtmAABmOgBmOjpmZgBmZjpmZmZmZpBmkJBmkLZmkNtmtrZmtttmtv+QOgCQZgCQZjqQZmaQkDqQkGaQkLaQtraQttuQtv+Q27aQ29uQ2/+2ZgC2Zjq2kDq2kGa2kJC2tma2tpC2tra2ttu225C227a229u22/+2/7a2/9u2///bkDrbkGbbtmbbtpDbtrbb25Db27bb29vb2//b/7bb/9vb////tmb/25D/27b/29v//7b//9v///9K6gdjAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAgAElEQVR4nO2da2PcNnaGOR6pO04l1dJGsWs7zkquHCdum/HKyaZ1WmOlZOytRpJn/v+P6eB+zgHIoWiCF+i8HxIPSZAUHuIOvCjWrKxV9P0CrLRiwJmLAWcuBpy5GHDmYsCZiwFnLgacuRhw5mLAmYsBZy4GnLkYcOZiwJmLAWcuBpy5GHDmYsCZiwFnLgacuRhw5mLAmYsBZy4GnLkYcOZiwJmLAWcuBpy5GHDmYsCZiwFnLgacuRhw5mLAmYsBZy4GnLkYcOZiwJmLAWcuBpy5GHDmYsCZiwFnruwBX57tFUUxPXx/55CLVzLk5ODNFTq8On9YTA5/s7/ePZFXFdNH5LKy4F0rc8AXDwurnZ/0ofnm38fuAvlr1yFY+nOXj13IyXf60Orl5qz8jzx2Io/cPCmK4LKy4P0ob8BvCyiNTkKc2Qs+f7P59eCD/bnBPdHfgUAhZ+oTUIDNCXXZ8iG6qjhyD44F70dZA57j+C9O5UHJ1CFd+uPmlE7OgoRUX4QE/MgwlZddE77+RtHg/ShnwIre5MWnzT9vzx/aZKfyWEziGAQ4diELVW4vzgoUcpNOr9Y3Z8f2584bdX+dJc/Ag4Pg/ShjwCr7PbK542puAQhPwiCzhfAckpy8MSEvLDp9tSu/VQJ2aXPlS/OS4P0oY8ACR6yMdoVPgjFI1TfgEpjLoRW6U3QjmakrcL7AFuiXCqR/lgTvR/kCdkCtbAYMTmwOPfjZ0ZBgVPokn8b1V4eqraMAg+OL13u+Og7K9pLg/ShfwL7GBA64PFqT2WSru388tDhErJQGKjvuzyrA1Zd1rXwBh3XcAuTArlqsGra7NoGqf8gvIVYtCvIEr9vfX+/ZnLgseD/KF/AywtcnMfWPDekNiTkom1XCRg0poBjg1eLdM92XVUDA/ZW5VPcRsGofyzxUqANL/0vjA7UwpBAw6K/yty8L3o/uJWDbmTVX/zNls0vXtQGvzqK3Z8DdCHVJYpn6l/zfqSPr6mB1s2jTiJaa7D//8eNLzqI7VVVC0sXu0vAS9pep+9asZAmF9vDHj5/cWa5kdaiqeNZNYmG+AP1r7tJd0M75+/Tb92sKWF115L8gl3DLgvejfAGreAYdEbDDQWXH8oKZ++Vz6GgfWHFMAfueK61lUdLREbxIp8oXsIpnWmTaeJfJ9b+/sQltjjq0gr5GVV07jQHexQkY1MIjwftRxoBBlK/NYAAaRXrmUqD8tQfSox4tsCFv5H0kyhCw53apulX02ZLg/ShjwGYs8OD9lR0u9PFsurnMb/PLZ6tgvO/j24f2y4iUwZOjj2s3WAi7uCPB+1HOgFd0wJ/QcSWjGVQCFAQJ6Xo2aS2a6LQieD/KGTBsqWK+to1jD6gvAbVdMSI/zhtvB0sdwcleseD9KGvAaNJd4WZCSqlcGc/cwckMzpo70YeCniww5WvnN9yzEgnejzIHbKfNTg5efEKH8dguqfdqLc7IvNewL/rm9b68ZF/dnPRgBcH7UfaA77sYcOZiwJmLAWcuBpy5GHDmYsCZiwFnLgbcXKoLezAToEvEgJuLAWcuBpy5GHDmYsCZiwFnLgacuRhw5mLAaXS3pSG35/tyusb+89+CU6vzJ3rORSzc4tV+bCaIvN/m+PToEwNOpbsAhk5lOxgxmFFFJ1St1xd7PtwhmHMDFhQeXTHgNLoD4Au8yh+uH7mBS3snpwhw6WxM5Bqw+w8GnET1AYuCyBM2U6Edw2cAMOHrp9IRV4h/YsBJVBuwXmAwPfkknRZ03mpxaIYTWZKuXHYMFi5tpKZD3up8XE9s1h+FDuSmxTLg1lUXsOaBfctsWlTsbaFsS+MZuNBNZr72S08EDGSzBwbcuuoCFiT+FSrNm1iamTQ7Az/I4sDZOjAuNYQZcOuqCVjxQKsV/ApeuqJTJ3Z9MXYoBB8DDaSzeQb8pboxDVK3QoACNssLDl7gJQSSB/4OfLMGu0SvTWqcxcOJ6fNfr2KB+l34W1MdAI7Z3ZxGfLl9qhH+HGjNTF54g0lPADZ3jigzsurLPjNccw+SbcDRiBoZckeHVRwwin9cvIE1QAKF8pVZBxhfAFMe/mbcxfJQuBTJ0ws5wncMAzHgEsDI4uL6IaSzxZcbAqYXBCuAA1knb5x7E8AxR43IArV5cGR46gfwJnbr+HLrJsqOXKIP2rEAsL71zhu/ht99M6Qnw8lWl0g1zaV3FS4GOBJIMOBAvuopCtq1AH7pmFSHbYPUGWt7wNihG/9iwFodA9auCs42H/tym9SHfblxRUxe4gEvC3QBat0yYK2OAXu+MKeVrq+vUb7rfJ1Bfdb6XPmAtMILi8kqd6qQlS+DSwFzGVxDguTEJnqE8eU+dhe51mokqh3gsF4Las6lteF1a7VoBkyF+PqUqiznnO/cVud0B5h6zaFsv7Q9u46l0qp28OrlwYv33A6uIVVN8nHnPC2066v1inR+7GVdku74MkAIkccK2n1jGlnVkyVoOAvf1gGcuCcLa4n5+v4M7foqvPerjrUwgWrVBPw5cJjzyTTerRzvi3aDFqRKF4xKDFPdAcbGRVLCRJhQIKyjvnN9bQAYGd3MCRAwOBAfGIqPJrlrsUMh3TVtqOoMMO6scoeM1fqxM173rq9fmIJNN4nrn755CXIQRZQO7aLxYDsTT/d1+/3Q3J9wUTBgoJtvAr62OiUjVEbTHO2g8MVlsOWm97YznpH2fnBGh5ucQWZ0yOIa94/pE3rLOp7RgaS7HWhk6GbG0kSgLoT9BqBlldSateg13XxU6gTehKp0Thb+LJx2/40BG+mYCSz9nNW667g6httZ0Xaw0M7p9drBOgQBBd7gBhE+fAxDrvCXUTKC8eADt4ONyK6OTorm/70E2xXN3OZF66AnyzZEt/RkocegybHIrBJOcZ6c0EYu8riEpcDf3YlNCc6AtXQH9FHkjCx2/+shMF7f/R4kGMLLtm2q+6JpqX17/kRVmoIlCnaRgporEnZsLs6i80Q2Rba830QVxAxYS/GN9hpKQvvIeB2lSTSa5JpZ1aNJzayZ+91XIaU6AKy4xXc5jxqvH5PTB9o53Z2rNx5c/UpmmpXTKHodGyk94OgOZAZpzHgd5rE07B1mdGx9p6DXcTh7HbWpfgHHjNdRy/YiEqrmnKyt70S7KoezHV2b6hkw7r8ULpU6wVmV3+lDuAPkumxWZZXwhiyltfwc1DPgGsbrN6+Ic3owL9pMnP7hDilQJ3xVFV5/JDuy5KXhT3xPorAjK88S+N4Cxj0gRbA6PB/dV8Dr1TnorJrQ7ox8dG8Byz6pp2pl8P5h1KQjE91jwKHa6O6AFcVopbFjMWAgBpy5GHDmYsCZq23AQxADBmLAmYsBZy4GnLkYcO9q6h27XuupVJEhpyr72NXl0/2ipLer5HmVgLe8YwqNCnAT71g9Mc6PLZBu5yr72Bt/rqAbeZc+r6KZVOlvm0pjAtzIO1YBRpOgg4m27gS2jyWPQzjKn1cOuMrfNp1GBFiQ+K7nHSsBn5AVCY5wlX1sZKLCcY3nlQKu8rdNqPEAbugdOzc/1dTLxRN4qtI+1px78VH+WJyhKZtVzysDXOlvm1CjAdzUO3aOE98FXOQoYDhiHytwWkfGlFu9aiOAq8Kk1GgAC5hk13f0jqXrI/S5KvtYeq7280oAV4ZJqbEAbuodGy6rmLskXGUfG6zzB2sfKp9XArgyTEqNBXBT71jA08jHeqV97O0vT79Cz/NrHSufVwK4MkxKjQWwoBFU0zs2ZppjTt7NNqfKzRI+Lw64OkxKjQVwQ+/YWECL/A72savF+Z5LcdXPiwOuDpNSIwHc1Ds25qYmTOFdy7ru49/On+27xznA5c8rB1weJqVGArip82SMmSgPJ9DFt3BmrQdc/bw44OowKXUPAS/Lw0HAq9DhgwEnU/cpGBcKBy/euyyVASdQU+/YMsC27C4vg00P2OTRt3+ThuTgntXPqwuYy2Ckpt6xsUpWeS0aANY931+HFjBci06jpt6xYU7oMoPKdnDgQ+m70qqfFwdcHSalxgK4qXds6BGLe7JK7GPDJf9VhsPwedyT1UxNvWMDS1KAtcI+Nuz6Bn3alc+r2Rf9JZZAd9JYAH+ZdyxI+xf+PhX2scFg0gW4Z+XzSgBXhkmp0QBu6h2ra8PYtAWNI8ftY/H3RMZvq55XNh5cFSalRgO4qXesndEh/TjsSQeu3D7WOHDJFtLKzOcoiPtT/Hl1ZnQE/rYJNR7ADb1j5+GZI3fLcvvYeOd31Z49d5yTxYBDCRw79bxjVfUVTZCE1apy+9gbwuPwvADZefnzKmZVVvjbptOYADfyjtXtEx9yh7jplNrH3kD2B78RWqXPq5oXXeVvm0qjAtzEO9Y2QC/lhMqpdsZCKreP1QZcxfSRtugiTdmS51WuD670t02jkQGupxjgrp6XMkwT5QC40js2AeAmXrW9+dvmALjSOzYB4CZetb352+YCOOgGrLHDXZLntRimFeUAuNI7NgHgJl61vfnb5gC40js2RSWr6nlthmlDWQCu8o5NAbiJV21f/rZZAK7yjk3STGriVduTv20egCu8Y9sAvDhT096nB99tf16Td0ypTACXe8d+OWCQ9EDXYhOv2j78bbMBnEyw8Bzhtg4MeIvQeNOA7JHqigFvEbTxGOO+Dgx4i4Su8r7pqE7UuhjwFinA9TbMG6QY8BaFu7GNSwx4i8q3Th2HGPAWMeD+dNumtefqnZkM9C3uQmTAfQk4k8r5lX5tS1hqgiULVmRx2QJ2FO+YL4aOD4ywm2PEgAWJew94GdR7Q9cxvJJkdYZJmgUUDLhH0Vnwxx6w5hIs9EKJGvjdheM8hdmwnAH3JxEg+YtffkiLTdMZBfuhYA4dtYeYRU4w4M5k+w/1qiKVwU4fOsCCpFdrDOwTNcqhrVmDMpZ1zjqnDLg/mTzXDZlf48Vh19BRdu2XJ/lEDZfXG/xu3SLJ0LkW3YPM0j9fj7JpTVMhM9pcQvSJWvgLDM9g5TGcdsuAOxZd1O3SMFwvjDaOn+zBEHDltw6JCOpDYGUEA+5WxBtcSUDAyC1c+2L9DAvh64fkYyCDCbAlzYC7F16Yr6WhGyi4oaR8dpCpDTDniHplLCePfngPQjPgbkVryUqo/woaMGgHI2TiAjykg0YzFQPuXtE4R9SX4IdZBEShgrOVw70MuHPFl33AchUtFBGaoPApFdonwU8hKgbcudAGKE4IMOipsivpiZEZ2niFAQ9K8WITO6X5hpJdh+vPo4V9Yhs/Bty56gD2DSW3DtelW1ShZsDDUx3AvitD2MOuEBYwOAMenuJlMDGzFKYiRVyAZ3SLKi6Dh6catWhfOyaOvvbIjF5XKgbcvaJxTkjZAUFghWEKYWymwO3gASqardKDpqEEFhea5i92iaZDi0qfHx88//UTuA8D7lQxKKuXBLDGGViUzYgTdDS/18NJwHaWAXeq2ADBNXW90EXuH9TvFQ8rrQ1AkkcLcIwB9yAFANWjw3l1uqH0GtJThfBTkvr15AGUhNHIFAPuQWZ3bjqJDhfM+iuAB5fBkbX7NODXModHGHAf0vCcn7DbpAyScxO1jsuPSC3JMUMcTcljwB3LLrtXy3bBFoORpAktgM2RyBZkG02hlzyeLsCAO1fJVnfhxjWRfdVpC+tzOO8dIGXA/Ygass9EgG5JUIW5sVGE8MzdiAH3JLypwtFVCNik8mN6JHTaCNYmgTAMuDf5jRhkbSsEHM6uDXpDnC5hIj6AC0gZcI+6VA50B2/caOAXWC1UbBYwao0aMNSXAs5VDDhzMeDMxYAzFwPOXAw4czHgzMWAMxcDzlwMOHMx4MyVDWBWXPcTsErucBrWZTebGG15ixRiwGvpZdjLbgwMOJlQ1Mopeww4L6GohQv++3uLVGLADDhDMeDMxYAzFwPOXAy4kW7P9zdvPD380k6DxZmc37gfnd5480o+o9h//j5ycm23+o2FNW+nzmwHrCdsFvvfRv+YBG+RSu0BvvGzx4+unD0V3d4kXL3tLBXk3/vgA5yFfki7luH05ekJOCF0RzTYfYGE9W83+Q5ELdx6EmzSAbdytnuwJHyLlGoN8BJG1e6VAwx9A9fryBY3wkat/gdasYATFl2AAGJPR20cV/B2s6tqwHSTjqOrxG+RUm0BXhZIMweYuN8EW9x4nyMF+H/RipTIugQo7Jqkl/PHzgZv56I2BuMa36YoWbTY4lukVEuAg0j5iwWMbanCpfgqpErh8u998D25TxAyHnsy7A5dQ3Za+nb79nQEcMgXvm6St0ipdgCbP3ty9EluVP8Y/W0i9lf6lOl9joQNpkq9hckJXVrXpyeH7zfRudL1MJ/327D6DS6QwT96u/XCbZgWB2wJqufcXuwV6Dlp3iKl2gFsdsmwNU4BXz5iPAb/Lu9zZEK5dfs68u2noH/54lCv6rcJ3IS1b4D31dDP3LVvdxlZ4u0/OIH/FPPbPifdW6RSO4Dn8FPd6AK8PPYYNGuw3Uev/djVPwX9i9F+GXOUkOgRjAEbIQVvZ5JtFLCGAqtGyKUl3VukUiuAQ+Mq6GMCI1DGnzK6gd7swLkbxx6woSP2Vu4Q3FoDRBb0s4Tu4OC+ccCR/SBEJ2+RSq0ARjsBKkFHWOgdKD+F3QuSq5l/g4g0AhG0DOJdB4AfBwwr/McSvh22M0WARXAxRJPwLVKpFcC0MwMfgp+9/DN9Ewo2klBsWPlDogjsyuCXE3ABzW8Rvh06RHOYAOG8i7dIpTYAx2IF/NnQYV3G1SnwF/RmsCgpWPkKmi27A4HoC3L3Y/fM8rfD5/G2s/Dq1G+RSq0BJrESJ6eK4J9IzTmSW1u5Ai7W/NSaubAornzUbnu7EDCdfOv6alK+RSq1ATgWKyAbBn0Zqgi+Un+3/mPnhc/TRMld5LES2yT0oZRE7ba3Q4Bxm67Lt0ilLgD7QnhZ+B1QTslVMcAud2fATdUFYG/RPNcHXSGMaqUdAlb37R0weotU6gSw5WiKYN99NYcBI4Bx1FYsTOkwBSd6i1TqopLluqtMEby2hTC06y6vZM1KHgFVEbWxoKWAyytZqd8ilVprB8caOG5quWntLm3yUFv6/mT/ZyTCu7gGSrR9ClQRtVvfrn4zKeVbpFIrgIX/O9ChU/hrE21ze8wkXZwpB9EDD4WdwBWPW4ddDBVvd4eOjoRvkUrtdVWijI10w+lvVSYPsAPKDHZjrWO9hCC6Y9vfiOmjHz+CsCVRu+3t7thVmegtUqkVwOFeZKQjXadYVwSbQvh/cBmkoifsjtch0Lbr8KklHYEgare93R0GGxK+RSq1M1xI2RizX//yqrosfOJQpS/aUCEcbMPRqXLHCYiO1Rw8tCpqA1PSz/jtag0XwkHLJG+RSu0AJj69dp6Ef3mVYv/VH3KdfiA31ID9WLseEsdD7W42gL0DHKgoi1o8c8DNqYOAcXUhHPDH0w5SvEUqtTQny8A5lPOEF27aoX9520Xg/r55cIm9RzE5kkWandTi8kMTAjvvo22Ay6J2y9upsw8s0S1TdpK9RSq1BDjeDU+HvsMdUILBUyqfwqPdSCjySqM2eLs/0y5SpX+pMeku2VukUlvTZsnb7/6V/K2C8LrGM9LcJSfkPuA8dfHf6AiFLY1aimX3H7SfTckkxOpps6neIpVam/iOCO8Gk7rpDCRzOayQ6iAoFvDCgCAJHJOw4Foy3x4FffAB9SH5c3b0q3rie5q3SKUW1yZ5i/1NjNC/Fc8wXEf89m0QHwtoWQh5RAErQtujFq5G2b0inYRuJcNpePHmMcH6ozRvkUitri68lK74E7X4LPhb5+avsgob/i7IQt5mehhd2LV4tR9z3t8atXK+tnq7A3lbErWrCzkHfbIPViHpxWdlBv9J3iKNUi0fDf7WJEFYW8WAMxcDzlwMOHMx4MzFgDMXA85cDDhzMeDMxYAzFwPOXPfT6e4eiQFnLgacuRhw5mLAmas/wNqRdfIo8Pqsp9u3cUNXaxP7PLjv7fkTdWp68EOwQFDbx4bj+03CDEt9AQaOrXaWMVnJAq09pOZ6coScBvHgA5iCiWZMwdk0kxfwzCWaaIWnWcFzcBpYkzBDUz+AtUEcjToJzc+jJQv97MImDViA0DsfSm4LPw9yBgSiofw8sSZhBqd+AM9J1IH1R66ngyzdWRZ+EfaDn+McBbktNbqMngpmSRJjwjuFGZ56AayjTs2quz33C5DwenD9EaCf8odbIyEzYLNAACx42hyX6yKMIypecbLzRpaWZrUCXk9YHLyRCxne0s/tjmEGqD4AY+fDG79GFDo6EN9h5/5gAFtTzwtwLwFvixaC4nW9On+FS4aIAWpkRXK9MANUH4DJYndfufL2Sm6mPPypYGvAPkv0LmXllTRqSg6vxEvP/O2ahBmiegAMDGa1ZFwqYnCi8NK4lpqfwsZhYOo5t7xxDi9XZj//1a9GDiZpz/zLADjOS6NJmCGqB8BLGh3eTmjuEc1NXeqYXBIYvrqqWYWDxu27J/8Mn+g+l9Be1H0WTcIMUD0Anhc0Q3NxJ1y2KGnNvCWAaf2uI8sBfMJVpa52VN8iD8s/MUWYAah7wDQnXfsmELDdkf86lpdqrM6fx7WHvdwH45YFRrqdgG5/eeILzfBray3MMNQ94BK7OF+MquQprGupr1+fuuC4vPMJSvjbTSLbc60Wv7x6smev8BWzctucZmEGpWEB9vngXB1ZFr7xa6jKf+L8EeSYqH8JZ9Y3ZLujOrCahBmaBgYY9lcZ11LbZpn54CFgm6YXqPdYbi+mRXezKmCdvARWkzDD08AA2xJWFcE+5QofpZUpeC2X4O6Bux5Hnjl9/l7USI1NwgxQPQEu7fcxha3wrqWb/7turPV2wGvZT3lmq1veh1xq/9mPv36yQbbAahJmiBpELRrIVJfnYD/DY9+NtY5VsqKV2tW7xz5TVZ0WcJNJB6u8RtwkzBA1iHYwkGZpimBb+IIcOmwmlX4wl66z0XV2ha8QJv+XBy/eNwwzRPUAWNCogz1BOje2tWeTIc8B02hHpz57+8vToO9JPigIArqpg14pc3GTMINUD4D9Fg5GqPdRpVbhYlCy/Q9Y7AaGv24IKug9tiktKPWBP0jQ8yn0XZqEGaR6ABy4rKLBGYn/T64HS8XdM/hB6Mqtj94KU3WbqdIEpnu8wEY/1JJv8+wmYQapPoYLtaOrHU7F+zu61gkcxIfRac7buFfjwSawivdZ6D9NRiHwrqB4bFcNTsubNwkzSPUyo0NP1tiREyJWxg3ylJwkLVgyVcuGNoaW1sBM232qWY5mSgfowtTHb10zGc/MOQDTS1z9/a5hhqheAIfOluD713OxiGspsazcR4GP7DlBb2vuEu1bcUjoBDEdqEmYIaqnWZWEcFDl8lGpoZEC7wRG8JEPS+ZBTmDBDrTzC9wsomSGZJMwA1Rf86LhBGbYnWDhY9dSkAHq6q2PYBwYuQyCAaUb0Ec9PaFVqPgc5yZhhqc+VzaojHb/OR3XE0VBa82gTWLbLzdnyjYx6F9wLoNkTNh6E36rHgen9/mXmRygufKNwgxNo1ub1InBY0ZiwJmLAWcuBpy5GHDmYsCZiwFnLgacuRhw5mLAmWt0gFl3EwPOXAw4czHgzMWAM1c3gP1C33DlSfpn+n/dLZzU5b+neLcOxYDLw6n1o2NvkTHg8nBqAhADrqORAhYZ9KncB8CNxYDrigH3JgZcIQa8RQs5tXX64ioErIwWIpNetQHDgTl+KVemTPG01JvXdvPtLZ9JBeDtT9EigC+fyifHvMEHrISA3cTxyU8UsFs1sGMnRcvjx341wdEaLH8A6waQRfeRs0wDmYKbnx6rZNV5ir166Z6jz8A59UfjQZwO8NJHyOQ/MeA/wCmTQlTUg9Uix3B5C7HxddLz4fF6Yzc9vRTwlqeUAMaPHo3RXTrAaGnPZA9G8RSd8uvD/vwNPAyXH5mVDcuCSH8dAnwD8t8UKwa87SlxwGSl0mBXiwZKBVinDFnMmYWc0GpSLq69sqZWYNW8Xmm0+qv8175cEHSFFgDra1TBvVoAa0GwqASYxpcB3vaUOGBlgXyiF5OS1VLDVirAfuH9JsrmFLDN4YRLhmjhvjqMVlufunu6So9Pq7jctTcpB1z9lGhHB/L2uX446PWEWKkAIysdYKhM7A7cZch/AV/kPIaxPQ+sJVtbFAC9HPCWp0QBA6u9jd4OfCsdqESAiZuVs/ymU6rcdeg49m4XLi/4/dVX2Akc4TGVc3iTKOAtTylNwaNJtEiJAOMvnkQx8chxWzH4GJzDr8B5KhFBwIrc1y9pthEDvO0pUcCmSvFmNAnXKRFgCmUOoxi2MWwcYvDQGCsKeLU4f4zyelsl8kfKAG97SnywQdga16M3o2khKSUCLArcySdgFEOLKWgY7MFXAL79/fVTZ9EB8gLhKrxGZYC3PSUOGJpO7IyJcUeAl7gvCZ24A+DVBW6OAsArambULmBsKzL5ejSI+wDcOAV/Rm7QRVCapwRMuklH05U1piwaJKLpox8+zRFg4r6UALDss3ni3mAsXVkdVbJEnUrWtqhXxez0218/uotCfzTgDN4+YKnbd0+CzGPISthMItuGRZtJaMe6LVGvHbIi9zQhlMUl2IwuDWCpi2I8reJEgKFH+7qiowPtWLcl6knbGnUYCpWm0KF2AS9e72H71HsOmJhme3dtYgmLuirvBFh1cCNXulP81FYBiwJ9XAxYR7l1fhUFBmxPKL86bw1ZA7DLk7XFKxjCVfEP3d9bBYzHnNGbDFzJxoMVVG0JGxkuVCd0u8NvaFanDFbjjHbfYLivrL59jeHCOwBWm/z8Zg+aDYPXH99SR/MhKxlg1DHw4HsYxX+Cp0x8165FYymWcIzBs24JsLzfT+Fcg7Ek4IRTdmCvxKlA7WAwPWLHRNQd28HyyziHKdsmKD9E1AJg6EaOv66xlC6945wAAADXSURBVMBJJ905R9jJd7SjwxF2Pq21erLgBKoTV+nCJqFot9kvBGypquOwlzSyMeJQlXTa7O3bPbNNJAG8gf8QbyBZc7Bhofxfp4fSQ9iQoHug2Ey6DcBmSq15+qXxxx3PaP+a1wdnLwacuRhw5mLAmYsBZy4GnLkYcOZiwJmLAWcuBpy5GHDmYsCZiwFnLgacuRhw5mLAmYsBZy4GnLkYcOZiwJmLAWcuBpy5GHDmYsCZiwFnLgacuRhw5mLAmYsBZy4GnLkYcOZiwJmLAWcuBpy5GHDm+n9WHEj6maAV6wAAAABJRU5ErkJggg==) # Split data into train and test

sms\_train <- DocumentTermMatrix(sms\_corpus\_train)  
sms\_test <- DocumentTermMatrix(sms\_corpus\_test)  
sms\_train.m <- as.matrix(sms\_train)  
sms\_test.m <- as.matrix(sms\_test)  
sms\_train.df <- as.data.frame(sms\_train.m)  
sms\_test.df <- as.data.frame(sms\_test.m)  
  
#naive bayes only works with catagorigal data but DTM contains count  
#so we will change it to 1 or 0  
  
convert\_counts <- function(x) {  
 x <- ifelse(x > 0, 1, 0)  
 x <- factor(x, levels = c(0, 1), labels = c("No", "Yes"))  
 return(x)  
}  
sms\_train.df <- apply(sms\_train.df, MARGIN = 2, convert\_counts)  
sms\_test.df <- apply(sms\_test.df, MARGIN = 2, convert\_counts)

# Build model naive bayes

sms\_classifier <- naiveBayes(sms\_train.df, as.factor(sms\_raw\_train$Assignment\_Group),laplace=1)  
sms\_test\_pred\_e <- predict(sms\_classifier, sms\_test.df)

# Performance measurement of model

Naive bayes model is giving 93% accuracy on test data

a<-table(True=sms\_raw\_test$Assignment\_Group,Pred=sms\_test\_pred\_e)  
  
  
I=dim(a)[1]  
J=dim(a)[2]  
true<-0  
false<-0  
for (i in 1:I){  
 for (j in 1:J){  
 if (i==j){true=true+a[i,j]}}}  
for (i in 1:I){  
 for (j in 1:J){  
 if (i!=j){  
 false=false+a[i,j]}}}  
accuracy=true/(false+true)  
print(accuracy)

## [1] 0.9329205

# Predict single case

input<-"JOB EWCSCR41 (EWPSAKRW14.0010.01041800.JCL) ENDED IN ERROR JCL tiludv"  
input<-gsub(".", " ", input,fixed = TRUE)  
corp1<-Corpus(VectorSource(input))  
corpus\_clean1 <- tm\_map(corp1, tolower)  
corpus\_clean1 <- tm\_map(corpus\_clean1, removeNumbers)  
corpus\_clean1 <- tm\_map(corpus\_clean1, removeWords, stopwords())  
corpus\_clean1 <- tm\_map(corpus\_clean1, removePunctuation)  
corpus\_clean1 <- tm\_map(corpus\_clean1, stripWhitespace)  
corpus\_clean1 <- tm\_map(corpus\_clean1, removeWords,mystopword)  
sms\_corpus\_test1 <- corpus\_clean1  
sms\_test1 <- DocumentTermMatrix(sms\_corpus\_test1)  
sms\_test1.m <- as.matrix(sms\_test1)  
sms\_test1.df <- as.data.frame(sms\_test1.m)  
sms\_test1.df <- apply(sms\_test1.df, MARGIN = 2, convert\_counts)  
sms\_test\_pred <- predict(sms\_classifier, sms\_test1.df)  
print(sms\_test\_pred)

## [1] F163 Sys Mgm EDW Infrastructure F163 Sys Mgm EDW Infrastructure  
## 4 Levels: F161 Sys Mgm EDW ... F164 Sys Mgm EDW Architecture

# Try a different model SVM so that we can choose best one

SVm cannot work with factor(yes/no) so removed convert\_counts methood

# Data cleanning same way like above and create TDM

res\_inc$Assignment\_Group<-as.character(res\_inc$Assignment\_Group)  
res\_inc$TITLE<-as.character(res\_inc$TITLE)  
res\_inc$TITLE<-tolower(res\_inc$TITLE)  
res\_inc$Assignment\_Group<-as.factor(res\_inc$Assignment\_Group)  
res\_inc$TITLE<-as.factor(res\_inc$TITLE)  
#1073 has junk char as danish so that should be removed else those will create some junk char and wont match in test  
to.plain <- function(s) {  
  
 # 1 character substitutions  
 old1 <- "åÅøä"  
 new1 <- "aaoa"  
 s1 <- chartr(old1, new1, s)  
 # 2 character substitutions  
 old2 <- c("o", "ß", "æ", "ø")  
 new2 <- c("oe", "ss", "ae", "oe")  
 s2 <- s1  
 for(i in seq\_along(old2)) s2 <- gsub(old2[i], new2[i], s2, fixed = TRUE)  
  
 s2  
}  
subset(res\_inc, grepl("ew\_wh", TITLE))

## [1] Assignment\_Group TITLE   
## <0 rows> (or 0-length row.names)

res\_inc<-as.data.frame(lapply(res\_inc ,to.plain))  
res\_inc<-as.data.frame(lapply(res\_inc ,function(x) gsub(".", " ",  
x,fixed = TRUE)))  
corp<-Corpus(VectorSource(res\_inc$TITLE))  
inspect(corp[1:3])

## <<SimpleCorpus>>  
## Metadata: corpus specific: 1, document level (indexed): 0  
## Content: documents: 3  
##   
## [1] joeb ewcflk08 (ewpcpylk08 0010 01191800 2624) ended in erroer 2624 tiludv  
## [2] joeb ewcshg08 (ewpsakhg08 0010 01201800 1000) ended in erroer 1000 tiludv  
## [3] joeb ewcsks01 (ewpsakks01 0010 11131800 1625) ended in erroer 1625 tiludv

corpus\_clean <- tm\_map(corp, tolower)  
corpus\_clean <- tm\_map(corpus\_clean, removeNumbers)  
corpus\_clean <- tm\_map(corpus\_clean, removeWords, stopwords())  
corpus\_clean <- tm\_map(corpus\_clean, removePunctuation)  
corpus\_clean <- tm\_map(corpus\_clean, stripWhitespace)  
mystopword<-c("a","an","the","job","error","automatic","batch","tiludv","auto","ended","jcl","jcli")  
corpus\_clean <- tm\_map(corpus\_clean, removeWords,mystopword)  
set.seed(123)  
sms\_all <- DocumentTermMatrix(corpus\_clean)  
sms\_all.m <- as.matrix(sms\_all)  
sms\_all.df <- as.data.frame(sms\_all.m)  
#sort columns in ascending so that train and test columns are in same order, also same terms are used in train and test else svm wont work  
cc<-colnames(sms\_all.df)[order(colnames(sms\_all.df))]  
sms\_all.df<-sms\_all.df[,cc]  
all<-as.factor(res\_inc$Assignment\_Group)  
data <- as.data.frame(cbind(all,as.matrix(sms\_all.df)))  
smp\_size <- floor(0.75 \* nrow(data))  
train\_ind <- sample(seq\_len(nrow(data)), size = smp\_size)  
data\_train<-data[train\_ind,]#2859 1325 col and 1 predictor  
data\_test<-data[-train\_ind,]#953  
sv <- svm(all~., data\_train, type="C-classification", kernel="linear", cost=1)

## Warning in svm.default(x, y, scale = scale, ..., na.action = na.action):  
## Variable(s) 'bylkdayudnyt' and 'byswaph' and 'client' and 'dccdpm'  
## and 'dcimftp' and 'dmystart' and 'dpcilcredit' and 'dpcilfacaccg' and  
## 'dpcustcoerpcoed' and 'dpdplreaimp' and 'dpgfsdlcrdepoes' and 'ducloeib'  
## and 'ducloeibzpa' and 'ducloeiz' and 'ducloeizzpa' and 'ducnspd' and  
## 'ducnspdzpa' and 'ducnspe' and 'ducnspezpa' and 'ducnspi' and 'ducnspizpa'  
## and 'ducnspn' and 'ducnspnzpa' and 'ducnsps' and 'ducnspszpa' and  
## 'ducunls' and 'ducunlszpa' and 'etctih' and 'etpkapdwhtfr' and 'ewbsunl'  
## and 'ewcfks' and 'ewcflk' and 'ewcfzy' and 'ewcroeftp' and 'ewcsbr'  
## and 'ewcskp' and 'ewcsll' and 'ewcsnb' and 'ewcsu' and 'ewcswf' and  
## 'ewcxcm' and 'ewpcpyf' and 'ewpcpyfa' and 'ewpcpyks' and 'ewpcpylk'  
## and 'ewpcpyzy' and 'ewpjoeurnaloepryd' and 'ewpsakbr' and 'ewpsakdd'  
## and 'ewpsakdm' and 'ewpsakkp' and 'ewpsaklkny' and 'ewpsaknb' and  
## 'ewpsaksk' and 'ewpsaku' and 'incident' and 'incoerrect' and 'install'  
## and 'ktoekrsinren' and 'ktoekrsrente' and 'lkprwadaakts' and 'lkprwadam'  
## and 'lkprwakoencnsoelv' and 'march' and 'name' and 'oecbzctstzpa' and  
## 'oecwzctst' and 'perfoermance' and 'qwcaks' and 'qwcdcraa' and 'qwcdegh'  
## and 'qwcdfpoec' and 'qwcdkoemt' and 'qwcdlgmibvap' and 'qwcoenk' and  
## 'qwcqdd' and 'qwcqdw' and 'qwcqex' and 'qwcqhb' and 'qwcqoei' and 'qwcqu'  
## and 'qwcrsi' and 'qwcvfppm' and 'qwcvgmi' and 'qwcvks' and 'qwdcpftpppm'  
## and 'qwpcilgfsbsumeoed' and 'qwpdcraazpa' and 'qwpdkoemt' and 'qwpeldcamdg'  
## and 'qwpkkszpa' and 'qwwclcra' and 'qwwed' and 'qwwtac' and 'qwwtfa'  
## and 'relea' and 'releas' and 'reprices' and 'sent' and 'test' and 'text'  
## and 'toeoels' and 'wdciv' and 'wdpintvalapp' and 'xrsrms' and 'zwbfi'  
## and 'zwcelltv' and 'zwcesdr' and 'zwceusa' and 'zwceve' and 'zwcevmpg'  
## and 'zwcevsi' and 'zwcevys' and 'zwcexk' and 'zwcexy' and 'zwcfgdf' and  
## 'zwcfkkr' and 'zwcfknb' and 'zwcfksu' and 'zwcfoek' and 'zwcfpc' and  
## 'zwcfplfr' and 'zwcfvsa' and 'zwcgms' and 'zwckaftb' and 'zwckgunl' and  
## 'zwckmcl' and 'zwckmmgr' and 'zwckoem' and 'zwckxyf' and 'zwclgd' and  
## 'zwclgx' and 'zwcltv' and 'zwcnkra' and 'zwcoedm' and 'zwcoeroe' and  
## 'zwcrwalx' and 'zwcrwys' and 'zwcscyk' and 'zwctbbbm' and 'zwcudap' and  
## 'zwculfactpoezpa' and 'zwculfakproeactrl' and 'zwculfaksiloeswe' and  
## 'zwcwwp' and 'zwcwwycl' and 'zwcwwys' and 'zwkundidh' and 'zwpdgkaft' and  
## 'zwpdglgddmb' and 'zwprwalgdregpd' and 'zwpuldefzpa' and 'zwpulkredfactexp'  
## constant. Cannot scale data.

a<-table(Pred=predict(sv, data\_test[,-1]) , True=data\_test$all) #1325  
I=dim(a)[1]  
J=dim(a)[2]  
true<-0  
false<-0  
for (i in 1:I){  
 for (j in 1:J){  
 if (i==j){true=true+a[i,j]}  
 }  
}  
  
for (i in 1:I){  
 for (j in 1:J){  
 if (i!=j){  
 false=false+a[i,j]}  
 }  
}

# check accuracy of SVM which is also giving 93% accuracy

accuracy=true/(false+true)  
print(accuracy)

## [1] 0.9432405

# predict single case using SVM model

#input<-"JOB EWCRRW14 (EWPSAKRW14.0010.01041800.JCL) ENDED IN ERROR JCL tiludv"  
input<-"JOB ZWCLEGB3 (ZWCFAC.0010.01041800.JCL) ENDED IN ERROR JCL tiludv suman"  
input<-gsub(".", " ", input,fixed = TRUE)  
corp1<-Corpus(VectorSource(input))  
corpus\_clean1 <- tm\_map(corp1, tolower)  
corpus\_clean1 <- tm\_map(corpus\_clean1, removeNumbers)  
corpus\_clean1 <- tm\_map(corpus\_clean1, removeWords, stopwords())  
corpus\_clean1 <- tm\_map(corpus\_clean1, removePunctuation)  
corpus\_clean1 <- tm\_map(corpus\_clean1, stripWhitespace)  
corpus\_clean1 <- tm\_map(corpus\_clean1, removeWords,mystopword)  
sms\_corpus\_test1 <- corpus\_clean1  
#use the same term as training otherwise for single prediction svm wont work  
sms\_test1 <- DocumentTermMatrix(sms\_corpus\_test1,control =  
list(dictionary=Terms(sms\_all)) )  
sms\_test1.m <- as.matrix(sms\_test1)  
sms\_test1.df <- as.data.frame(sms\_test1.m)  
#sort columns in ascending to get right order as training  
sms\_test1.df<-sms\_test1.df[,cc]  
sms\_test1.df<-as.data.frame(as.matrix(sms\_test1.df))  
a<-predict(sv, sms\_test1.df)#1324 #object 'ewpmåned' not found (butewpmÃ¥ned found)  
print(a)

## 1   
## 3   
## Levels: 1 2 3 4

#colnames(sms\_test1.df)[order(colnames(sms\_test1.df))],  
#because this column is not present in test