**Learn Python Programming**

Python is a powerful general-purpose programming language. It is used in web development, data science, creating software prototypes, and so on. Fortunately for beginners, Python has simple easy-to-use syntax. This makes Python an excellent language to learn to program for beginners.

Python is a cross-platform programming language, which means that it can run on multiple platforms like Windows, macOS, Linux, and has even been ported to the Java and .NET virtual machines. It is free and open-source.

Even though most of today's Linux and Mac have Python pre-installed in it, the version might be out-of-date. So, it is always a good idea to install the most current version.

# Python Keywords and Identifiers

#### **In this tutorial, you will learn about keywords (reserved words in Python) and identifiers (names given to variables, functions, etc.).**

## Python Keywords

Keywords are the reserved words in Python.

We cannot use a keyword as a [variable](https://www.programiz.com/python-programming/variables-datatypes) name, [function](https://www.programiz.com/python-programming/function) name or any other identifier. They are used to define the syntax and structure of the Python language.

In Python, keywords are case sensitive.

There are 33 keywords in Python 3.7. This number can vary slightly over the course of time.

All the keywords except True, False and None are in lowercase and they must be written as they are. The list of all the keywords is given below.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| False | await | else | import | pass |
| None | break | except | in | raise |
| True | class | finally | is | return |
| and | continue | for | lambda | try |
| as | def | from | nonlocal | while |
| assert | del | global | not | with |
| async | elif | if | or | yield |

## Python Identifiers

An identifier is a name given to entities like class, functions, variables, etc. It helps to differentiate one entity from another.

### Rules for writing identifiers

1. Identifiers can be a combination of letters in lowercase **(a to z)** or uppercase **(A to Z)** or digits **(0 to 9)** or an underscore \_. Names like myClass, var\_1 and print\_this\_to\_screen, all are valid example.
2. An identifier cannot start with a digit. 1variable is invalid, but variable1 is a valid name.
3. Keywords cannot be used as identifiers.

global = 1

**Output**

File "<interactive input>", line 1

global = 1

^

SyntaxError: invalid syntax

1. We cannot use special symbols like **!**, **@**, **#**, **$**, **%** etc. in our identifier.

a@ = 0

**Output**

File "<interactive input>", line 1

a@ = 0

^

SyntaxError: invalid syntax

1. An identifier can be of any length.

Things to Remember

Python is a case-sensitive language. This means, Variable and variable are not the same.

Always give the identifiers a name that makes sense. While c = 10 is a valid name, writing count = 10 would make more sense, and it would be easier to figure out what it represents when you look at your code after a long gap.

Multiple words can be separated using an underscore, like this\_is\_a\_long\_variable.

# Python Statement, Indentation and Comments

#### **In this tutorial, you will learn about Python statements, why indentation is important and use of comments in programming.**

## Python Statement

Instructions that a Python interpreter can execute are called statements. For example, a = 1 is an assignment statement. if statement, for statement, while statement, etc. are other kinds of statements which will be discussed later.

### Multi-line statement

In Python, the end of a statement is marked by a newline character. But we can make a statement extend over multiple lines with the line continuation character (\). For example:

a = 1 + 2 + 3 + \

4 + 5 + 6 + \

7 + 8 + 9

This is an explicit line continuation. In Python, line continuation is implied inside parentheses ( ), brackets [ ], and braces { }. For instance, we can implement the above multi-line statement as:

a = (1 + 2 + 3 +

4 + 5 + 6 +

7 + 8 + 9)

Here, the surrounding parentheses ( ) do the line continuation implicitly. Same is the case with [ ] and { }. For example:

colors = ['red',

'blue',

'green']

We can also put multiple statements in a single line using semicolons, as follows:

a = 1; b = 2; c = 3

## Python Indentation

Most of the programming languages like C, C++, and Java use braces { } to define a block of code. Python, however, uses indentation.

A code block (body of a [function](https://www.programiz.com/python-programming/function), [loop](https://www.programiz.com/python-programming/for-loop), etc.) starts with indentation and ends with the first unindented line. The amount of indentation is up to you, but it must be consistent throughout that block.

Generally, four whitespaces are used for indentation and are preferred over tabs. Here is an example.

for i in range(1,11):

print(i)

if i == 5:

break

The enforcement of indentation in Python makes the code look neat and clean. This results in Python programs that look similar and consistent.

Indentation can be ignored in line continuation, but it's always a good idea to indent. It makes the code more readable. For example:

if True:

print('Hello')

a = 5

and

if True: print('Hello'); a = 5

both are valid and do the same thing, but the former style is clearer.

Incorrect indentation will result in IndentationError.

## Python Comments

Comments are very important while writing a program. They describe what is going on inside a program, so that a person looking at the source code does not have a hard time figuring it out.

You might forget the key details of the program you just wrote in a month's time. So taking the time to explain these concepts in the form of comments is always fruitful.

In Python, we use the hash (**#**) symbol to start writing a comment.

It extends up to the newline character. Comments are for programmers to better understand a program. Python Interpreter ignores comments.

#This is a comment

#print out Hello

print('Hello')

### Multi-line comments

We can have comments that extend up to multiple lines. One way is to use the hash(**#**) symbol at the beginning of each line. For example:

#This is a long comment

#and it extends

#to multiple lines

Another way of doing this is to use triple quotes, either ''' or """.

These triple quotes are generally used for multi-line strings. But they can be used as a multi-line comment as well. Unless they are not docstrings, they do not generate any extra code.

"""This is also a

perfect example of

multi-line comments"""

# Python Variables, Constants and Literals

#### **In this tutorial, you will learn about Python variables, constants, literals and their use cases.**

## Python Variables

A variable is a named location used to store data in the memory. It is helpful to think of variables as a container that holds data that can be changed later in the program. For example,

number = 10

Here, we have created a variable named number. We have assigned the value 10 to the variable.

You can think of variables as a bag to store books in it and that book can be replaced at any time.

number = 10

number = 1.1

Initially, the value of number was 10. Later, it was changed to 1.1.

**Note**: In Python, we don't actually assign values to the variables. Instead, Python gives the reference of the object(value) to the variable.

## Assigning values to Variables in Python

As you can see from the above example, you can use the assignment operator = to assign a value to a variable.

### Example 1: Declaring and assigning value to a variable

website = "apple.com"

print(website)

#another example

print('pratik','geeksforgeeks', sep='@')

**Output**

apple.com

In the above program, we assigned a value apple.com to the variable website. Then, we printed out the value assigned to website i.e. apple.com

**Note**: Python is a [type-inferred](https://en.wikipedia.org/wiki/Type_inference) language, so you don't have to explicitly define the variable type. It automatically knows that apple.com is a string and declares the website variable as a string.

### Example 2: Changing the value of a variable

website = "apple.com"

print(website)

# assigning a new variable to website

website = "programiz.com"

print(website)

**Output**

apple.com

programiz.com

In the above program, we have assigned apple.com to the website variable initially. Then, the value is changed to programiz.com.

### Example 3: Assigning multiple values to multiple variables

a, b, c = 5, 3.2, "Hello"

print (a)

print (b)

print (c)

If we want to assign the same value to multiple variables at once, we can do this as:

x = y = z = "same"

print (x)

print (y)

print (z)

The second program assigns the same string to all the three variables x, y and z.

## Constants

A constant is a type of variable whose value cannot be changed. It is helpful to think of constants as containers that hold information which cannot be changed later.

You can think of constants as a bag to store some books which cannot be replaced once placed inside the bag.

## Assigning value to constant in Python

In Python, constants are usually declared and assigned in a module. Here, the module is a new file containing variables, functions, etc which is imported to the main file. Inside the module, constants are written in all capital letters and underscores separating the words.

### Example 3: Declaring and assigning value to a constant

Create a **constant.py**:

PI = 3.14

GRAVITY = 9.8

Create a **main.py**:

import constant

print(constant.PI)

print(constant.GRAVITY)

**Output**

3.14

9.8

In the above program, we create a **constant.py** module file. Then, we assign the constant value to PI and GRAVITY. After that, we create a **main.py** file and import the constant module. Finally, we print the constant value.

**Note**: In reality, we don't use constants in Python. Naming them in all capital letters is a convention to separate them from variables, however, it does not actually prevent reassignment.

Rules and Naming Convention for Variables and constants

1. Constant and variable names should have a combination of letters in lowercase (a to z) or uppercase (**A to Z**) or digits (**0 to 9**) or an underscore (**\_**). For example:
2. snake\_case
3. MACRO\_CASE
4. camelCase

CapWords

1. Create a name that makes sense. For example, vowel makes more sense than v.
2. If you want to create a variable name having two words, use underscore to separate them. For example:
3. My\_name

current\_salary

1. Use capital letters possible to declare a constant. For example:
2. PI
3. G
4. MASS
5. SPEED\_OF\_LIGHT

TEMP

1. Never use special symbols like !, @, #, $, %, etc.
2. Don't start a variable name with a digit.

Literals

Literal is a raw data given in a variable or constant. In Python, there are various types of literals they are as follows:

## Numeric Literals

Numeric Literals are immutable (unchangeable). Numeric literals can belong to 3 different numerical types: Integer, Float, and Complex.

### Example 4: How to use Numeric literals in Python?

a = 0b1010 #Binary Literals

b = 100 #Decimal Literal

c = 0o310 #Octal Literal

d = 0x12c #Hexadecimal Literal

#Float Literal

float\_1 = 10.5

float\_2 = 1.5e2

#Complex Literal

x = 3.14j

print(a, b, c, d)

print(float\_1, float\_2)

print(x, x.imag, x.real)

**Output**

10 100 200 300

10.5 150.0

3.14j 3.14 0.0

In the above program,

* We assigned integer literals into different variables. Here, a is binary literal, b is a decimal literal, c is an octal literal and d is a hexadecimal literal.
* When we print the variables, all the literals are converted into decimal values.
* 10.5 and 1.5e2 are floating-point literals. 1.5e2 is expressed with exponential and is equivalent to 1.5 \* 102.
* We assigned a complex literal i.e 3.14j in variable x. Then we use **imaginary** literal (x.imag) and **real** literal (x.real) to create imaginary and real parts of complex numbers.

## String literals

A string literal is a sequence of characters surrounded by quotes. We can use both single, double, or triple quotes for a string. And, a character literal is a single character surrounded by single or double quotes.

### Example 7: How to use string literals in Python?

strings = "This is Python"

char = "C"

multiline\_str = """This is a multiline string with more than one line code."""

unicode = u"\u00dcnic\u00f6de"

raw\_str = r"raw \n string"

print(strings)

print(char)

print(multiline\_str)

print(unicode)

print(raw\_str)

**Output**

This is Python

C

This is a multiline string with more than one line code.

Ünicöde

raw \n string

In the above program, This is Python is a string literal and C is a character literal.

The value in triple-quotes """ assigned to the multiline\_str is a multi-line string literal.

The string u"\u00dcnic\u00f6de" is a Unicode literal which supports characters other than English. In this case, \u00dc represents Ü and \u00f6 represents ö.

r"raw \n string" is a raw string literal.

## Boolean literals

A Boolean literal can have any of the two values: True or False.

### Example 8: How to use boolean literals in Python?

x = (1 == True)

y = (1 == False)

a = True + 4

b = False + 10

print("x is", x)

print("y is", y)

print("a:", a)

print("b:", b)

**Output**

x is True

y is False

a: 5

b: 10

In the above program, we use boolean literal True and False. In Python, True represents the value as 1 and False as 0. The value of x is True because 1 is equal to True. And, the value of y is False because 1 is not equal to False.

Similarly, we can use the True and False in numeric expressions as the value. The value of a is 5 because we add True which has a value of 1 with 4. Similarly, b is 10 because we add the False having value of 0 with 10.

## Special literals

Python contains one special literal i.e. None. We use it to specify that the field has not been created.

### Example 9: How to use special literals in Python?

drink = "Available"

food = None

def menu(x):

if x == drink:

print(drink)

else:

print(food)

menu(drink)

menu(food)

**Output**

Available

None

In the above program, we define a menu function. Inside menu, when we set the argument as drink then, it displays Available. And, when the argument is food, it displays None.

## Literal Collections

There are four different literal collections List literals, Tuple literals, Dictionary literals, and Set literals.

### Example 10: How to use literals collections in Python?

fruits = ["apple", "mango", "orange"] #list

numbers = (1, 2, 3) #tuple

alphabets = {'a':'apple', 'b':'ball', 'c':'cat'} #dictionary

vowels = {'a', 'e', 'i' , 'o', 'u'} #set

print(fruits)

print(numbers)

print(alphabets)

print(vowels)

**Output**

['apple', 'mango', 'orange']

(1, 2, 3)

{'a': 'apple', 'b': 'ball', 'c': 'cat'}

{'e', 'a', 'o', 'i', 'u'}

In the above program, we created a list of fruits, a tuple of numbers, a dictionary dict having values with keys designated to each value and a set of vowels.

# Python Data Types

#### **In this tutorial, you will learn about different data types you can use in Python.**

## Data types in Python

Every value in Python has a data type. Since everything is an object in Python programming, data types are actually classes and variables are instance (object) of these classes.

There are various data types in Python. Some of the important types are listed below.

## Python Numbers

Integers, floating point numbers and complex numbers fall under [Python numbers](https://www.programiz.com/python-programming/numbers) category. They are defined as int, float and complex classes in Python.

We can use the type() function to know which class a variable or a value belongs to. Similarly, the isinstance() function is used to check if an object belongs to a particular class.

a = 5

print(a, "is of type", type(a))

a = 2.0

print(a, "is of type", type(a))

a = 1+2j

print(a, "is complex number?", isinstance(1+2j,complex))

**Output**

5 is of type <class 'int'>

2.0 is of type <class 'float'>

(1+2j) is complex number? True

Integers can be of any length, it is only limited by the memory available.

A floating-point number is accurate up to 15 decimal places. Integer and floating points are separated by decimal points. 1 is an integer, 1.0 is a floating-point number.

Complex numbers are written in the form, x + yj, where x is the real part and y is the imaginary part. Here are some examples.

>>> a = 1234567890123456789

>>> a

1234567890123456789

>>> b = 0.1234567890123456789

>>> b

0.12345678901234568

>>> c = 1+2j

>>> c

(1+2j)

Notice that the float variable b got truncated.

## Python List

[List](https://www.programiz.com/python-programming/list) is an ordered sequence of items. It is one of the most used datatype in Python and is very flexible. All the items in a list do not need to be of the same type.

Declaring a list is pretty straight forward. Items separated by commas are enclosed within brackets [ ].

a = [1, 2.2, 'python']

We can use the slicing operator [ ] to extract an item or a range of items from a list. The index starts from 0 in Python.

a = [5,10,15,20,25,30,35,40]

# a[2] = 15

print("a[2] = ", a[2])

# a[0:3] = [5, 10, 15]

print("a[0:3] = ", a[0:3])

# a[5:] = [30, 35, 40]

print("a[5:] = ", a[5:])

**Output**

a[2] = 15

a[0:3] = [5, 10, 15]

a[5:] = [30, 35, 40]

Lists are mutable, meaning, the value of elements of a list can be altered.

a = [1, 2, 3]

a[2] = 4

print(a)

**Output**

[1, 2, 4]

# Python List

#### **In this article, we'll learn everything about Python lists, how they are created, slicing of a list, adding or removing elements from them and so on.**

Python offers a range of compound data types often referred to as sequences. List is one of the most frequently used and very versatile data types used in Python.

## How to create a list?

In Python programming, a list is created by placing all the items (elements) inside square brackets [], separated by commas.

It can have any number of items and they may be of different types (integer, float, string etc.).

# empty list

my\_list = []

# list of integers

my\_list = [1, 2, 3]

# list with mixed data types

my\_list = [1, "Hello", 3.4]

A list can also have another list as an item. This is called a nested list.

# nested list

my\_list = ["mouse", [8, 4, 6], ['a']]

## How to access elements from a list?

There are various ways in which we can access the elements of a list.

### List Index

We can use the index operator [] to access an item in a list. In Python, indices start at 0. So, a list having 5 elements will have an index from 0 to 4.

Trying to access indexes other than these will raise an IndexError. The index must be an integer. We can't use float or other types, this will result in TypeError.

Nested lists are accessed using nested indexing.

# List indexing

my\_list = ['p', 'r', 'o', 'b', 'e']

# Output: p

print(my\_list[0])

# Output: o

print(my\_list[2])

# Output: e

print(my\_list[4])

# Nested List

n\_list = ["Happy", [2, 0, 1, 5]]

# Nested indexing

print(n\_list[0][1])

print(n\_list[1][3])

# Error! Only integer can be used for indexing

print(my\_list[4.0])

**Output**

p

o

e

a

5

Traceback (most recent call last):

File "<string>", line 21, in <module>

TypeError: list indices must be integers or slices, not float

### Negative indexing

Python allows negative indexing for its sequences. The index of -1 refers to the last item, -2 to the second last item and so on.

# Negative indexing in lists

my\_list = ['p','r','o','b','e']

print(my\_list[-1])

print(my\_list[-5])

When we run the above program, we will get the following output:

e

p
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## How to slice lists in Python?

We can access a range of items in a list by using the slicing operator :(colon).

# List slicing in Python

my\_list = ['p','r','o','g','r','a','m','i','z']

# elements 3rd to 5th

print(my\_list[2:5])

# elements beginning to 4th

print(my\_list[:-5])

# elements 6th to end

print(my\_list[5:])

# elements beginning to end

print(my\_list[:])

**Output**

['o', 'g', 'r']

['p', 'r', 'o', 'g']

['a', 'm', 'i', 'z']

['p', 'r', 'o', 'g', 'r', 'a', 'm', 'i', 'z']

Slicing can be best visualized by considering the index to be between the elements as shown below. So if we want to access a range, we need two indices that will slice that portion from the list.
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## How to change or add elements to a list?

Lists are mutable, meaning their elements can be changed unlike [string](https://www.programiz.com/python-programming/string) or [tuple](https://www.programiz.com/python-programming/tuple).

We can use the assignment operator (=) to change an item or a range of items.

# Correcting mistake values in a list

odd = [2, 4, 6, 8]

# change the 1st item

odd[0] = 1

print(odd)

# change 2nd to 4th items

odd[1:4] = [3, 5, 7]

print(odd)

**Output**

[1, 4, 6, 8]

[1, 3, 5, 7]

We can add one item to a list using the append() method or add several items using extend() method.

# Appending and Extending lists in Python

odd = [1, 3, 5]

odd.append(7)

print(odd)

odd.extend([9, 11, 13])

print(odd)

**Output**

[1, 3, 5, 7]

[1, 3, 5, 7, 9, 11, 13]

We can also use + operator to combine two lists. This is also called concatenation.

The \* operator repeats a list for the given number of times.

# Concatenating and repeating lists

odd = [1, 3, 5]

print(odd + [9, 7, 5])

print(["re"] \* 3)

**Output**

[1, 3, 5, 9, 7, 5]

['re', 're', 're']

Furthermore, we can insert one item at a desired location by using the method insert() or insert multiple items by squeezing it into an empty slice of a list.

# Demonstration of list insert() method

odd = [1, 9]

odd.insert(1,3)

print(odd)

odd[2:2] = [5, 7]

print(odd)

**Output**

[1, 3, 9]

[1, 3, 5, 7, 9]

## How to delete or remove elements from a list?

We can delete one or more items from a list using the keyword del. It can even delete the list entirely.

# Deleting list items

my\_list = ['p', 'r', 'o', 'b', 'l', 'e', 'm']

# delete one item

del my\_list[2]

print(my\_list)

# delete multiple items

del my\_list[1:5]

print(my\_list)

# delete entire list

del my\_list

# Error: List not defined

print(my\_list)

**Output**

['p', 'r', 'b', 'l', 'e', 'm']

['p', 'm']

Traceback (most recent call last):

File "<string>", line 18, in <module>

NameError: name 'my\_list' is not defined

We can use remove() method to remove the given item or pop() method to remove an item at the given index.

The pop() method removes and returns the last item if the index is not provided. This helps us implement lists as stacks (first in, last out data structure).

We can also use the clear() method to empty a list.

my\_list = ['p','r','o','b','l','e','m']

my\_list.remove('p')

# Output: ['r', 'o', 'b', 'l', 'e', 'm']

print(my\_list)

# Output: 'o'

print(my\_list.pop(1))

# Output: ['r', 'b', 'l', 'e', 'm']

print(my\_list)

# Output: 'm'

print(my\_list.pop())

# Output: ['r', 'b', 'l', 'e']

print(my\_list)

my\_list.clear()

# Output: []

print(my\_list)

**Output**

['r', 'o', 'b', 'l', 'e', 'm']

o

['r', 'b', 'l', 'e', 'm']

m

['r', 'b', 'l', 'e']

[]

Finally, we can also delete items in a list by assigning an empty list to a slice of elements.

>>> my\_list = ['p','r','o','b','l','e','m']

>>> my\_list[2:3] = []

>>> my\_list

['p', 'r', 'b', 'l', 'e', 'm']

>>> my\_list[2:5] = []

>>> my\_list

['p', 'r', 'm']

## Python List Methods

Methods that are available with list objects in Python programming are tabulated below.

They are accessed as list.method(). Some of the methods have already been used above.

|  |
| --- |
| [Python List Methods](https://www.programiz.com/python-programming/methods/list) |
| [**append() -**](https://www.programiz.com/python-programming/methods/list/append) [Add an element to the end of the list](https://www.programiz.com/python-programming/methods/list/append) |
| [**extend()**](https://www.programiz.com/python-programming/methods/list/extend) [-](https://www.programiz.com/python-programming/methods/list/extend) [Add all elements of a list to the another list](https://www.programiz.com/python-programming/methods/list/extend) |
| [**insert()**](https://www.programiz.com/python-programming/methods/list/insert) [-](https://www.programiz.com/python-programming/methods/list/insert) [Insert an item at the defined index](https://www.programiz.com/python-programming/methods/list/insert) |
| [**remove()**](https://www.programiz.com/python-programming/methods/list/remove) [-](https://www.programiz.com/python-programming/methods/list/remove) [Removes an item from the list](https://www.programiz.com/python-programming/methods/list/remove) |
| [**pop()**](https://www.programiz.com/python-programming/methods/list/pop) [-](https://www.programiz.com/python-programming/methods/list/pop) [Removes and returns an element at the given index](https://www.programiz.com/python-programming/methods/list/pop) |
| [**clear()**](https://www.programiz.com/python-programming/methods/list/clear) [- Removes all items from the list](https://www.programiz.com/python-programming/methods/list/clear) |
| [**index()**](https://www.programiz.com/python-programming/methods/list/index) [- Returns the index of the first matched item](https://www.programiz.com/python-programming/methods/list/index) |
| [**count()**](https://www.programiz.com/python-programming/methods/list/count) [- Returns the count of the number of items passed as an argument](https://www.programiz.com/python-programming/methods/list/count) |
| [**sort()**](https://www.programiz.com/python-programming/methods/list/sort) [- Sort items in a list in ascending order](https://www.programiz.com/python-programming/methods/list/sort) |
| [**reverse()**](https://www.programiz.com/python-programming/methods/list/reverse) [- Reverse the order of items in the list](https://www.programiz.com/python-programming/methods/list/reverse) |
| [**copy()**](https://www.programiz.com/python-programming/methods/list/copy) [- Returns a shallow copy of the list](https://www.programiz.com/python-programming/methods/list/copy) |

Some examples of Python list methods:

# Python list methods

my\_list = [3, 8, 1, 6, 0, 8, 4]

# Output: 1

print(my\_list.index(8))

# Output: 2

print(my\_list.count(8))

my\_list.sort()

# Output: [0, 1, 3, 4, 6, 8, 8]

print(my\_list)

my\_list.reverse()

# Output: [8, 8, 6, 4, 3, 1, 0]

print(my\_list)

**Output**

1

2

[0, 1, 3, 4, 6, 8, 8]

[8, 8, 6, 4, 3, 1, 0]

## List Comprehension: Elegant way to create new List

List comprehension is an elegant and concise way to create a new list from an existing list in Python.

A list comprehension consists of an expression followed by [for statement](https://www.programiz.com/python-programming/for-loop) inside square brackets.

Here is an example to make a list with each item being increasing power of 2.

pow2 = [2 \*\* x for x in range(10)]

print(pow2)

**Output**

[1, 2, 4, 8, 16, 32, 64, 128, 256, 512]

This code is equivalent to:

pow2 = []

for x in range(10):

pow2.append(2 \*\* x)

A list comprehension can optionally contain more for or [if statements](https://www.programiz.com/python-programming/if-elif-else). An optional if statement can filter out items for the new list. Here are some examples.

>>> pow2 = [2 \*\* x for x in range(10) if x > 5]

>>> pow2

[64, 128, 256, 512]

>>> odd = [x for x in range(20) if x % 2 == 1]

>>> odd

[1, 3, 5, 7, 9, 11, 13, 15, 17, 19]

>>> [x+y for x in ['Python ','C '] for y in ['Language','Programming']]

['Python Language', 'Python Programming', 'C Language', 'C Programming']

## Other List Operations in Python

### List Membership Test

We can test if an item exists in a list or not, using the keyword in.

my\_list = ['p', 'r', 'o', 'b', 'l', 'e', 'm']

# Output: True

print('p' in my\_list)

# Output: False

print('a' in my\_list)

# Output: True

print('c' not in my\_list)

**Output**

True

False

True

### Iterating Through a List

Using a for loop we can iterate through each item in a list.

for fruit in ['apple','banana','mango']:

print("I like",fruit)

**Output**

I like apple

I like banana

I like mango

# Python List append()

#### **The append() method adds an item to the end of the list.**

The syntax of the append() method is:

list.append(item)

## append() Parameters

The method takes a single argument

* item - an item to be added at the end of the list

The item can be numbers, strings, dictionaries, another list, and so on.

## Return Value from append()

The method doesn't return any value (returns None).

## Example 1: Adding Element to a List

# animals list

animals = ['cat', 'dog', 'rabbit']

# 'guinea pig' is appended to the animals list

animals.append('guinea pig')

# Updated animals list

print('Updated animals list: ', animals)

**Output**

Updated animals list: ['cat', 'dog', 'rabbit', 'guinea pig']

## Example 2: Adding List to a List

# animals list

animals = ['cat', 'dog', 'rabbit']

# list of wild animals

wild\_animals = ['tiger', 'fox']

# appending wild\_animals list to the animals list

animals.append(wild\_animals)

print('Updated animals list: ', animals)

**Output**

Updated animals list: ['cat', 'dog', 'rabbit', ['tiger', 'fox']]

It is important to notice that, a single item (wild\_animals list) is added to the animals list in the above program.

If you need to add items of a list to another list (rather than the list itself), use the [extend() method](https://www.programiz.com/python-programming/methods/list/extend).

# Python List extend()

#### **The extend() method adds all the elements of an iterable (list, tuple, string etc.) to the end of the list.**

The syntax of the extend() method is:

list1.extend(iterable)

Here, all the elements of iterable are added to the end of list1.

## extend() Parameters

As mentioned, the extend() method takes an iterable such as list, tuple, string etc.

## Return Value from extend()

The extend() method modifies the original list. It doesn't return any value.

## Example 1: Using extend() Method

# language list

language = ['French', 'English']

# another list of language

language1 = ['Spanish', 'Portuguese']

# appending language1 elements to language

language.extend(language1)

print('Language List:', language)

**Output**

Language List: ['French', 'English', 'Spanish', 'Portuguese']

## Example 2: Add Elements of Tuple and Set to List

# language list

language = ['French']

# language tuple

language\_tuple = ('Spanish', 'Portuguese')

# language set

language\_set = {'Chinese', 'Japanese'}

# appending language\_tuple elements to language

language.extend(language\_tuple)

print('New Language List:', language)

# appending language\_set elements to language

language.extend(language\_set)

print('Newer Language List:', language)

**Output**

New Language List: ['French', 'Spanish', 'Portuguese']

Newer Language List: ['French', 'Spanish', 'Portuguese', 'Japanese', 'Chinese']

### Other Ways to Extend a List

You can also append all elements of an iterable to the list using:

**1. the + operator**

a = [1, 2]

b = [3, 4]

a += b # a = a + b

# Output: [1, 2, 3, 4]

print('a =', a)

**Output**

a = [1, 2, 3, 4]

**2. the list slicing syntax**

a = [1, 2]

b = [3, 4]

a[len(a):] = b

# Output: [1, 2, 3, 4]

print('a =', a)

**Output**

a = [1, 2, 3, 4]

### Python extend() Vs append()

If you need to add an element to the end of a list, you can use the append() method.

a1 = [1, 2]

a2 = [1, 2]

b = (3, 4)

# a1 = [1, 2, 3, 4]

a1.extend(b)

print(a1)

# a2 = [1, 2, (3, 4)]

a2.append(b)

print(a2)

**Output**

[1, 2, 3, 4]

[1, 2, (3, 4)]

# Python List insert()

#### **The list insert() method inserts an element to the list at the specified index.**

The syntax of the insert() method is

list.insert(i, elem)

Here, elem is inserted to the list at the ith index. All the elements after elem are shifted to the right.

## insert() Parameters

The insert() method takes two parameters:

* **index** - the index where the element needs to be inserted
* **element** - this is the element to be inserted in the list

**Notes:**

* If index is 0, the element is inserted at the beginning of the list.
* If index is 3, the element is inserted after the 3rd element. Its position will be 4th.

## Return Value from insert()

The insert() method doesn't return anything; returns None. It only updates the current list.

## Example 1: Inserting an Element to the List

# vowel list

vowel = ['a', 'e', 'i', 'u']

# 'o' is inserted at index 3

# the position of 'o' will be 4th

vowel.insert(3, 'o')

print('Updated List:', vowel)

**Output**

Updated List: ['a', 'e', 'i', 'o', 'u']

## Example 2: Inserting a Tuple (as an Element) to the List

mixed\_list = [{1, 2}, [5, 6, 7]]

# number tuple

number\_tuple = (3, 4)

# inserting a tuple to the list

mixed\_list.insert(1, number\_tuple)

print('Updated List:', mixed\_list)

**Output**

Updated List: [{1, 2}, (3, 4), [5, 6, 7]]

# Python List remove()

#### **The remove() method removes the first matching element (which is passed as an argument) from the list.**

The syntax of the remove() method is:

list.remove(element)

## remove() Parameters

* The remove() method takes a single element as an argument and removes it from the list.
* If the element doesn't exist, it throws **ValueError: list.remove(x): x not in list** exception.

## Return Value from remove()

The remove() doesn't return any value (returns None).

## Example 1: Remove element from the list

# animals list

animals = ['cat', 'dog', 'rabbit', 'guinea pig']

# 'rabbit' is removed

animals.remove('rabbit')

# Updated animals List

print('Updated animals list: ', animals)

**Output**

Updated animals list: ['cat', 'dog', 'guinea pig']

## Example 2: remove() method on a list having duplicate elements

If a list contains duplicate elements, the remove() method only removes the first matching element.

# animals list

animals = ['cat', 'dog', 'dog', 'guinea pig', 'dog']

# 'dog' is removed

animals.remove('dog')

# Updated animals list

print('Updated animals list: ', animals)

**Output**

Updated animals list: ['cat', 'dog', 'guinea pig', 'dog']

Here, only the first occurrence of element 'dog' is removed from the list.

## Example 3: Deleting element that doesn't exist

# animals list

animals = ['cat', 'dog', 'rabbit', 'guinea pig']

# Deleting 'fish' element

animals.remove('fish')

# Updated animals List

print('Updated animals list: ', animals)

**Output**

Traceback (most recent call last):

File ".. .. ..", line 5, in <module>

animal.remove('fish')

ValueError: list.remove(x): x not in list

Here, we are getting an error because the animals list doesn't contain 'fish'.

* If you need to delete elements based on the index (like the fourth element), you can use the [pop() method](https://www.programiz.com/python-programming/methods/list/pop).
* Also, you can use the [Python del statement](https://www.programiz.com/python-programming/del) to remove items from the list.

# Python List pop()

#### **The pop() method removes the item at the given index from the list and returns the removed item.**

The syntax of the pop() method is:

list.pop(index)

## pop() parameters

* The pop() method takes a single argument (index).
* The argument passed to the method is optional. If not passed, the default index **-1** is passed as an argument (index of the last item).
* If the index passed to the method is not in range, it throws **IndexError: pop index out of range**exception.

## Return Value from pop()

The pop() method returns the item present at the given index. This item is also removed from the list.

## Example 1: Pop item at the given index from the list

# programming languages list

languages = ['Python', 'Java', 'C++', 'French', 'C']

# remove and return the 4th item

return\_value = languages.pop(3)

print('Return Value:', return\_value)

# Updated List

print('Updated List:', languages)

**Output**

Return Value: French

Updated List: ['Python', 'Java', 'C++', 'C']

**Note:** Index in Python starts from 0, not 1.

If you need to pop the 4th element, you need to pass **3** to the pop() method.

## Example 2: pop() without an index, and for negative indices

# programming languages list

languages = ['Python', 'Java', 'C++', 'Ruby', 'C']

# remove and return the last item

print('When index is not passed:')

print('Return Value:', languages.pop())

print('Updated List:', languages)

# remove and return the last item

print('\nWhen -1 is passed:')

print('Return Value:', languages.pop(-1))

print('Updated List:', languages)

# remove and return the third last item

print('\nWhen -3 is passed:')

print('Return Value:', languages.pop(-3))

print('Updated List:', languages)

**Output**

When index is not passed:

Return Value: C

Updated List: ['Python', 'Java', 'C++', 'Ruby']

When -1 is passed:

Return Value: Ruby

Updated List: ['Python', 'Java', 'C++']

When -3 is passed:

Return Value: Python

Updated List: ['Java', 'C++']

If you need to remove the given item from the list, you can to use the [remove() method](https://www.programiz.com/python-programming/methods/list/remove).

And, you can use the del statement to [remove an item or slices from the list](https://www.programiz.com/python-programming/del#items-list).

# Python List clear()

#### **The clear() method removes all items from the list.**

The syntax of clear() method is:

list.clear()

## clear() Parameters

The clear() method doesn't take any parameters.

## Return Value from clear()

The clear() method only empties the given [list](https://www.programiz.com/python-programming/list). It doesn't return any value.

## Example 1: Working of clear() method

# Defining a list

list = [{1, 2}, ('a'), ['1.1', '2.2']]

# clearing the list

list.clear()

print('List:', list)

**Output**

List: []

**Note:** If you are using Python 2 or Python 3.2 and below, you cannot use the clear() method. You can use the del operator instead.

## Example 2: Emptying the List Using del

# Defining a list

list = [{1, 2}, ('a'), ['1.1', '2.2']]

# clearing the list

del list[:]

print('List:', list)

**Output**

List: []

# Python List index()

#### **The index() method returns the index of the specified element in the list.**

The syntax of the list index() method is:

list.index(element, start, end)

## list index() parameters

The list index() method can take a maximum of three arguments:

* **element** - the element to be searched
* **start** (optional) - start searching from this index
* **end** (optional) - search the element up to this index

## Return Value from List index()

* The index() method returns the index of the given element in the list.
* If the element is not found, a ValueError exception is raised.

**Note:** The index() method only returns the first occurrence of the matching element.

## Example 1: Find the index of the element

# vowels list

vowels = ['a', 'e', 'i', 'o', 'i', 'u']

# index of 'e' in vowels

index = vowels.index('e')

print('The index of e:', index)

# element 'i' is searched

# index of the first 'i' is returned

index = vowels.index('i')

print('The index of i:', index)

**Output**

The index of e: 1

The index of i: 2

## Example 2: Index of the Element not Present in the List

# vowels list

vowels = ['a', 'e', 'i', 'o', 'u']

# index of'p' is vowels

index = vowels.index('p')

print('The index of p:', index)

**Output**

ValueError: 'p' is not in list

## Example 3: Working of index() With Start and End Parameters

# alphabets list

alphabets = ['a', 'e', 'i', 'o', 'g', 'l', 'i', 'u']

# index of 'i' in alphabets

index = alphabets.index('e') # 2

print('The index of e:', index)

# 'i' after the 4th index is searched

index = alphabets.index('i', 4) # 6

print('The index of i:', index)

# 'i' between 3rd and 5th index is searched

index = alphabets.index('i', 3, 5) # Error!

print('The index of i:', index)

**Output**

The index of e: 1

The index of i: 6

Traceback (most recent call last):

File "\*lt;string>", line 13, in

ValueError: 'i' is not in list

# Python List count()

#### **The count() method returns the number of times the specified element appears in the list.**

The syntax of the count() method is:

list.count(element)

## count() Parameters

The count() method takes a single argument:

* **element** - the element to be counted

## Return value from count()

The count() method returns the number of times element appears in the list.

## Example 1: Use of count()

# vowels list

vowels = ['a', 'e', 'i', 'o', 'i', 'u']

# count element 'i'

count = vowels.count('i')

# print count

print('The count of i is:', count)

# count element 'p'

count = vowels.count('p')

# print count

print('The count of p is:', count)

**Output**

The count of i is: 2

The count of p is: 0

## Example 2: Count Tuple and List Elements Inside List

# random list

random = ['a', ('a', 'b'), ('a', 'b'), [3, 4]]

# count element ('a', 'b')

count = random.count(('a', 'b'))

# print count

print("The count of ('a', 'b') is:", count)

# count element [3, 4]

count = random.count([3, 4])

# print count

print("The count of [3, 4] is:", count)

**Output**

The count of ('a', 'b') is: 2

The count of [3, 4] is: 1

# Python List sort()

#### **The sort() method sorts the elements of a given list in a specific ascending or descending order.**

The syntax of the sort() method is:

list.sort(key=..., reverse=...)

Alternatively, you can also use Python's built-in [sorted()](https://www.programiz.com/python-programming/methods/built-in/sorted) function for the same purpose.

sorted(list, key=..., reverse=...)

**Note:** The simplest difference between sort() and sorted() is: sort() changes the list directly and doesn't return any value, while sorted() doesn't change the list and returns the sorted list.

## sort() Parameters

By default, sort() doesn't require any extra parameters. However, it has two optional parameters:

* **reverse** - If True, the sorted list is reversed (or sorted in Descending order)
* **key** - function that serves as a key for the sort comparison

## Return value from sort()

The sort() method doesn't return any value. Rather, it changes the original list.

If you want a function to return the sorted list rather than change the original list, use sorted().

## Example 1: Sort a given list

# vowels list

vowels = ['e', 'a', 'u', 'o', 'i']

# sort the vowels

vowels.sort()

# print vowels

print('Sorted list:', vowels)

**Output**

Sorted list: ['a', 'e', 'i', 'o', 'u']

## Sort in Descending order

The sort() method accepts a reverse parameter as an optional argument.

Setting reverse = True sorts the list in the descending order.

list.sort(reverse=True)

Alternately for sorted(), you can use the following code.

sorted(list, reverse=True)

## Example 2: Sort the list in Descending order

# vowels list

vowels = ['e', 'a', 'u', 'o', 'i']

# sort the vowels

vowels.sort(reverse=True)

# print vowels

print('Sorted list (in Descending):', vowels)

**Output**

Sorted list (in Descending): ['u', 'o', 'i', 'e', 'a']

## Sort with custom function using key

If you want your own implementation for sorting, the sort() method also accepts a key function as an optional parameter.

Based on the results of the key function, you can sort the given list.

list.sort(key=len)

Alternatively for sorted:

sorted(list, key=len)

Here, len is the Python's in-built function to count the length of an element.

The list is sorted based on the length of each element, from lowest count to highest.

We know that a tuple is sorted using its first parameter by default. Let's look at how to customize the sort() method to sort using the second element.

## Example 3: Sort the list using key

# take second element for sort

def takeSecond(elem):

return elem[1]

# random list

random = [(2, 2), (3, 4), (4, 1), (1, 3)]

# sort list with key

random.sort(key=takeSecond)

# print list

print('Sorted list:', random)

**Output**

Sorted list: [(4, 1), (2, 2), (1, 3), (3, 4)]

Let's take another example. Suppose we have a list of information about the employees of an office where each element is a dictionary.

We can sort the list in the following way:

# sorting using custom key

employees = [

{'Name': 'Alan Turing', 'age': 25, 'salary': 10000},

{'Name': 'Sharon Lin', 'age': 30, 'salary': 8000},

{'Name': 'John Hopkins', 'age': 18, 'salary': 1000},

{'Name': 'Mikhail Tal', 'age': 40, 'salary': 15000},

]

# custom functions to get employee info

def get\_name(employee):

return employee.get('Name')

def get\_age(employee):

return employee.get('age')

def get\_salary(employee):

return employee.get('salary')

# sort by name (Ascending order)

employees.sort(key=get\_name)

print(employees, end='\n\n')

# sort by Age (Ascending order)

employees.sort(key=get\_age)

print(employees, end='\n\n')

# sort by salary (Descending order)

employees.sort(key=get\_salary, reverse=True)

print(employees, end='\n\n')

**Output**

[{'Name': 'Alan Turing', 'age': 25, 'salary': 10000}, {'Name': 'John Hopkins', 'age': 18, 'salary': 1000}, {'Name': 'Mikhail Tal', 'age': 40, 'salary': 15000}, {'Name': 'Sharon Lin', 'age': 30, 'salary': 8000}]

[{'Name': 'John Hopkins', 'age': 18, 'salary': 1000}, {'Name': 'Alan Turing', 'age': 25, 'salary': 10000}, {'Name': 'Sharon Lin', 'age': 30, 'salary': 8000}, {'Name': 'Mikhail Tal', 'age': 40, 'salary': 15000}]

[{'Name': 'Mikhail Tal', 'age': 40, 'salary': 15000}, {'Name': 'Alan Turing', 'age': 25, 'salary': 10000}, {'Name': 'Sharon Lin', 'age': 30, 'salary': 8000}, {'Name': 'John Hopkins', 'age': 18, 'salary': 1000}]

Here, for the first case, our custom function returns the name of each employee. Since the name is a string, Python by default sorts it using the alphabetical order.

For the second case, age (int) is returned and is sorted in ascending order.

For the third case, the function returns the salary (int), and is sorted in the descending order using reverse = True.

It is a good practice to use the lambda function when the function can be summarized in one line. So, we can also write the above program as:

# sorting using custom key

employees = [

{'Name': 'Alan Turing', 'age': 25, 'salary': 10000},

{'Name': 'Sharon Lin', 'age': 30, 'salary': 8000},

{'Name': 'John Hopkins', 'age': 18, 'salary': 1000},

{'Name': 'Mikhail Tal', 'age': 40, 'salary': 15000},

]

# sort by name (Ascending order)

employees.sort(key=lambda x: x.get('Name'))

print(employees, end='\n\n')

# sort by Age (Ascending order)

employees.sort(key=lambda x: x.get('age'))

print(employees, end='\n\n')

# sort by salary (Descending order)

employees.sort(key=lambda x: x.get('salary'), reverse=True)

print(employees, end='\n\n')

**Output**

[{'Name': 'Alan Turing', 'age': 25, 'salary': 10000}, {'Name': 'John Hopkins', 'age': 18, 'salary': 1000}, {'Name': 'Mikhail Tal', 'age': 40, 'salary': 15000}, {'Name': 'Sharon Lin', 'age': 30, 'salary': 8000}]

[{'Name': 'John Hopkins', 'age': 18, 'salary': 1000}, {'Name': 'Alan Turing', 'age': 25, 'salary': 10000}, {'Name': 'Sharon Lin', 'age': 30, 'salary': 8000}, {'Name': 'Mikhail Tal', 'age': 40, 'salary': 15000}]

[{'Name': 'Mikhail Tal', 'age': 40, 'salary': 15000}, {'Name': 'Alan Turing', 'age': 25, 'sal

# Python List reverse()

#### **The reverse() method reverses the elements of the list.**

The syntax of the reverse() method is:

list.reverse()

## reverse() parameter

The reverse() method doesn't take any arguments.

## Return Value from reverse()

The reverse() method doesn't return any value. It updates the existing list.

## Example 1: Reverse a List

# Operating System List

systems = ['Windows', 'macOS', 'Linux']

print('Original List:', systems)

# List Reverse

systems.reverse()

# updated list

print('Updated List:', systems)

**Output**

Original List: ['Windows', 'macOS', 'Linux']

Updated List: ['Linux', 'macOS', 'Windows']

There are other several ways to reverse a list.

## Example 2: Reverse a List Using Slicing Operator

# Operating System List

systems = ['Windows', 'macOS', 'Linux']

print('Original List:', systems)

# Reversing a list

#Syntax: reversed\_list = systems[start:stop:step]

reversed\_list = systems[::-1]

# updated list

print('Updated List:', reversed\_list)

**Output**

Original List: ['Windows', 'macOS', 'Linux']

Updated List: ['Linux', 'macOS', 'Windows']

## Example 3: Accessing Elements in Reversed Order

If you need to access individual elements of a list in the reverse order, it's better to use reversed() function.

# Operating System List

systems = ['Windows', 'macOS', 'Linux']

# Printing Elements in Reversed Order

for o in reversed(systems):

print(o)

**Output**

Linux

macOS

Windows

# Python List copy()

#### **The copy() method returns a shallow copy of the list.**

A [list](https://www.programiz.com/python-programming/list) can be copied using the **=** operator. For example,

old\_list = [1, 2, 3]

​new\_list = old\_list

The problem with copying lists in this way is that if you modify new\_list, old\_list is also modified. It is because the new list is referencing or pointing to the same old\_list object.

old\_list = [1, 2, 3]

new\_list = old\_list

# add an element to list

new\_list.append('a')

print('New List:', new\_list)

print('Old List:', old\_list)

**Output**

Old List: [1, 2, 3, 'a']

New List: [1, 2, 3, 'a']

However, if you need the original list unchanged when the new list is modified, you can use the copy() method.  
  
**Related tutorial:** [Python Shallow Copy Vs Deep Copy](https://www.programiz.com/python-programming/shallow-deep-copy)

The syntax of the copy() method is:

new\_list = list.copy()

## copy() parameters

The copy() method doesn't take any parameters.

## Return Value from copy()

The copy() method returns a new list. It doesn't modify the original list.

## Example 1: Copying a List

# mixed list

my\_list = ['cat', 0, 6.7]

# copying a list

new\_list = my\_list.copy()

print('Copied List:', new\_list)

**Output**

Copied List: ['cat', 0, 6.7]

If you modify the new\_list in the above example, my\_list will not be modified.

## Example 2: Copy List Using Slicing Syntax

# shallow copy using the slicing syntax

# mixed list

list = ['cat', 0, 6.7]

# copying a list using slicing

new\_list = list[:]

# Adding an element to the new list

new\_list.append('dog')

# Printing new and old list

print('Old List:', list)

print('New List:', new\_list)

**Output**

Old List: ['cat', 0, 6.7]

New List: ['cat', 0, 6.7, 'dog']

## Python Tuple

[Tuple](https://www.programiz.com/python-programming/tuple) is an ordered sequence of items same as a list. The only difference is that tuples are immutable. Tuples once created cannot be modified.

Tuples are used to write-protect data and are usually faster than lists as they cannot change dynamically.

It is defined within parentheses () where items are separated by commas.

t = (5,'program', 1+3j)

We can use the slicing operator [] to extract items but we cannot change its value.

t = (5,'program', 1+3j)

# t[1] = 'program'

print("t[1] = ", t[1])

# t[0:3] = (5, 'program', (1+3j))

print("t[0:3] = ", t[0:3])

# Generates error

# Tuples are immutable

t[0] = 10

**Output**

t[1] = program

t[0:3] = (5, 'program', (1+3j))

Traceback (most recent call last):

File "test.py", line 11, in <module>

t[0] = 10

TypeError: 'tuple' object does not support item assignment

## Creating a Tuple

A tuple is created by placing all the items (elements) inside parentheses (), separated by commas. The parentheses are optional, however, it is a good practice to use them.

A tuple can have any number of items and they may be of different types (integer, float, list, [string](https://www.programiz.com/python-programming/string), etc.).

# Different types of tuples

# Empty tuple

my\_tuple = ()

print(my\_tuple)

# Tuple having integers

my\_tuple = (1, 2, 3)

print(my\_tuple)

# tuple with mixed datatypes

my\_tuple = (1, "Hello", 3.4)

print(my\_tuple)

# nested tuple

my\_tuple = ("mouse", [8, 4, 6], (1, 2, 3))

print(my\_tuple)

**Output**

()

(1, 2, 3)

(1, 'Hello', 3.4)

('mouse', [8, 4, 6], (1, 2, 3))

A tuple can also be created without using parentheses. This is known as tuple packing.

my\_tuple = 3, 4.6, "dog"

print(my\_tuple)

# tuple unpacking is also possible

a, b, c = my\_tuple

print(a) # 3

print(b) # 4.6

print(c) # dog

**Output**

(3, 4.6, 'dog')

3

4.6

dog

Creating a tuple with one element is a bit tricky.

Having one element within parentheses is not enough. We will need a trailing comma to indicate that it is, in fact, a tuple.

my\_tuple = ("hello")

print(type(my\_tuple)) # <class 'str'>

# Creating a tuple having one element

my\_tuple = ("hello",)

print(type(my\_tuple)) # <class 'tuple'>

# Parentheses is optional

my\_tuple = "hello",

print(type(my\_tuple)) # <class 'tuple'>

**Output**

<class 'str'>

<class 'tuple'>

<class 'tuple'>

## Access Tuple Elements

There are various ways in which we can access the elements of a tuple.

### 1. Indexing

We can use the index operator [] to access an item in a tuple, where the index starts from 0.

So, a tuple having 6 elements will have indices from 0 to 5. Trying to access an index outside of the tuple index range(6,7,... in this example) will raise an IndexError.

The index must be an integer, so we cannot use float or other types. This will result in TypeError.

Likewise, nested tuples are accessed using nested indexing, as shown in the example below.

# Accessing tuple elements using indexing

my\_tuple = ('p','e','r','m','i','t')

print(my\_tuple[0]) # 'p'

print(my\_tuple[5]) # 't'

# IndexError: list index out of range

# print(my\_tuple[6])

# Index must be an integer

# TypeError: list indices must be integers, not float

# my\_tuple[2.0]

# nested tuple

n\_tuple = ("mouse", [8, 4, 6], (1, 2, 3))

# nested index

print(n\_tuple[0][3]) # 's'

print(n\_tuple[1][1]) # 4

**Output**

p

t

s

4

### 2. Negative Indexing

Python allows negative indexing for its sequences.

The index of -1 refers to the last item, -2 to the second last item and so on.

# Negative indexing for accessing tuple elements

my\_tuple = ('p', 'e', 'r', 'm', 'i', 't')

# Output: 't'

print(my\_tuple[-1])

# Output: 'p'

print(my\_tuple[-6])

**Output**

t

p

### 3. Slicing

We can access a range of items in a tuple by using the slicing operator colon :.

# Accessing tuple elements using slicing

my\_tuple = ('p','r','o','g','r','a','m','i','z')

# elements 2nd to 4th

# Output: ('r', 'o', 'g')

print(my\_tuple[1:4])

# elements beginning to 2nd

# Output: ('p', 'r')

print(my\_tuple[:-7])

# elements 8th to end

# Output: ('i', 'z')

print(my\_tuple[7:])

# elements beginning to end

# Output: ('p', 'r', 'o', 'g', 'r', 'a', 'm', 'i', 'z')

print(my\_tuple[:])

**Output**

('r', 'o', 'g')

('p', 'r')

('i', 'z')

('p', 'r', 'o', 'g', 'r', 'a', 'm', 'i', 'z')

Slicing can be best visualized by considering the index to be between the elements as shown below. So if we want to access a range, we need the index that will slice the portion from the tuple.
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## Changing a Tuple

Unlike lists, tuples are immutable.

This means that elements of a tuple cannot be changed once they have been assigned. But, if the element is itself a mutable data type like list, its nested items can be changed.

We can also assign a tuple to different values (reassignment).

# Changing tuple values

my\_tuple = (4, 2, 3, [6, 5])

# TypeError: 'tuple' object does not support item assignment

# my\_tuple[1] = 9

# However, item of mutable element can be changed

my\_tuple[3][0] = 9 # Output: (4, 2, 3, [9, 5])

print(my\_tuple)

# Tuples can be reassigned

my\_tuple = ('p', 'r', 'o', 'g', 'r', 'a', 'm', 'i', 'z')

# Output: ('p', 'r', 'o', 'g', 'r', 'a', 'm', 'i', 'z')

print(my\_tuple)

**Output**

(4, 2, 3, [9, 5])

('p', 'r', 'o', 'g', 'r', 'a', 'm', 'i', 'z')

We can use + operator to combine two tuples. This is called **concatenation**.

We can also **repeat** the elements in a tuple for a given number of times using the \* operator.

Both + and \* operations result in a new tuple.

# Concatenation

# Output: (1, 2, 3, 4, 5, 6)

print((1, 2, 3) + (4, 5, 6))

# Repeat

# Output: ('Repeat', 'Repeat', 'Repeat')

print(("Repeat",) \* 3)

**Output**

(1, 2, 3, 4, 5, 6)

('Repeat', 'Repeat', 'Repeat')

## Deleting a Tuple

As discussed above, we cannot change the elements in a tuple. It means that we cannot delete or remove items from a tuple.

Deleting a tuple entirely, however, is possible using the keyword [del](https://www.programiz.com/python-programming/keyword-list#del).

# Deleting tuples

my\_tuple = ('p', 'r', 'o', 'g', 'r', 'a', 'm', 'i', 'z')

# can't delete items

# TypeError: 'tuple' object doesn't support item deletion

# del my\_tuple[3]

# Can delete an entire tuple

del my\_tuple

# NameError: name 'my\_tuple' is not defined

print(my\_tuple)

**Output**

Traceback (most recent call last):

File "<string>", line 12, in <module>

NameError: name 'my\_tuple' is not defined

## Tuple Methods

Methods that add items or remove items are not available with tuple. Only the following two methods are available.

Some examples of Python tuple methods:

my\_tuple = ('a', 'p', 'p', 'l', 'e',)

print(my\_tuple.count('p')) # Output: 2

print(my\_tuple.index('l')) # Output: 3

**Output**

2

3

## Other Tuple Operations

### 1. Tuple Membership Test

We can test if an item exists in a tuple or not, using the keyword in.

# Membership test in tuple

my\_tuple = ('a', 'p', 'p', 'l', 'e',)

# In operation

print('a' in my\_tuple)

print('b' in my\_tuple)

# Not in operation

print('g' not in my\_tuple)

**Output**

True

False

True

### 2. Iterating Through a Tuple

We can use a for loop to iterate through each item in a tuple.

# Using a for loop to iterate through a tuple

for name in ('John', 'Kate'):

print("Hello", name)

**Output**

Hello John

Hello Kate

### Advantages of Tuple over List

Since tuples are quite similar to lists, both of them are used in similar situations. However, there are certain advantages of implementing a tuple over a list. Below listed are some of the main advantages:

* We generally use tuples for heterogeneous (different) data types and lists for homogeneous (similar) data types.
* Since tuples are immutable, iterating through a tuple is faster than with list. So there is a slight performance boost.
* Tuples that contain immutable elements can be used as a key for a dictionary. With lists, this is not possible.
* If you have data that doesn't change, implementing it as tuple will guarantee that it remains write-protected.

## Python Strings

#### [String](https://www.programiz.com/python-programming/string) is sequence of Unicode characters. We can use single quotes or double quotes to represent strings. Multi-line strings can be denoted using triple quotes, ''' or """. **you will learn to create, format, modify and delete strings in Python. Also, you will be introduced to various string operations and functions.**

s = "This is a string"

print(s)

s = '''A multiline

string'''

print(s)

**Output**

This is a string

A multiline

string

Just like a list and tuple, the slicing operator [ ] can be used with strings. Strings, however, are immutable.

s = 'Hello world!'

# s[4] = 'o'

print("s[4] = ", s[4])

# s[6:11] = 'world'

print("s[6:11] = ", s[6:11])

# Generates error

# Strings are immutable in Python

s[5] ='d'

**Output**

s[4] = o

s[6:11] = world

Traceback (most recent call last):

File "<string>", line 11, in <module>

TypeError: 'str' object does not support item assignment

## What is String in Python?

A string is a sequence of characters.

A character is simply a symbol. For example, the English language has 26 characters.

Computers do not deal with characters, they deal with numbers (binary). Even though you may see characters on your screen, internally it is stored and manipulated as a combination of 0s and 1s.

This conversion of character to a number is called encoding, and the reverse process is decoding. ASCII and Unicode are some of the popular encodings used.

## How to create a string in Python?

Strings can be created by enclosing characters inside a single quote or double-quotes. Even triple quotes can be used in Python but generally used to represent multiline strings and docstrings.

# defining strings in Python

# all of the following are equivalent

my\_string = 'Hello'

print(my\_string)

my\_string = "Hello"

print(my\_string)

my\_string = '''Hello'''

print(my\_string)

# triple quotes string can extend multiple lines

my\_string = """Hello, welcome to

the world of Python"""

print(my\_string)

When you run the program, the output will be:

Hello

Hello

Hello

Hello, welcome to

the world of Python

## How to access characters in a string?

We can access individual characters using indexing and a range of characters using slicing. Index starts from 0. Trying to access a character out of index range will raise an IndexError. The index must be an integer. We can't use floats or other types, this will result into TypeError.

Python allows negative indexing for its sequences.

The index of -1 refers to the last item, -2 to the second last item and so on. We can access a range of items in a string by using the slicing operator :(colon).

#Accessing string characters in Python

str = 'programiz'

print('str = ', str)

#first character

print('str[0] = ', str[0])

#last character

print('str[-1] = ', str[-1])

#slicing 2nd to 5th character

print('str[1:5] = ', str[1:5])

#slicing 6th to 2nd last character

print('str[5:-2] = ', str[5:-2])

When we run the above program, we get the following output:

str = programiz

str[0] = p

str[-1] = z

str[1:5] = rogr

str[5:-2] = am

If we try to access an index out of the range or use numbers other than an integer, we will get errors.

# index must be in range

>>> my\_string[15]

...

IndexError: string index out of range

# index must be an integer

>>> my\_string[1.5]

...

TypeError: string indices must be integers

Slicing can be best visualized by considering the index to be between the elements as shown below.

If we want to access a range, we need the index that will slice the portion from the string.

![Element Slicing in Python](data:image/jpeg;base64,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)String Slicing in Python

## How to change or delete a string?

Strings are immutable. This means that elements of a string cannot be changed once they have been assigned. We can simply reassign different strings to the same name.

>>> my\_string = 'programiz'

>>> my\_string[5] = 'a'

...

TypeError: 'str' object does not support item assignment

>>> my\_string = 'Python'

>>> my\_string

'Python'

We cannot delete or remove characters from a string. But deleting the string entirely is possible using the del keyword.

>>> del my\_string[1]

...

TypeError: 'str' object doesn't support item deletion

>>> del my\_string

>>> my\_string

...

NameError: name 'my\_string' is not defined

## Python String Operations

There are many operations that can be performed with strings which makes it one of the most used data types in Python.

To learn more about the data types available in Python visit: [Python Data Types](https://www.programiz.com/python-programming/variables-datatypes)

### Concatenation of Two or More Strings

Joining of two or more strings into a single one is called concatenation.

The **+** operator does this in Python. Simply writing two string literals together also concatenates them.

The **\*** operator can be used to repeat the string for a given number of times.

# Python String Operations

str1 = 'Hello'

str2 ='World!'

# using +

print('str1 + str2 = ', str1 + str2)

# using \*

print('str1 \* 3 =', str1 \* 3)

When we run the above program, we get the following output:

str1 + str2 = HelloWorld!

str1 \* 3 = HelloHelloHello

Writing two string literals together also concatenates them like **+** operator.

If we want to concatenate strings in different lines, we can use parentheses.

>>> # two string literals together

>>> 'Hello ''World!'

'Hello World!'

>>> # using parentheses

>>> s = ('Hello '

... 'World')

>>> s

'Hello World'

### Iterating Through a string

We can iterate through a string using a [for loop](https://www.programiz.com/python-programming/for-loop). Here is an example to count the number of 'l's in a string.

# Iterating through a string

count = 0

for letter in 'Hello World':

if(letter == 'l'):

count += 1

print(count,'letters found')

When we run the above program, we get the following output:

3 letters found

### String Membership Test

We can test if a substring exists within a string or not, using the keyword in.

>>> 'a' in 'program'

True

>>> 'at' not in 'battle'

False

### Built-in functions to Work with Python

Various built-in functions that work with sequence work with strings as well.

Some of the commonly used ones are enumerate() and len(). The enumerate() function returns an enumerate object. It contains the index and value of all the items in the string as pairs. This can be useful for iteration.

Similarly, len() returns the length (number of characters) of the string.

str = 'cold'

# enumerate()

list\_enumerate = list(enumerate(str))

print('list(enumerate(str) = ', list\_enumerate)

#character count

print('len(str) = ', len(str))

When we run the above program, we get the following output:

list(enumerate(str) = [(0, 'c'), (1, 'o'), (2, 'l'), (3, 'd')]

len(str) = 4

## Python String Formatting

### Escape Sequence

If we want to print a text like He said, "What's there?", we can neither use single quotes nor double quotes. This will result in a SyntaxError as the text itself contains both single and double quotes.

>>> print("He said, "What's there?"")

...

SyntaxError: invalid syntax

>>> print('He said, "What's there?"')

...

SyntaxError: invalid syntax

One way to get around this problem is to use triple quotes. Alternatively, we can use escape sequences.

An escape sequence starts with a backslash and is interpreted differently. If we use a single quote to represent a string, all the single quotes inside the string must be escaped. Similar is the case with double quotes. Here is how it can be done to represent the above text.

# using triple quotes

print('''He said, "What's there?"''')

# escaping single quotes

print('He said, "What\'s there?"')

# escaping double quotes

print("He said, \"What's there?\"")

When we run the above program, we get the following output:

He said, "What's there?"

He said, "What's there?"

He said, "What's there?"

Here is a list of all the escape sequences supported by Python.

|  |  |
| --- | --- |
| Escape Sequence | Description |
| \newline | Backslash and newline ignored |
| \\ | Backslash |
| \' | Single quote |
| \" | Double quote |
| \a | ASCII Bell |
| \b | ASCII Backspace |
| \f | ASCII Formfeed |
| \n | ASCII Linefeed |
| \r | ASCII Carriage Return |
| \t | ASCII Horizontal Tab |
| \v | ASCII Vertical Tab |
| \ooo | Character with octal value ooo |
| \xHH | Character with hexadecimal value HH |

Here are some examples

>>> print("C:\\Python32\\Lib")

C:\Python32\Lib

>>> print("This is printed\nin two lines")

This is printed

in two lines

>>> print("This is \x48\x45\x58 representation")

This is HEX representation

### Raw String to ignore escape sequence

Sometimes we may wish to ignore the escape sequences inside a string. To do this we can place r or R in front of the string. This will imply that it is a raw string and any escape sequence inside it will be ignored.

>>> print("This is \x61 \ngood example")

This is a

good example

>>> print(r"This is \x61 \ngood example")

This is \x61 \ngood example

### The format() Method for Formatting Strings

The format() method that is available with the string object is very versatile and powerful in formatting strings. Format strings contain curly braces {} as placeholders or replacement fields which get replaced.

We can use positional arguments or keyword arguments to specify the order.

# Python string format() method

# default(implicit) order

default\_order = "{}, {} and {}".format('John','Bill','Sean')

print('\n--- Default Order ---')

print(default\_order)

# order using positional argument

positional\_order = "{1}, {0} and {2}".format('John','Bill','Sean')

print('\n--- Positional Order ---')

print(positional\_order)

# order using keyword argument

keyword\_order = "{s}, {b} and {j}".format(j='John',b='Bill',s='Sean')

print('\n--- Keyword Order ---')

print(keyword\_order)

When we run the above program, we get the following output:

--- Default Order ---

John, Bill and Sean

--- Positional Order ---

Bill, John and Sean

--- Keyword Order ---

Sean, Bill and John

The format() method can have optional format specifications. They are separated from the field name using colon. For example, we can left-justify <, right-justify > or center ^ a string in the given space.

We can also format integers as binary, hexadecimal, etc. and floats can be rounded or displayed in the exponent format. There are tons of formatting you can use. Visit here for all the [string formatting available with the](https://www.programiz.com/python-programming/methods/string/format) [format()](https://www.programiz.com/python-programming/methods/string/format) method.

>>> # formatting integers

>>> "Binary representation of {0} is {0:b}".format(12)

'Binary representation of 12 is 1100'

>>> # formatting floats

>>> "Exponent representation: {0:e}".format(1566.345)

'Exponent representation: 1.566345e+03'

>>> # round off

>>> "One third is: {0:.3f}".format(1/3)

'One third is: 0.333'

>>> # string alignment

>>> "|{:<10}|{:^10}|{:>10}|".format('butter','bread','ham')

'|butter | bread | ham|'

### Old style formatting

We can even format strings like the old sprintf() style used in C programming language. We use the % operator to accomplish this.

>>> x = 12.3456789

>>> print('The value of x is %3.2f' %x)

The value of x is 12.35

>>> print('The value of x is %3.4f' %x)

The value of x is 12.3457

## Common Python String Methods

There are numerous methods available with the string object. The format() method that we mentioned above is one of them. Some of the commonly used methods are lower(), upper(), join(), split(), find(), replace() etc. Here is a complete list of all the [built-in methods to work with strings in Python](https://www.programiz.com/python-programming/methods/string).

>>> "PrOgRaMiZ".lower()

'programiz'

>>> "PrOgRaMiZ".upper()

'PROGRAMIZ'

>>> "This will split all words into a list".split()

['This', 'will', 'split', 'all', 'words', 'into', 'a', 'list']

>>> ' '.join(['This', 'will', 'join', 'all', 'words', 'into', 'a', 'string'])

'This will join all words into a string'

>>> 'Happy New Year'.find('ew')

7

>>> 'Happy New Year'.replace('Happy','Brilliant')

'Brilliant New Year

## Python Set

[Set](https://www.programiz.com/python-programming/set) is an unordered collection of unique items. Set is defined by values separated by comma inside braces { }. Items in a set are not ordered.

a = {5,2,3,1,4}

# printing set variable

print("a = ", a)

# data type of variable a

print(type(a))

**Output**

a = {1, 2, 3, 4, 5}

<class 'set'>

We can perform set operations like union, intersection on two sets. Sets have unique values. They eliminate duplicates.

a = {1,2,2,3,3,3}

print(a)

**Output**

{1, 2, 3}

Since, set are unordered collection, indexing has no meaning. Hence, the slicing operator [] does not work.

>>> a = {1,2,3}

>>> a[1]

Traceback (most recent call last):

File "<string>", line 301, in runcode

File "<interactive input>", line 1, in <module>

TypeError: 'set' object does not support indexing

## Creating Python Sets

A set is created by placing all the items (elements) inside curly braces {}, separated by comma, or by using the built-in set() function.

It can have any number of items and they may be of different types (integer, float, tuple, string etc.). But a set cannot have mutable elements like [lists](https://www.programiz.com/python-programming/list), sets or [dictionaries](https://www.programiz.com/python-programming/dictionary) as its elements.

# Different types of sets in Python

# set of integers

my\_set = {1, 2, 3}

print(my\_set)

# set of mixed datatypes

my\_set = {1.0, "Hello", (1, 2, 3)}

print(my\_set)

**Output**

{1, 2, 3}

{1.0, (1, 2, 3), 'Hello'}

Try the following examples as well.

# set cannot have duplicates

# Output: {1, 2, 3, 4}

my\_set = {1, 2, 3, 4, 3, 2}

print(my\_set)

# we can make set from a list

# Output: {1, 2, 3}

my\_set = set([1, 2, 3, 2])

print(my\_set)

# set cannot have mutable items

# here [3, 4] is a mutable list

# this will cause an error.

my\_set = {1, 2, [3, 4]}

**Output**

{1, 2, 3, 4}

{1, 2, 3}

Traceback (most recent call last):

File "<string>", line 15, in <module>

my\_set = {1, 2, [3, 4]}

TypeError: unhashable type: 'list'

Creating an empty set is a bit tricky.

Empty curly braces {} will make an empty dictionary in Python. To make a set without any elements, we use the set() function without any argument.

# Distinguish set and dictionary while creating empty set

# initialize a with {}

a = {}

# check data type of a

print(type(a))

# initialize a with set()

a = set()

# check data type of a

print(type(a))

**Output**

<class 'dict'>

<class 'set'>

## Modifying a set in Python

Sets are mutable. However, since they are unordered, indexing has no meaning.

We cannot access or change an element of a set using indexing or slicing. Set data type does not support it.

We can add a single element using the add() method, and multiple elements using the update() method. The update() method can take [tuples](https://www.programiz.com/python-programming/tuple), lists, [strings](https://www.programiz.com/python-programming/string) or other sets as its argument. In all cases, duplicates are avoided.

# initialize my\_set

my\_set = {1, 3}

print(my\_set)

# if you uncomment line 9,

# you will get an error

# TypeError: 'set' object does not support indexing

# my\_set[0]

# add an element

# Output: {1, 2, 3}

my\_set.add(2)

print(my\_set)

# add multiple elements

# Output: {1, 2, 3, 4}

my\_set.update([2, 3, 4])

print(my\_set)

# add list and set

# Output: {1, 2, 3, 4, 5, 6, 8}

my\_set.update([4, 5], {1, 6, 8})

print(my\_set)

**Output**

{1, 3}

{1, 2, 3}

{1, 2, 3, 4}

{1, 2, 3, 4, 5, 6, 8}

## Removing elements from a set

A particular item can be removed from a set using the methods discard() and remove().

The only difference between the two is that the discard() function leaves a set unchanged if the element is not present in the set. On the other hand, the remove() function will raise an error in such a condition (if element is not present in the set).

The following example will illustrate this.

# Difference between discard() and remove()

# initialize my\_set

my\_set = {1, 3, 4, 5, 6}

print(my\_set)

# discard an element

# Output: {1, 3, 5, 6}

my\_set.discard(4)

print(my\_set)

# remove an element

# Output: {1, 3, 5}

my\_set.remove(6)

print(my\_set)

# discard an element

# not present in my\_set

# Output: {1, 3, 5}

my\_set.discard(2)

print(my\_set)

# remove an element

# not present in my\_set

# you will get an error.

# Output: KeyError

my\_set.remove(2)

**Output**

{1, 3, 4, 5, 6}

{1, 3, 5, 6}

{1, 3, 5}

{1, 3, 5}

Traceback (most recent call last):

File "<string>", line 28, in <module>

KeyError: 2

Similarly, we can remove and return an item using the pop() method.

Since set is an unordered data type, there is no way of determining which item will be popped. It is completely arbitrary.

We can also remove all the items from a set using the clear() method.

# initialize my\_set

# Output: set of unique elements

my\_set = set("HelloWorld")

print(my\_set)

# pop an element

# Output: random element

print(my\_set.pop())

# pop another element

my\_set.pop()

print(my\_set)

# clear my\_set

# Output: set()

my\_set.clear()

print(my\_set)

print(my\_set)

**Output**

{'H', 'l', 'r', 'W', 'o', 'd', 'e'}

H

{'r', 'W', 'o', 'd', 'e'}

set()

## Python Set Operations

Sets can be used to carry out mathematical set operations like union, intersection, difference and symmetric difference. We can do this with operators or methods.

Let us consider the following two sets for the following operations.

>>> A = {1, 2, 3, 4, 5}

>>> B = {4, 5, 6, 7, 8}

### Set Union
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Union of A and B is a set of all elements from both sets.

Union is performed using | operator. Same can be accomplished using the union() method.

# Set union method

# initialize A and B

A = {1, 2, 3, 4, 5}

B = {4, 5, 6, 7, 8}

# use | operator

# Output: {1, 2, 3, 4, 5, 6, 7, 8}

print(A | B)

**Output**

{1, 2, 3, 4, 5, 6, 7, 8}

Try the following examples on Python shell.

# use union function

>>> A.union(B)

{1, 2, 3, 4, 5, 6, 7, 8}

# use union function on B

>>> B.union(A)

{1, 2, 3, 4, 5, 6, 7, 8}

### Set Intersection
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Intersection of A and B is a set of elements that are common in both the sets.

Intersection is performed using & operator. Same can be accomplished using the intersection() method.

# Intersection of sets

# initialize A and B

A = {1, 2, 3, 4, 5}

B = {4, 5, 6, 7, 8}

# use & operator

# Output: {4, 5}

print(A & B)

**Output**

{4, 5}

Try the following examples on Python shell.

# use intersection function on A

>>> A.intersection(B)

{4, 5}

# use intersection function on B

>>> B.intersection(A)

{4, 5}

### Set Difference
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Difference of the set B from set A(A - B) is a set of elements that are only in A but not in B. Similarly, B - A is a set of elements in B but not in A.

Difference is performed using - operator. Same can be accomplished using the difference() method.

# Difference of two sets

# initialize A and B

A = {1, 2, 3, 4, 5}

B = {4, 5, 6, 7, 8}

# use - operator on A

# Output: {1, 2, 3}

print(A - B)

**Output**

{1, 2, 3}

Try the following examples on Python shell.

# use difference function on A

>>> A.difference(B)

{1, 2, 3}

# use - operator on B

>>> B - A

{8, 6, 7}

# use difference function on B

>>> B.difference(A)

{8, 6, 7}

### Set Symmetric Difference
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Symmetric Difference of A and B is a set of elements in A and B but not in both (excluding the intersection).

Symmetric difference is performed using ^ operator. Same can be accomplished using the method symmetric\_difference().

# Symmetric difference of two sets

# initialize A and B

A = {1, 2, 3, 4, 5}

B = {4, 5, 6, 7, 8}

# use ^ operator

# Output: {1, 2, 3, 6, 7, 8}

print(A ^ B)

**Output**

{1, 2, 3, 6, 7, 8}

Try the following examples on Python shell.

# use symmetric\_difference function on A

>>> A.symmetric\_difference(B)

{1, 2, 3, 6, 7, 8}

# use symmetric\_difference function on B

>>> B.symmetric\_difference(A)

{1, 2, 3, 6, 7, 8}

## Other Python Set Methods

There are many set methods, some of which we have already used above. Here is a list of all the methods that are available with the set objects:

|  |  |
| --- | --- |
| Method | Description |
| [add()](https://www.programiz.com/python-programming/methods/set/add) | Adds an element to the set |
| [clear()](https://www.programiz.com/python-programming/methods/set/clear) | Removes all elements from the set |
| [copy()](https://www.programiz.com/python-programming/methods/set/copy) | Returns a copy of the set |
| [difference()](https://www.programiz.com/python-programming/methods/set/difference) | Returns the difference of two or more sets as a new set |
| [difference\_update()](https://www.programiz.com/python-programming/methods/set/difference_update) | Removes all elements of another set from this set |
| [discard()](https://www.programiz.com/python-programming/methods/set/discard) | Removes an element from the set if it is a member. (Do nothing if the element is not in set) |
| [intersection()](https://www.programiz.com/python-programming/methods/set/intersection) | Returns the intersection of two sets as a new set |
| [intersection\_update()](https://www.programiz.com/python-programming/methods/set/intersection_update) | Updates the set with the intersection of itself and another |
| [isdisjoint()](https://www.programiz.com/python-programming/methods/set/isdisjoint) | Returns True if two sets have a null intersection |
| [issubset()](https://www.programiz.com/python-programming/methods/set/issubset) | Returns True if another set contains this set |
| [issuperset()](https://www.programiz.com/python-programming/methods/set/issuperset) | Returns True if this set contains another set |
| [pop()](https://www.programiz.com/python-programming/methods/set/pop) | Removes and returns an arbitrary set element. Raises KeyError if the set is empty |
| [remove()](https://www.programiz.com/python-programming/methods/set/remove) | Removes an element from the set. If the element is not a member, raises a KeyError |
| [symmetric\_difference()](https://www.programiz.com/python-programming/methods/set/symmetric_difference) | Returns the symmetric difference of two sets as a new set |
| [symmetric\_difference\_update()](https://www.programiz.com/python-programming/methods/set/symmetric_difference_update) | Updates a set with the symmetric difference of itself and another |
| [union()](https://www.programiz.com/python-programming/methods/set/union) | Returns the union of sets in a new set |
| [update()](https://www.programiz.com/python-programming/methods/set/update) | Updates the set with the union of itself and others |

## Other Set Operations

### Set Membership Test

We can test if an item exists in a set or not, using the in keyword.

# in keyword in a set

# initialize my\_set

my\_set = set("apple")

# check if 'a' is present

# Output: True

print('a' in my\_set)

# check if 'p' is present

# Output: False

print('p' not in my\_set)

**Output**

True

False

### Iterating Through a Set

We can iterate through each item in a set using a for loop.

>>> for letter in set("apple"):

... print(letter)

...

a

p

e

l

### Built-in Functions with Set

Built-in functions like all(), any(), enumerate(), len(), max(), min(), sorted(), sum() etc. are commonly used with sets to perform different tasks.

|  |  |
| --- | --- |
| Function | Description |
| [all()](https://www.programiz.com/python-programming/methods/built-in/all) | Returns True if all elements of the set are true (or if the set is empty). |
| [any()](https://www.programiz.com/python-programming/methods/built-in/any) | Returns True if any element of the set is true. If the set is empty, returns False. |
| [enumerate()](https://www.programiz.com/python-programming/methods/built-in/enumerate) | Returns an enumerate object. It contains the index and value for all the items of the set as a pair. |
| [len()](https://www.programiz.com/python-programming/methods/built-in/len) | Returns the length (the number of items) in the set. |
| [max()](https://www.programiz.com/python-programming/methods/built-in/max) | Returns the largest item in the set. |
| [min()](https://www.programiz.com/python-programming/methods/built-in/min) | Returns the smallest item in the set. |
| [sorted()](https://www.programiz.com/python-programming/methods/built-in/sorted) | Returns a new sorted list from elements in the set(does not sort the set itself). |
| [sum()](https://www.programiz.com/python-programming/methods/built-in/sum) | Returns the sum of all elements in the set. |

## Python Frozenset

Frozenset is a new class that has the characteristics of a set, but its elements cannot be changed once assigned. While tuples are immutable lists, frozensets are immutable sets.

Sets being mutable are unhashable, so they can't be used as dictionary keys. On the other hand, frozensets are hashable and can be used as keys to a dictionary.

Frozensets can be created using the [frozenset()](https://www.programiz.com/python-programming/methods/built-in/frozenset) function.

This data type supports methods like copy(), difference(), intersection(), isdisjoint(), issubset(), issuperset(), symmetric\_difference() and union(). Being immutable, it does not have methods that add or remove elements.

# Frozensets

# initialize A and B

A = frozenset([1, 2, 3, 4])

B = frozenset([3, 4, 5, 6])

Try these examples on Python shell.

>>> A.isdisjoint(B)

False

>>> A.difference(B)

frozenset({1, 2})

>>> A | B

frozenset({1, 2, 3, 4, 5, 6})

>>> A.add(3)

...

AttributeError: 'frozenset' object has no attribute 'add'

## Python Dictionary

[Dictionary](https://www.programiz.com/python-programming/dictionary) is an unordered collection of key-value pairs.

It is generally used when we have a huge amount of data. Dictionaries are optimized for retrieving data. We must know the key to retrieve the value.

In Python, dictionaries are defined within braces {} with each item being a pair in the form key:value. Key and value can be of any type.

>>> d = {1:'value','key':2}

>>> type(d)

<class 'dict'>

We use key to retrieve the respective value. But not the other way around.

d = {1:'value','key':2}

print(type(d))

print("d[1] = ", d[1]);

print("d['key'] = ", d['key']);

# Generates error

print("d[2] = ", d[2]);

**Output**

<class 'dict'>

d[1] = value

d['key'] = 2

Traceback (most recent call last):

File "<string>", line 9, in <module>

KeyError: 2

## Conversion between data types

We can convert between different data types by using different type conversion functions like int(), float(), str(), etc.

>>> float(5)

5.0

Conversion from float to int will truncate the value (make it closer to zero).

>>> int(10.6)

10

>>> int(-10.6)

-10

Conversion to and from string must contain compatible values.

>>> float('2.5')

2.5

>>> str(25)

'25'

>>> int('1p')

Traceback (most recent call last):

File "<string>", line 301, in runcode

File "<interactive input>", line 1, in <module>

ValueError: invalid literal for int() with base 10: '1p'

We can even convert one sequence to another.

>>> set([1,2,3])

{1, 2, 3}

>>> tuple({5,6,7})

(5, 6, 7)

>>> list('hello')

['h', 'e', 'l', 'l', 'o']

To convert to dictionary, each element must be a pair:

>>> dict([[1,2],[3,4]])

{1: 2, 3: 4}

>>> dict([(3,26),(4,44)])

{3: 26, 4: 44}

## Creating Python Dictionary

Creating a dictionary is as simple as placing items inside curly braces {} separated by commas.

An item has a key and a corresponding value that is expressed as a pair (**key: value**).

While the values can be of any data type and can repeat, keys must be of immutable type ([string](https://www.programiz.com/python-programming/string), [number](https://www.programiz.com/python-programming/numbers) or [tuple](https://www.programiz.com/python-programming/tuple) with immutable elements) and must be unique.

# empty dictionary

my\_dict = {}

# dictionary with integer keys

my\_dict = {1: 'apple', 2: 'ball'}

# dictionary with mixed keys

my\_dict = {'name': 'John', 1: [2, 4, 3]}

# using dict()

my\_dict = dict({1:'apple', 2:'ball'})

# from sequence having each item as a pair

my\_dict = dict([(1,'apple'), (2,'ball')])

As you can see from above, we can also create a dictionary using the built-in dict() function.

## Accessing Elements from Dictionary

While indexing is used with other data types to access values, a dictionary uses keys. Keys can be used either inside square brackets [] or with the get() method.

If we use the square brackets [], KeyError is raised in case a key is not found in the dictionary. On the other hand, the get() method returns None if the key is not found.

# get vs [] for retrieving elements

my\_dict = {'name': 'Jack', 'age': 26}

# Output: Jack

print(my\_dict['name'])

# Output: 26

print(my\_dict.get('age'))

# Trying to access keys which doesn't exist throws error

# Output None

print(my\_dict.get('address'))

# KeyError

print(my\_dict['address'])

**Output**

Jack

26

None

Traceback (most recent call last):

File "<string>", line 15, in <module>

print(my\_dict['address'])

KeyError: 'address'

## Changing and Adding Dictionary elements

Dictionaries are mutable. We can add new items or change the value of existing items using an assignment operator.

If the key is already present, then the existing value gets updated. In case the key is not present, a new (**key: value**) pair is added to the dictionary.

# Changing and adding Dictionary Elements

my\_dict = {'name': 'Jack', 'age': 26}

# update value

my\_dict['age'] = 27

#Output: {'age': 27, 'name': 'Jack'}

print(my\_dict)

# add item

my\_dict['address'] = 'Downtown'

# Output: {'address': 'Downtown', 'age': 27, 'name': 'Jack'}

print(my\_dict)

**Output**

{'name': 'Jack', 'age': 27}

{'name': 'Jack', 'age': 27, 'address': 'Downtown'}

## Removing elements from Dictionary

We can remove a particular item in a dictionary by using the pop() method. This method removes an item with the provided key and returns the value.

The popitem() method can be used to remove and return an arbitrary (key, value) item pair from the dictionary. All the items can be removed at once, using the clear() method.

We can also use the del keyword to remove individual items or the entire dictionary itself.

# Removing elements from a dictionary

# create a dictionary

squares = {1: 1, 2: 4, 3: 9, 4: 16, 5: 25}

# remove a particular item, returns its value

# Output: 16

print(squares.pop(4))

# Output: {1: 1, 2: 4, 3: 9, 5: 25}

print(squares)

# remove an arbitrary item, return (key,value)

# Output: (5, 25)

print(squares.popitem())

# Output: {1: 1, 2: 4, 3: 9}

print(squares)

# remove all items

squares.clear()

# Output: {}

print(squares)

# delete the dictionary itself

del squares

# Throws Error

print(squares)

**Output**

16

{1: 1, 2: 4, 3: 9, 5: 25}

(5, 25)

{1: 1, 2: 4, 3: 9}

{}

Traceback (most recent call last):

File "<string>", line 30, in <module>

print(squares)

NameError: name 'squares' is not defined

## Python Dictionary Methods

Methods that are available with a dictionary are tabulated below. Some of them have already been used in the above examples.

|  |  |
| --- | --- |
| Method | Description |
| [clear()](https://www.programiz.com/python-programming/methods/dictionary/clear) | Removes all items from the dictionary. |
| [copy()](https://www.programiz.com/python-programming/methods/dictionary/copy) | Returns a shallow copy of the dictionary. |
| [fromkeys(seq[, v])](https://www.programiz.com/python-programming/methods/dictionary/fromkeys) | Returns a new dictionary with keys from seq and value equal to v (defaults to None). |
| [get(key[,d])](https://www.programiz.com/python-programming/methods/dictionary/get) | Returns the value of the key. If the key does not exist, returns d (defaults to None). |
| [items()](https://www.programiz.com/python-programming/methods/dictionary/items) | Return a new object of the dictionary's items in (key, value) format. |
| [keys()](https://www.programiz.com/python-programming/methods/dictionary/keys) | Returns a new object of the dictionary's keys. |
| [pop(key[,d])](https://www.programiz.com/python-programming/methods/dictionary/pop) | Removes the item with the key and returns its value or d if key is not found. If d is not provided and the key is not found, it raises KeyError. |
| [popitem()](https://www.programiz.com/python-programming/methods/dictionary/popitem) | Removes and returns an arbitrary item (**key, value**). Raises KeyError if the dictionary is empty. |
| [setdefault(key[,d])](https://www.programiz.com/python-programming/methods/dictionary/setdefault) | Returns the corresponding value if the key is in the dictionary. If not, inserts the key with a value of d and returns d (defaults to None). |
| [update([other])](https://www.programiz.com/python-programming/methods/dictionary/update) | Updates the dictionary with the key/value pairs from other, overwriting existing keys. |
| [values()](https://www.programiz.com/python-programming/methods/dictionary/values) | Returns a new object of the dictionary's values |

Here are a few example use cases of these methods.

# Dictionary Methods

marks = {}.fromkeys(['Math', 'English', 'Science'], 0)

# Output: {'English': 0, 'Math': 0, 'Science': 0}

print(marks)

for item in marks.items():

print(item)

# Output: ['English', 'Math', 'Science']

print(list(sorted(marks.keys())))

**Output**

{'Math': 0, 'English': 0, 'Science': 0}

('Math', 0)

('English', 0)

('Science', 0)

['English', 'Math', 'Science']

## Python Dictionary Comprehension

Dictionary comprehension is an elegant and concise way to create a new dictionary from an iterable in Python.

Dictionary comprehension consists of an expression pair (**key: value**) followed by a for statement inside curly braces {}.

Here is an example to make a dictionary with each item being a pair of a number and its square.

# Dictionary Comprehension

squares = {x: x\*x for x in range(6)}

print(squares)

**Output**

{0: 0, 1: 1, 2: 4, 3: 9, 4: 16, 5: 25}

This code is equivalent to

squares = {}

for x in range(6):

squares[x] = x\*x

print(squares)

**Output**

{0: 0, 1: 1, 2: 4, 3: 9, 4: 16, 5: 25}

A dictionary comprehension can optionally contain more [for](https://www.programiz.com/python-programming/for-loop) or [if](https://www.programiz.com/python-programming/if-elif-else) statements.

An optional if statement can filter out items to form the new dictionary.

Here are some examples to make a dictionary with only odd items.

# Dictionary Comprehension with if conditional

odd\_squares = {x: x\*x for x in range(11) if x % 2 == 1}

print(odd\_squares)

**Output**

{1: 1, 3: 9, 5: 25, 7: 49, 9: 81}

To learn more dictionary comprehensions, visit [Python Dictionary Comprehension](https://www.programiz.com/python-programming/dictionary-comprehension).

## Other Dictionary Operations

### Dictionary Membership Test

We can test if a key is in a dictionary or not using the keyword in. Notice that the membership test is only for the keys and not for the values.

# Membership Test for Dictionary Keys

squares = {1: 1, 3: 9, 5: 25, 7: 49, 9: 81}

# Output: True

print(1 in squares)

# Output: True

print(2 not in squares)

# membership tests for key only not value

# Output: False

print(49 in squares)

**Output**

True

True

False

### Iterating Through a Dictionary

We can iterate through each key in a dictionary using a for loop.

# Iterating through a Dictionary

squares = {1: 1, 3: 9, 5: 25, 7: 49, 9: 81}

for i in squares:

print(squares[i])

**Output**

1

9

25

49

81

### Dictionary Built-in Functions

Built-in functions like all(), any(), len(), cmp(), sorted(), etc. are commonly used with dictionaries to perform different tasks.

|  |  |
| --- | --- |
| Function | Description |
| [all()](https://www.programiz.com/python-programming/methods/built-in/all) | Return True if all keys of the dictionary are True (or if the dictionary is empty). |
| [any()](https://www.programiz.com/python-programming/methods/built-in/any) | Return True if any key of the dictionary is true. If the dictionary is empty, return False. |
| [len()](https://www.programiz.com/python-programming/methods/built-in/len) | Return the length (the number of items) in the dictionary. |
| cmp() | Compares items of two dictionaries. (Not available in Python 3) |
| [sorted()](https://www.programiz.com/python-programming/methods/built-in/sorted) | Return a new sorted list of keys in the dictionary. |

Here are some examples that use built-in functions to work with a dictionary.

# Dictionary Built-in Functions

squares = {0: 0, 1: 1, 3: 9, 5: 25, 7: 49, 9: 81}

# Output: False

print(all(squares))

# Output: True

print(any(squares))

# Output: 6

print(len(squares))

# Output: [0, 1, 3, 5, 7, 9]

print(sorted(squares))

**Output**

False

True

6

[0, 1, 3, 5, 7, 9

# Python Type Conversion and Type Casting

#### **In this article, you will learn about the Type conversion and uses of type conversion.**

## Type Conversion

The process of converting the value of one data type (integer, string, float, etc.) to another data type is called type conversion. Python has two types of type conversion.

1. Implicit Type Conversion
2. Explicit Type Conversion

## Implicit Type Conversion

In Implicit type conversion, Python automatically converts one data type to another data type. This process doesn't need any user involvement.

Let's see an example where Python promotes the conversion of the lower data type (integer) to the higher data type (float) to avoid data loss.

### Example 1: Converting integer to float

num\_int = 123

num\_flo = 1.23

num\_new = num\_int + num\_flo

print("datatype of num\_int:",type(num\_int))

print("datatype of num\_flo:",type(num\_flo))

print("Value of num\_new:",num\_new)

print("datatype of num\_new:",type(num\_new))

When we run the above program, the output will be:

datatype of num\_int: <class 'int'>

datatype of num\_flo: <class 'float'>

Value of num\_new: 124.23

datatype of num\_new: <class 'float'>

In the above program,

* We add two variables num\_int and num\_flo, storing the value in num\_new.
* We will look at the data type of all three objects respectively.
* In the output, we can see the data type of num\_int is an integer while the data type of num\_flo is a float.
* Also, we can see the num\_new has a float data type because Python always converts smaller data types to larger data types to avoid the loss of data.

Now, let's try adding a string and an integer, and see how Python deals with it.

### Example 2: Addition of string(higher) data type and integer(lower) datatype

num\_int = 123

num\_str = "456"

print("Data type of num\_int:",type(num\_int))

print("Data type of num\_str:",type(num\_str))

print(num\_int+num\_str)

When we run the above program, the output will be:

Data type of num\_int: <class 'int'>

Data type of num\_str: <class 'str'>

Traceback (most recent call last):

File "python", line 7, in <module>

TypeError: unsupported operand type(s) for +: 'int' and 'str'

In the above program,

* We add two variables num\_int and num\_str.
* As we can see from the output, we got TypeError. Python is not able to use Implicit Conversion in such conditions.
* However, Python has a solution for these types of situations which is known as Explicit Conversion.

## Explicit Type Conversion

In Explicit Type Conversion, users convert the data type of an object to required data type. We use the predefined functions like int(), float(), str(), etc to perform explicit type conversion.

This type of conversion is also called typecasting because the user casts (changes) the data type of the objects.

Syntax :

<required\_datatype>(expression)

Typecasting can be done by assigning the required data type function to the expression.

### Example 3: Addition of string and integer using explicit conversion

num\_int = 123

num\_str = "456"

print("Data type of num\_int:",type(num\_int))

print("Data type of num\_str before Type Casting:",type(num\_str))

num\_str = int(num\_str)

print("Data type of num\_str after Type Casting:",type(num\_str))

num\_sum = num\_int + num\_str

print("Sum of num\_int and num\_str:",num\_sum)

print("Data type of the sum:",type(num\_sum))

When we run the above program, the output will be:

Data type of num\_int: <class 'int'>

Data type of num\_str before Type Casting: <class 'str'>

Data type of num\_str after Type Casting: <class 'int'>

Sum of num\_int and num\_str: 579

Data type of the sum: <class 'int'>

In the above program,

* We add num\_str and num\_int variable.
* We converted num\_str from string(higher) to integer(lower) type using int() function to perform the addition.
* After converting num\_str to an integer value, Python is able to add these two variables.
* We got the num\_sum value and data type to be an integer.

## Key Points to Remember

1. Type Conversion is the conversion of object from one data type to another data type.
2. Implicit Type Conversion is automatically performed by the Python interpreter.
3. Python avoids the loss of data in Implicit Type Conversion.
4. Explicit Type Conversion is also called Type Casting, the data types of objects are converted using predefined functions by the user.
5. In Type Casting, loss of data may occur as we enforce the object to a specific data type.

# Python Input, Output and Import

#### **This tutorial focuses on two built-in functions print() and input() to perform I/O task in Python. Also, you will learn to import modules and use them in your program.**

Python provides numerous [built-in functions](https://www.programiz.com/python-programming/built-in-function) that are readily available to us at the Python prompt.

Some of the functions like input() and print() are widely used for standard input and output operations respectively. Let us see the output section first.

## Python Output Using print() function

We use the print() function to output data to the standard output device (screen). We can also [output data to a file](https://www.programiz.com/python-programming/file-operation), but this will be discussed later.

An example of its use is given below.

print('This sentence is output to the screen')

**Output**

This sentence is output to the screen

Another example is given below:

a = 5

print('The value of a is', a)

**Output**

The value of a is 5

In the second print() statement, we can notice that space was added between the [string](https://www.programiz.com/python-programming/string) and the value of variable a. This is by default, but we can change it.

The actual syntax of the print() function is:

print(\*objects, sep=' ', end='\n', file=sys.stdout, flush=False)

Here, objects is the value(s) to be printed.

The sep separator is used between the values. It defaults into a space character.

After all values are printed, end is printed. It defaults into a new line.

The file is the object where the values are printed and its default value is sys.stdout (screen). Here is an example to illustrate this.

print(1, 2, 3, 4)

print(1, 2, 3, 4, sep='\*')

print(1, 2, 3, 4, sep='#', end='&')

**Output**

1 2 3 4

1\*2\*3\*4

1#2#3#4&

## Output formatting

Sometimes we would like to format our output to make it look attractive. This can be done by using the str.format() method. This method is visible to any string object.

>>> x = 5; y = 10

>>> print('The value of x is {} and y is {}'.format(x,y))

The value of x is 5 and y is 10

Here, the curly braces {} are used as placeholders. We can specify the order in which they are printed by using numbers (tuple index).

print('I love {0} and {1}'.format('bread','butter'))

print('I love {1} and {0}'.format('bread','butter'))

**Output**

I love bread and butter

I love butter and bread

We can even use keyword arguments to format the string.

>>> print('Hello {name}, {greeting}'.format(greeting = 'Goodmorning', name = 'John'))

Hello John, Goodmorning

We can also format strings like the old sprintf() style used in [C programming language](https://www.programiz.com/c-programming). We use the % operator to accomplish this.

>>> x = 12.3456789

>>> print('The value of x is %3.2f' %x)

The value of x is 12.35

>>> print('The value of x is %3.4f' %x)

The value of x is 12.3457

## Python Input

Up until now, our programs were static. The value of variables was defined or hard coded into the source code.

To allow flexibility, we might want to take the input from the user. In Python, we have the input() function to allow this. The syntax for input() is:

input([prompt])

where prompt is the string we wish to display on the screen. It is optional.

>>> num = input('Enter a number: ')

Enter a number: 10

>>> num

'10'

Here, we can see that the entered value 10 is a string, not a number. To convert this into a number we can use int() or float() functions.

>>> int('10')

10

>>> float('10')

10.0

This same operation can be performed using the eval() function. But eval takes it further. It can evaluate even expressions, provided the input is a string

>>> int('2+3')

Traceback (most recent call last):

File "<string>", line 301, in runcode

File "<interactive input>", line 1, in <module>

ValueError: invalid literal for int() with base 10: '2+3'

>>> eval('2+3')

5

## Python Import

When our program grows bigger, it is a good idea to break it into different modules.

A module is a file containing Python definitions and statements. [Python modules](https://www.programiz.com/python-programming/modules) have a filename and end with the extension .py.

Definitions inside a module can be imported to another module or the interactive interpreter in Python. We use the import keyword to do this.

For example, we can import the math module by typing the following line:

import math

We can use the module in the following ways:

import math

print(math.pi)

**Output**

3.141592653589793

Now all the definitions inside math module are available in our scope. We can also import some specific attributes and functions only, using the from keyword. For example:

>>> from math import pi

>>> pi

3.141592653589793

While importing a module, Python looks at several places defined in sys.path. It is a list of directory locations.

>>> import sys

>>> sys.path

['',

'C:\\Python33\\Lib\\idlelib',

'C:\\Windows\\system32\\python33.zip',

'C:\\Python33\\DLLs',

'C:\\Python33\\lib',

'C:\\Python33',

'C:\\Python33\\lib\\site-packages']

We can also add our own location to this list.

# Python Operators

#### **In this tutorial, you'll learn everything about different types of operators in Python, their syntax and how to use them with examples.**

## What are operators in python?

Operators are special symbols in Python that carry out arithmetic or logical computation. The value that the operator operates on is called the operand.

For example:

>>> 2+3

5

Here, + is the operator that performs addition. 2 and 3 are the operands and 5 is the output of the operation.

## Arithmetic operators

Arithmetic operators are used to perform mathematical operations like addition, subtraction, multiplication, etc.

|  |  |  |
| --- | --- | --- |
| Operator | Meaning | Example |
| + | Add two operands or unary plus | x + y+ 2 |
| - | Subtract right operand from the left or unary minus | x - y- 2 |
| \* | Multiply two operands | x \* y |
| / | Divide left operand by the right one (always results into float) | x / y |
| % | Modulus - remainder of the division of left operand by the right | x % y (remainder of x/y) |
| // | Floor division - division that results into whole number adjusted to the left in the number line | x // y |
| \*\* | Exponent - left operand raised to the power of right | x\*\*y (x to the power y) |

### Example 1: Arithmetic operators in Python

x = 15 154 =15\*15\*15\*15=50625

y = 4

# Output: x + y = 19

print('x + y =',x+y)

# Output: x - y = 11

print('x - y =',x-y)

# Output: x \* y = 60

print('x \* y =',x\*y)

# Output: x / y = 3.75

print('x / y =',x/y)

# Output: x // y = 3

print('x // y =',x//y)

# Output: x \*\* y = 50625

print('x \*\* y =',x\*\*y)

**Output**

x + y = 19

x - y = 11

x \* y = 60

x / y = 3.75

x // y = 3

x \*\* y = 50625

## Comparison operators

Comparison operators are used to compare values. It returns either True or False according to the condition.

|  |  |  |
| --- | --- | --- |
| Operator | Meaning | Example |
| > | Greater than - True if left operand is greater than the right | x > y |
| < | Less than - True if left operand is less than the right | x < y |
| == | Equal to - True if both operands are equal | x == y |
| != | Not equal to - True if operands are not equal | x != y |
| >= | Greater than or equal to - True if left operand is greater than or equal to the right | x >= y |
| <= | Less than or equal to - True if left operand is less than or equal to the right | x <= y |

### Example 2: Comparison operators in Python

x = 10

y = 12

# Output: x > y is False

print('x > y is',x>y)

# Output: x < y is True

print('x < y is',x<y)

# Output: x == y is False

print('x == y is',x==y)

# Output: x != y is True

print('x != y is',x!=y)

# Output: x >= y is False

print('x >= y is',x>=y)

# Output: x <= y is True

print('x <= y is',x<=y)

**Output**

x > y is False

x < y is True

x == y is False

x != y is True

x >= y is False

x <= y is True

## Logical operators

Logical operators are the and, or, not operators.

|  |  |  |
| --- | --- | --- |
| Operator | Meaning | Example |
| and | True if both the operands are true | x and y |
| or | True if either of the operands is true | x or y |
| not | True if operand is false (complements the operand) | not x |

### Example 3: Logical Operators in Python

x = True

y = False

print('x and y is',x and y)

print('x or y is',x or y)

print('not x is',not x)

**Output**

x and y is False

x or y is True

not x is False

## Bitwise operators

Bitwise operators act on operands as if they were strings of binary digits. They operate bit by bit, hence the name.

For example, 2 is 10 in binary and 7 is 111.

**In the table below:** Let x = 10 (0000 1010 in binary) and y = 4 (0000 0100 in binary)

|  |  |  |
| --- | --- | --- |
| Operator | Meaning | Example |
| & | Bitwise AND | x & y = 0 (0000 0000) |
| | | Bitwise OR | x | y = 14 (0000 1110) |
| ~ | Bitwise NOT | ~x = -11 (1111 0101) |
| ^ | Bitwise XOR | x ^ y = 14 (0000 1110) |
| >> | Bitwise right shift | x >> 2 = 2 (0000 0010) |
| << | Bitwise left shift | x << 2 = 40 (0010 1000) |

## Assignment operators =

Assignment operators are used in Python to assign values to variables.

a = 5 is a simple assignment operator that assigns the value 5 on the right to the variable a on the left.

There are various compound operators in Python like a += 5 that adds to the variable and later assigns the same. It is equivalent to a = a + 5.

|  |  |  |
| --- | --- | --- |
| Operator | Example | Equivalent to |
| = | x = 5 | x = 5 |
| += | x += 5 | x = x + 5 |
| -= | x -= 5 | x = x - 5 |
| \*= | x \*= 5 | x = x \* 5 |
| /= | x /= 5 | x = x / 5 |
| %= | x %= 5 | x = x % 5 |
| //= | x //= 5 | x = x // 5 |
| \*\*= | x \*\*= 5 | x = x \*\* 5 |
| &= | x &= 5 | x = x & 5 |
| |= | x |= 5 | x = x | 5 |
| ^= | x ^= 5 | x = x ^ 5 |
| >>= | x >>= 5 | x = x >> 5 |
| <<= | x <<= 5 | x = x << 5 |

Special operators

Python language offers some special types of operators like the identity operator or the membership operator. They are described below with examples.

### Identity operators

is and is not are the identity operators in Python. They are used to check if two values (or variables) are located on the same part of the memory. Two variables that are equal does not imply that they are identical.

|  |  |  |
| --- | --- | --- |
| Operator | Meaning | Example |
| is | True if the operands are identical (refer to the same object) | x is True |
| is not | True if the operands are not identical (do not refer to the same object) | x is not True |

### Example 4: Identity operators in Python

x1 = 5

y1 = 5

x2 = 'Hello'

y2 = 'Hello'

x3 = [1,2,3]

y3 = [1,2,3]

# Output: False

print(x1 is not y1)

# Output: True

print(x2 is y2)

# Output: False

print(x3 is y3)

**Output**

False

True

False

Here, we see that x1 and y1 are integers of the same values, so they are equal as well as identical. Same is the case with x2 and y2 (strings).

But x3 and y3 are lists. They are equal but not identical. It is because the interpreter locates them separately in memory although they are equal.

### Membership operators

in and not in are the membership operators in Python. They are used to test whether a value or variable is found in a sequence ([string](https://www.programiz.com/python-programming/string), [list](https://www.programiz.com/python-programming/list), [tuple](https://www.programiz.com/python-programming/tuple), [set](https://www.programiz.com/python-programming/set) and [dictionary](https://www.programiz.com/python-programming/dictionary)).

In a dictionary we can only test for presence of key, not the value.

|  |  |  |
| --- | --- | --- |
| Operator | Meaning | Example |
| in | True if value/variable is found in the sequence | 5 in x |
| not in | True if value/variable is not found in the sequence | 5 not in x |

### Example #5: Membership operators in Python

x = 'Hello world'

y = {1:'a',2:'b'}

# Output: True

print('H' in x)

# Output: True

print('hello' not in x)

# Output: True

print(1 in y)

# Output: False

print('a' in y)

**Output**

True

True

True

False

Here, 'H' is in x but 'hello' is not present in x (remember, Python is case sensitive). Similarly, 1 is key and 'a' is the value in dictionary y. Hence, 'a' in y returns False.

# Python Namespace and Scope

#### **In this tutorial, you will learn about namespace, mapping from names to objects, and scope of a variable.**

## What is Name in Python?

If you have ever read 'The Zen of Python' (type import this in the Python interpreter), the last line states, **Namespaces are one honking great idea -- let's do more of those!** So what are these mysterious namespaces? Let us first look at what name is.

Name (also called identifier) is simply a name given to objects. Everything in Python is an [object](https://www.programiz.com/python-programming/class). Name is a way to access the underlying object.

For example, when we do the assignment a = 2, 2 is an object stored in memory and a is the name we associate it with. We can get the address (in RAM) of some object through the [built-in function](https://www.programiz.com/python-programming/built-in-function) id(). Let's look at how to use it.

# Note: You may get different values for the id

a = 2

print('id(2) =', id(2))

print('id(a) =', id(a))

**Output**

id(2) = 9302208

id(a) = 9302208

Here, both refer to the same object 2, so they have the same id(). Let's make things a little more interesting.

# Note: You may get different values for the id

a = 2

print('id(a) =', id(a))

a = a+1

print('id(a) =', id(a))

print('id(3) =', id(3))

b = 2

print('id(b) =', id(b))

print('id(2) =', id(2))

**Output**

id(a) = 9302208

id(a) = 9302240

id(3) = 9302240

id(b) = 9302208

id(2) = 9302208

What is happening in the above sequence of steps? Let's use a diagram to explain this:
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Initially, an object 2 is created and the name a is associated with it, when we do a = a+1, a new object 3 is created and now a is associated with this object.

Note that id(a) and id(3) have the same values.

Furthermore, when b = 2 is executed, the new name b gets associated with the previous object 2.

This is efficient as Python does not have to create a new duplicate object. This dynamic nature of name binding makes Python powerful; a name could refer to any type of object.

>>> a = 5

>>> a = 'Hello World!'

>>> a = [1,2,3]

All these are valid and a will refer to three different types of objects in different instances. [Functions](https://www.programiz.com/python-programming/function) are objects too, so a name can refer to them as well.

def printHello():

print("Hello")

a = printHello

a()

**Output**

Hello

The same name a can refer to a function and we can call the function using this name.

## What is a Namespace in Python?

Now that we understand what names are, we can move on to the concept of namespaces.

To simply put it, a namespace is a collection of names.

In Python, you can imagine a namespace as a mapping of every name you have defined to corresponding objects.

Different namespaces can co-exist at a given time but are completely isolated.

A namespace containing all the built-in names is created when we start the Python interpreter and exists as long as the interpreter runs.

This is the reason that built-in functions like id(), print() etc. are always available to us from any part of the program. Each [module](https://www.programiz.com/python-programming/modules) creates its own global namespace.

These different namespaces are isolated. Hence, the same name that may exist in different modules do not collide.

Modules can have various functions and classes. A local namespace is created when a function is called, which has all the names defined in it. Similar, is the case with class. Following diagram may help to clarify this concept.
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## Python Variable Scope

Although there are various unique namespaces defined, we may not be able to access all of them from every part of the program. The concept of scope comes into play.

A scope is the portion of a program from where a namespace can be accessed directly without any prefix.

At any given moment, there are at least three nested scopes.

1. Scope of the current function which has local names
2. Scope of the module which has global names
3. Outermost scope which has built-in names

When a reference is made inside a function, the name is searched in the local namespace, then in the global namespace and finally in the built-in namespace.

If there is a function inside another function, a new scope is nested inside the local scope.

## Example of Scope and Namespace in Python

def outer\_function():

b = 20

def inner\_func():

c = 30

a = 10

Here, the variable a is in the global namespace. Variable b is in the local namespace of outer\_function() and c is in the nested local namespace of inner\_function().

When we are in inner\_function(), c is local to us, b is nonlocal and a is global. We can read as well as assign new values to c but can only read b and a from inner\_function().

If we try to assign as a value to b, a new variable b is created in the local namespace which is different than the nonlocal b. The same thing happens when we assign a value to a.

However, if we declare a as global, all the reference and assignment go to the global a. Similarly, if we want to rebind the variable b, it must be declared as nonlocal. The following example will further clarify this.

def outer\_function():

a = 20

def inner\_function():

a = 30

print('a =', a)

inner\_function()

print('a =', a)

a = 10

outer\_function()

print('a =', a)

As you can see, the output of this program is

a = 30

a = 20

a = 10

In this program, three different variables a are defined in separate namespaces and accessed accordingly. While in the following program,

def outer\_function():

global a

a = 20

def inner\_function():

global a

a = 30

print('a =', a)

inner\_function()

print('a =', a)

a = 10

outer\_function()

print('a =', a)

The output of the program is.

a = 30

a = 30

a = 30

Here, all references and assignments are to the global a due to the use of keyword global.

# Python if...else Statement

#### **In this article, you will learn to create decisions in a Python program using different forms of if..else statement.**

## What is if...else statement in Python?

Decision making is required when we want to execute a code only if a certain condition is satisfied.

The if…elif…else statement is used in Python for decision making.

### Python if Statement Syntax

if test expression:

statement(s)

Here, the program evaluates the test expression and will execute statement(s) only if the test expression is True.

If the test expression is False, the statement(s) is not executed.

In Python, the body of the if statement is indicated by the indentation. The body starts with an indentation and the first unindented line marks the end.

Python interprets non-zero values as True. None and 0 are interpreted as False.

### Python if Statement Flowchart
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### Example: Python if Statement

# If the number is positive, we print an appropriate message

num = 3

if num > 0:

print(num, "is a positive number.")

print("This is always printed.")

num = -1

if num > 0:

print(num, "is a positive number.")

print("This is also always printed.")

When you run the program, the output will be:

3 is a positive number

This is always printed

This is also always printed.

In the above example, num > 0 is the test expression.

The body of if is executed only if this evaluates to True.

When the variable num is equal to 3, test expression is true and statements inside the body of if are executed.

If the variable num is equal to -1, test expression is false and statements inside the body of if are skipped.

The print() statement falls outside of the if block (unindented). Hence, it is executed regardless of the test expression.

## Python if...else Statement

### Syntax of if...else

if test expression:

Body of if

else:

Body of else

The if..else statement evaluates test expression and will execute the body of if only when the test condition is True.

If the condition is False, the body of else is executed. Indentation is used to separate the blocks.

### Python if..else Flowchart

![Flowchart of if...else statement in Python Programming](data:image/jpeg;base64,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)Flowchart of if...else statement in Python

### Example of if...else

# Program checks if the number is positive or negative

# And displays an appropriate message

num = 3

# Try these two variations as well.

# num = -5

# num = 0

if num >= 0:

print("Positive or Zero")

else:

print("Negative number")

**Output**

Positive or Zero

In the above example, when num is equal to 3, the test expression is true and the body of if is executed and the body of else is skipped.

If num is equal to -5, the test expression is false and the body of else is executed and the body of if is skipped.

If num is equal to 0, the test expression is true and body of if is executed and body of else is skipped.

## Python if...elif...else Statement

### Syntax of if...elif...else

if test expression:

Body of if

elif test expression:

Body of elif

else:

Body of else

The elif is short for else if. It allows us to check for multiple expressions.

If the condition for if is False, it checks the condition of the next elif block and so on.

If all the conditions are False, the body of else is executed.

Only one block among the several if...elif...else blocks is executed according to the condition.

The if block can have only one else block. But it can have multiple elif blocks.

### Flowchart of if...elif...else
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### Example of if...elif...else

'''In this program,

we check if the number is positive or

negative or zero and

display an appropriate message'''

num = 3.4

# Try these two variations as well:

# num = 0

# num = -4.5

if num > 0:

print("Positive number")

elif num == 0:

print("Zero")

else:

print("Negative number")

When variable num is positive, Positive number is printed.

If num is equal to 0, Zero is printed.

If num is negative, Negative number is printed.

## Python Nested if statements

We can have a if...elif...else statement inside another if...elif...else statement. This is called nesting in computer programming.

Any number of these statements can be nested inside one another. Indentation is the only way to figure out the level of nesting. They can get confusing, so they must be avoided unless necessary.

### Python Nested if Example

'''In this program, we input a number

check if the number is positive or

negative or zero and display

an appropriate message

This time we use nested if statement'''

num = float(input("Enter a number: "))

if num >= 0:

if num == 0:

print("Zero")

else:

print("Positive number")

else:

print("Negative number")

**Output 1**

Enter a number: 5

Positive number

**Output 2**

Enter a number: -1

Negative number

**Output 3**

Enter a number: 0

Zero

# Python for Loop

#### **In this article, you'll learn to iterate over a sequence of elements using the different variations of for loop.**

What is for loop in Python?

The for loop in Python is used to iterate over a sequence ([list](https://www.programiz.com/python-programming/list), [tuple](https://www.programiz.com/python-programming/tuple), [string](https://www.programiz.com/python-programming/string)) or other iterable objects. Iterating over a sequence is called traversal.

### Syntax of for Loop

for val in sequence:

Body of for

Here, val is the variable that takes the value of the item inside the sequence on each iteration.

Loop continues until we reach the last item in the sequence. The body of for loop is separated from the rest of the code using indentation.

### Flowchart of for Loop
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### Example: Python for Loop

# Program to find the sum of all numbers stored in a list

# List of numbers

numbers = [6, 5, 3, 8, 4, 2, 5, 4, 11]

# variable to store the sum

sum = 0

# iterate over the list

for val in numbers:

sum = sum+val

print("The sum is", sum)

When you run the program, the output will be:

The sum is 48

## The range() function

We can generate a sequence of numbers using range() function. range(10) will generate numbers from 0 to 9 (10 numbers).

We can also define the start, stop and step size as range(start, stop,step\_size). step\_size defaults to 1 if not provided.

The range object is "lazy" in a sense because it doesn't generate every number that it "contains" when we create it. However, it is not an iterator since it supports in, len and \_\_getitem\_\_ operations.

This function does not store all the values in memory; it would be inefficient. So it remembers the start, stop, step size and generates the next number on the go.

To force this function to output all the items, we can use the function list().

The following example will clarify this.

print(range(10))

print(list(range(10)))

print(list(range(2, 8)))

print(list(range(2, 20, 3)))

**Output**

range(0, 10)

[0, 1, 2, 3, 4, 5, 6, 7, 8, 9]

[2, 3, 4, 5, 6, 7]

[2, 5, 8, 11, 14, 17]

We can use the range() function in for loops to iterate through a sequence of numbers. It can be combined with the len() function to iterate through a sequence using indexing. Here is an example.

# Program to iterate through a list using indexing

genre = ['pop', 'rock', 'jazz']

# iterate over the list using index

for i in range(len(genre)):

print("I like", genre[i])

**Output**

I like pop

I like rock

​I like jazz

## for loop with else

A for loop can have an optional else block as well. The else part is executed if the items in the sequence used in for loop exhausts.

The break keyword can be used to stop a for loop. In such cases, the else part is ignored.

Hence, a for loop's else part runs if no break occurs.

Here is an example to illustrate this.

digits = [0, 1, 5]

for i in digits:

print(i)

else:

print("No items left.")

When you run the program, the output will be:

0

1

5

No items left.

Here, the for loop prints items of the list until the loop exhausts. When the for loop exhausts, it executes the block of code in the else and prints No items left.

This for...else statement can be used with the break keyword to run the else block only when the break keyword was not executed. Let's take an example:

# program to display student's marks from record

student\_name = 'Soyuj'

marks = {'James': 90, 'Jules': 55, 'Arthur': 77}

for student in marks:

if student == student\_name:

print(marks[student])

break

else:

print('No entry with that name found.')

**Output**

No entry with that name found.

# Python while Loop

#### **Loops are used in programming to repeat a specific block of code. In this article, you will learn to create a while loop in Python.**

What is while loop in Python?

The while loop in Python is used to iterate over a block of code as long as the test expression (condition) is true.

We generally use this loop when we don't know the number of times to iterate beforehand.

### Syntax of while Loop in Python

while test\_expression:

Body of while

In the while loop, test expression is checked first. The body of the loop is entered only if the test\_expression evaluates to True. After one iteration, the test expression is checked again. This process continues until the test\_expression evaluates to False.

In Python, the body of the while loop is determined through indentation.

The body starts with indentation and the first unindented line marks the end.

Python interprets any non-zero value as True. None and 0 are interpreted as False.

### Flowchart of while Loop
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### Example: Python while Loop

# Program to add natural

# numbers up to

# sum = 1+2+3+...+n

# To take input from the user,

# n = int(input("Enter n: "))

n = 10

# initialize sum and counter

sum = 0

i = 1

while i <= n:

sum = sum + i

i = i+1 # update counter

# print the sum

print("The sum is", sum)

When you run the program, the output will be:

Enter n: 10

The sum is 55

In the above program, the test expression will be True as long as our counter variable i is less than or equal to n (10 in our program).

We need to increase the value of the counter variable in the body of the loop. This is very important (and mostly forgotten). Failing to do so will result in an infinite loop (never-ending loop).

Finally, the result is displayed.

## While loop with else

Same as with [for loops](https://www.programiz.com/python-programming/for-loop), while loops can also have an optional else block.

The else part is executed if the condition in the while loop evaluates to False.

The while loop can be terminated with a [break statement](https://www.programiz.com/python-programming/break-continue). In such cases, the else part is ignored. Hence, a while loop's else part runs if no break occurs and the condition is false.

Here is an example to illustrate this.

'''Example to illustrate

the use of else statement

with the while loop'''

counter = 0

while counter < 3:

print("Inside loop")

counter = counter + 1

else:

print("Inside else")

**Output**

Inside loop

Inside loop

Inside loop

Inside else

Here, we use a counter variable to print the string Inside loop three times.

On the fourth iteration, the condition in while becomes False. Hence, the else part is executed.

# Python break and continue

#### **In this article, you will learn to use break and continue statements to alter the flow of a loop.**

## What is the use of break and continue in Python?

In Python, break and continue statements can alter the flow of a normal loop.

Loops iterate over a block of code until the test expression is false, but sometimes we wish to terminate the current iteration or even the whole loop without checking test expression.

The break and continue statements are used in these cases.

## Python break statement

The break statement terminates the loop containing it. Control of the program flows to the statement immediately after the body of the loop.

If the break statement is inside a nested loop (loop inside another loop), the break statement will terminate the innermost loop.

### Syntax of break

break

### Flowchart of break

![Flowchart of break statement in Python](data:image/jpeg;base64,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)Flowchart of break statement in Python

The working of break statement in [for loop](https://www.programiz.com/python-programming/for-loop) and [while loop](https://www.programiz.com/python-programming/while-loop) is shown below.
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### Example: Python break

# Use of break statement inside the loop

for val in "string":

if val == "i":

break

print(val)

print("The end")

**Output**

s

t

r

The end

In this program, we iterate through the "string" sequence. We check if the letter is i, upon which we break from the loop. Hence, we see in our output that all the letters up till i gets printed. After that, the loop terminates.

## Python continue statement

The continue statement is used to skip the rest of the code inside a loop for the current iteration only. Loop does not terminate but continues on with the next iteration.

### Syntax of Continue

continue

### Flowchart of continue
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The working of continue statement in for and while loop is shown below.
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### Example: Python continue

# Program to show the use of continue statement inside loops

for val in "string":

if val == "i":

continue

print(val)

print("The end")

**Output**

s

t

r

n

g

The end

This program is same as the above example except the break statement has been replaced with continue.

We continue with the loop, if the string is i, not executing the rest of the block. Hence, we see in our output that all the letters except i gets printed.

# Python pass statement

#### **In this article, you'll learn about pass statement. It is used as a placeholder for future implementation of functions, loops, etc.**

## What is pass statement in Python?

In Python programming, the pass statement is a null statement. The difference between a [comment](https://www.programiz.com/python-programming/statement-indentation-comments) and a pass statement in Python is that while the interpreter ignores a comment entirely, pass is not ignored.

However, nothing happens when the pass is executed. It results in no operation (NOP).

### Syntax of pass

pass

We generally use it as a placeholder.

Suppose we have a [loop](https://www.programiz.com/python-programming/for-loop) or a [function](https://www.programiz.com/python-programming/function) that is not implemented yet, but we want to implement it in the future. They cannot have an empty body. The interpreter would give an error. So, we use the pass statement to construct a body that does nothing.

### Example: pass Statement

'''pass is just a placeholder for

functionality to be added later.'''

sequence = {'p', 'a', 's', 's'}

for val in sequence:

pass

We can do the same thing in an empty [function](https://www.programiz.com/python-programming/function) or [class](https://www.programiz.com/python-programming/class) as well.

def function(args):

pass

class Example:

pass

# Python Functions

#### **In this article, you'll learn about functions, what a function is, the syntax, components, and types of functions. Also, you'll learn to create a function in Python.**

## What is a function in Python?

In Python, a function is a group of related statements that performs a specific task.

Functions help break our program into smaller and modular chunks. As our program grows larger and larger, functions make it more organized and manageable.

Furthermore, it avoids repetition and makes the code reusable.

### Syntax of Function

def function\_name(parameters):

"""docstring"""

statement(s)

Above shown is a function definition that consists of the following components.

1. Keyword def that marks the start of the function header.
2. A function name to uniquely identify the function. Function naming follows the same [rules of writing identifiers in Python](https://www.programiz.com/python-programming/keywords-identifier#rules).
3. Parameters (arguments) through which we pass values to a function. They are optional.
4. A colon (:) to mark the end of the function header.
5. Optional documentation string (docstring) to describe what the function does.
6. One or more valid python statements that make up the function body. Statements must have the same indentation level (usually 4 spaces).
7. An optional return statement to return a value from the function.

### Example of a function

def greet(name):

"""

This function greets to

the person passed in as

a parameter

"""

print("Hello, " + name + ". Good morning!")

### How to call a function in python?

Once we have defined a function, we can call it from another function, program or even the Python prompt. To call a function we simply type the function name with appropriate parameters.

>>> greet('Paul')

Hello, Paul. Good morning!

**Note:** Try running the above code in the Python program with the function definition to see the output.

def greet(name):

"""

This function greets to

the person passed in as

a parameter

"""

print("Hello, " + name + ". Good morning!")

greet('Paul')

## Docstrings

The first string after the function header is called the docstring and is short for documentation string. It is briefly used to explain what a function does.

Although optional, documentation is a good programming practice. Unless you can remember what you had for dinner last week, always document your code.

In the above example, we have a docstring immediately below the function header. We generally use triple quotes so that docstring can extend up to multiple lines. This string is available to us as the \_\_doc\_\_ attribute of the function.

**For example**:

Try running the following into the Python shell to see the output.

>>> print(greet.\_\_doc\_\_)

This function greets to

the person passed in as

a parameter

## The return statement

The return statement is used to exit a function and go back to the place from where it was called.

### Syntax of return

return [expression\_list]

This statement can contain an expression that gets evaluated and the value is returned. If there is no expression in the statement or the return statement itself is not present inside a function, then the function will return the None object.

**For example:**

>>> print(greet("May"))

Hello, May. Good morning!

None

Here, None is the returned value since greet() directly prints the name and no return statement is used.

### Example of return

def absolute\_value(num):

"""This function returns the absolute

value of the entered number"""

if num >= 0:

return num

else:

return -num

print(absolute\_value(2))

print(absolute\_value(-4))

**Output**

2

4

## How Function works in Python?
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## Scope and Lifetime of variables

Scope of a variable is the portion of a program where the variable is recognized. Parameters and variables defined inside a function are not visible from outside the function. Hence, they have a local scope.

The lifetime of a variable is the period throughout which the variable exits in the memory. The lifetime of variables inside a function is as long as the function executes.

They are destroyed once we return from the function. Hence, a function does not remember the value of a variable from its previous calls.

Here is an example to illustrate the scope of a variable inside a function.

def my\_func():

x = 10

print("Value inside function:",x)

x = 20

my\_func()

print("Value outside function:",x)

**Output**

Value inside function: 10

Value outside function: 20

Here, we can see that the value of x is 20 initially. Even though the function my\_func() changed the value of x to 10, it did not affect the value outside the function.

This is because the variable x inside the function is different (local to the function) from the one outside. Although they have the same names, they are two different variables with different scopes.

On the other hand, variables outside of the function are visible from inside. They have a global scope.

We can read these values from inside the function but cannot change (write) them. In order to modify the value of variables outside the function, they must be declared as global variables using the keyword global.

## Types of Functions

Basically, we can divide functions into the following two types:

1. [Built-in functions](https://www.programiz.com/python-programming/built-in-function) - Functions that are built into Python.
2. [User-defined functions](https://www.programiz.com/python-programming/user-defined-function) - Functions defined by the users themselves.

# Python Function Arguments

#### **In Python, you can define a function that takes variable number of arguments. In this article, you will learn to define such functions using default, keyword and arbitrary arguments.**

## Arguments

In the [user-defined function](https://www.programiz.com/python-programming/user-defined-function) topic, we learned about defining a function and calling it. Otherwise, the function call will result in an error. Here is an example.

def greet(name, msg):

"""This function greets to

the person with the provided message"""

print("Hello", name + ', ' + msg)

greet("Monica", "Good morning!")

**Output**

Hello Monica, Good morning!

Here, the function greet() has two parameters.

Since we have called this function with two arguments, it runs smoothly and we do not get any error.

If we call it with a different number of arguments, the interpreter will show an error message. Below is a call to this function with one and no arguments along with their respective error messages.

>>> greet("Monica") # only one argument

TypeError: greet() missing 1 required positional argument: 'msg'

>>> greet() # no arguments

TypeError: greet() missing 2 required positional arguments: 'name' and 'msg'

## Variable Function Arguments

Up until now, functions had a fixed number of arguments. In Python, there are other ways to define a function that can take variable number of arguments.

Three different forms of this type are described below.

### Python Default Arguments

Function arguments can have default values in Python.

We can provide a default value to an argument by using the assignment operator (=). Here is an example.

def greet(name, msg="Good morning!"):

"""

This function greets to

the person with the

provided message.

If the message is not provided,

it defaults to "Good

morning!"

"""

print("Hello", name + ', ' + msg)

greet("Kate")

greet("Bruce", "How do you do?")

**Output**

Hello Kate, Good morning!

Hello Bruce, How do you do?

In this function, the parameter name does not have a default value and is required (mandatory) during a call.

On the other hand, the parameter msg has a default value of "Good morning!". So, it is optional during a call. If a value is provided, it will overwrite the default value.

Any number of arguments in a function can have a default value. But once we have a default argument, all the arguments to its right must also have default values.

This means to say, non-default arguments cannot follow default arguments. For example, if we had defined the function header above as:

def greet(msg = "Good morning!", name):

We would get an error as:

SyntaxError: non-default argument follows default argument

### Python Keyword Arguments

When we call a function with some values, these values get assigned to the arguments according to their position.

For example, in the above function greet(), when we called it as greet("Bruce", "How do you do?"), the value "Bruce" gets assigned to the argument name and similarly "How do you do?" to msg.

Python allows functions to be called using keyword arguments. When we call functions in this way, the order (position) of the arguments can be changed. Following calls to the above function are all valid and produce the same result.

# 2 keyword arguments

greet(name = "Bruce", msg = "How do you do?")

# 2 keyword arguments (out of order)

greet(msg = "How do you do?", name = "Bruce")

1 positional, 1 keyword argument

greet("Bruce", msg = "How do you do?")

As we can see, we can mix positional arguments with keyword arguments during a function call. But we must keep in mind that keyword arguments must follow positional arguments.

Having a positional argument after keyword arguments will result in errors. For example, the function call as follows:

greet(name="Bruce", "How do you do?")

Will result in an error:

SyntaxError: non-keyword arg after keyword arg

Python Arbitrary Arguments

Sometimes, we do not know in advance the number of arguments that will be passed into a function. Python allows us to handle this kind of situation through function calls with an arbitrary number of arguments.

In the function definition, we use an asterisk (\*) before the parameter name to denote this kind of argument. Here is an example.

def greet(\*names):

"""This function greets all

the person in the names tuple."""

# names is a tuple with arguments

for name in names:

print("Hello", name)

greet("Monica", "Luke", "Steve", "John")

**Output**

Hello Monica

Hello Luke

Hello Steve

Hello John

Here, we have called the function with multiple arguments. These arguments get wrapped up into a tuple before being passed into the function. Inside the function, we use a for loop to retrieve all the arguments back.

# Python Recursion

#### **In this tutorial, you will learn to create a recursive function (a function that calls itself).**

## What is recursion?

Recursion is the process of defining something in terms of itself.

A physical world example would be to place two parallel mirrors facing each other. Any object in between them would be reflected recursively.

## Python Recursive Function

In Python, we know that a [function](https://www.programiz.com/python-programming/function) can call other functions. It is even possible for the function to call itself. These types of construct are termed as recursive functions.

The following image shows the working of a recursive function called recurse.
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Following is an example of a recursive function to find the factorial of an integer.

Factorial of a number is the product of all the integers from 1 to that number. For example, the factorial of 6 (denoted as 6!) is 1\*2\*3\*4\*5\*6 = 720.

### Example of a recursive function

def factorial(x):

"""This is a recursive function

to find the factorial of an integer"""

if x == 1:

return 1

else:

return (x \* factorial(x-1))

num = 3

print("The factorial of", num, "is", factorial(num))

**Output**

The factorial of 3 is 6

In the above example, factorial() is a recursive function as it calls itself.

When we call this function with a positive integer, it will recursively call itself by decreasing the number.

Each function multiplies the number with the factorial of the number below it until it is equal to one. This recursive call can be explained in the following steps.

factorial(3) # 1st call with 3

3 \* factorial(2) # 2nd call with 2

3 \* 2 \* factorial(1) # 3rd call with 1

3 \* 2 \* 1 # return from 3rd call as number=1

3 \* 2 # return from 2nd call

6 # return from 1st call

Let's look at an image that shows a step-by-step process of what is going on:
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Our recursion ends when the number reduces to 1. This is called the base condition.

Every recursive function must have a base condition that stops the recursion or else the function calls itself infinitely.

The Python interpreter limits the depths of recursion to help avoid infinite recursions, resulting in stack overflows.

By default, the maximum depth of recursion is 1000. If the limit is crossed, it results in RecursionError. Let's look at one such condition.

def recursor():

recursor()

recursor()

**Output**

Traceback (most recent call last):

File "<string>", line 3, in <module>

File "<string>", line 2, in a

File "<string>", line 2, in a

File "<string>", line 2, in a

[Previous line repeated 996 more times]

RecursionError: maximum recursion depth exceeded

## Advantages of Recursion

1. Recursive functions make the code look clean and elegant.
2. A complex task can be broken down into simpler sub-problems using recursion.
3. Sequence generation is easier with recursion than using some nested iteration.

Disadvantages of Recursion

1. Sometimes the logic behind recursion is hard to follow through.
2. Recursive calls are expensive (inefficient) as they take up a lot of memory and time.
3. Recursive functions are hard to debug.

# Python Anonymous/Lambda Function

#### **In this article, you'll learn about the anonymous function, also known as lambda functions. You'll learn what they are, their syntax and how to use them (with examples).**

## What are lambda functions in Python?

In Python, an anonymous function is a [function](https://www.programiz.com/python-programming/function) that is defined without a name.

While normal functions are defined using the def keyword in Python, anonymous functions are defined using the lambda keyword.

Hence, anonymous functions are also called lambda functions.

## How to use lambda Functions in Python?

A lambda function in python has the following syntax.

### Syntax of Lambda Function in python

lambda arguments: expression

Lambda functions can have any number of arguments but only one expression. The expression is evaluated and returned. Lambda functions can be used wherever function objects are required.

### Example of Lambda Function in python

Here is an example of lambda function that doubles the input value.

# Program to show the use of lambda functions

double = lambda x: x \* 2

print(double(5))

**Output**

10

In the above program, lambda x: x \* 2 is the lambda function. Here x is the argument and x \* 2 is the expression that gets evaluated and returned.

This function has no name. It returns a function object which is assigned to the identifier double. We can now call it as a normal function. The statement

double = lambda x: x \* 2

is nearly the same as:

def double(x):

return x \* 2

## Use of Lambda Function in python

We use lambda functions when we require a nameless function for a short period of time.

In Python, we generally use it as an argument to a higher-order function (a function that takes in other functions as [arguments](https://www.programiz.com/python-programming/function-argument)). Lambda functions are used along with built-in functions like filter(), map() etc.

### Example use with filter()

The filter() function in Python takes in a function and a list as arguments.

The function is called with all the items in the list and a new list is returned which contains items for which the function evaluates to True.

Here is an example use of filter() function to filter out only even numbers from a list.

# Program to filter out only the even items from a list

my\_list = [1, 5, 4, 6, 8, 11, 3, 12]

new\_list = list(filter(lambda x: (x%2 == 0) , my\_list))

print(new\_list)

**Output**

[4, 6, 8, 12]

### Example use with map()

The map() function in Python takes in a function and a list.

The function is called with all the items in the list and a new list is returned which contains items returned by that function for each item.

Here is an example use of map() function to double all the items in a list.

# Program to double each item in a list using map()

my\_list = [1, 5, 4, 6, 8, 11, 3, 12]

new\_list = list(map(lambda x: x \* 2 , my\_list))

print(new\_list)

**Output**

[2, 10, 8, 12, 16, 22, 6, 24]

# Python Global, Local and Nonlocal variables

#### **In this tutorial, you’ll learn about Python Global variables, Local variables, Nonlocal variables and where to use them.**

## Global Variables

In Python, a variable declared outside of the function or in global scope is known as a global variable. This means that a global variable can be accessed inside or outside of the function.

Let's see an example of how a global variable is created in Python.

### Example 1: Create a Global Variable

x = "global"

def foo():

print("x inside:", x)

foo()

print("x outside:", x)

**Output**

x inside: global

x outside: global

In the above code, we created x as a global variable and defined a foo() to print the global variable x. Finally, we call the foo() which will print the value of x.

What if you want to change the value of x inside a function?

x = "global"

def foo():

x = x \* 2

print(x)

foo()

**Output**

UnboundLocalError: local variable 'x' referenced before assignment

The output shows an error because Python treats x as a local variable and x is also not defined inside foo().

To make this work, we use the global keyword. Visit [Python Global Keyword](https://www.programiz.com/python-programming/global-keyword) to learn more.

## Local Variables

A variable declared inside the function's body or in the local scope is known as a local variable.

### Example 2: Accessing local variable outside the scope

def foo():

y = "local"

foo()

print(y)

**Output**

NameError: name 'y' is not defined

The output shows an error because we are trying to access a local variable y in a global scope whereas the local variable only works inside foo() or local scope.

Let's see an example on how a local variable is created in Python.

### Example 3: Create a Local Variable

Normally, we declare a variable inside the function to create a local variable.

def foo():

y = "local"

print(y)

foo()

**Output**

local

Let's take a look at the [earlier problem](https://www.programiz.com/python-programming/global-local-nonlocal-variables#change-x) where x was a global variable and we wanted to modify x inside foo().

## Global and local variables

Here, we will show how to use global variables and local variables in the same code.

### Example 4: Using Global and Local variables in the same code

x = "global "

def foo():

global x

y = "local"

x = x \* 2

print(x)

print(y)

foo()

**Output**

global global

local

In the above code, we declare x as a global and y as a local variable in the foo(). Then, we use multiplication operator \* to modify the global variable x and we print both x and y.

After calling the foo(), the value of x becomes global global because we used the x \* 2 to print two times global. After that, we print the value of local variable y i.e local.

### Example 5: Global variable and Local variable with same name

x = 5

def foo():

x = 10

print("local x:", x)

foo()

print("global x:", x)

**Output**

local x: 10

global x: 5

In the above code, we used the same name x for both global variable and local variable. We get a different result when we print the same variable because the variable is declared in both scopes, i.e. the local scope inside foo() and global scope outside foo().

When we print the variable inside foo() it outputs local x: 10. This is called the local scope of the variable.

Similarly, when we print the variable outside the foo(), it outputs global x: 5. This is called the global scope of the variable.

## Nonlocal Variables

Nonlocal variables are used in nested functions whose local scope is not defined. This means that the variable can be neither in the local nor the global scope.

Let's see an example of how a global variable is created in Python.

We use nonlocal keywords to create nonlocal variables.

### Example 6: Create a nonlocal variable

def outer():

x = "local"

def inner():

nonlocal x

x = "nonlocal"

print("inner:", x)

inner()

print("outer:", x)

outer()

**Output**

inner: nonlocal

outer: nonlocal

In the above code, there is a nested inner() function. We use nonlocal keywords to create a nonlocal variable. The inner() function is defined in the scope of another function outer().

**Note** : If we change the value of a nonlocal variable, the changes appear in the local variable.

# Python Global Keyword

#### **In this article, you’ll learn about the global keyword, global variable and when to use global keywords.**

## What is the global keyword

In Python, global keyword allows you to modify the variable outside of the current scope. It is used to create a global variable and make changes to the variable in a local context.

## Rules of global Keyword

The basic rules for global keyword in Python are:

* When we create a variable inside a function, it is local by default.
* When we define a variable outside of a function, it is global by default. You don't have to use global keyword.
* We use global keyword to read and write a global variable inside a function.
* Use of global keyword outside a function has no effect.

## Use of global Keyword

Let's take an example.

#### **Example 1: Accessing global Variable From Inside a Function**

c = 1 # global variable

def add():

print(c)

add()

When we run the above program, the output will be:

1

However, we may have some scenarios where we need to modify the global variable from inside a function.

#### **Example 2: Modifying Global Variable From Inside the Function**

c = 1 # global variable

def add():

c = c + 2 # increment c by 2

print(c)

add()

When we run the above program, the output shows an error:

UnboundLocalError: local variable 'c' referenced before assignment

This is because we can only access the global variable but cannot modify it from inside the function.

The solution for this is to use the global keyword.

#### **Example 3: Changing Global Variable From Inside a Function using global**

c = 0 # global variable

def add():

global c

c = c + 2 # increment by 2

print("Inside add():", c)

add()

print("In main:", c)

When we run the above program, the output will be:

Inside add(): 2

In main: 2

In the above program, we define c as a global keyword inside the add() function.

Then, we increment the variable c by 1, i.e c = c + 2. After that, we call the add() function. Finally, we print the global variable c.

As we can see, change also occurred on the global variable outside the function, c = 2.

## Global Variables Across Python Modules

# Python Modules

#### **In this article, you will learn to create and import custom modules in Python. Also, you will find different techniques to import and use custom and built-in modules in Python.**

## What are modules in Python?

Modules refer to a file containing Python statements and definitions.

A file containing Python code, for example: example.py, is called a module, and its module name would be example.

We use modules to break down large programs into small manageable and organized files. Furthermore, modules provide reusability of code.

We can define our most used functions in a module and import it, instead of copying their definitions into different programs.

Let us create a module. Type the following and save it as example.py.

# Python Module example

def add(a, b):

"""This program adds two

numbers and return the result"""

result = a + b

return result

Here, we have defined a [function](https://www.programiz.com/python-programming/function) add() inside a module named example. The function takes in two numbers and returns their sum.

## How to import modules in Python?

We can import the definitions inside a module to another module or the interactive interpreter in Python.

We use the import keyword to do this. To import our previously defined module example, we type the following in the Python prompt.

>>> import example

This does not import the names of the functions defined in example directly in the current symbol table. It only imports the module name example there.

Using the module name we can access the function using the dot . operator. For example:

>>> example.add(4,5.5)

9.5

### Python import statement

We can import a module using the import statement and access the definitions inside it using the dot operator as described above. Here is an example.

# import statement example

# to import standard module math

import math

print("The value of pi is", math.pi)

When you run the program, the output will be:

The value of pi is 3.141592653589793

### Import with renaming

We can import a module by renaming it as follows:

# import module by renaming it

import math as m

print("The value of pi is", m.pi)

We have renamed the math module as m. This can save us typing time in some cases.

Note that the name math is not recognized in our scope. Hence, math.pi is invalid, and m.pi is the correct implementation.

### Python from...import statement

We can import specific names from a module without importing the module as a whole. Here is an example.

# import only pi from math module

from math import pi

print("The value of pi is", pi)

Here, we imported only the pi attribute from the math module.

In such cases, we don't use the dot operator. We can also import multiple attributes as follows:

>>> from math import pi, e

>>> pi

3.141592653589793

>>> e

2.718281828459045

### Import all names

We can import all names(definitions) from a module using the following construct:

# import all names from the standard module math

from math import \*

print("The value of pi is", pi)

Here, we have imported all the definitions from the math module. This includes all names visible in our scope except those beginning with an underscore(private definitions).

Importing everything with the asterisk (\*) symbol is not a good programming practice. This can lead to duplicate definitions for an identifier. It also hampers the readability of our code.

## Python Module Search Path

While importing a module, Python looks at several places. Interpreter first looks for a built-in module. Then(if built-in module not found), Python looks into a list of directories defined in sys.path. The search is in this order.

* The current directory.
* PYTHONPATH (an environment variable with a list of directories).
* The installation-dependent default directory.

>>> import sys

>>> sys.path

['',

'C:\\Python33\\Lib\\idlelib',

'C:\\Windows\\system32\\python33.zip',

'C:\\Python33\\DLLs',

'C:\\Python33\\lib',

'C:\\Python33',

'C:\\Python33\\lib\\site-packages']

We can add and modify this list to add our own path.

## Reloading a module

The Python interpreter imports a module only once during a session. This makes things more efficient. Here is an example to show how this works.

Suppose we have the following code in a module named my\_module.

# This module shows the effect of

# multiple imports and reload

print("This code got executed")

Now we see the effect of multiple imports.

>>> import my\_module

This code got executed

>>> import my\_module

>>> import my\_module

We can see that our code got executed only once. This goes to say that our module was imported only once.

Now if our module changed during the course of the program, we would have to reload it.One way to do this is to restart the interpreter. But this does not help much.

Python provides a more efficient way of doing this. We can use the reload() function inside the imp module to reload a module. We can do it in the following ways:

>>> import imp

>>> import my\_module

This code got executed

>>> import my\_module

>>> imp.reload(my\_module)

This code got executed

<module 'my\_module' from '.\\my\_module.py'>

## The dir() built-in function

We can use the dir() function to find out names that are defined inside a module.

For example, we have defined a function add() in the module example that we had in the beginning.

We can use dir in example module in the following way:

>>> dir(example)

['\_\_builtins\_\_',

'\_\_cached\_\_',

'\_\_doc\_\_',

'\_\_file\_\_',

'\_\_initializing\_\_',

'\_\_loader\_\_',

'\_\_name\_\_',

'\_\_package\_\_',

'add']

Here, we can see a sorted list of names (along with add). All other names that begin with an underscore are default Python attributes associated with the module (not user-defined).

For example, the \_\_name\_\_ attribute contains the name of the module.

>>> import example

>>> example.\_\_name\_\_

'example'

All the names defined in our current namespace can be found out using the dir() function without any arguments.

>>> a = 1

>>> b = "hello"

>>> import math

>>> dir()

['\_\_builtins\_\_', '\_\_doc\_\_', '\_\_name\_\_', 'a', 'b', 'math', 'pyscripter']

# Python Package

#### **In this article, you'll learn to divide your code base into clean, efficient modules using Python packages. Also, you'll learn to import and use your own or third party packages in your Python program.**

## What are packages?

We don't usually store all of our files on our computer in the same location. We use a well-organized hierarchy of directories for easier access.

Similar files are kept in the same directory, for example, we may keep all the songs in the "**music**" directory. Analogous to this, Python has packages for directories and [modules](https://www.programiz.com/python-programming/modules) for files.

As our application program grows larger in size with a lot of modules, we place similar modules in one package and different modules in different packages. This makes a project (program) easy to manage and conceptually clear.

Similarly, as a directory can contain subdirectories and files, a Python package can have sub-packages and modules.

A directory must contain a file named \_\_init\_\_.py in order for Python to consider it as a package. This file can be left empty but we generally place the initialization code for that package in this file.

Here is an example. Suppose we are developing a game. One possible organization of packages and modules could be as shown in the figure below.
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## Importing module from a package

We can import modules from packages using the dot (.) operator.

For example, if we want to import the start module in the above example, it can be done as follows:

import Game.Level.start

Now, if this module contains a [function](https://www.programiz.com/python-programming/function) named select\_difficulty(), we must use the full name to reference it.

Game.Level.start.select\_difficulty(2)

If this construct seems lengthy, we can import the module without the package prefix as follows:

from Game.Level import start

We can now call the function simply as follows:

start.select\_difficulty(2)

Another way of importing just the required function (or class or variable) from a module within a package would be as follows:

from Game.Level.start import select\_difficulty

Now we can directly call this function.

select\_difficulty(2)

Although easier, this method is not recommended. Using the full [namespace](https://www.programiz.com/python-programming/namespace) avoids confusion and prevents two same identifier names from colliding.

While importing packages, Python looks in the list of directories defined in sys.path, similar as for [module search path](https://www.programiz.com/python-programming/modules#search).

# Python File I/O

#### **In this tutorial, you'll learn about Python file operations. More specifically, opening a file, reading from it, writing into it, closing it, and various file methods that you should be aware of.**

## Files

Files are named locations on disk to store related information. They are used to permanently store data in a non-volatile memory (e.g. hard disk).

Since Random Access Memory (RAM) is volatile (which loses its data when the computer is turned off), we use files for future use of the data by permanently storing them.

When we want to read from or write to a file, we need to open it first. When we are done, it needs to be closed so that the resources that are tied with the file are freed.

Hence, in Python, a file operation takes place in the following order:

1. Open a file
2. Read or write (perform operation)
3. Close the file

## Opening Files in Python

Python has a built-in open() function to open a file. This function returns a file object, also called a handle, as it is used to read or modify the file accordingly.

>>> f = open("test.txt") # open file in current directory

>>> f = open("C:/Python38/README.txt") # specifying full path

We can specify the mode while opening a file. In mode, we specify whether we want to read r, write w or append a to the file. We can also specify if we want to open the file in text mode or binary mode.

The default is reading in text mode. In this mode, we get strings when reading from the file.

On the other hand, binary mode returns bytes and this is the mode to be used when dealing with non-text files like images or executable files.

|  |  |
| --- | --- |
| Mode | Description |
| r | Opens a file for reading. (default) |
| w | Opens a file for writing. Creates a new file if it does not exist or truncates the file if it exists. |
| x | Opens a file for exclusive creation. If the file already exists, the operation fails. |
| a | Opens a file for appending at the end of the file without truncating it. Creates a new file if it does not exist. |
| t | Opens in text mode. (default) |
| b | Opens in binary mode. |
| + | Opens a file for updating (reading and writing) |

f = open("test.txt") # equivalent to 'r' or 'rt'

f = open("test.txt",'w') # write in text mode

f = open("img.bmp",'r+b') # read and write in binary mode

Unlike other languages, the character a does not imply the number 97 until it is encoded using ASCII (or other equivalent encodings).

Moreover, the default encoding is platform dependent. In windows, it is cp1252 but utf-8 in Linux.

So, we must not also rely on the default encoding or else our code will behave differently in different platforms.

Hence, when working with files in text mode, it is highly recommended to specify the encoding type.

f = open("test.txt", mode='r', encoding='utf-8')

## Closing Files in Python

When we are done with performing operations on the file, we need to properly close the file.

Closing a file will free up the resources that were tied with the file. It is done using the close() method available in Python.

Python has a garbage collector to clean up unreferenced objects but we must not rely on it to close the file.

f = open("test.txt", encoding = 'utf-8')

# perform file operations

f.close()

This method is not entirely safe. If an exception occurs when we are performing some operation with the file, the code exits without closing the file.

A safer way is to use a [try...finally](https://www.programiz.com/python-programming/exception-handling) block.

try:

f = open("test.txt", encoding = 'utf-8')

# perform file operations

finally:

f.close()

This way, we are guaranteeing that the file is properly closed even if an exception is raised that causes program flow to stop.

The best way to close a file is by using the with statement. This ensures that the file is closed when the block inside the with statement is exited.

We don't need to explicitly call the close() method. It is done internally.

with open("test.txt", encoding = 'utf-8') as f:

# perform file operations

## Writing to Files in Python

In order to write into a file in Python, we need to open it in write w, append a or exclusive creation x mode.

We need to be careful with the w mode, as it will overwrite into the file if it already exists. Due to this, all the previous data are erased.

Writing a string or sequence of bytes (for binary files) is done using the write() method. This method returns the number of characters written to the file.

with open("test.txt",'w',encoding = 'utf-8') as f:

f.write("my first file\n")

f.write("This file\n\n")

f.write("contains three lines\n")

This program will create a new file named test.txt in the current directory if it does not exist. If it does exist, it is overwritten.

We must include the newline characters ourselves to distinguish the different lines.

## Reading Files in Python

To read a file in Python, we must open the file in reading r mode.

There are various methods available for this purpose. We can use the read(size) method to read in the size number of data. If the size parameter is not specified, it reads and returns up to the end of the file.

We can read the text.txt file we wrote in the above section in the following way:

>>> f = open("test.txt",'r',encoding = 'utf-8')

>>> f.read(4) # read the first 4 data

'This'

>>> f.read(4) # read the next 4 data

' is '

>>> f.read() # read in the rest till end of file

'my first file\nThis file\ncontains three lines\n'

>>> f.read() # further reading returns empty sting

''

We can see that the read() method returns a newline as '\n'. Once the end of the file is reached, we get an empty string on further reading.

We can change our current file cursor (position) using the seek() method. Similarly, the tell() method returns our current position (in number of bytes).

>>> f.tell() # get the current file position

56

>>> f.seek(0) # bring file cursor to initial position

0

>>> print(f.read()) # read the entire file

This is my first file

This file

contains three lines

We can read a file line-by-line using a [for loop](https://www.programiz.com/python-programming/for-loop). This is both efficient and fast.

>>> for line in f:

... print(line, end = '')

...

This is my first file

This file

contains three lines

In this program, the lines in the file itself include a newline character \n. So, we use the end parameter of the print() function to avoid two newlines when printing.

Alternatively, we can use the readline() method to read individual lines of a file. This method reads a file till the newline, including the newline character.

>>> f.readline()

'This is my first file\n'

>>> f.readline()

'This file\n'

>>> f.readline()

'contains three lines\n'

>>> f.readline()

''

Lastly, the readlines() method returns a list of remaining lines of the entire file. All these reading methods return empty values when the end of file (EOF) is reached.

>>> f.readlines()

['This is my first file\n', 'This file\n', 'contains three lines\n']

## Python File Methods

There are various methods available with the file object. Some of them have been used in the above examples.

Here is the complete list of methods in text mode with a brief description:

|  |  |
| --- | --- |
| Method | Description |
| close() | Closes an opened file. It has no effect if the file is already closed. |
| detach() | Separates the underlying binary buffer from the TextIOBase and returns it. |
| fileno() | Returns an integer number (file descriptor) of the file. |
| flush() | Flushes the write buffer of the file stream. |
| isatty() | Returns True if the file stream is interactive. |
| read(n) | Reads at most n characters from the file. Reads till end of file if it is negative or None. |
| readable() | Returns True if the file stream can be read from. |
| readline(n=-1) | Reads and returns one line from the file. Reads in at most n bytes if specified. |
| readlines(n=-1) | Reads and returns a list of lines from the file. Reads in at most n bytes/characters if specified. |
| seek(offset,from=SEEK\_SET) | Changes the file position to offset bytes, in reference to from (start, current, end). |
| seekable() | Returns True if the file stream supports random access. |
| tell() | Returns the current file location. |
| truncate(size=None) | Resizes the file stream to size bytes. If size is not specified, resizes to current location. |
| writable() | Returns True if the file stream can be written to. |
| write(s) | Writes the string s to the file and returns the number of characters written. |
| writelines(lines) | Writes a list of lines to the file. |

## Python Directory

If there are a large number of [files](https://www.programiz.com/python-programming/file-operation) to handle in our Python program, we can arrange our code within different directories to make things more manageable.

A directory or folder is a collection of files and subdirectories. Python has the os [module](https://www.programiz.com/python-programming/modules) that provides us with many useful methods to work with directories (and files as well).

## Get Current Directory

We can get the present working directory using the getcwd() method of the os module.

This method returns the current working directory in the form of a string. We can also use the getcwdb() method to get it as bytes object.

>>> import os

>>> os.getcwd()

'C:\\Program Files\\PyScripter'

>>> os.getcwdb()

b'C:\\Program Files\\PyScripter'

The extra backslash implies an escape sequence. The print() function will render this properly.

>>> print(os.getcwd())

C:\Program Files\PyScripter

## Changing Directory

We can change the current working directory by using the chdir() method.

The new path that we want to change into must be supplied as a string to this method. We can use both the forward-slash / or the backward-slash \ to separate the path elements.

It is safer to use an escape sequence when using the backward slash.

>>> os.chdir('C:\\Python33')

>>> print(os.getcwd())

C:\Python33

## List Directories and Files

All files and sub-directories inside a directory can be retrieved using the listdir() method.

## Making a New Directory

We can make a new directory using the mkdir() method.

This method takes in the path of the new directory. If the full path is not specified, the new directory is created in the current working directory.

>>> os.mkdir('test')

>>> os.listdir()

['test']

## Renaming a Directory or a File

The rename() method can rename a directory or a file.

For renaming any directory or file, the rename() method takes in two basic arguments: the old name as the first argument and the new name as the second argument.

>>> os.listdir()

['test']

>>> os.rename('test','new\_one')

>>> os.listdir()

['new\_one']

## Removing Directory or File

A file can be removed (deleted) using the remove() method.

Similarly, the rmdir() method removes an empty directory.

>>> os.listdir()

['new\_one', 'old.txt']

>>> os.remove('old.txt')

>>> os.listdir()

['new\_one']

>>> os.rmdir('new\_one')

>>> os.listdir()

[]

**Note**: The rmdir() method can only remove empty directories.

In order to remove a non-empty directory, we can use the rmtree() method inside the shutil module.

>>> os.listdir()

['test']

>>> os.rmdir('test')

Traceback (most recent call last):

...

OSError: [WinError 145] The directory is not empty: 'test'

>>> import shutil

>>> shutil.rmtree('test')

>>> os.listdir()

[]

# Python Object Oriented Programming

#### **In this tutorial, you’ll learn about Object-Oriented Programming (OOP) in Python and its fundamental concept with the help of examples.**

## Object Oriented Programming

Python is a multi-paradigm programming language. It supports different programming approaches.

One of the popular approaches to solve a programming problem is by creating objects. This is known as Object-Oriented Programming (OOP).

An object has two characteristics:

* attributes
* behavior

Let's take an example:

A parrot is can be an object,as it has the following properties:

* name, age, color as attributes
* singing, dancing as behavior

The concept of OOP in Python focuses on creating reusable code. This concept is also known as DRY (Don't Repeat Yourself).

In Python, the concept of OOP follows some basic principles:

## Class

A class is a blueprint for the object.

We can think of class as a sketch of a parrot with labels. It contains all the details about the name, colors, size etc. Based on these descriptions, we can study about the parrot. Here, a parrot is an object.

The example for class of parrot can be :

class Parrot:

pass

Here, we use the class keyword to define an empty class Parrot. From class, we construct instances. An instance is a specific object created from a particular class.

## Object

An object (instance) is an instantiation of a class. When class is defined, only the description for the object is defined. Therefore, no memory or storage is allocated.

The example for object of parrot class can be:

obj = Parrot()

Here, obj is an object of class Parrot.

Suppose we have details of parrots. Now, we are going to show how to build the class and objects of parrots.

### Example 1: Creating Class and Object in Python

class Parrot:

# class attribute

species = "bird"

# instance attribute

def \_\_init\_\_(self, name, age):

self.name = name

self.age = age

# instantiate the Parrot class

blu = Parrot("Blu", 10)

woo = Parrot("Woo", 15)

# access the class attributes

print("Blu is a {}".format(blu.\_\_class\_\_.species))

print("Woo is also a {}".format(woo.\_\_class\_\_.species))

# access the instance attributes

print("{} is {} years old".format( blu.name, blu.age))

print("{} is {} years old".format( woo.name, woo.age))

**Output**

Blu is a bird

Woo is also a bird

Blu is 10 years old

Woo is 15 years old

In the above program, we created a class with the name Parrot. Then, we define attributes. The attributes are a characteristic of an object.

These attributes are defined inside the \_\_init\_\_ method of the class. It is the initializer method that is first run as soon as the object is created.

Then, we create instances of the Parrot class. Here, blu and woo are references (value) to our new objects.

We can access the class attribute using \_\_class\_\_.species. Class attributes are the same for all instances of a class. Similarly, we access the instance attributes using blu.name and blu.age. However, instance attributes are different for every instance of a class.

## Methods

Methods are functions defined inside the body of a class. They are used to define the behaviors of an object.

### Example 2 : Creating Methods in Python

class Parrot:

# instance attributes

def \_\_init\_\_(self, name, age):

self.name = name

self.age = age

# instance method

def sing(self, song):

return "{} sings {}".format(self.name, song)

def dance(self):

return "{} is now dancing".format(self.name)

# instantiate the object

blu = Parrot("Blu", 10)

# call our instance methods

print(blu.sing("'Happy'"))

print(blu.dance())

**Output**

Blu sings 'Happy'

Blu is now dancing

In the above program, we define two methods i.e sing() and dance(). These are called instance methods because they are called on an instance object i.e blu.

## Inheritance

Inheritance is a way of creating a new class for using details of an existing class without modifying it. The newly formed class is a derived class (or child class). Similarly, the existing class is a base class (or parent class).

### Example 3: Use of Inheritance in Python

# parent class

class Bird:

def \_\_init\_\_(self):

print("Bird is ready")

def whoisThis(self):

print("Bird")

def swim(self):

print("Swim faster")

# child class

class Penguin(Bird):

def \_\_init\_\_(self):

# call super() function

super().\_\_init\_\_()

print("Penguin is ready")

def whoisThis(self):

print("Penguin")

def run(self):

print("Run faster")

peggy = Penguin() #instantiate the object of child class

peggy.whoisThis()

peggy.swim()

peggy.run()

**Output**

Bird is ready

Penguin is ready

Penguin

Swim faster

Run faster

In the above program, we created two classes i.e. Bird (parent class) and Penguin (child class). The child class inherits the functions of parent class. We can see this from the swim() method.

Again, the child class modified the behavior of the parent class. We can see this from the whoisThis() method. Furthermore, we extend the functions of the parent class, by creating a new run() method.

Additionally, we use the super() function inside the \_\_init\_\_() method. This allows us to run the \_\_init\_\_() method of the parent class inside the child class.

## Encapsulation

Using OOP in Python, we can restrict access to methods and variables. This prevents data from direct modification which is called encapsulation. In Python, we denote private attributes using underscore as the prefix i.e single \_ or double \_\_.

### Example 4: Data Encapsulation in Python

class Computer:

def \_\_init\_\_(self):

self.\_\_maxprice = 900

def sell(self):

print("Selling Price: {}".format(self.\_\_maxprice))

def setMaxPrice(self, price):

self.\_\_maxprice = price

c = Computer()

c.sell()

# change the price

c.\_\_maxprice = 1000

c.sell()

# using setter function

c.setMaxPrice(1000)

c.sell()

**Output**

Selling Price: 900

Selling Price: 900

Selling Price: 1000

In the above program, we defined a Computer class.

We used \_\_init\_\_() method to store the maximum selling price of Computer. We tried to modify the price. However, we can't change it because Python treats the \_\_maxprice as private attributes.

As shown, to change the value, we have to use a setter function i.e setMaxPrice() which takes price as a parameter.

## Polymorphism

Polymorphism is an ability (in OOP) to use a common interface for multiple forms (data types).

Suppose, we need to color a shape, there are multiple shape options (rectangle, square, circle). However we could use the same method to color any shape. This concept is called Polymorphism.

### Example 5: Using Polymorphism in Python

class Parrot:

def fly(self):

print("Parrot can fly")

def swim(self):

print("Parrot can't swim")

class Penguin:

def fly(self):

print("Penguin can't fly")

def swim(self):

print("Penguin can swim")

# common interface

def flying\_test(bird):

bird.fly()

#instantiate objects

blu = Parrot()

peggy = Penguin()

# passing the object

flying\_test(blu)

flying\_test(peggy)

**Output**

Parrot can fly

Penguin can't fly

In the above program, we defined two classes Parrot and Penguin. Each of them have a common fly() method. However, their functions are different.

To use polymorphism, we created a common interface i.e flying\_test() function that takes any object and calls the object's fly() method. Thus, when we passed the blu and peggy objects in the flying\_test() function, it ran effectively.

## Key Points to Remember:

* Object-Oriented Programming makes the program easy to understand as well as efficient.
* Since the class is sharable, the code can be reused.
* Data is safe and secure with data abstraction.
* Polymorphism allows the same interface for different objects, so programmers can write efficient code.

## Python Objects and Classes

Python is an object oriented programming language. Unlike procedure oriented programming, where the main emphasis is on functions, object oriented programming stresses on objects.

An object is simply a collection of data (variables) and methods (functions) that act on those data. Similarly, a class is a blueprint for that object.

We can think of class as a sketch (prototype) of a house. It contains all the details about the floors, doors, windows etc. Based on these descriptions we build the house. House is the object.

As many houses can be made from a house's blueprint, we can create many objects from a class. An object is also called an instance of a class and the process of creating this object is called **instantiation**.

## Defining a Class in Python

Like function definitions begin with the [def](https://www.programiz.com/python-programming/keyword-list#def) keyword in Python, class definitions begin with a [class](https://www.programiz.com/python-programming/keyword-list#class) keyword.

The first string inside the class is called docstring and has a brief description about the class. Although not mandatory, this is highly recommended.

Here is a simple class definition.

class MyNewClass:

'''This is a docstring. I have created a new class'''

pass

A class creates a new local [namespace](https://www.programiz.com/python-programming/namespace) where all its attributes are defined. Attributes may be data or functions.

There are also special attributes in it that begins with double underscores \_\_. For example, \_\_doc\_\_ gives us the docstring of that class.

As soon as we define a class, a new class object is created with the same name. This class object allows us to access the different attributes as well as to instantiate new objects of that class.

class Person:

"This is a person class"

age = 10

def greet(self):

print('Hello')

# Output: 10

print(Person.age)

# Output: <function Person.greet>

print(Person.greet)

# Output: 'This is my second class'

print(Person.\_\_doc\_\_)

**Output**

10

<function Person.greet at 0x7fc78c6e8160>

This is a person class

## Creating an Object in Python

We saw that the class object could be used to access different attributes.

It can also be used to create new object instances (instantiation) of that class. The procedure to create an object is similar to a [function](https://www.programiz.com/python-programming/function) call.

>>> harry = Person()

This will create a new object instance named harry. We can access the attributes of objects using the object name prefix.

Attributes may be data or method. Methods of an object are corresponding functions of that class.

This means to say, since Person.greet is a function object (attribute of class), Person.greet will be a method object.

class Person:

"This is a person class"

age = 10

def greet(self):

print('Hello')

# create a new object of Person class

harry = Person()

# Output: <function Person.greet>

print(Person.greet)

# Output: <bound method Person.greet of <\_\_main\_\_.Person object>>

print(harry.greet)

# Calling object's greet() method

# Output: Hello

harry.greet()

**Output**

<function Person.greet at 0x7fd288e4e160>

<bound method Person.greet of <\_\_main\_\_.Person object at 0x7fd288e9fa30>>

Hello

You may have noticed the self parameter in function definition inside the class but we called the method simply as harry.greet() without any [arguments](https://www.programiz.com/python-programming/function-argument). It still worked.

This is because, whenever an object calls its method, the object itself is passed as the first argument. So, harry.greet() translates into Person.greet(harry).

In general, calling a method with a list of n arguments is equivalent to calling the corresponding function with an argument list that is created by inserting the method's object before the first argument.

For these reasons, the first argument of the function in class must be the object itself. This is conventionally called self. It can be named otherwise but we highly recommend to follow the convention.

Now you must be familiar with class object, instance object, function object, method object and their differences.

## Constructors in Python

Class functions that begin with double underscore \_\_ are called special functions as they have special meaning.

Of one particular interest is the \_\_init\_\_() function. This special function gets called whenever a new object of that class is instantiated.

This type of function is also called constructors in Object Oriented Programming (OOP). We normally use it to initialize all the variables.

class ComplexNumber:

def \_\_init\_\_(self, r=0, i=0):

self.real = r

self.imag = i

def get\_data(self):

print(f'{self.real}+{self.imag}j')

# Create a new ComplexNumber object

num1 = ComplexNumber(2, 3)

# Call get\_data() method

# Output: 2+3j

num1.get\_data()

# Create another ComplexNumber object

# and create a new attribute 'attr'

num2 = ComplexNumber(5)

num2.attr = 10

# Output: (5, 0, 10)

print((num2.real, num2.imag, num2.attr))

# but c1 object doesn't have attribute 'attr'

# AttributeError: 'ComplexNumber' object has no attribute 'attr'

print(num1.attr)

**Output**

2+3j

(5, 0, 10)

Traceback (most recent call last):

File "<string>", line 27, in <module>

print(num1.attr)

AttributeError: 'ComplexNumber' object has no attribute 'attr'

In the above example, we defined a new class to represent complex numbers. It has two functions, \_\_init\_\_() to initialize the variables (defaults to zero) and get\_data() to display the number properly.

An interesting thing to note in the above step is that attributes of an object can be created on the fly. We created a new attribute attr for object num2 and read it as well. But this does not create that attribute for object num1.

## Deleting Attributes and Objects

Any attribute of an object can be deleted anytime, using the del statement. Try the following on the Python shell to see the output.

>>> num1 = ComplexNumber(2,3)

>>> del num1.imag

>>> num1.get\_data()

Traceback (most recent call last):

...

AttributeError: 'ComplexNumber' object has no attribute 'imag'

>>> del ComplexNumber.get\_data

>>> num1.get\_data()

Traceback (most recent call last):

...

AttributeError: 'ComplexNumber' object has no attribute 'get\_data'

We can even delete the object itself, using the del statement.

>>> c1 = ComplexNumber(1,3)

>>> del c1

>>> c1

Traceback (most recent call last):

...

NameError: name 'c1' is not defined

Actually, it is more complicated than that. When we do c1 = ComplexNumber(1,3), a new instance object is created in memory and the name c1 binds with it.

On the command del c1, this binding is removed and the name c1 is deleted from the corresponding namespace. The object however continues to exist in memory and if no other name is bound to it, it is later automatically destroyed.

This automatic destruction of unreferenced objects in Python is also called garbage collection.
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Deleting objects in Python removes the name binding

# Python Inheritance

#### **Inheritance enables us to define a class that takes all the functionality from a parent class and allows us to add more. In this tutorial, you will learn to use inheritance in Python.**

## Inheritance in Python

Inheritance is a powerful feature in object oriented programming.

It refers to defining a new [class](https://www.programiz.com/python-programming/class) with little or no modification to an existing class. The new class is called **derived (or child) class** and the one from which it inherits is called the **base (or parent) class**.

### Python Inheritance Syntax

class BaseClass:

Body of base class

class DerivedClass(BaseClass):

Body of derived class

Derived class inherits features from the base class where new features can be added to it. This results in re-usability of code.

### Example of Inheritance in Python

To demonstrate the use of inheritance, let us take an example.

A polygon is a closed figure with 3 or more sides. Say, we have a class called Polygon defined as follows.

class Polygon:

def \_\_init\_\_(self, no\_of\_sides):

self.n = no\_of\_sides

self.sides = [0 for i in range(no\_of\_sides)]

def inputSides(self):

self.sides = [float(input("Enter side "+str(i+1)+" : ")) for i in range(self.n)]

def dispSides(self):

for i in range(self.n):

print("Side",i+1,"is",self.sides[i])

This class has data attributes to store the number of sides n and magnitude of each side as a list called sides.

The inputSides() method takes in the magnitude of each side and dispSides() displays these side lengths.

A triangle is a polygon with 3 sides. So, we can create a class called Triangle which inherits from Polygon. This makes all the attributes of Polygon class available to the Triangle class.

We don't need to define them again (code reusability). Triangle can be defined as follows.

class Triangle(Polygon):

def \_\_init\_\_(self):

Polygon.\_\_init\_\_(self,3)

def findArea(self):

a, b, c = self.sides

# calculate the semi-perimeter

s = (a + b + c) / 2

area = (s\*(s-a)\*(s-b)\*(s-c)) \*\* 0.5

print('The area of the triangle is %0.2f' %area)

However, class Triangle has a new method findArea() to find and print the area of the triangle. Here is a sample run.

>>> t = Triangle()

>>> t.inputSides()

Enter side 1 : 3

Enter side 2 : 5

Enter side 3 : 4

>>> t.dispSides()

Side 1 is 3.0

Side 2 is 5.0

Side 3 is 4.0

>>> t.findArea()

The area of the triangle is 6.00

We can see that even though we did not define methods like inputSides() or dispSides() for class Triangle separately, we were able to use them.

If an attribute is not found in the class itself, the search continues to the base class. This repeats recursively, if the base class is itself derived from other classes.

## Method Overriding in Python

In the above example, notice that \_\_init\_\_() method was defined in both classes, Triangle as well Polygon. When this happens, the method in the derived class overrides that in the base class. This is to say, \_\_init\_\_() in Triangle gets preference over the \_\_init\_\_ in Polygon.

Generally when overriding a base method, we tend to extend the definition rather than simply replace it. The same is being done by calling the method in base class from the one in derived class (calling Polygon.\_\_init\_\_() from \_\_init\_\_() in Triangle).

A better option would be to use the built-in function super(). So, super().\_\_init\_\_(3) is equivalent to Polygon.\_\_init\_\_(self,3) and is preferred. To learn more about the super() function in Python, visit [Python super() function](http://rhettinger.wordpress.com/2011/05/26/super-considered-super/).

Two built-in functions isinstance() and issubclass() are used to check inheritances.

The function isinstance() returns True if the object is an instance of the class or other classes derived from it. Each and every class in Python inherits from the base class object.

>>> isinstance(t,Triangle)

True

>>> isinstance(t,Polygon)

True

>>> isinstance(t,int)

False

>>> isinstance(t,object)

True

Similarly, issubclass() is used to check for class inheritance.

>>> issubclass(Polygon,Triangle)

False

>>> issubclass(Triangle,Polygon)

True

>>> issubclass(bool,int)

True

## Python Multiple Inheritance

A [class](https://www.programiz.com/python-programming/class) can be derived from more than one base class in Python, similar to C++. This is called multiple inheritance.

In multiple inheritance, the features of all the base classes are inherited into the derived class. The syntax for multiple inheritance is similar to single [inheritance](https://www.programiz.com/python-programming/inheritance).

### Example

class Base1:

pass

class Base2:

pass

class MultiDerived(Base1, Base2):

pass

Here, the MultiDerived class is derived from Base1 and Base2 classes.
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The MultiDerived class inherits from both Base1 and Base2 classes.

## Python Multilevel Inheritance

We can also inherit from a derived class. This is called multilevel inheritance. It can be of any depth in Python.

In multilevel inheritance, features of the base class and the derived class are inherited into the new derived class.

An example with corresponding visualization is given below.

class Base:

pass

class Derived1(Base):

pass

class Derived2(Derived1):

pass

Here, the Derived1 class is derived from the Base class, and the Derived2 class is derived from the Derived1 class.
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## Python Operator Overloading

[Python operators](https://www.programiz.com/python-programming/operators) work for built-in classes. But the same operator behaves differently with different types. For example, the + operator will perform arithmetic addition on two numbers, merge two lists, or concatenate two strings.

This feature in Python that allows the same operator to have different meaning according to the context is called operator overloading.

So what happens when we use them with objects of a user-defined class? Let us consider the following class, which tries to simulate a point in 2-D coordinate system.

class Point:

def \_\_init\_\_(self, x=0, y=0):

self.x = x

self.y = y

p1 = Point(1, 2)

p2 = Point(2, 3)

print(p1+p2)

**Output**

Traceback (most recent call last):

File "<string>", line 9, in <module>

print(p1+p2)

TypeError: unsupported operand type(s) for +: 'Point' and 'Point'

Here, we can see that a TypeError was raised, since Python didn't know how to add two Point objects together.

However, we can achieve this task in Python through operator overloading. But first, let's get a notion about special functions.

## Python Special Functions

Class functions that begin with double underscore \_\_ are called special functions in Python.

These functions are not the typical functions that we define for a class. The \_\_init\_\_() function we defined above is one of them. It gets called every time we create a new object of that class.

There are numerous other special functions in Python. Visit [Python Special Functions](http://docs.python.org/3/reference/datamodel.html#special-method-names) to learn more about them.

Using special functions, we can make our class compatible with built-in functions.

>>> p1 = Point(2,3)

>>> print(p1)

<\_\_main\_\_.Point object at 0x00000000031F8CC0>

Suppose we want the print() function to print the coordinates of the Point object instead of what we got. We can define a \_\_str\_\_() method in our class that controls how the object gets printed. Let's look at how we can achieve this:

class Point:

def \_\_init\_\_(self, x = 0, y = 0):

self.x = x

self.y = y

def \_\_str\_\_(self):

return "({0},{1})".format(self.x,self.y)

p1 = Point(2, 3)

print(p1)

**Output**

(2, 3)

That's better. Turns out, that this same method is invoked when we use the built-in function str() or format().

>>> str(p1)

'(2,3)'

>>> format(p1)

'(2,3)'

So, when you use str(p1) or format(p1), Python internally calls the p1.\_\_str\_\_() method. Hence the name, special functions.

Now let's go back to operator overloading.

## Overloading the + Operator

To overload the + operator, we will need to implement \_\_add\_\_() function in the class. With great power comes great responsibility. We can do whatever we like, inside this function. But it is more sensible to return a Point object of the coordinate sum.

class Point:

def \_\_init\_\_(self, x=0, y=0):

self.x = x

self.y = y

def \_\_str\_\_(self):

return "({0},{1})".format(self.x, self.y)

def \_\_add\_\_(self, other):

x = self.x + other.x

y = self.y + other.y

return Point(x, y)

Now let's try the addition operation again:

class Point:

def \_\_init\_\_(self, x=0, y=0):

self.x = x

self.y = y

def \_\_str\_\_(self):

return "({0},{1})".format(self.x, self.y)

def \_\_add\_\_(self, other):

x = self.x + other.x

y = self.y + other.y

return Point(x, y)

p1 = Point(1, 2)

p2 = Point(2, 3)

print(p1+p2)

**Output**

(3,5)

What actually happens is that, when you use p1 + p2, Python calls p1.\_\_add\_\_(p2) which in turn is Point.\_\_add\_\_(p1,p2). After this, the addition operation is carried out the way we specified.

Similarly, we can overload other operators as well. The special function that we need to implement is tabulated below.

|  |  |  |
| --- | --- | --- |
| Operator | Expression | Internally |
| Addition | p1 + p2 | p1.\_\_add\_\_(p2) |
| Subtraction | p1 - p2 | p1.\_\_sub\_\_(p2) |
| Multiplication | p1 \* p2 | p1.\_\_mul\_\_(p2) |
| Power | p1 \*\* p2 | p1.\_\_pow\_\_(p2) |
| Division | p1 / p2 | p1.\_\_truediv\_\_(p2) |
| Floor Division | p1 // p2 | p1.\_\_floordiv\_\_(p2) |
| Remainder (modulo) | p1 % p2 | p1.\_\_mod\_\_(p2) |
| Bitwise Left Shift | p1 << p2 | p1.\_\_lshift\_\_(p2) |
| Bitwise Right Shift | p1 >> p2 | p1.\_\_rshift\_\_(p2) |
| Bitwise AND | p1 & p2 | p1.\_\_and\_\_(p2) |
| Bitwise OR | p1 | p2 | p1.\_\_or\_\_(p2) |
| Bitwise XOR | p1 ^ p2 | p1.\_\_xor\_\_(p2) |
| Bitwise NOT | ~p1 | p1.\_\_invert\_\_() |

## Overloading Comparison Operators

Python does not limit operator overloading to arithmetic operators only. We can overload comparison operators as well.

Suppose we wanted to implement the less than symbol < symbol in our Point class.

Let us compare the magnitude of these points from the origin and return the result for this purpose. It can be implemented as follows.

# overloading the less than operator

class Point:

def \_\_init\_\_(self, x=0, y=0):

self.x = x

self.y = y

def \_\_str\_\_(self):

return "({0},{1})".format(self.x, self.y)

def \_\_lt\_\_(self, other):

self\_mag = (self.x \*\* 2) + (self.y \*\* 2)

other\_mag = (other.x \*\* 2) + (other.y \*\* 2)

return self\_mag < other\_mag

p1 = Point(1,1)

p2 = Point(-2,-3)

p3 = Point(1,-1)

# use less than

print(p1<p2)

print(p2<p3)

print(p1<p3)

**Output**

True

False

False

Similarly, the special functions that we need to implement, to overload other comparison operators are tabulated below.

|  |  |  |
| --- | --- | --- |
| Operator | Expression | Internally |
| Less than | p1 < p2 | p1.\_\_lt\_\_(p2) |
| Less than or equal to | p1 <= p2 | p1.\_\_le\_\_(p2) |
| Equal to | p1 == p2 | p1.\_\_eq\_\_(p2) |
| Not equal to | p1 != p2 | p1.\_\_ne\_\_(p2) |
| Greater than | p1 > p2 | p1.\_\_gt\_\_(p2) |
| Greater than or equal to | p1 >= p2 | p1.\_\_ge\_\_(p2) |

**How to create Virtual Environment for Python:**

Create a folder ‘sun’ at any location, like desktop, etc.

Open command prompt from the current location and type:

>pip install virtualenv

>virtualenv sun

//Now to activate it:

>.\sun\Scripts\activate

//Now you may install any packages using pip command.

(sun)>pip install sklearn

//To come out of virtual environment, you need to deactivate it.

(sun)>deactivate

//To test it:

>.\sun\Scripts\activate

(sun)>pip install sklearn

(sun)>python

>>import sklearn

>>exit()

//To uninstall any packages:

(sun)>pip uninstall sklearn

//Now if you created a website or any applications 30 years ago, and you would like to share it with your friends after 30 years, may be your code wont work due to lot of upgradations of packages in those 30 years, in such situation we create a ‘requirements.txt’ file into the virtual environment and share this file too to your friend which specifies various package versions that were used by you 30 years ago.

(sun)>pip freeze > requirements.txt

//Now to install all the different packages of specific versions mentioned in requirements.txt file one by one:

(sun)>pip install numpy==1.15.4

//Now to install all the different packages of specific versions mentioned in requirements.txt file all together:

(sun)>pip install -.\requirements.txt

(sun)>deactivate

//Now if you want to create a virtual environment which takes all the packages of the main Python interpreter, then:

>virtualenv –system-site-packages sun2

>.\sun2\Scripts\activate

(sun2)>python

//Now if I try to use package which was available in our main python interpreter inside this ‘sun2’ virtual environment, then it works.

(sun2)>>import pandas

(sun2)>>exit()

(sun2)>deactivate