**Supported tags and respective Dockerfile links**

* [8.0.0, 8.0, 8 (*8.0/Dockerfile*)](https://github.com/docker-library/mysql/blob/4dd33136c4739667a223d39b6f829beb27b235cf/8.0/Dockerfile)
* [5.7.17, 5.7, 5, latest (*5.7/Dockerfile*)](https://github.com/docker-library/mysql/blob/c207cc19a272a6bfe1916c964ed8df47f18479e7/5.7/Dockerfile)
* [5.6.35, 5.6 (*5.6/Dockerfile*)](https://github.com/docker-library/mysql/blob/fd3bdabe513643b62fc379f365b2b5dd10886311/5.6/Dockerfile)
* [5.5.54, 5.5 (*5.5/Dockerfile*)](https://github.com/docker-library/mysql/blob/ee989d0666458d08dd79c55f7abb62be29a9cb3d/5.5/Dockerfile)

For more information about this image and its history, please see [the relevant manifest file (library/mysql)](https://github.com/docker-library/official-images/blob/master/library/mysql). This image is updated via [pull requests to the docker-library/official-images GitHub repo](https://github.com/docker-library/official-images/pulls?q=label%3Alibrary%2Fmysql).

For detailed information about the virtual/transfer sizes and individual layers of each of the above supported tags, please see [the repos/mysql/tag-details.md file](https://github.com/docker-library/repo-info/blob/master/repos/mysql/tag-details.md) in [the docker-library/repo-info GitHub repo](https://github.com/docker-library/repo-info).

**What is MySQL?**

MySQL is the world's most popular open source database. With its proven performance, reliability and ease-of-use, MySQL has become the leading database choice for web-based applications, covering the entire range from personal projects and websites, via e-commerce and information services, all the way to high profile web properties including Facebook, Twitter, YouTube, Yahoo! and many more.

For more information and related downloads for MySQL Server and other MySQL products, please visit [www.mysql.com](http://www.mysql.com).

![https://raw.githubusercontent.com/docker-library/docs/c408469abbac35ad1e4a50a6618836420eb9502e/mysql/logo.png](data:image/png;base64,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)

**How to use this image**

**Start a mysql server instance**

Starting a MySQL instance is simple:

$ docker run --name some-mysql -e MYSQL\_ROOT\_PASSWORD=my-secret-pw -d mysql:tag

... where some-mysql is the name you want to assign to your container, my-secret-pw is the password to be set for the MySQL root user and tag is the tag specifying the MySQL version you want. See the list above for relevant tags.

**Connect to MySQL from an application in another Docker container**

This image exposes the standard MySQL port (3306), so container linking makes the MySQL instance available to other application containers. Start your application container like this in order to link it to the MySQL container:

$ docker run --name some-app --link some-mysql:mysql -d application-that-uses-mysql

**Connect to MySQL from the MySQL command line client**

The following command starts another mysql container instance and runs the mysql command line client against your original mysql container, allowing you to execute SQL statements against your database instance:

$ docker run -it --link some-mysql:mysql --rm mysql sh -c 'exec mysql -h"$MYSQL\_PORT\_3306\_TCP\_ADDR" -P"$MYSQL\_PORT\_3306\_TCP\_PORT" -uroot -p"$MYSQL\_ENV\_MYSQL\_ROOT\_PASSWORD"'

... where some-mysql is the name of your original mysql container.

This image can also be used as a client for non-Docker or remote MySQL instances:

$ docker run -it --rm mysql mysql -hsome.mysql.host -usome-mysql-user -p

More information about the MySQL command line client can be found in the [MySQL documentation](http://dev.mysql.com/doc/en/mysql.html)

**Container shell access and viewing MySQL logs**

The docker exec command allows you to run commands inside a Docker container. The following command line will give you a bash shell inside your mysql container:

$ docker exec -it some-mysql bash

The MySQL Server log is available through Docker's container log:

$ docker logs some-mysql

**Using a custom MySQL configuration file**

The MySQL startup configuration is specified in the file /etc/mysql/my.cnf, and that file in turn includes any files found in the /etc/mysql/conf.d directory that end with .cnf. Settings in files in this directory will augment and/or override settings in /etc/mysql/my.cnf. If you want to use a customized MySQL configuration, you can create your alternative configuration file in a directory on the host machine and then mount that directory location as /etc/mysql/conf.d inside the mysql container.

If /my/custom/config-file.cnf is the path and name of your custom configuration file, you can start your mysql container like this (note that only the directory path of the custom config file is used in this command):

$ docker run --name some-mysql -v /my/custom:/etc/mysql/conf.d -e MYSQL\_ROOT\_PASSWORD=my-secret-pw -d mysql:tag

This will start a new container some-mysql where the MySQL instance uses the combined startup settings from /etc/mysql/my.cnf and /etc/mysql/conf.d/config-file.cnf, with settings from the latter taking precedence.

Note that users on host systems with SELinux enabled may see issues with this. The current workaround is to assign the relevant SELinux policy type to your new config file so that the container will be allowed to mount it:

$ chcon -Rt svirt\_sandbox\_file\_t /my/custom

**Configuration without a cnf file**

Many configuration options can be passed as flags to mysqld. This will give you the flexibility to customize the container without needing a cnf file. For example, if you want to change the default encoding and collation for all tables to use UTF-8 (utf8mb4) just run the following:

$ docker run --name some-mysql -e MYSQL\_ROOT\_PASSWORD=my-secret-pw -d mysql:tag --character-set-server=utf8mb4 --collation-server=utf8mb4\_unicode\_ci

If you would like to see a complete list of available options, just run:

$ docker run -it --rm mysql:tag --verbose --help

**Environment Variables**

When you start the mysql image, you can adjust the configuration of the MySQL instance by passing one or more environment variables on the docker run command line. Do note that none of the variables below will have any effect if you start the container with a data directory that already contains a database: any pre-existing database will always be left untouched on container startup.

**MYSQL\_ROOT\_PASSWORD**

This variable is mandatory and specifies the password that will be set for the MySQL root superuser account. In the above example, it was set to my-secret-pw.

**MYSQL\_DATABASE**

This variable is optional and allows you to specify the name of a database to be created on image startup. If a user/password was supplied (see below) then that user will be granted superuser access ([corresponding to GRANT ALL](http://dev.mysql.com/doc/en/adding-users.html)) to this database.

**MYSQL\_USER, MYSQL\_PASSWORD**

These variables are optional, used in conjunction to create a new user and to set that user's password. This user will be granted superuser permissions (see above) for the database specified by the MYSQL\_DATABASE variable. Both variables are required for a user to be created.

Do note that there is no need to use this mechanism to create the root superuser, that user gets created by default with the password specified by the MYSQL\_ROOT\_PASSWORD variable.

**MYSQL\_ALLOW\_EMPTY\_PASSWORD**

This is an optional variable. Set to yes to allow the container to be started with a blank password for the root user. *NOTE*: Setting this variable to yes is not recommended unless you really know what you are doing, since this will leave your MySQL instance completely unprotected, allowing anyone to gain complete superuser access.

**MYSQL\_RANDOM\_ROOT\_PASSWORD**

This is an optional variable. Set to yes to generate a random initial password for the root user (using pwgen). The generated root password will be printed to stdout (GENERATED ROOT PASSWORD: .....).

**MYSQL\_ONETIME\_PASSWORD**

Sets root (*not* the user specified in MYSQL\_USER!) user as expired once init is complete, forcing a password change on first login. *NOTE*: This feature is supported on MySQL 5.6+ only. Using this option on MySQL 5.5 will throw an appropriate error during initialization.

**Initializing a fresh instance**

When a container is started for the first time, a new database with the specified name will be created and initialized with the provided configuration variables. Furthermore, it will execute files with extensions .sh, .sql and .sql.gz that are found in /docker-entrypoint-initdb.d. Files will be executed in alphabetical order. You can easily populate your mysql services by [mounting a SQL dump into that directory](https://docs.docker.com/engine/tutorials/dockervolumes/#mount-a-host-file-as-a-data-volume) and provide [custom images](https://docs.docker.com/reference/builder/) with contributed data. SQL files will be imported by default to the database specified by the MYSQL\_DATABASE variable.

**Caveats**

**Where to Store Data**

Important note: There are several ways to store data used by applications that run in Docker containers. We encourage users of the mysql images to familiarize themselves with the options available, including:

* Let Docker manage the storage of your database data [by writing the database files to disk on the host system using its own internal volume management](https://docs.docker.com/engine/tutorials/dockervolumes/#adding-a-data-volume). This is the default and is easy and fairly transparent to the user. The downside is that the files may be hard to locate for tools and applications that run directly on the host system, i.e. outside containers.
* Create a data directory on the host system (outside the container) and [mount this to a directory visible from inside the container](https://docs.docker.com/engine/tutorials/dockervolumes/#mount-a-host-directory-as-a-data-volume). This places the database files in a known location on the host system, and makes it easy for tools and applications on the host system to access the files. The downside is that the user needs to make sure that the directory exists, and that e.g. directory permissions and other security mechanisms on the host system are set up correctly.

The Docker documentation is a good starting point for understanding the different storage options and variations, and there are multiple blogs and forum postings that discuss and give advice in this area. We will simply show the basic procedure here for the latter option above:

1. Create a data directory on a suitable volume on your host system, e.g. /my/own/datadir.
2. Start your mysql container like this:
3. $ docker run --name some-mysql -v /my/own/datadir:/var/lib/mysql -e MYSQL\_ROOT\_PASSWORD=my-secret-pw -d mysql:tag

The -v /my/own/datadir:/var/lib/mysql part of the command mounts the /my/own/datadir directory from the underlying host system as /var/lib/mysql inside the container, where MySQL by default will write its data files.

Note that users on host systems with SELinux enabled may see issues with this. The current workaround is to assign the relevant SELinux policy type to the new data directory so that the container will be allowed to access it:

$ chcon -Rt svirt\_sandbox\_file\_t /my/own/datadir

**No connections until MySQL init completes**

If there is no database initialized when the container starts, then a default database will be created. While this is the expected behavior, this means that it will not accept incoming connections until such initialization completes. This may cause issues when using automation tools, such as docker-compose, which start several containers simultaneously.

**Usage against an existing database**

If you start your mysql container instance with a data directory that already contains a database (specifically, a mysql subdirectory), the $MYSQL\_ROOT\_PASSWORD variable should be omitted from the run command line; it will in any case be ignored, and the pre-existing database will not be changed in any way.

**Creating database dumps**

Most of the normal tools will work, although their usage might be a little convoluted in some cases to ensure they have access to the mysqld server. A simple way to ensure this is to use docker exec and run the tool from the same container, similar to the following:

$ docker exec some-mysql sh -c 'exec mysqldump --all-databases -uroot -p"$MYSQL\_ROOT\_PASSWORD"' > /some/path/on/your/host/all-databases.sql

**Supported Docker versions**

This image is officially supported on Docker version 1.12.5.

Support for older versions (down to 1.6) is provided on a best-effort basis.

Please see [the Docker installation documentation](https://docs.docker.com/installation/) for details on how to upgrade your Docker daemon.

**User Feedback**

**Issues**

If you have any problems with or questions about this image, please contact us through a [GitHub issue](https://github.com/docker-library/mysql/issues). If the issue is related to a CVE, please check for [a cve-tracker issue on the official-images repository first](https://github.com/docker-library/official-images/issues?q=label%3Acve-tracker).

You can also reach many of the official image maintainers via the #docker-library IRC channel on [Freenode](https://freenode.net).

**Contributing**

You are invited to contribute new features, fixes, or updates, large or small; we are always thrilled to receive pull requests, and do our best to process them as fast as we can.

Before you start to code, we recommend discussing your plans through a [GitHub issue](https://github.com/docker-library/mysql/issues), especially for more ambitious contributions. This gives other contributors a chance to point you in the right direction, give you feedback on your design, and help you find out if someone else is working on the same thing.

**Documentation**

Documentation for this image is stored in the [mysql/ directory](https://github.com/docker-library/docs/tree/master/mysql) of the [docker-library/docs GitHub repo](https://github.com/docker-library/docs). Be sure to familiarize yourself with the [repository's README.md file](https://github.com/docker-library/docs/blob/master/README.md) before attempting a pull request.