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# 插入排序

PS: 两个值相同的元素在排序前后是否有位置变化,如果前后位置变化,则排序算法是不稳定的,否则是稳定的。插入排序是稳定的。STL里面的sort快速排序是不稳定的，但有稳定的stable\_sort。

INSERTION-SORT

升序模板：

for j = 2 to A.length

key = A[j]

i = j-1;

while i>0 and A[i]>key

A [i+1] = A[i]

i = i-1

A[i+1] = key

降序模板：

for j = 2 to A.length

key = A[j]

i = j-1

while i>0 and A[i]<key

A[i+1] = A[i]

i = i-1

A[i+1] = key

# 归并排序

方法：分治法

分解：分解待排序的n个元素的序列成各具n/2个元素的两个子序列。

解决：使用归并排序递归的排序两个子序列。

合并：合并两个已排序的子序列以产生已排序的答案。

伪代码：

MERGE(A,p,q,r)

n1=q-p+1

n2=r-q

let L[1...n1+1] and R[1...n2+1] be new arrays

for i = 1 to n1

L[i] = A[p+i-1]

for j = 1 to n2

R[j] = A[q+j]

L[n1+1] = 无穷大

R[n2+1] = 无穷大

i = 1

j = 1

for k = p to r

if L[i]<=R[j]

A[k]=L[i]

i++

else

A[k]=R[j]

j++

MERGE\_SORT(A,p,r)

if p < r

q = (p+r)/2

MERGE\_SORT(A,p,q)

MERGE\_SORT(A,q+1,r)

MERGE(A,p,q,r)

## 逆序对

可与归并排序挂钩！！

假设A[1..n]是一个有n个不同数的数组。若i < j 且 A[i] > A[j] ，则对偶(i,j)称为A的一个逆序对。

以hdu3743为例（求逆序对的个数）：

代码：

#include <iostream>

#include <algorithm>

#include <cstring>

#include <cstdlib>

#include <typeinfo>

#include <vector>

#include <iomanip>

#include <map>

#include <queue>

#include <set>

#include <stack>

using namespace std;

long long ans,sz[1000005];

void MERGE(int left,int mid,int right)

{

int n1=mid-left+1,n2=right-mid;

int L[n1+1],R[n2+1];

for(int i=0;i<n1;i++) L[i]=sz[left+i];

for(int i=0;i<n2;i++) R[i]=sz[mid+i+1];

L[n1]=1000000000;

R[n2]=1000000000;

int i=0,j=0;

for(int k=left;k<=right;k++)

{

if(L[i]<=R[j])

{

sz[k]=L[i];

i++;

}

else

{

sz[k]=R[j];

j++;

ans+=(n1-i);

}

}

}

void merge\_sort(int left,int right)

{

if(left<right)

{

int mid=(left+right)/2;

merge\_sort(left,mid);

merge\_sort(mid+1,right);

MERGE(left,mid,right);

}

}

int main()

{

int n;

while(scanf("%d",&n)!=EOF)

{

for(int i=0;i<n;i++) scanf("%d",&sz[i]);

ans=0;

merge\_sort(0,n-1);

printf("%lld\n",ans);

}

return 0;

}

# 二分

模板：

int solve(int l,int r)

{

int mid;

while(l<r)

{

mid = (l+r+1)/2; //保证mid是一个比l大的数

if(judge(mid)) l = mid; //最后大的数给l，保证l==r，跳出

else r = mid-1; //否则mid-1给r，保证r==l，跳出

}

return l; //返回l或r均可，因为跳出时l==r

}

# 最大子数组

引进问题：知道股票在一段时间的涨跌情况，求在什么时候买进卖出得到最大收益。

以hdu1231为例题：

代码：

#include <cstdio>

#include <cmath>

#include <ctype.h>

#include <iostream>

#include <algorithm>

#include <cstring>

#include <cstdlib>

#include <typeinfo>

#include <vector>

#include <iomanip>

#include <map>

#include <queue>

#include <set>

#include <stack>

using namespace std;

int sz[10005];

long long ans;

int main()

{

int n,left,right;

while(scanf("%d",&n)&&n)

{

for(int i=1;i<=n;i++) scanf("%d",&sz[i]);

ans=sz[1];

left=right=sz[1];

long long sum=0;

int flag=sz[1];

for(int i=1;i<=n;i++)

{

if(sum<0)

{

sum=sz[i];

flag=sz[i];

}

else sum+=sz[i];

if(sum>ans)

{

ans=sum;

left=flag;

right=sz[i];

}

}

if(ans<0) printf("0 %d %d\n",sz[1],sz[n]);

else printf("%lld %d %d\n",ans,left,right);

}

return 0;

}

# 1000亿以内的素数筛选

以hdu5901为例：

题意：给一个数n，1<=n<=1e11；求n以内的素数的个数

给出两种代码:

　　　第一种方法Meisell-Lehmer算法只需265ms，空间消耗比后一种方法多。

　　　第二种方法不能运行但是能AC，只需35行，时间比第一种消耗多。

第一种代码:

#include<cstdio>

#include<cmath>

using namespace std;

#define LL long long

const int N = 5e6 + 2;

bool np[N];

int prime[N], pi[N];

int getprime()

{

int cnt = 0;

np[0] = np[1] = true;

pi[0] = pi[1] = 0;

for(int i = 2; i < N; ++i)

{

if(!np[i]) prime[++cnt] = i;

pi[i] = cnt;

for(int j = 1; j <= cnt && i \* prime[j] < N; ++j)

{

np[i \* prime[j]] = true;

if(i % prime[j] == 0) break;

}

}

return cnt;

}

const int M = 7;

const int PM = 2 \* 3 \* 5 \* 7 \* 11 \* 13 \* 17;

int phi[PM + 1][M + 1], sz[M + 1];

void init()

{

getprime();

sz[0] = 1;

for(int i = 0; i <= PM; ++i) phi[i][0] = i;

for(int i = 1; i <= M; ++i)

{

sz[i] = prime[i] \* sz[i - 1];

for(int j = 1; j <= PM; ++j) phi[j][i] = phi[j][i - 1] - phi[j / prime[i]][i - 1];

}

}

int sqrt2(LL x)

{

LL r = (LL)sqrt(x - 0.1);

while(r \* r <= x) ++r;

return int(r - 1);

}

int sqrt3(LL x)

{

LL r = (LL)cbrt(x - 0.1);

while(r \* r \* r <= x) ++r;

return int(r - 1);

}

LL getphi(LL x, int s)

{

if(s == 0) return x;

if(s <= M) return phi[x % sz[s]][s] + (x / sz[s]) \* phi[sz[s]][s];

if(x <= prime[s]\*prime[s]) return pi[x] - s + 1;

if(x <= prime[s]\*prime[s]\*prime[s] && x < N)

{

int s2x = pi[sqrt2(x)];

LL ans = pi[x] - (s2x + s - 2) \* (s2x - s + 1) / 2;

for(int i = s + 1; i <= s2x; ++i) ans += pi[x / prime[i]];

return ans;

}

return getphi(x, s - 1) - getphi(x / prime[s], s - 1);

}

LL getpi(LL x)

{

if(x < N) return pi[x];

LL ans = getphi(x, pi[sqrt3(x)]) + pi[sqrt3(x)] - 1;

for(int i = pi[sqrt3(x)] + 1, ed = pi[sqrt2(x)]; i <= ed; ++i) ans -= getpi(x / prime[i]) - i + 1;

return ans;

}

LL lehmer\_pi(LL x)

{

if(x < N) return pi[x];

int a = (int)lehmer\_pi(sqrt2(sqrt2(x)));

int b = (int)lehmer\_pi(sqrt2(x));

int c = (int)lehmer\_pi(sqrt3(x));

LL sum = getphi(x, a) +(LL)(b + a - 2) \* (b - a + 1) / 2;

for (int i = a + 1; i <= b; i++)

{

LL w = x / prime[i];

sum -= lehmer\_pi(w);

if (i > c) continue;

LL lim = lehmer\_pi(sqrt2(w));

for (int j = i; j <= lim; j++) sum -= lehmer\_pi(w / prime[j]) - (j - 1);

}

return sum;

}

int main()

{

init();

LL n;

while(~scanf("%lld",&n))

{

printf("%lld\n",lehmer\_pi(n));

}

return 0;

}

第二种代码：

#include <bits/stdc++.h>

using namespace std;

typedef long long ll;

const ll maxn=1e11;

const ll maxp=sqrt(maxn)+10;

ll f[maxp],g[maxp];

ll solve(ll n)

{

ll i,j,m;

for(m=1;m\*m<=n;m++)

f[m]=n/m-1;

for(i=1;i<=m;i++)

g[i]=i-1;

for(i=2;i<=m;i++)

{

if(g[i]==g[i-1]) continue;

for(j=1;j<=min(m-1,n/i/i);j++)

{

if(i\*j<m)

f[j]-=f[i\*j]-g[i-1];

else

f[j]-=g[n/i/j]-g[i-1];

}

for(j=m;j>=i\*i;j--)

g[j]-=g[j/i]-g[i-1];

}

return f[1];

}

int main()

{

ll n;

while(scanf("%lld",&n)!=EOF)

printf("%lld\n",solve(n));

return 0;

}

# DFS与BFS

BFS：这是一种基于队列这种数据结构的搜索方式，它的特点是由每一个状态可以扩展出许多状态，然后再以此扩展，直到找到目标状态或者队列中头尾指针相遇，即队列中所有状态都已处理完毕。

DFS：基于递归的搜索方式，它的特点是由一个状态拓展一个状态，然后不停拓展，直到找到目标或者无法继续拓展结束一个状态的递归。

优缺点：

BFS:对于解决最短或最少问题特别有效，而且寻找深度小，但缺点是内存耗费量大（需要开大量的数组单元用来存储状态）。

DFS：对于解决遍历和求所有问题有效，对于问题搜索深度小的时候处理速度迅速，然而在深度很大的情况下效率不高

总结：不管是BFS还是DFS，它们虽然好用，但由于时间和空间的局限性，以至于它们只能解决数据量小的问题。

各种搜索题目归类：

坐标类型搜索 ：这种类型的搜索题目通常来说简单的比较简单，复杂的通常在边界的处理和情况的讨论方面会比较复杂，分析这类问题，我们首先要抓住题目的意思，看具体是怎么建立坐标系（特别重要），然后仔细分析到搜索的每一个阶段是如何通过条件转移到下一个阶段的。确定每一次递归（对于DFS）的回溯和深入条件，对于BFS，要注意每一次入队的条件同时注意判重。要牢牢把握目标状态是一个什么状态，在什么时候结束搜索。还有，DFS过程的参数如何设定，是带参数还是不带参数，带的话各个参数一定要保证能完全的表示一个状态，不会出现一个状态对应多个参数，而这一点对于BFS来说就稍简单些，只需要多设置些变量就可以了。

经典题目：细胞（NDK1435）、Tyvj：乳草的入侵、武士风度的牛

数值类型搜索：（虽然我也不知道该怎么叫，就起这个名字吧），这种类型的搜索就需要仔细分析分析了，一般来说采用DFS，而且它的终止条件一般都是很明显的，难就难在对于过程的把握，过程的把握类似于坐标类型的搜索（判重、深入、枚举），注意这种类型的搜索通常还要用到剪枝优化，对于那些明显不符合要求的特殊状态我们一定要在之前就去掉它，否则它会像滚雪球一样越滚越大，浪费我们的时间。

经典题目：Tyvj：派对；售货员的难题，以及各种有关题目

## DFS

坐标搜索：

以hdu1241为例：

代码：

#include <cstdio>

#include <cstdlib>

#include <iostream>

#include <cstring>

using namespace std;

int visit[105][105];

char str[105][105];

int n,m;

void dfs(int x,int y)

{

if(x<0||x>=n||y<0||y>=m) return;

if(visit[x][y]==1||str[x][y]!='@') return;

visit[x][y]=1;

for(int i=-1;i<=1;i++)

{

for(int j=-1;j<=1;j++)

{

if(i!=0||j!=0) dfs(x+i,y+j);

}

}

}

int main()

{

int ans;

while(scanf("%d%d",&n,&m)&&n&&m)

{

ans=0;

for(int i=0;i<n;i++) scanf("%s",str[i]);

memset(visit,0,sizeof(visit));

for(int i=0;i<n;i++)

{

for(int j=0;j<m;j++)

{

if(str[i][j]=='@'&&visit[i][j]==0)

{

dfs(i,j);

ans++;

}

}

}

printf("%d\n",ans);

}

return 0;

}

数值搜索：

以hdu1175为例：

代码：

#include <cstdio>

#include <cstdlib>

#include <iostream>

#include <cstring>

using namespace std;

int sz[1005][1005],visit[1005][1005],x1,x2,y1,y2,n,m;

bool flag;

void dfs(int x,int y,int num,int dir)

{

if(x<1||x>n||y<1||y>m) return;

if(num>2) return;

if(x==x2&&y==y2){flag=true;return;}

if(flag) return;

if((x!=x1||y!=y1)&&sz[x][y]!=0) return;

if(num==2&&!(dir==1&&x2<x&&y2==y||dir==2&&x2>x&&y2==y||dir==3&&x2==x&&y2<y||dir==4&&x2==x&&y2>y)) return; //剪枝优化

visit[x][y]=1;

if(dir==1&&!visit[x-1][y])

{

dfs(x-1,y,num,1);

dfs(x-1,y,num+1,3);

dfs(x-1,y,num+1,4);

}

if(dir==2&&!visit[x+1][y])

{

dfs(x+1,y,num,2);

dfs(x+1,y,num+1,3);

dfs(x+1,y,num+1,4);

}

if(dir==3&&!visit[x][y-1])

{

dfs(x,y-1,num+1,1);

dfs(x,y-1,num+1,2);

dfs(x,y-1,num,3);

}

if(dir==4&&!visit[x][y+1])

{

dfs(x,y+1,num+1,1);

dfs(x,y+1,num+1,2);

dfs(x,y+1,num,4);

}

visit[x][y]=0;

}

int main()

{

int t;

while(scanf("%d%d",&n,&m)&&n&&m)

{

for(int i=1;i<=n;i++)

for(int j=1;j<=m;j++)

scanf("%d",&sz[i][j]);

scanf("%d",&t);

while(t--)

{

memset(visit,0,sizeof(visit));

scanf("%d%d%d%d",&x1,&y1,&x2,&y2);

if(sz[x1][y1]!=sz[x2][y2]||sz[x2][y2]==0) flag=false;

else

{

flag=false;

dfs(x1,y1,0,1);

dfs(x1,y1,0,2);

dfs(x1,y1,0,3);

dfs(x1,y1,0,4);

}

if(flag==true) printf("YES\n");

else printf("NO\n");

}

}

return 0;

}

## BFS

坐标搜索：

以hdu1372为例：

代码：

#include <cstdio>

#include <cstdlib>

#include <iostream>

#include <cstring>

#include <queue>

using namespace std;

struct point{

int x,y,num;

};

int visit[10][10],x1,x2,y1,y2;

const int dir[8][2]={1,2,1,-2,-1,2,-1,-2,2,1,2,-1,-2,1,-2,-1};

int bfs()

{

point p,tmp;

queue<point>q;

p.x=x1;

p.y=y1;

p.num=0;

memset(visit,0,sizeof(visit));

visit[p.x][p.y]=1;

q.push(p);

while(!q.empty())

{

p = q.front(); q.pop();

if(p.x==x2&&p.y==y2) return p.num;

for(int i=0;i<8;i++)

{

tmp.x=p.x+dir[i][0];

tmp.y=p.y+dir[i][1];

if(tmp.x<1||tmp.x>8||tmp.y<1||tmp.y>8) continue;

if(visit[tmp.x][tmp.y]==1) continue;

tmp.num = p.num+1;

q.push(tmp);

}

}

}

int main()

{

string a,b;

while(cin>>a>>b)

{

x1=a[1]-'0';

y1=a[0]-'a'+1;

x2=b[1]-'0';

y2=b[0]-'a'+1;

cout<<"To get from "<<a<<" to "<<b<<" takes "<<bfs()<<" knight moves.\n";

}

return 0;

}

数值搜索：

以hdu1495为例：

代码：

#include <cstdio>

#include <cstring>

#include <queue>

#include <iostream>

using namespace std;

struct Node{

int x,y,all,num;

};

int vis[105][105],n,m,s;

void bfs()

{

Node p,tmp;

queue<Node>q;

p.x=0,p.y=0,p.all=s,p.num=0;

memset(vis,0,sizeof(vis));

vis[p.x][p.y]=1;

q.push(p);

while(!q.empty())

{

p=q.front(),q.pop();

if(p.y==p.all&&p.y==s/2)

{

printf("%d\n",p.num);

return;

}

if(p.all+p.x>m)

{

tmp.x=m,tmp.y=p.y,tmp.all=p.all+p.x-m,tmp.num=p.num+1;

if(!vis[tmp.x][tmp.y])

{

vis[tmp.x][tmp.y]=1;

q.push(tmp);

}

}

else

{

tmp.x=p.x+p.all,tmp.y=p.y,tmp.all=0,tmp.num=p.num+1;

if(!vis[tmp.x][tmp.y])

{

vis[tmp.x][tmp.y]=1;

q.push(tmp);

}

}

if(p.all+p.y>n)

{

tmp.x=p.x,tmp.y=n,tmp.all=p.all+p.y-n,tmp.num=p.num+1;

if(!vis[tmp.x][tmp.y])

{

vis[tmp.x][tmp.y]=1;

q.push(tmp);

}

}

else

{

tmp.x=p.x,tmp.y=p.y+p.all,tmp.all=0,tmp.num=p.num+1;

if(!vis[tmp.x][tmp.y])

{

vis[tmp.x][tmp.y]=1;

q.push(tmp);

}

}

if(p.x+p.y>m)

{

tmp.x=m,tmp.y=p.x+p.y-m,tmp.all=p.all,tmp.num=p.num+1;

if(!vis[tmp.x][tmp.y])

{

vis[tmp.x][tmp.y]=1;

q.push(tmp);

}

}

else

{

tmp.x=p.x+p.y,tmp.y=0,tmp.all=p.all,tmp.num=p.num+1;

if(!vis[tmp.x][tmp.y])

{

vis[tmp.x][tmp.y]=1;

q.push(tmp);

}

}

tmp.x=p.x,tmp.y=0,tmp.all=p.y+p.all,tmp.num=p.num+1;

if(!vis[tmp.x][tmp.y])

{

vis[tmp.x][tmp.y]=1;

q.push(tmp);

}

if(p.x+p.y>n)

{

tmp.x=p.x+p.y-n,tmp.y=n,tmp.all=p.all,tmp.num=p.num+1;

if(!vis[tmp.x][tmp.y])

{

vis[tmp.x][tmp.y]=1;

q.push(tmp);

}

}

else

{

tmp.x=0,tmp.y=p.x+p.y,tmp.all=p.all,tmp.num=p.num+1;

if(!vis[tmp.x][tmp.y])

{

vis[tmp.x][tmp.y]=1;

q.push(tmp);

}

}

tmp.x=0,tmp.y=p.y,tmp.all=p.x+p.all,tmp.num=p.num+1;

if(!vis[tmp.x][tmp.y])

{

vis[tmp.x][tmp.y]=1;

q.push(tmp);

}

}

printf("NO\n");

}

int main()

{

while(scanf("%d%d%d",&s,&n,&m)&&(s||n||m))

{

if(s&1)

{

printf("NO\n");

continue;

}

if(m>n) swap(n,m);

bfs();

}

return 0;

}

# 字符串

## 字符串匹配（KMP算法）

KMP算法又称“看毛片”算法，是一种效率非常高的字符串匹配算法。

kmp算法完成的任务是：给定两个字符串O和f，长度分别为n和m，判断f是否在O中出现，如果出现则返回出现的位置。常规方法是遍历a的每一个位置，然后从该位置开始和b进行匹配，但是这种方法的复杂度是O(nm)。kmp算法通过一个O(m)的预处理，使匹配的复杂度降为O(n+m)。

思想：我们首先用一个图来描述kmp算法的思想。在字符串O中寻找f，当匹配到位置i时两个字符串不相等，这时我们需要将字符串f向前移动。常规方法是每次向前移动一位，但是它没有考虑前i-1位已经比较过这个事实，所以效率不高。事实上，如果我们提前计算某些信息，就有可能一次前移多位。假设我们根据已经获得的信息知道可以前移k位，我们分析移位前后的f有什么特点。我们可以得到如下的结论：

* A段字符串是f的一个前缀。
* B段字符串是f的一个后缀。
* A段字符串和B段字符串相等。

所以前移k位之后，可以继续比较位置i的前提是f的前i-1个位置满足：**长度为i-k-1的前缀A和后缀B相同**。只有这样，我们才可以前移k位后从新的位置继续比较。

![http://img.blog.csdn.net/20130924000026250](data:image/png;base64,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)

所以kmp算法的核心即是计算字符串f每一个位置之前的字符串的前缀和后缀公共部分的最大长度（不包括字符串本身，否则最大长度始终是字符串本身）。获得f每一个位置的最大公共长度之后，就可以利用该最大公共长度快速和字符串O比较。当每次比较到两个字符串的字符不同时，我们就可以根据最大公共长度将字符串f向前移动(已匹配长度-最大公共长度)位，接着继续比较下一个位置。事实上，字符串f的前移只是概念上的前移，只要我们在比较的时候从最大公共长度之后比较f和O即可达到字符串f前移的目的。
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以hdu1711为例：

题意：给出两个数组，求出第二个数组在第一个数组中最先匹配的位置。

代码：

#include <cstdio>

using namespace std;

const int maxm=1e4+5,maxn=1e6+5;

int n,m,sn[maxn],sm[maxm],next[maxm];

void set\_next()

{

next[0]=next[1]=0;

for(int i=1;i<m;i++)

{

int tmp=next[i]; //已知next[i]求next[i+1]

while(tmp && sm[i]!=sm[tmp]) tmp = next[tmp];

if(sm[i]==sm[tmp]) tmp++;

next[i+1]=tmp;

}

}

int main()

{

int t,num;

bool flag;

scanf("%d",&t);

while(t--)

{

scanf("%d%d",&n,&m);

for(int i=0;i<n;i++) scanf("%d",&sn[i]);

for(int i=0;i<m;i++) scanf("%d",&sm[i]);

set\_next();

flag=false;

num=0;

for(int i=0;i<n;i++)

{

while(num && sn[i]!=sm[num]) num=next[num];

if(sn[i]==sm[num]) num++;

if(num==m)

{

flag=true;

printf("%d\n",i-m+2);

break;

}

}

if(!flag) printf("-1\n");

}

return 0;

}

## 字典树（也称前缀树，Trie）

Trie树，又称单词查找树、字典树，是一种树形结构，是一种哈希树的变种，是一种用于快速检索的多叉树结构。典型应用是用于统计和排序大量的字符串（但不仅限于字符串），所以经常被搜索引擎系统用于文本词频统计。

Trie高效的核心思想是空间换时间。利用字符串的公共前缀来降低查询时间的开销以达到提率的目的。

它的优点是：最大限度地减少无谓的字符串比较，查询效率比哈希表高。

Trie树也有它的缺点,Trie树的内存消耗非常大。

三个基本特性：

1）根节点不包含字符，除根节点外每一个节点都只包含一个字符。

2）从根节点到某一节点，路径上经过的字符连接起来，为该节点对应的字符串。

3）每个节点的所有子节点包含的字符都不相同。
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应用：

1. 字符串检索，词频统计，搜索引擎的热门查询
2. 字符串最长公共前缀

Trie树利用多个字符串的公共前缀来节省存储空间，反之，当我们把大量字符串存储到一棵trie树上时，我们可以快速得到某些字符串的公共前缀。举例：给出N 个小写英文字母串，以及Q 个询问，即询问某两个串的最长公共前缀的长度是多少.

解决方案：

首先对所有的串建立其对应的字母树。此时发现，对于两个串的最长公共前缀的长度即它们所在结点的公共祖先个数，于是，问题就转化为了离线 （Offline）的最近公共祖先（Least Common Ancestor，简称LCA）问题。

1. 排序：Trie树是一棵多叉树，只要先序遍历整棵树，输出相应的字符串便是按字典序排序的结果。

以hdu1251为例：

题意：老师交给他很多单词(只有小写字母组成,不会有重复的单词出现),现在老师要他统计出以某个字符串为前缀的单词数量(单词本身也是自己的前缀)。

如何判断空行：用gets()读入。读入的回车符会自动转换为NULL。所以循环读入，每次检测读入进来的字符串的第一个字符是否为NULL即可。

代码有两种，一种用链表实现，一种用数组实现，数组做法在时间和空间上都优于链表。

代码（链表）：（好像过不了，内存超了，网上代码说能过）（把编译器从g++改为c++，头文件改一下能过）

#include <bits/stdc++.h>

using namespace std;

struct Trie{

Trie \*next[26];

int num;

Trie() //初始化

{

for(int i=0;i<26;i++) next[i]=NULL;

num=0;

}

}root;

int idx(char s)

{

return s-'a';

}

void Trie\_insert(char word[])

{

Trie \*p=&root;

for(int i=0;word[i];i++)

{

if(p->next[idx(word[i])]==NULL) p->next[idx(word[i])] = new Trie;

p = p->next[idx(word[i])];

p->num++;

}

}

int Trie\_search(char word[])

{

Trie \*p=&root;

for(int i=0;word[i];i++)

{

if(p->next[idx(word[i])]==NULL) return 0;

p = p->next[idx(word[i])];

}

return p->num;

}

int main()

{

char word[11];

while(cin.getline(word,11))

{

if(strlen(word)==0) break;

Trie\_insert(word);

}

while(scanf("%s",word)!=EOF)

{

printf("%d\n",Trie\_search(word));

}

return 0;

}

代码（数组）：

#include <bits/stdc++.h>

using namespace std;

const int maxn=1e6+5;

int trie[maxn][26],num[maxn],cnt=1;

void Trie\_insert(char word[])

{

int n=0;

for(int i=0;word[i];i++)

{

if(trie[n][word[i]-'a']==0) trie[n][word[i]-'a']=cnt++;

n = trie[n][word[i]-'a'];

num[n]++;

}

}

int Trie\_search(char word[])

{

int n=0;

for(int i=0;word[i];i++)

{

if(trie[n][word[i]-'a']==0) return 0;

n = trie[n][word[i]-'a'];

}

return num[n];

}

int main()

{

char word[11];

while(gets(word))

{

if(word[0]==NULL) break;

Trie\_insert(word);

}

while(scanf("%s",word)!=EOF)

{

printf("%d\n",Trie\_search(word));

}

return 0;

}

# LCA（Least Common Ancestors，最近公共祖先）

## Tarjan算法（离线算法）

思想：从根节点开始形成一颗深搜树，从任意节点u出发，遍历其一枝树枝，这样在回溯时u的其中一个子树枝已经遍历，这时再把u放入合并集合中，这样u节点和所有之前遍历的u节点的子树枝节点的lca就是u；u和还未遍历的兄弟节点及其子树中的节点的lca就是u的父亲节点。

以hdu2586为例：

题意：给定一棵树，每条边都有一定的权值，m次询问，每次询问某两点间的距离。

题解：可以用LCA来解。首先找到u, v 两点的lca，然后计算一下距离值就可以了。这里的计算方法是，记下根结点到任意一点的距离dis[]，这样ans = dis[u] + dis[v] - 2 \* dis[lca(v, v)]。

两种代码风格：1.使用不定长数组vector 2.使用结构体

代码（1）：

#include<bits/stdc++.h>

using namespace std;

const int maxn=40005;

bool vis[maxn];

int dis[maxn],ans[205],root[maxn],n;

vector<int>v[maxn],w[maxn],num[maxn],quest[maxn];

int find\_root(int a)

{

return a==root[a] ? a : root[a]=find\_root(root[a]);

}

void munion(int a,int b)

{

a = find\_root(a);

b = find\_root(b);

if(a==b) return;

root[b]=a;

}

void init()

{

for(int i=1;i<=n;i++)

{

v[i].clear();

w[i].clear();

num[i].clear();

quest[i].clear();

vis[i]=false;

dis[i]=0;

root[i]=i;

}

}

void Tarjan(int cnt,int value)

{

vis[cnt]=true;

dis[cnt]=value;

for(int i=0;i<v[cnt].size();i++)

{

int tmp=v[cnt][i];

if(vis[tmp]) continue;

Tarjan(tmp,value+w[cnt][i]);

munion(cnt,tmp);

}

for(int i=0;i<quest[cnt].size();i++)

{

int tmp=quest[cnt][i];

if(!vis[tmp]) continue;

ans[num[cnt][i]]=dis[cnt]+dis[tmp]-2\*dis[find\_root(tmp)];

}

}

int main()

{

int T,a,b,m,k;

scanf("%d",&T);

while(T--)

{

scanf("%d%d",&n,&m);

init();

for(int i=1;i<n;i++)

{

scanf("%d%d%d",&a,&b,&k);

v[a].push\_back(b);

w[a].push\_back(k);

v[b].push\_back(a);

w[b].push\_back(k);

}

for(int i=1;i<=m;i++)

{

scanf("%d%d",&a,&b);

quest[a].push\_back(b);

quest[b].push\_back(a);

num[a].push\_back(i);

num[b].push\_back(i);

}

Tarjan(1,0);

for(int i=1;i<=m;i++) printf("%d\n",ans[i]);

}

return 0;

}

代码（2）：

#include <bits/stdc++.h>

using namespace std;

const int N=40005,M=205;

int vis[N],root[N],dis[N],ans[M][3],n,m,num1,num2;

struct node{

int v,d;

node \*next;

};

node \*link1[N],\*link2[N],edg1[N\*2],edg2[N\*2];

void add(int a,int b,int c,node \*link[],node edg[],int &num)

{

edg[num].v=a;

edg[num].d=c;

edg[num].next=link[b];

link[b]=edg+num++;

edg[num].v=b;

edg[num].d=c;

edg[num].next=link[a];

link[a]=edg+num++;

}

int find\_root(int a)

{

return a==root[a] ? a : root[a]=find\_root(root[a]);

}

void munion(int a,int b)

{

a = find\_root(a);

b = find\_root(b);

if(a==b) return;

root[b]=a;

}

void init()

{

num1=num2=0;

memset(vis,0,sizeof(vis));

memset(dis,0,sizeof(dis));

memset(link1,0,sizeof(link1));

memset(link2,0,sizeof(link2));

}

void Tarjan(int x)

{

vis[x]=1;

root[x]=x;

for(node \*p=link1[x];p;p = p->next)

{

if(!vis[p->v])

{

dis[p->v]=dis[x]+p->d;

Tarjan(p->v);

munion(x,p->v);

}

}

for(node \*p=link2[x];p;p=p->next)

{

if(vis[p->v])

{

ans[p->d][2]=find\_root(p->v);

}

}

}

int main()

{

int T,a,b,c;

scanf("%d",&T);

while(T--)

{

scanf("%d%d",&n,&m);

init();

for(int i=1;i<n;i++)

{

scanf("%d%d%d",&a,&b,&c);

add(a,b,c,link1,edg1,num1);

}

for(int i=1;i<=m;i++)

{

scanf("%d%d",&a,&b);

add(a,b,i,link2,edg2,num2);

ans[i][0]=a;ans[i][1]=b;

}

Tarjan(1);

for(int i=1;i<=m;i++) printf("%d\n",dis[ans[i][0]]+dis[ans[i][1]]-2\*dis[ans[i][2]]);

}

return 0;

}

# 树的直径

思想：树的直径的一个性质：距某个点最远的叶子节点一定是树的某一条直径的端点。这样就可以首先任取一个点，bfs求出离其最远的点，在用同样的方法求出离这个叶子节点最远的点，此时两点间的距离就是树的直径。

以poj1985为例：

题意：有n个农场，这n个农场有一些边连着，然后要你找出两个点，使得这一对点的路径长度最大，输出这个最大的长度。

代码：

#include <cstdio>

#include <cstdlib>

#include <cstring>

#include <iostream>

#include <queue>

using namespace std;

struct Edge{

int v,w,next;

}edge[100000];

int n,m,num,head[50000],diameter[50000];

void add(int u,int v,int w)

{

edge[num].v=u;

edge[num].w=w;

edge[num].next=head[v];

head[v]=num++;

edge[num].v=v;

edge[num].w=w;

edge[num].next=head[u];

head[u]=num++;

}

int bfs(int s,int flag)

{

int v,t,tmp=0,tmpi=s;

queue<int>q;

memset(diameter,-1,sizeof(diameter));

diameter[s]=0;

q.push(s);

while(!q.empty())

{

t=q.front();q.pop();

for(int i=head[t];i!=-1;i=edge[i].next)

{

v=edge[i].v;

if(diameter[v]==-1)

{

diameter[v]=diameter[t]+edge[i].w;

if(diameter[v]>tmp)

{

tmp=diameter[v];

tmpi=v;

}

q.push(v);

}

}

}

return flag ? tmpi : tmp;

}

int main()

{

int a,b,w,ans;

char c;

while(~scanf("%d%d",&n,&m))

{

memset(head,-1,sizeof(head));

num=0;

while(m--)

{

scanf("%d %d %d %c",&a,&b,&w,&c);

add(a,b,w);

}

ans=bfs(1,1);

ans=bfs(ans,0);

printf("%d\n",ans);

}

return 0;

}

# 二叉树

## 二叉树的层次遍历

用结构体加指针表示二叉树，用BFS遍历。

以UVA122为例（从上到下从左到右输出各节点值）：

代码：

#include<cstdio>

#include<cstdlib>

#include<cstring>

#include<vector>

#include<queue>

using namespace std;

const int maxn=256+5;

struct Node{

bool have\_value;

int v;

Node \*left,\*right;

Node():have\_value(false),left(NULL),right(NULL){}

};

Node \*root;

Node\* newnode() {return new Node();}

bool failed;

void addnode(int v,char \*s)

{

int n=strlen(s);

Node \*u = root;

for(int i=0;i<n;i++)

{

if(s[i]=='L')

{

if(u->left==NULL) u->left=newnode();

u = u->left;

}

else

{

if(u->right==NULL) u->right=newnode();

u = u->right;

}

if(u->have\_value) failed=true;

u->v = v;

u->have\_value=true;

}

}

void remove\_tree(Node \*u)

{

if(u==NULL) return;

remove\_tree(u->left);

remove\_tree(u->right);

delete u;

}

char s[maxn];

bool read\_input()

{

failed=false;

remove\_tree(root);

root = newnode();

for(;;)

{

if(scanf("%s",s)!=1) return false;

if(!strcmp(s,"()")) break;

int v;

sscanf(&s[1],"%d",&v);

addnode(v,strchr(s,',')+1);

}

return true;

}

bool bfs(vector<int>& ans)

{

queue<Node\*> q;

ans.clear();

q.push(root);

while(!q.empty())

{

Node \*u=q.front();q.pop();

if(!u->have\_value) return false;

ans.push\_back(u->v);

if(u->left!=NULL) q.push(u->left);

if(u->right!=NULL) q.push(u->right);

}

return true;

}

int main()

{

vector<int> ans;

while(read\_input())

{

if(!bfs(ans)) failed=true;

if(failed) printf("not complete\n");

else

{

for(int i=0;i<ans.size();i++)

{

if(i==ans.size()-1) printf("%d\n",ans[i]);

else printf("%d ",ans[i]);

}

}

}

return 0;

}

## 二叉树的递归遍历

二叉树有三种DFS遍历：先序遍历(PreOrder)，中序遍历(InOrder)和后序遍历(PostOrder)。

以UVA548为例:

代码：

#include <bits/stdc++.h>

using namespace std;

const int maxn=10000+10;

int inorder[maxn],postorder[maxn],lch[maxn],rch[maxn];

int n;

bool read\_list(int \*a)

{

string line;

if(!getline(cin,line)) return false;

stringstream ss(line);

n=0;

int x;

while(ss >> x) a[n++]=x;

return n>0;

}

int build(int L1,int R1,int L2,int R2)

{

if(L1>R1) return 0;

int root=postorder[R2];

int p=L1;

while(inorder[p]!=root) p++;

int cnt=p-L1;

lch[root] = build(L1,p-1,L2,L2+cnt-1);

rch[root] = build(p+1,R1,L2+cnt,R2);

return root;

}

int best,best\_sum;

void dfs(int u,int sum)

{

sum+=u;

if(!lch[u]&&!rch[u])

{

if(sum<best\_sum || (sum==best\_sum&&u<best))

{

best = u;

best\_sum = sum;

}

}

if(lch[u]) dfs(lch[u],sum);

if(rch[u]) dfs(rch[u],sum);

}

int main()

{

while(read\_list(inorder))

{

read\_list(postorder);

build(0,n-1,0,n-1);

best\_sum=1000000000;

dfs(postorder[n-1],0);

cout<<best<<endl;

}

return 0;

}

# 线段树

是一种数据结构，没有统一名称，线段树（segment tree）是最主要的叫法，其它包括区间树（interval tree）、范围树（range tree）。

## 单点更新

动态范围的最值问题。

假定根结点是长度为2^h的区间，第i层有2^i个结点，每个结点对应一个长度为2^(h-i)的区间。最大层编号为h，所以结点总数为1+2+4+……+2^h=2^(h+1)-1；所以一般线段树开结构体时需要两倍空间。当整个区间长度不是2的整数幂时，叶子不全在同一层，但树的最大层编号和结点总数仍满足上述结论。 对于线段树中的每一个下标为i非叶子节点[a,b]，它的左儿子下标为2\*i表示的区间为[a,(a+b)/2]，右儿子下标为2\*i+1表示的区间为[(a+b)/2+1,b]。因此线段树是平衡二叉树，最后的子节点数目为N，即整个线段区间的长度。
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以hdu 1754 为例：

题意：

本题目包含多组测试，请处理到文件结束。  
在每个测试的第一行，有两个正整数 N 和 M ( 0<N<=200000,0<M<5000 )，分别代表学生的数目和操作的数目。  
学生ID编号分别从1编到N。  
第二行包含N个整数，代表这N个学生的初始成绩，其中第i个数代表ID为i的学生的成绩。  
接下来有M行。每一行有一个字符 C (只取'Q'或'U') ，和两个正整数A，B。  
当C为'Q'的时候，表示这是一条询问操作，它询问ID从A到B(包括A,B)的学生当中，成绩最高的是多少。  
当C为'U'的时候，表示这是一条更新操作，要求把ID为A的学生的成绩更改为B。

线段树单点更新裸题

代码：

#include <iostream>

#include <cstdio>

#include <cstdlib>

using namespace std;

const int MAX=1<<19; //200000大约2^18

const int maxn=200005;

struct segment\_tree{

int left,right,value;

}tree[MAX]; //区间[left,right]的最大值value

int vis[maxn],ans; //区间长度为1时vis[i]表示其结构体的下标值

void build\_segment\_tree(int i,int l,int r) //建树

{

tree[i].left=l;

tree[i].right=r;

tree[i].value=0;

if(l==r)

{

vis[l]=i;

return;

}

build\_segment\_tree(i\*2,l,(r+l)/2);

build\_segment\_tree(i\*2+1,(r+l)/2+1,r);

}

void update\_segment\_tree(int i) //单点更新

{

if(i==1) return;

int p=i/2;

tree[p].value=max(tree[p\*2].value,tree[p\*2+1].value);

update\_segment\_tree(p);

}

void query\_segment\_tree(int i,int l,int r) //询问

{

if(tree[i].left==l&&tree[i].right==r)

{

ans = max(tree[i].value,ans);

return;

}

if(l<=tree[i\*2].right)

{

if(r<=tree[i\*2].right) query\_segment\_tree(i\*2,l,r);

else

{

query\_segment\_tree(i\*2,l,tree[i\*2].right);

query\_segment\_tree(i\*2+1,tree[i\*2+1].left,r);

}

}

else query\_segment\_tree(i\*2+1,l,r);

}

int main()

{

int n,m,a,b;

char op;

build\_segment\_tree(1,1,200000);

while(~scanf("%d%d",&n,&m))

{

for(int i=1;i<=n;i++)

{

scanf("%d",&tree[vis[i]].value);

update\_segment\_tree(vis[i]);

}

while(m--)

{

getchar(); //去掉缓存区的换行符

scanf("%c%d%d",&op,&a,&b);

switch(op)

{

case 'U':

tree[vis[a]].value=b;

update\_segment\_tree(vis[a]);

break;

case 'Q':

ans=-1;

query\_segment\_tree(1,a,b);

printf("%d\n",ans);

break;

}

}

}

return 0;

}

## 区间更新

区间更新是指更新某个区间内的叶子节点的值，因为涉及到的叶子节点不止一个，而叶子节点会影响其相应的非叶子节点，那么回溯需要更新的非叶子节点也会有很多，如果一次性更新完，操作的时间复杂度肯定不是O(lgn)，例如当我们要更新区间[0,3]内的叶子节点时，需要更新出了叶子节点3,9外的所有其他节点。为此引入了线段树中的延迟标记概念，这也是线段树的精华所在。

延迟标记：每个节点新增加一个标记，记录这个节点是否进行了某种修改(这种修改操作会影响其子节点)，对于任意区间的修改，我们先按照区间查询的方式将其划分成线段树中的节点，然后修改这些节点的信息，并给这些节点标记上代表这种修改操作的标记。在修改和查询的时候，如果我们到了一个节点p，并且决定考虑其子节点，那么我们就要看节点p是否被标记，如果有，就要按照标记修改其子节点的信息，并且给子节点都标上相同的标记，同时消掉节点p的标记。

模板以poj3468为例：

题意： 给你N个数，Q个操作，操作有两种，‘Q a b ’是询问a~b这段数的和，‘C a b c’是把a~b这段数都加上c。

代码：

#include <iostream>

#include <cstdio>

#include <cstdlib>

using namespace std;

const int MAX=1<<19;

const int maxn=1e5+5;

struct segment\_tree{

long long left,right,add,sum;

}tree[MAX];

long long value[maxn];

void build\_segment\_tree(long long i,long long l,long long r)

{

tree[i].left=l;

tree[i].right=r;

tree[i].add=0;

if(l==r)

{

tree[i].sum=value[l];

return;

}

build\_segment\_tree(i\*2,l,(l+r)/2);

build\_segment\_tree(i\*2+1,(l+r)/2+1,r);

tree[i].sum=tree[i\*2].sum+tree[i\*2+1].sum;

}

void update\_segment\_tree(long long i,long long l,long long r,long long x)

{

tree[i].sum+=(r-l+1)\*x;

if(tree[i].left==l&&tree[i].right==r)

{

tree[i].add+=x;

return;

}

if(tree[i].add)

{

tree[i\*2].add+=tree[i].add;

tree[i\*2+1].add+=tree[i].add;

tree[i\*2].sum+=(tree[i\*2].right-tree[i\*2].left+1)\*tree[i].add;

tree[i\*2+1].sum+=(tree[i\*2+1].right-tree[i\*2+1].left+1)\*tree[i].add;

tree[i].add=0;

}

i<<=1;

if(l<=tree[i].right)

{

if(r<=tree[i].right) update\_segment\_tree(i,l,r,x);

else

{

update\_segment\_tree(i,l,tree[i].right,x);

update\_segment\_tree(i+1,tree[i+1].left,r,x);

}

}

else update\_segment\_tree(i+1,l,r,x);

}

long long query\_segment\_tree(long long i,long long l,long long r)

{

if(tree[i].left==l&&tree[i].right==r)

{

return tree[i].sum;

}

if(tree[i].add)

{

tree[i\*2].add+=tree[i].add;

tree[i\*2+1].add+=tree[i].add;

tree[i\*2].sum+=(tree[i\*2].right-tree[i\*2].left+1)\*tree[i].add;

tree[i\*2+1].sum+=(tree[i\*2+1].right-tree[i\*2+1].left+1)\*tree[i].add;

tree[i].add=0;

}

i<<=1;

if(l<=tree[i].right)

{

if(r<=tree[i].right) return query\_segment\_tree(i,l,r);

else

{

return query\_segment\_tree(i,l,tree[i].right)+query\_segment\_tree(i+1,tree[i+1].left,r);

}

}

else return query\_segment\_tree(i+1,l,r);

}

int main()

{

long long n,q,a,b,c,i;

char op;

scanf("%lld%lld",&n,&q);

for(i=1;i<=n;i++) scanf("%lld",&value[i]);

build\_segment\_tree(1,1,n);

while(q--)

{

getchar();

scanf("%c%lld%lld",&op,&a,&b);

switch(op)

{

case 'C':

scanf("%lld",&c);

update\_segment\_tree(1,a,b,c);

break;

case 'Q':

printf("%lld\n",query\_segment\_tree(1,a,b));

break;

}

}

return 0;

}

另难题hdu4578

题意：n个数（初始为0）m个操作，操作类型有4中，操作1把区间的每个数+a，操作2把区间的每个数\*a.，操作3把区间的每个数=a，操作4，查询区间每个数p次方的和(1<=p<=3)。

题解：首先有三个延迟标记，add，mul和val。数的和，平方和，立方和以sum1，sum2，sum3表示。这里都用int型，long long型时间比int型慢一倍，会超时。这里把所有数看成（ax+b）的形式，当更新val时，把mul置1，add置0；当更新add时，add+=c即可；当更新mul时，同时更新add相当于（ax+b）\*c=acx+bc，这里ac等于新的a，bc等于新的b，所以mul\*=c，add\*=c。

然后对于 (ax+b)^3=a^3\*x^3+3\*a^2\*b\*x^2+3\*a\*b^2\*x+b^3，也就是root[t].sum3=a^3\*root[t].sum3+3\*a^2\*b\*root[t].sum2+3\*a\*b^2\*root[t].sum1+b^3\*(root[t].r-roo[t].l+1);

                          同理 root[t].sum2=root[t].sum2\*a^2+root[t].sum1\*b\*2+b^2\*(root[t].r-root[t].l+1);

                                     root[t].sum1=root[t].sum1\*a+b\*(root[t].r-root[t].l+1);

                                   注意：sum3,sum2,sum1在这个操作中的顺序不能变。

代码：

#include <iostream>

#include <cstdio>

#include <cstdlib>

#include <cstring>

using namespace std;

const int MAX=1<<20;

const int maxn=1e5+5;

const int mod=10007;

struct segment\_tree{

int add,mul,val,sum1,sum2,sum3,left,right;

}tree[MAX];

void build\_segment\_tree(int i,int l,int r)

{

tree[i].left=l;tree[i].right=r;

tree[i].add=tree[i].val=tree[i].sum1=tree[i].sum2=tree[i].sum3=0;

tree[i].mul=1;

if(l==r) return;

build\_segment\_tree(i\*2,l,(l+r)/2);

build\_segment\_tree(i\*2+1,(l+r)/2+1,r);

}

void update\_segment\_tree(int i,int l,int r,int x,int judge)

{

//cout<<"update "<<i<<" "<<l<<" "<<r<<endl;

if(tree[i].left==l&&tree[i].right==r)

{

switch(judge)

{

case 1:

tree[i].add=(tree[i].add+x)%mod;

tree[i].sum3=(tree[i].sum3+3\*tree[i].sum2%mod\*x%mod+3\*x%mod\*x%mod\*tree[i].sum1%mod+x\*x%mod\*x%mod\*(r-l+1)%mod)%mod;

tree[i].sum2=(tree[i].sum2+2\*tree[i].sum1%mod\*x%mod+x\*x%mod\*(r-l+1)%mod)%mod;

tree[i].sum1=(tree[i].sum1+(r-l+1)\*x% mod)%mod;

break;

case 2:

tree[i].mul=(tree[i].mul\*x)%mod;

tree[i].add=(tree[i].add\*x)%mod;

tree[i].sum3=tree[i].sum3\*x%mod\*x%mod\*x%mod;

tree[i].sum2=tree[i].sum2\*x%mod\*x%mod;

tree[i].sum1=tree[i].sum1\*x%mod;

break;

case 3:

tree[i].val=x;

tree[i].add=0;

tree[i].mul=1;

tree[i].sum3=x\*x%mod\*x%mod\*(r-l+1)%mod;

tree[i].sum2=x\*x%mod\*(r-l+1)%mod;

tree[i].sum1=x\*(r-l+1)%mod;

break;

}

return;

}

int a=tree[i].add,b=tree[i].mul,c=tree[i].val;

if(tree[i].val)

{

tree[i\*2].mul=tree[i\*2+1].mul=b;

tree[i\*2].add=tree[i\*2+1].add=a;

tree[i\*2].val=tree[i\*2+1].val=c;

tree[i\*2].sum3=(tree[i\*2].right-tree[i\*2].left+1)\*(c\*b%mod+a)%mod\*(c\*b%mod+a)%mod\*(c\*b%mod+a)%mod;

tree[i\*2].sum2=(tree[i\*2].right-tree[i\*2].left+1)\*(c\*b%mod+a)%mod\*(c\*b%mod+a)%mod;

tree[i\*2].sum1=(tree[i\*2].right-tree[i\*2].left+1)\*(c\*b%mod+a)%mod;

tree[i\*2+1].sum3=(tree[i\*2+1].right-tree[i\*2+1].left+1)\*(c\*b%mod+a)%mod\*(c\*b%mod+a)%mod\*(c\*b%mod+a)%mod;

tree[i\*2+1].sum2=(tree[i\*2+1].right-tree[i\*2+1].left+1)\*(c\*b%mod+a)%mod\*(c\*b%mod+a)%mod;

tree[i\*2+1].sum1=(tree[i\*2+1].right-tree[i\*2+1].left+1)\*(c\*b%mod+a)%mod;

tree[i].val=tree[i].add=0;

tree[i].mul=1;

}

else

{

tree[i\*2].add=(tree[i\*2].add\*b+a)%mod;

tree[i\*2].mul=tree[i\*2].mul\*b%mod;

tree[i\*2+1].add=(tree[i\*2+1].add\*b+a)%mod;

tree[i\*2+1].mul=tree[i\*2+1].mul\*b%mod;

tree[i\*2].sum3=(b\*b%mod\*b%mod\*tree[i\*2].sum3%mod+3\*b\*b%mod\*tree[i\*2].sum2%mod\*a%mod+3\*a\*a%mod\*b%mod\*tree[i\*2].sum1%mod+a\*a%mod\*a%mod\*(tree[i\*2].right-tree[i\*2].left+1)%mod)%mod;

tree[i\*2].sum2=(b\*b%mod\*tree[i\*2].sum2%mod+2\*b\*a%mod\*tree[i\*2].sum1%mod+a\*a%mod\*(tree[i\*2].right-tree[i\*2].left+1)%mod)%mod;

tree[i\*2].sum1=(b\*tree[i\*2].sum1%mod+a\*(tree[i\*2].right-tree[i\*2].left+1)%mod)%mod;

tree[i\*2+1].sum3=(b\*b%mod\*b%mod\*tree[i\*2+1].sum3%mod+3\*b\*b%mod\*tree[i\*2+1].sum2%mod\*a%mod+3\*a\*a%mod\*b%mod\*tree[i\*2+1].sum1%mod+a\*a%mod\*a%mod\*(tree[i\*2+1].right-tree[i\*2+1].left+1)%mod)%mod;

tree[i\*2+1].sum2=(b\*b%mod\*tree[i\*2+1].sum2%mod+2\*b\*a%mod\*tree[i\*2+1].sum1%mod+a\*a%mod\*(tree[i\*2+1].right-tree[i\*2+1].left+1)%mod)%mod;

tree[i\*2+1].sum1=(b\*tree[i\*2+1].sum1%mod+a\*(tree[i\*2+1].right-tree[i\*2+1].left+1)%mod)%mod;

tree[i].val=tree[i].add=0;

tree[i].mul=1;

}

if(l<=tree[i\*2].right)

{

if(r<=tree[i\*2].right) update\_segment\_tree(i\*2,l,r,x,judge);

else

{

update\_segment\_tree(i\*2,l,tree[i\*2].right,x,judge);

update\_segment\_tree(i\*2+1,tree[i\*2+1].left,r,x,judge);

}

}

else update\_segment\_tree(i\*2+1,l,r,x,judge);

tree[i].sum1=(tree[i\*2].sum1+tree[i\*2+1].sum1)%mod;

tree[i].sum2=(tree[i\*2].sum2+tree[i\*2+1].sum2)%mod;

tree[i].sum3=(tree[i\*2].sum3+tree[i\*2+1].sum3)%mod;

}

int query\_segment\_tree(int i,int l,int r,int x)

{

if(tree[i].right==r&&tree[i].left==l)

{

switch(x)

{

case 1: return tree[i].sum1;

case 2: return tree[i].sum2;

case 3: return tree[i].sum3;

}

}

int a=tree[i].add,b=tree[i].mul,c=tree[i].val;

if(tree[i].val)

{

tree[i\*2].mul=tree[i\*2+1].mul=b;

tree[i\*2].add=tree[i\*2+1].add=a;

tree[i\*2].val=tree[i\*2+1].val=c;

tree[i\*2].sum3=(tree[i\*2].right-tree[i\*2].left+1)\*(c\*b%mod+a)%mod\*(c\*b%mod+a)%mod\*(c\*b%mod+a)%mod;

tree[i\*2].sum2=(tree[i\*2].right-tree[i\*2].left+1)\*(c\*b%mod+a)%mod\*(c\*b%mod+a)%mod;

tree[i\*2].sum1=(tree[i\*2].right-tree[i\*2].left+1)\*(c\*b%mod+a)%mod;

tree[i\*2+1].sum3=(tree[i\*2+1].right-tree[i\*2+1].left+1)\*(c\*b%mod+a)%mod\*(c\*b%mod+a)%mod\*(c\*b%mod+a)%mod;

tree[i\*2+1].sum2=(tree[i\*2+1].right-tree[i\*2+1].left+1)\*(c\*b%mod+a)%mod\*(c\*b%mod+a)%mod;

tree[i\*2+1].sum1=(tree[i\*2+1].right-tree[i\*2+1].left+1)\*(c\*b%mod+a)%mod;

tree[i].val=tree[i].add=0;

tree[i].mul=1;

}

else

{

tree[i\*2].add=(tree[i\*2].add\*b%mod+a)%mod;

tree[i\*2].mul=tree[i\*2].mul\*b%mod;

tree[i\*2+1].add=(tree[i\*2+1].add\*b%mod+a)%mod;

tree[i\*2+1].mul=tree[i\*2+1].mul\*b%mod;

tree[i\*2].sum3=(b\*b%mod\*b%mod\*tree[i\*2].sum3%mod+3\*b\*b%mod\*tree[i\*2].sum2%mod\*a%mod+3\*a\*a%mod\*b%mod\*tree[i\*2].sum1%mod+a\*a%mod\*a%mod\*(tree[i\*2].right-tree[i\*2].left+1)%mod)%mod;

tree[i\*2].sum2=(b\*b%mod\*tree[i\*2].sum2%mod+2\*b\*a%mod\*tree[i\*2].sum1%mod+a\*a%mod\*(tree[i\*2].right-tree[i\*2].left+1)%mod)%mod;

tree[i\*2].sum1=(b\*tree[i\*2].sum1%mod+a\*(tree[i\*2].right-tree[i\*2].left+1)%mod)%mod;

tree[i\*2+1].sum3=(b\*b%mod\*b%mod\*tree[i\*2+1].sum3%mod+3\*b\*b%mod\*tree[i\*2+1].sum2%mod\*a%mod+3\*a\*a%mod\*b%mod\*tree[i\*2+1].sum1%mod+a\*a%mod\*a%mod\*(tree[i\*2+1].right-tree[i\*2+1].left+1)%mod)%mod;

tree[i\*2+1].sum2=(b\*b%mod\*tree[i\*2+1].sum2%mod+2\*b\*a%mod\*tree[i\*2+1].sum1%mod+a\*a%mod\*(tree[i\*2+1].right-tree[i\*2+1].left+1)%mod)%mod;

tree[i\*2+1].sum1=(b\*tree[i\*2+1].sum1%mod+a\*(tree[i\*2+1].right-tree[i\*2+1].left+1)%mod)%mod;

tree[i].val=tree[i].add=0;

tree[i].mul=1;

}

if(l<=tree[i\*2].right)

{

if(r<=tree[i\*2].right) return query\_segment\_tree(i\*2,l,r,x);

else return (query\_segment\_tree(i\*2,l,tree[i\*2].right,x)+query\_segment\_tree(i\*2+1,tree[i\*2+1].left,r,x))%mod;

}

else return query\_segment\_tree(i\*2+1,l,r,x);

}

int main()

{

int n,m,op,a,b,c;

while(~scanf("%d%d",&n,&m)&&n&&m)

{

build\_segment\_tree(1,1,n);

while(m--)

{

scanf("%d%d%d%d",&op,&a,&b,&c);

if(op==4)

{

printf("%d\n",query\_segment\_tree(1,a,b,c));

}

else

{

update\_segment\_tree(1,a,b,c,op);

}

}

}

return 0;

}

# 博弈论

## 巴什博弈（Bash Game）

1. 问题模型：只有一堆n个物品，两个人轮流从这堆物品中取物，规定每次至少取一个，最多取m个，最后取光者得胜。
2. 解决思路：当n=m+1时，由于一次最多只能取m个，所以无论先取者拿走多少个，后取者都能够一次拿走剩余的物品，后者取胜，所以当一方面对的局势是n%(m+1)=0时，其面临的是必败的局势。所以当n=（m+1)\*r+s，（r为任意自然数，s≤m)时,如果先取者要拿走s个物品，如果后取者拿走x（≤m)个，那么先取者再拿走m+1-k个，结果剩下（m+1）（r-1）个，以后保持这样的取法，那么先取者肯定获胜。总之，要保持给对手留下（m+1）的倍数，就能最后获胜。
3. 变形：条件不变，改为最后取光的人输或两个人轮流报数，每次至少报一个，最多报十个，谁能报到100者胜。

结论：n%(m+1)==0 后手必胜否则后手必败。

## 威佐夫博奕（Wythoff Game）

1. 问题模型：有两堆各若干个物品，两个人轮流从某一堆或同时从两堆中取同样多的物品，规定每次至少取一个，多者不限，最后取光者得胜。

2. 解决思路：设（ai,bi）（ai ≤bi  ,i=0，1，2，…,n)表示两堆物品的数量并称其为局势，如果甲面对（0，0），那么甲已经输了，这种局势我们称为奇异局势。前几个奇异局势是：（0，0）、（1，2）、（3，5）、（4，7）、（6，10）、（8，13）、（9，15）、（11，18）、（12，20）。

奇异局势有如下性质：

<1>. 任何自然数都包含在一个且仅有一个奇异局势中。

<2>. 任意操作都可将奇异局势变为非奇异局势。

<3>. 采用适当的方法，可以将非奇异局势变为奇异局势。

假设面对的局势是（a,b），若 b = a，则同时从两堆中取走 a 个物体，就变为了奇异局势（0，0）；如果a = ak ，b > bk 那么，取走b - bk个物体，即变为奇异局势；如果 a = ak ， b < bk 则同时从两堆中拿走a-a[b-a] 个物体变为奇异局势（ a[b-a], b-a+a[b-a]）；如果a > ak ，b= ak + k 则从第一堆中拿走多余的数量a - ak 即可；如果a < ak ，b= ak + k,分两种情况，第一种，a=aj （j < k）从第二堆里面拿走 b - bj 即可；第二种，a=bj （j < k）从第二堆里面拿走 b - aj 即可。

最后，任给一个局势（a，b），怎样判断它是不是奇异局势？

若a=[(b-a)\*（1+√5）/2] （方括号为取整函数）那么为奇异局势，否则不是。

1. 结论：面对非奇异局势，先拿者必胜；反之，则后拿者取胜。

以poj 1067为例：

代码：

#include <cstdio>

#include <cstdlib>

#include <cstring>

#include <cmath>

#include <iostream>

using namespace std;

typedef long long ll;

ll a,b;

int Wythoff()

{

ll tmp = floor((b-a)\*(sqrt(5)+1)/2.0);

if(tmp==a) return 0;

return 1;

}

int main()

{

while(~scanf("%lld%lld",&a,&b))

{

if(a>b) swap(a,b);

printf("%d\n",Wythoff());

}

return 0;

}

## 尼姆博弈（Nimm Game）

1. 问题模型：有三堆各若干个物品，两个人轮流从某一堆取任意多的物品，规定每次至少取一个，多者不限，最后取光者得胜。

2. 解决思路：这种情况最有意思，它与二进制有密切关系，我们用（a，b，c）表示某种局势，首先（0，0，0）显然是奇异局势，无论谁面对奇异局势，都必然失败。第二种奇异局势是（0，n，n），只要与对手拿走一样多的物品，最后都将导致（0，0，0）。仔细分析一下，（1，2，3）也是奇异局势，无论对手如何拿，接下来都可以变为（0，n，n）的情形。 计算机算法里面有一种叫做按位模2加，也叫做异或的运算。对于任何奇异局势(a,b,c)其a^b^c=0。如果我们面对的是一个非奇异局势（a，b，c），要如何变为奇异局势呢？假设 a < b< c,我们只要将 c 变为 a^b,即可,因为有如下的运算结果: a^b^(a^b)=(a^a)^(b^b)=0^0=0。要将c 变为a^b，只要从 c中减去 c-（a^b）即可。

3. 推广：当石子堆数为n堆时，则推广为当对每堆的数目进行异或之后值为零是必败态。

取火柴的游戏  
题目1：今有若干堆火柴，两人依次从中拿取，规定每次只能从一堆中取若干根，   
可将一堆全取走，但不可不取，最后取完者为胜，求必胜的方法。   
题目2：今有若干堆火柴，两人依次从中拿取，规定每次只能从一堆中取若干根，   
可将一堆全取走，但不可不取，最后取完者为负，求必胜的方法。  
  
先解决第一个问题吧。  
定义：若所有火柴数异或为0，则该状态被称为利他态，用字母T表示；否则，   
为利己态，用S表示。  
[定理1]：对于任何一个S态，总能从一堆火柴中取出若干个使之成为T态。  
  
[定理2]：T态，取任何一堆的若干根，都将成为S态。  
  
[定理 3]：S态，只要方法正确，必赢。   
 最终胜利即由S态转变为T态，任何一个S态，只要把它变为T态，（由定理1，可以把它变成T态。）对方只能把T态转变为S态(定理2)。这样，所有S态向T态的转变都可以有己方控制，对方只能被动地实现由T态转变为S态。故S态必赢。  
[定理4]：T态，只要对方法正确，必败。

接着来解决第二个问题。  
定义：若一堆中仅有1根火柴，则被称为孤单堆。若大于1根，则称为充裕堆。  
定义：T态中，若充裕堆的堆数大于等于2，则称为完全利他态，用T2表示；若充裕堆的堆数等于0，则称为部分利他态，用T0表示。  
   
孤单堆的根数异或只会影响二进制的最后一位，但充裕堆会影响高位（非最后一位）。一个充裕堆，高位必有一位不为0，则所有根数异或不为0。故不会是T态。  
[定理5]：S0态，即仅有奇数个孤单堆，必败。T0态必胜。   
证明：  
S0态，其实就是每次只能取一根。每次第奇数根都由己取，第偶数根都由对   
方取，所以最后一根必己取。败。同理,  T0态必胜#  
[定理6]：S1态，只要方法正确，必胜。   
证明：  
若此时孤单堆堆数为奇数，把充裕堆取完；否则，取成一根。这样，就变成奇数个孤单堆，由对方取。由定理5，对方必输。己必胜。  #   
[定理7]：S2态不可转一次变为T0态。   
证明：  
充裕堆数不可能一次由2变为0。得证。  #

[定理8]：S2态可一次转变为T2态。   
证明：  
由定理1，S态可转变为T态，态可一次转变为T态，又由定理6，S2态不可转一次变为T0态，所以转变的T态为T2态。  #   
[定理9]：T2态，只能转变为S2态或S1态。   
证明：  
由定理2，T态必然变为S态。由于充裕堆数不可能一次由2变为0，所以此时的S态不可能为S0态。命题得证。   
[定理10]：S2态，只要方法正确，必胜.   
证明：  
方法如下：   
      1）  S2态，就把它变为T2态。（由定理8）   
      2）  对方只能T2转变成S2态或S1态（定理9）  
    若转变为S2,  转向1）   
    若转变为S1,  这己必胜。（定理5）   
[定理11]：T2态必输。

综上所述，必输态有：  T2,S0   
          必胜态：    S2,S1,T0.   
两题比较：   
第一题的全过程其实如下：   
S2->T2->S2->T2->  ……  ->T2->S1->T0->S0->T0->……->S0->T0(全0)   
第二题的全过程其实如下：   
S2->T2->S2->T2->  ……  ->T2->S1->S0->T0->S0->……->S0->T0(全0)   
下划线表示胜利一方的取法。  是否发现了他们的惊人相似之处。   
我们不难发现(见加黑部分)，S1态可以转变为S0态（第二题做法），也可以转变为   
T0（第一题做法）。哪一方控制了S1态，他即可以有办法使自己得到最后一根（转变为   
T0）,也可以使对方得到最后一根（转变为S0）。   
  所以，抢夺S1是制胜的关键！   
  为此，始终把T2态让给对方，将使对方处于被动状态，他早晚将把状态变为S1.

取火柴游戏题目二，以hdu 1907为例：

代码：

#include <bits/stdc++.h>

using namespace std;

int main()

{

int T,n,ans,tmp,flag;

scanf("%d",&T);

while(T--)

{

flag=0;

ans=0;

scanf("%d",&n);

for(int i=1;i<=n;i++)

{

scanf("%d",&tmp);

ans ^= tmp;

if(tmp>1) flag=1;

}

if(flag)

{

if(ans==0) printf("Brother\n");

else printf("John\n");

}

else

{

if(n&1) printf("Brother\n");

else printf("John\n");

}

}

return 0;

}

## Fibonacci（斐波那契数列）博弈

1. 问题模型：有一堆个数为n的石子，游戏双方轮流取石子，满足：

（1）先手不能在第一次把所有的石子取完；

（2）之后每次可以取的石子数介于1到对手刚取的石子数的2倍之间（包含1和对手刚取的石子数的2倍）。 约定取走最后一个石子的人为赢家。

2. 解决思路：当n为Fibonacci数时，先手必败。即存在先手的必败态当且仅当石头个数为Fibonacci数。

    证明：根据“Zeckendorf定理”（齐肯多夫定理）：任何正整数可以表示为若干个不连续的Fibonacci数之和。如n=83 = 55+21+5+2，我们看看这个分解有什么指导意义：假如先手取2颗，那么后手无法取5颗或更多，而5是一个Fibonacci数，那么一定是先手取走这5颗石子中的最后一颗，同理，接下去先手取走接下来的后21颗中的最后一颗，再取走后55颗中的最后一颗，那么先手赢。

    反证：如果n是Fibonacci数，如n=89：记先手一开始所取的石子数为y

    （1）若y>=34颗（也就是89的向前两项），那么一定后手赢，因为89-34=55=34+21<2\*34。

    （2）y<34时剩下的石子数x介于55到89之间，它一定不是一个Fibonacci数，把x分解成Fibonacci数：x=55+f[i]+…+f[j]，若，如果f[j]<=2y，那么对B就是面临x局面的先手，所以根据之前的分析，后手只要先取f[j]个即可，以后再按之前的分析就可保证必胜。

3. 以hdu2516为例：（斐波那契数列大约在50项左右爆int）

代码：

#include <bits/stdc++.h>

using namespace std;

int sz[55];

void init()

{

sz[0]=0;sz[1]=1;

for(int i=2;i<55;i++) sz[i]=sz[i-1]+sz[i-2];

}

int main()

{

int n;

bool flag;

init();

while(~scanf("%d",&n)&&n!=0)

{

flag = false;

for(int i=1;i<55;i++)

{

if(n==sz[i])

{

printf("Second win\n");

flag=true;

}

}

if(!flag) printf("First win\n");

}

return 0;

}

## 公平组合博弈（Impartial Combinatori Games）

1. 定义：

（1）两人参与。

（2）游戏局面的状态集合是有限。

（3）对于同一个局面，两个游戏者的可操作集合完全相同

（4）游戏者轮流进行游戏。

（5）当无法进行操作时游戏结束，此时不能进行操作的一方算输。

（6）无论游戏如何进行，总可以在有限步数之内结束。

2. 模型：给定一个有向无环图和一个起始顶点上的一枚棋子，两名选手交替的将这枚棋子沿有向边进行移动，无法移动者判负。事实上，这个游戏可以认为是所有公平组合游戏（Impartial Combinatori Games）的抽象模型。其实，任何一个ICG都可以通过把每个局势看成一个顶点，对每个局势和它的子局势连一条有向边来抽象成这个“有向图游戏”。

3. Sprague-Grudy定理：

令N = {0, 1, 2, 3, ...} 为自然数的集合。Sprague-Grundy 函数给游戏中的每个状态分配了一个自然数。结点v的Grundy值等于没有在v的后继的Grundy值中出现的最小自然数.

形式上：给定一个有限子集 S ⊂ N,令mex S(最小排斥值)为没有出现在S中的最小自然数。定义mex(minimal excludant)运算，这是施加于一个集合的运算，表示最小的不属于这个集合的非负整数。例如mex{0,1,2,4}=3、mex{2,3,5}=0、mex{}=0。

对于一个给定的有向无环图，定义关于图的每个顶点的Sprague-Garundy函数g如下：g(x)=mex{ g(y) | y是x的后继 }。

4. SG函数的性质：

（1）所有的终结点所对应的顶点，其SG值为0，因为它的后继集合是空集——所有终结点是必败点（P点）。

（2）对于一个g(x)=0的顶点x，它的所有后继y都满足g(y)!=0——无论如何操作，从必败点（P点）都只能进入必胜点（N点）//对手走完又只能把N留给我们。

（3）对于一个g(x)!=0的顶点，必定存在一个后继点y满足g(y)=0——从任何必胜点（N点）操作，至少有一种方法可以进入必败点（P点）//就是那种我们要走的方法。

5. SG函数解决问题的思路：

样例问题：有n堆石子，每次可以从第一堆里面取1，2或3颗，可以从第二堆里面取奇数颗，可以从之后堆里面取任意颗。

思路：我们通过计算有向无环图的每个顶点的 SG 值，就可以对每种局面找到必胜策略了。但 SG 函数的用途远没有这样简单。如果将有向图游戏变复杂一点，比如说，有向图上并不是只有一枚棋子，而是有 n 枚棋子，每次可以任选一颗进行移动，这时，怎样找到必胜策略呢？

让我们再来考虑一下顶点的 SG 值的意义。当 g(x)=k 时，表明对于任意一个 0<=i<k，都存在 x 的一个后继 y 满足 g(y)=i。也就是说，当某枚棋子的 SG 值是 k 时，我们可以把它变成0、变成 1、„„、变成 k-1，但绝对不能保持 k 不变。不知道你能不能根据这个联想到 Nim游戏， Nim 游戏的规则就是： 每次选择一堆数量为 k 的石子， 可以把它变成 0、 变成 1、 „„、变成 k-1，但绝对不能保持 k 不变。这表明，如果将 n 枚棋子所在的顶点的 SG 值看作 n 堆

相应数量的石子， 那么这个 Nim 游戏的每个必胜策略都对应于原来这 n 枚棋子的必胜策略！

对于 n 个棋子，设它们对应的顶点的 SG 值分别为(a1,a2,„,an)，再设局面(a1,a2,„,an)时的Nim 游戏的一种必胜策略是把 ai 变成 k， 那么原游戏的一种必胜策略就是把第 i 枚棋子移动到一个 SG 值为 k 的顶点。这听上去有点过于神奇——怎么绕了一圈又回到 Nim 游戏上了。

其实我们还是只要证明这种多棋子的有向图游戏的局面是 P-position 当且仅当所有棋子所在的位置的 SG 函数的异或为 0。这个证明与上节的 Bouton’s Theorem 几乎是完全相同的，只需要适当的改几个名词就行了。

刚才，我为了使问题看上去更容易一些，认为 n 枚棋子是在一个有向图上移动。但如果不是在一个有向图上，而是每个棋子在一个有向图上，每次可以任选一个棋子（也就是任选一个有向图）进行移动，这样也不会给结论带来任何变化。

所以我们可以定义有向图游戏的和(Sum of Graph Games)：设 G1、G2、„„、Gn 是 n 个有向图游戏，定义游戏 G 是 G1、G2、„„、Gn 的和(Sum)，游戏 G 的移动规则是：任选一个子游戏Gi并移动上面的棋子。 Sprague-Grundy Theorem就是： g(G)=g(G1)^g(G2)^„^g(Gn)。也就是说，游戏的和的 SG 函数值是它的所有子游戏的 SG 函数值的异或。再考虑在本文一开头的一句话：任何一个 ICG 都可以抽象成一个有向图游戏。所以“SG 函数”和“游戏的和”的概念就不是局限于有向图游戏。我们给每个 ICG 的每个 position 定义SG 值，也可以定义 n 个 ICG 的和。所以说当我们面对由 n 个游戏组合成的一个游戏时，只需对于每个游戏找出求它的每个局面的 SG 值的方法， 就可以把这些 SG 值全部看成 Nim 的石子堆，然后依照找 Nim 的必胜策略的方法来找这个游戏的必胜策略了！

回到本文开头的问题。有 n 堆石子，每次可以从第 1 堆石子里取 1 颗、2 颗或 3 颗，可以从第 2 堆石子里取奇数颗， 可以从第 3 堆及以后石子里取任意颗„„我们可以把它看作 3 个子游戏，第 1 个子游戏只有一堆石子，每次可以取 1、2、3 颗，很容易看出 x 颗石子的局面的SG 值是 x%4。第 2 个子游戏也是只有一堆石子，每次可以取奇数颗，经过简单的画图可以知道这个游戏有 x 颗石子时的 SG 值是 x%2。 第 3 个游戏有 n-2 堆石子， 就是一个 Nim 游戏。

对于原游戏的每个局面，把三个子游戏的 SG 值异或一下就得到了整个游戏的 SG 值，然后就可以根据这个 SG 值判断是否有必胜策略以及做出决策了。 其实看作 3 个子游戏还是保守了些，干脆看作 n 个子游戏，其中第 1、2 个子游戏如上所述，第 3 个及以后的子游戏都是“1 堆石子，每次取几颗都可以” ，称为“任取石子游戏” ，这个超简单的游戏有 x 颗石子的SG 值显然就是 x。其实，n 堆石子的 Nim 游戏本身不就是 n 个“任取石子游戏”的和吗？

所以，对于我们来说，SG 函数与“游戏的和”的概念不是让我们去组合、制造稀奇古怪的游戏， 而是把遇到的看上去有些复杂的游戏试图分成若干个子游戏， 对于每个比原游戏简化很多的子游戏找出它的 SG 函数，然后全部异或起来就得到了原游戏的 SG 函数，就可以解决原游戏了。

6. 计算：

（1）可选步数为1-m的连续整数，直接取模即可，SG(x) = x % (m+1);

（2）可选步数为任意步，SG(x) = x;

（3）可选步数为一系列不连续的数，用mex(计算每个节点的值)

以hdu1536为例：

题意：给出m，接下来m个数表示每堆能拿的数字，有t种情况，每种情况有n堆，接下来n个数表示每堆的个数。求先手输赢。

代码：

#include <bits/stdc++.h>

using namespace std;

const int maxm=105,maxn=10005;

int m,s[maxm],sg[maxn];

bool vis[maxn];

void set\_sg()

{

memset(sg,0,sizeof(sg));

for(int i=0;i<maxn;i++)

{

memset(vis,false,sizeof(vis));

for(int j=0;j<m&&i>=s[j];j++) vis[sg[i-s[j]]]=true; //把节点i的每个后继节点的sg值的vis置1

for(int j=0;;j++)

{

if(!vis[j])

{

sg[i]=j;

break;

}

}

}

return;

}

int main()

{

int t,n,ans,tmp;

while(scanf("%d",&m)&&m)

{

for(int i=0;i<m;i++) scanf("%d",&s[i]);

sort(s,s+m); //一定要排序

set\_sg();

scanf("%d",&t);

while(t--)

{

ans=0;

scanf("%d",&n);

for(int i=0;i<n;i++)

{

scanf("%d",&tmp);

ans ^= sg[tmp];

}

if(ans) printf("W");

else printf("L");

}

printf("\n");

}

return 0;

}

# 数论

## 唯一分解定理

唯一分解定理：可以把一个数X唯一分解成若干素数相乘形式：

X = …

## 欧几里德算法（辗转相除法）

求最大公约数：

int gcd(int a,int b)

{

return b==0 ? a : gcd(b,a%b);

}

对于求最小公倍数有一公式：

gcd(a,b)\*lcm(a,b)=a\*b lcm(a,b)为a,b最大公倍数

所以lcm(a,b) = a / gcd(a,b) \* b (先除后乘，保证不会溢出)

## Eratosthenes筛法

int m = sqrt(n+0.5);

memset(vis,0,sizeof(vis));

for(int i=2;i<=m;i++) if(!vis[i])

for(int j=i\*i;j<=n;j+=i) vis[j]=1;

能快速得到以内所有的素数

## 扩展欧几里德算法

求：ax + by = gcd(a,b) 的解

void gcd(int a,int b,int& d,int& x,int & y)

{

if(!b) {d = a; x = 1; y = 0; }

else {gcd(b, a%b, d, y, x); y -= x\*(a/b); }

}

假设当前我们要处理的是求出 a 和 b的最大公约数，并求出 x 和 y 使得 a\*x + b\*y= gcd ，而我们已经求出了下一个状态：b 和 a%b 的最大公约数，并且求出了一组x1 和y1 使得： b\*x1 + (a%b)\*y1 = gcd ， 那么这两个相邻的状态之间是否存在一种关系呢？

    我们知道： a%b = a - (a/b)\*b（这里的 “/” 指的是整除，例如 5/2=2 , 1/3=0），那么，我们可以进一步得到：

        gcd = b\*x1 + (a-(a/b)\*b)\*y1

            = b\*x1 + a\*y1 – (a/b)\*b\*y1

            = a\*y1 + b\*(x1 – a/b\*y1)

    对比之前我们的状态：求一组 x 和 y 使得：a\*x + b\*y = gcd ，是否发现了什么？

    这里：

        x = y1

        y = x1 – a/b\*y1

对该方程任意整数解为：(x0+kb’,y0-ka’) a’ = a/gcd(a,b) b’ = b/gcd(a,b)

对于方程 ax+by=c 当c是gcd(a,b)倍数时有整数解，否则无整数解。

扩展欧几里德算法（ax+by=c）的最小正整数解：

先求出ax+by=gcd(a,b)的解x0,y0

令d=gcd(a,b) x = x0\*c/d g = b/d

最小正整数解为： x = (x%g+g)%g

以codeforces724C为例：

题意：n\*m的矩形内有k个点，四周有围墙围起来。从(0,0)45度发射小球，速度为√2每次遇到墙都正常反弹，直到射到顶点被吸收。问每个点第一次被经过的时刻。

思想：把矩形对称展开，最后小球在横纵坐标均为maxx=mn/gcd(m,n)处被吸收。   
原坐标为(x,y)的小球经过轴对称展开，其坐标为(2kn±x,2sm±y),k,s为整数.要使得在吸收前经过点，则坐标必须在线段(0, 0)到(maxx, mxx)之间。   
即要解方程2kn±x=2sm±y，求为正最小的2kn±x。利用扩展欧几里得解方程。

代码：

#include <bits/stdc++.h>

using namespace std;

typedef long long ll;

ll n,m,maxx;

void ex\_gcd(ll a,ll b,ll &d,ll &x,ll &y)

{

if(!b){d=a;x=1;y=0;}

else{ex\_gcd(b,a%b,d,y,x);y -= x\*(a/b);}

}

ll solve(ll x,ll y)

{

ll k,s,g;

ex\_gcd(2\*n,-2\*m,g,k,s);

if((y-x)%g) return maxx+1;

else

{

ll mod = (-2\*m)/g;

if(mod<0) mod = -mod;

k \*= (y-x)/g;

k = (k%mod+mod)%mod;

ll time=2\*k\*n+x;

if(time<0||time>maxx) return maxx+1;

return time;

}

}

ll answer(ll x,ll y)

{

ll g = \_\_gcd(n,m);

maxx = n / g \* m;

ll ans = maxx + 1;

ans = min(ans,solve(-x,-y));

ans = min(ans,solve(-x,y));

ans = min(ans,solve(x,-y));

ans = min(ans,solve(x,y));

if(ans==maxx+1) return -1;

else return ans;

}

int main()

{

ll x,y,k;

while(~scanf("%I64d%I64d%I64d",&n,&m,&k))

{

for(int i=0;i<k;i++)

{

scanf("%I64d%I64d",&x,&y);

printf("%I64d\n",answer(x,y));

}

}

return 0;

}

## 大整数取模

n mod m n<=10^100 m<=10^9

代码：

scanf("%S%d",n,&m);

int len = strlen(n);

int ans = 0;

for(int i=0;i<len;i++)

ans = (int)(((long long)ans\*10+n[i]-'0')%m);

printf("%d\n",ans);

## 快速幂取模

求a^b%c

代码：

int ans = 1;

a %= c;

while(b>0)

{

if(b%2==1) ans = (ans \*a)%c;

b /= 2;

a = (a\*a)%c;

}

分治用递归也可实现

代码：

int pow\_mod(int a,int b,int c)

{

if(n==0) return 1;

int x = pow\_mod(a,b/2,c);

long long ans = (long long)x \* x % c;

if(b%2==1) ans = ans \* a % c;

return (int)ans;

}

## 矩阵快速幂

矩阵快速幂的原理和快速幂一样，只不过把数的乘法换成矩阵的乘法。

矩阵的乘法（代码）：

int ans[][N];

void multi(int a[][N],int b[][N],int n)

{

for(int i=1;i<=n;i++)

{

for(int k=1;k<=n;k++)

{

for(int j=1;j<=n;j++)

{

ans[i][j]=a[i][k]\*b[k][j];

}

}

}

}

这种可以在第二重for判断if(a[i][k]==0)continue;对于矩阵有较多0的有一定效果。

时间复杂度是O(n^3)。

矩阵快速幂模板：

int tmp[][N];

void multi(int a[][N],int b[][N],int n)

{

memset(tmp,0,sizeof(tmp));

for(int i=1;i<=n;i++)

for(int k=1;k<=n;k++)

for(int j=1;j<=n;j++)

tmp[i][j]+=a[i][k]\*b[k][j];

for(int i=1;i<=n;i++)

for(int j=1;j<=n;j++)

a[i][j]=tmp[i][j];

}

int ans[][N];

void pow\_mod(int a[][N],int b,int n)

{

memset(ans,0,sizeof(ans));

for(int i=1;i<=n;i++)

for(int j=1;j<=n;j++)

if(i==j) ans[i][j]=1;

while(b)

{

if(b&1) multi(ans,a,n);

b>>=1;

multi(a,a,n);

}

}

在算法竞赛中一般只会用到方阵，只要遇到“把一个向量v变成另一个向量v’，并且v’的每一个分量都是v各个分量的线性组合”的情况，可以考虑用矩阵。

这类题目难点主要在于寻找递推关系，构造矩阵求解。

例hdu1757：题意：求 f(k)%m k<2\*10^9 , m < 10^5

当x<10时 f(x)=x; 当x>=10时 f(x)=a0\*f(x-1)+……+a9\*f(x-10)

递推式已给出，该题难点主要在于构造矩阵，构造如下：

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| fk | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| fk-1 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| fk-2 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| fk-3 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| fk-4 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| fk-5 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| fk-6 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| fk-7 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| fk-8 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| fk-9 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |

=

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| a0 | a1 | a2 | a3 | a4 | a5 | a6 | a7 | a8 | a9 |
| 1 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| 0 | 1 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| 0 | 0 | 1 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| 0 | 0 | 0 | 1 | 0 | 0 | 0 | 0 | 0 | 0 |
| 0 | 0 | 0 | 0 | 1 | 0 | 0 | 0 | 0 | 0 |
| 0 | 0 | 0 | 0 | 0 | 1 | 0 | 0 | 0 | 0 |
| 0 | 0 | 0 | 0 | 0 | 0 | 1 | 0 | 0 | 0 |
| 0 | 0 | 0 | 0 | 0 | 0 | 0 | 1 | 0 | 0 |
| 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 1 | 0 |

\*

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| fk-1 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| fk-2 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| fk-3 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| fk-4 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| fk-5 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| fk-6 | 0\* | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| fk-7 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| fk-8 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| fk-9 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| fk-10 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |

所以只需构造出上诉两个矩阵，求出a0那个矩阵的k-9次方再乘以f(0)那个矩阵即可，注意乘的过程中取余。

代码：

#include <iostream>

#include <cstdio>

#include <cstdlib>

#include <cstring>

using namespace std;

typedef long long ll;

int n,mod;

ll tmp[10][10],ans[10][10],sz[10][10],cmp[10][10];

void matrix\_multi(ll a[][10],ll b[][10])

{

memset(cmp,0,sizeof(cmp));

for(int i=0;i<10;i++)

{

for(int k=0;k<10;k++)

{

if(a[i][k]==0) continue;

for(int j=0;j<10;j++)

{

cmp[i][j]+=a[i][k]\*b[k][j];

cmp[i][j]%=mod;

}

}

}

for(int i=0;i<10;i++)

for(int j=0;j<10;j++)

a[i][j]=cmp[i][j];

}

void pow\_mod(ll a[][10])

{

memset(ans,0,sizeof(ans));

for(int i=0;i<10;i++)

for(int j=0;j<10;j++)

if(i==j) ans[i][j]=1;

int b=n-9;

while(b)

{

if(b&1) matrix\_multi(ans,a);

b>>=1;

matrix\_multi(a,a);

}

}

int main()

{

while(~scanf("%d%d",&n,&mod))

{

memset(tmp,0,sizeof(tmp));

memset(sz,0,sizeof(sz));

for(int i=0;i<10;i++) scanf("%lld",&tmp[0][i]);

tmp[1][0]=tmp[2][1]=tmp[3][2]=tmp[4][3]=tmp[5][4]=tmp[6][5]=tmp[7][6]=tmp[8][7]=tmp[9][8]=1;

for(int i=0;i<10;i++) sz[i][0]=9-i;

pow\_mod(tmp);

matrix\_multi(ans,sz);

printf("%lld\n",ans[0][0]);

}

return 0;

}

## 逆元

求 %mod的方法：

1.乘法逆元：(a/b)%mod=a\*(b^(mod-2)) a,mod互为素数。

有一种不需mod为素数的：

(a/b)%mod=a % (mod\*b) / b 通用

2.当n和m比较大，mod是素数且比较小的时候（10^5左右），通过Lucas定理计算：

Lucas定理：A、B是非负整数，p是质数。A B写成p进制：A=a[n]a[n-1]…a[0]，B=b[n]b[n-1]…b[0]。  
则组合数C(A,B)与C(a[n],b[n])*C(a[n-1],b[n-1])*…\*C(a[0],b[0]) mod p同余  
即：Lucas(n,m,p)=C(n%p,m%p)\*Lucas(n/p,m/p,p)

以hdu5894为例：

题意：给你n个围成一个圆的桌子，m个人，相邻两个人之间相差至少K个桌子。问有多少种坐法。

题解：首先确定第一个人的座位，从n个座位中选择一个，然后确定出符合条件的k\*m个座位。最后剩下n-1-k\*m个座位，从中选出m-1个座位坐人。总数sum=n\*C(n-1-k\*m,m-1);

由于有m个重合，因此要sum=sum/m;例如：（2，4，7），（4，7，2），（7，2，4）是一样的。

计算组合数和sum/m时可以使用乘法逆元：(a/b)%mod=a\*(b^(mod-2)) mod为素数。

代码：

#include<cstdio>

using namespace std;

typedef long long ll;

const int mod=1e9+7;

ll qmod(ll n,ll p) //快速幂取模

{

ll result=1;

while(p>0)

{

if(p%2==1)

result=(result\*n)%mod;

p/=2;

n=(n\*n)%mod;

}

return result;

}

ll c(ll n,ll m)

{

if(n<m)

return 0;

ll ans=1;

for(int i=1;i<=m;i++)

ans=ans\*((n-m+i)\*qmod(i,mod-2)%mod)%mod; //利用乘法逆元

return ans;

}

main()

{

ll t,n,m,k;

scanf("%lld",&t);

while(t--)

{

scanf("%lld%lld%lld",&n,&m,&k);

if(m==1)

printf("%lld\n",n);

else

printf("%lld\n",(n\*c(n-k\*m-1,m-1)%mod)\*qmod(m,mod-2)%mod);

}

}

# 图论

## 最短路

### Dijkstra算法

Dijkstra算法适用于边权为正的情况，用于计算正权图上的单源最短路（Single-Source Shortest Paths,SSSP），即从单个源点出发，到所有结点的最短路。该算法同时适用于有向图和无向图。

时间复杂度为O(n^2)

算法思想：

首先初始化dist为INF=0x3f3f3f3f，dist[1]=0，然后循环n次，在所有未标号的结点中，选出dist值最小的结点x，给结点x标记，对从x结点出发的所有边（x,y）更新dist[y]。 该算法也能很方便的打印出结点1到所有结点的最短路本身，只需在更新dist[y]时用path数组维护从最短路到该结点的父结点的下标即可。

以hdu2544为例：

代码：

#include <iostream>

#include <cstdio>

#include <cstdlib>

#include <cstring>

using namespace std;

const int INF=0x3f3f3f3f;

int n,m,dist[105],sz[105][105],vis[105];

int dijkstra()

{

int tmp,x;

for(int i=1;i<=n;i++)

{

tmp=INF;

for(int j=1;j<=n;j++) if(!vis[j] && dist[j]<tmp) tmp=dist[x=j];

vis[x]=1;

for(int j=1;j<=n;j++) dist[j]=min(dist[j],dist[x]+sz[x][j]);

}

return dist[n];

}

int main()

{

int a,b,c;

while(~scanf("%d%d",&n,&m)&&n&&m)

{

memset(sz,INF,sizeof(sz));

memset(dist,INF,sizeof(dist));

memset(vis,0,sizeof(vis));

for(int i=1;i<=m;i++)

{

scanf("%d%d%d",&a,&b,&c);

sz[a][b]=sz[b][a]=c;

}

dist[1]=0;

printf("%d\n",dijkstra());

}

return 0;

}

### Floyd算法

如果需要求出没两点之间的最短路，不必调用n次Dijkstra（边权均为正）或者Bellman-ford（有负权），用Floyd即可。

算法思想：

在i，j结点之间加入结点V1，比较（i,V1,j）和（i,j）的路劲长度，更新i，j的最短路作为i到j的且中间结点数不大于1的最短路径。就这样更新n次即可得到i到j的最短路径。

调用之前先初始化dist[i][i]=0，其它dist值为INF。

模板：

for(int k=1;k<=n;k++)

for(int i=1;i<=n;i++)

for(int j=1;j<=n;j++)

dist[i][j]=min(dist[i][j],dist[i][k]+dist[k][j]);

在有向图中，有时不关心路径长度，而只关心每两点之间是否有通路，用1，0表示连通，不连通。这样只需将dist[i][j]=min(dist[i][j],dist[i][k]+dist[k][j])改为dist[i][j]=dist[i][j] || (dist[i][k] && dist[k][j])即可。

依旧以hdu2544为例：

代码：

#include <iostream>

#include <cstdio>

#include <cstdlib>

#include <cstring>

using namespace std;

const int INF=0x3f3f3f3f;

int n,m,dist[105][105];

int floyd()

{

for(int k=1;k<=n;k++)

{

for(int i=1;i<=n;i++)

{

for(int j=1;j<=n;j++)

{

dist[i][j]=min(dist[i][j],dist[i][k]+dist[k][j]);

}

}

}

return dist[1][n];

}

int main()

{

int a,b,c;

while(~scanf("%d%d",&n,&m)&&n&&m)

{

memset(dist,INF,sizeof(dist));

for(int i=1;i<=m;i++)

{

scanf("%d%d%d",&a,&b,&c);

dist[a][b]=dist[b][a]=c;

}

for(int i=1;i<=n;i++) dist[i][i]=0;

printf("%d\n",floyd());

}

return 0;

}

## 最小生成树

### Prim算法

时间复杂度为O(n^2,n为点数)。

算法思想：

先任意找一个点标记，然后每次找一条最短的两端分别为标记和未标记的边加进来，再把未标记的点标记上。即每次加入一条合法的最短的边，每次扩展一个点由未标记为已标记，直至扩展为N个点。

以hdu1233为例：

题意：

N个村庄，n\*(n-1)/2条路，使村庄全部连通并使路的长度最短，求最短路长，n<100。

代码：

#include<stdio.h>

#include<string.h>

#define MAX 100000000

int map[101][101],visit[101]; /\*map[x][y]记录x点到y点的距离，visit[],记录点是否标记。\*/

long long prim(int n);

int main()

{

int n;

while(scanf("%d",&n)&&n)

{

int m = n\*(n-1)/2;

int i,j,a,b,c;

for(i=1;i<=n;i++)

{

for(j=1;j<=n;j++)

{

if(i==j) map[i][j] = 0;

else map[i][j]=map[j][i]=MAX;

}

}

for(i=0;i<m;i++)

{

scanf("%d%d%d",&a,&b,&c);

map[a][b]=map[b][a]=c; /\*初始完map[][]\*/

}

long long ans = prim(n);

printf("%lld\n",ans);

}

return 0;

}

long long prim(int n)

{

long long ans = 0;

int minimal[105],i,j,min,k;

memset(minimal,0,sizeof(minimal));

memset(visit,0,sizeof(visit));

visit[1] = 1; /\*从1开始，标记1\*/

for(i=1;i<=n;i++) minimal[i] = map[1][i]; /\*得到从开始点到其它个点的距离。\*/

for(i=1;i<n;i++)

{

min = MAX;

for(j=1;j<=n;j++)

{

if(minimal[j]<min&&visit[j]==0)

{

min = minimal[j]; /\*得到其它未标记点到标记点的最短距离。\*/

k = j; /\*得到最短距离的未标记点\*/

}

}

ans += min;

visit[k] = 1; /\*把未标记点标记\*/

for(j=1;j<=n;j++)

{

if(minimal[j]>map[k][j]&&visit[j]==0&&k!=j)

{

minimal[j] = map[k][j]; /\*重新初始其它未标记点到标记点的距离，若其它未标记点到新标记点k的距离更短则替换。\*/

}

}

}

return ans;

}

### Kruskal算法

时间复杂度为O(mlogm,m为边数)。

算法思想：

Kruskal是通过一个贪心的想法：每次取剩下的边权最小的边，如果加上这条边以后图中出现一个环，则破坏生成树的性质，就不选这条边。依次进行直到整张图出现一颗生成树为止。

依旧以hdu1233为例：

#include<stdio.h>

#define N 105

int set[N];

int comp(const void \*a,const void \*b);

long long as(int sz[][3],int n,int a);

int fine(int a);

int main()

{

int n;

while(scanf("%d",&n)&&n)

{

int m = n\*(n-1)/2;

int sz[m][3],i;

for(i=0;i<m;i++)

{

scanf("%d%d%d",&sz[i][0],&sz[i][1],&sz[i][2]);

}

for(i=0;i<N;i++) set[i] = i;

qsort(sz,m,sizeof(int)\*3,comp);

long long ans = as(sz,m,n);

printf("%lld\n",ans);

}

return 0;

}

int comp(const void \*a,const void \*b)

{

return ((int \*)a)[2]-((int \*)b)[2];

}

int fine(int a)

{

return a==set[a] ? a : (set[a]=fine(set[a]));

}

long long as(int sz[][3],int n,int a)

{

long long ans = 0;

int i;

for(i=0;i<n;i++)

{

if(fine(sz[i][0])!=fine(sz[i][1]))

{

set[fine(sz[i][1])] = fine(sz[i][0]);

ans += sz[i][2];

a--;

if(a==1) break;

}

else continue;

}

return ans;

}

不过hdu里的编译器好像不支持qsort二维数组排序，把qsort二维数组排序写成自定义的函数即可过。

void qsort(int sz[][3],int a) //按边排序

{

int i,j,x,exchange;

for(i=0;i<a-1;i++)

{

for(j=i+1;j<a;j++)

{

if(sz[i][2]>sz[j][2])

{

for(x=0;x<3;x++)

{

exchange = sz[i][x];

sz[i][x] = sz[j][x];

sz[j][x] = exchange;

}

}

}

}

}

# 动态规划(DP)

## 资源型DP(背包)

### 01背包

01背包（ZeroOnePack）: 有N件物品和一个容量为V的背包。（每种物品均只有一件）第i件物品的费用是c[i]，价值是w[i]。求解将哪些物品装入背包可使价值总和最大。

这是最基础的背包问题，特点是：每种物品仅有一件，可以选择放或不放。

用dp[i][v]表示前i件物品恰放入一个容量为v的背包可以获得的最大价值。

则其状态转移方程便是：

**dp[i][v]=max(dp[i-1][v],dp[i-1][v-c[i]]+w[i])**

我们通过i从1到n的循环来依次表示前i件物品存入的状态。即：for i=1..N

二重循环用逆序。即：for j=v..0

**for i=1..N**

**for v=V..0**

**dp[v]=max{dp[v],dp[v-c[i]]+w[i]};**

### 完全背包

完全背包(CompletePack): 有N种物品和一个容量为V的背包，每种物品都有无限件可用。第i种物品的费用是c[i]，价值是w[i]。求解将哪些物品装入背包可使这些物品的费用总和不超过背包容量，且价值总和最大。

状态转移方程：

**dp[i][v]=max(dp[i-1][v-k\*c[i]]+k\*w[i],dp[i-1][v])  (0<=k\*c[i]<=v)**

**for i=1..N**

**for v=0..V**

**dp[v]=max{dp[v],dp[v-c[i]]+w[i]}**

### 多重背包

多重背包(MultiplePack): 有N种物品和一个容量为V的背包。第i种物品最多有n[i]件可用，每件费用是c[i]，价值是w[i]。求解将哪些物品装入背包可使这些物品的费用总和不超过背包容量，且价值总和最大。

状态转移方程：

**dp[i][v]=max(dp[i-1][v-k\*c[i]]+k\*w[i],dp[i-1][v]) (0<=k<=n[i])**

### 分组背包

分组背包(PacketPack): 有N件物品和一个容量为V的背包。第i件物品的费用是c[i]，价值是w[i]。这些物品被划分为若干组，每组中的物品互相冲突，最多选一件。求解将哪些物品装入背包可使这些物品的费用总和不超过背包容量，且价值总和最大。

设dp[k][v]表示前k组物品花费费用v能取得的最大权值

状态转移方程：

**dp[k][v]=max{dp[k-1][v],dp[k-1][v-c[i]]+w[i]|物品i属于组k}**

**for 所有的组k  
    for v=V..0  
        for 所有的i属于组k  
            f[v]=max{f[v],f[v-c[i]]+w[i]}**

## 线性DP