**Aim:** Write a program to implement AND logic functions.

**Code:**

import numpy as np

x=np.array([[1,1],[1,0],[0,1],[0,0]])

t=np.array([[1],[0],[0],[0]])

w=np.array([[0],[0]])

theta=1

yin=np.zeros(shape=(4,1))

y=np.zeros(shape=(4,1))

yin=np.dot(x,w)

i=0

found=0

while(found==0):

i=0

yin=np.dot(x,w)

#print(yin)

while(i<4):

if yin[i]>=theta:

y[i]=1

i=i+1

else:

y[i]=0

i=i+1

#print("y",y)

#print("t",t)

if (y==t).all():

print("MODEL IS TRAINED ")

print("\nOutput : \n",y)

print("\nweights : ",w,"\n")

print("theta : ",theta)

found=1

else:

print("MODEL IS NOT TRAINED")

w=np.zeros(shape=(0,0))

theta=int(input("Enter New Theta : "))

for k in range(int(2)):

w1=int(input("Enter Weight : "))

w=np.append(w,w1)

**Output:**
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**PROGRAM NO-12**

**Aim:** Write a program to implement OR logic functions.

**Code:**

import numpy as np

x=np.array([[1,1],[1,0],[0,1],[0,0]])

t=np.array([[1],[1],[1],[0]])

w=np.array([[0],[0]])

theta=1

yin=np.zeros(shape=(4,1))

y=np.zeros(shape=(4,1))

yin=np.dot(x,w)

i=0

found=0

while(found==0):

i=0

yin=np.dot(x,w)

#print(yin)

while(i<4):

if yin[i]>=theta:

y[i]=1

i=i+1

else:

y[i]=0

i=i+1

#print("y",y)

#print("t",t)

if (y==t).all():

print("MODEL IS TRAINED ")

print("\nOutput : \n",y)

print("\nweights : ",w,"\n")

print("theta : ",theta)

found=1

else:

print("MODEL IS NOT TRAINED")

w=np.zeros(shape=(0,0))

theta=int(input("Enter New Theta : "))

for k in range(int(2)):

w1=int(input("Enter Weight : "))

w=np.append(w,w1)
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Output:

**PROGRAM NO-13**

**Aim:** Write a program to implement AND-NOT logic functions.

**Code:**

import numpy as np

x=np.array([[1,1],[1,0],[0,1],[0,0]])

t=np.array([[0],[1],[0],[0]])

w=np.array([[0],[0]])

theta=1

yin=np.zeros(shape=(4,1))

y=np.zeros(shape=(4,1))

yin=np.dot(x,w)

i=0

found=0

while(found==0):

i=0

yin=np.dot(x,w)

#print(yin)

while(i<4):

if yin[i]>=theta:

y[i]=1

i=i+1

else:

y[i]=0

i=i+1

#print("y",y)

#print("t",t)

if (y==t).all():

print("MODEL IS TRAINED ")

print("\nOutput : \n",y)

print("\nweights : ",w,"\n")

print("theta : ",theta)

found=1

else:

print("MODEL IS NOT TRAINED")

w=np.zeros(shape=(0,0))

theta=int(input("Enter New Theta : "))

for k in range(int(2)):

w1=int(input("Enter Weight : "))

w=np.append(w,w1)

Output:

![](data:image/png;base64,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)

**PROGRAM NO-14**

**Aim:** Write a program to implement NOT logic functions.

**Code:**

import numpy as np

x=np.array([[0],[1]])

t=np.array([[1],[0]])

w=np.array([0])

theta=1

yin=np.zeros(shape=(2,1))

y=np.zeros(shape=(2,1))

yin=np.dot(x,w)

i=0

found=0

while(found==0):

i=0

yin=np.dot(x,w)

print(yin)

while(i<2):

if yin[i]>=theta:

y[i]=1

i=i+1

#if(i==4):

#break

else:

y[i]=0

i=i+1

print("y",y)

print("t",t)

if (y==t).all():

print("MODEL IS TRAINED ")

print("\nOutput : \n",y)

print("\nweights : ",w,"\n")

print("theta : ",theta)

found=1

else:

print("MODEL IS NOT TRAINED")

w=np.zeros(shape=(0,0))

theta=int(input("Enter New Theta : "))

for k in range(int(1)):

w=int(input("Enter Weight : "))
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