**1.1 程序设计基本方法**

**1. 计算机：根据指令操作数据的设备**

* 功能性：对数据的操作，表现为数据计算、输入输出处理和结果储存等
* 可编程性：根据一系列指令自动地、可预测地、准确地完成操作者等意图
* 计算机等发展参照摩尔定律，表现为指数方式

**2. 程序设计/编程：是计算机可编程性的体现，是深度应用计算机的主要手段**

**3. 程序设计语言/编程语言：一种用于交互（交流）的人造语言，是程序设计的具体实现方式**

* C语言诞生于1972年，是第一个被广泛使用的编程语言
* Python语言诞生于1990年，是当前最流行最好用的编程语言

**4. 编程语言的执行方式（编译与解释）**

* 源代码：采用某种编程语言编写的计算机程序，人类可读（如：result = 2 + 3）
* 目标代码：计算机可直接执行，非专家一般不可读（如：11010010 00111011）

|  |  |
| --- | --- |
|  |  |

（1）编译：将源代码一次性转换成目标代码的过程（一次性翻译，之后不再需要源代码，类似英文翻译）

编译器(compiler)：执行变异过程的程序

（2）解释：将源代码逐条转换成目标代码同时逐条运行的过程（每次程序运行时随随翻译随执行，类似于同声传译）

解释器(interpreter)：执行解释过程的程序

**5. 静态语言和脚本语言**

根据执行方式不同，编程语言分为两类

（1）静态语言：使用编译执行的编程语言（如C/C++语言、Java语言）

编译器一次性生成目标代码，优化更充分，程序运行速度更快

（2）脚本语言：使用解释执行的编程语言（如Python语言、JavaScript语言、PHP语言）

执行程序时需要源代码，维护更灵活且可跨多个操作平台运行

**6. 程序的基本编写方法（IPO）**

* -I：Input输入，程序的输入
* -P：Process处理，程序的主要逻辑
* -O：Output输出，程序的输出

（1）输入：一个程序的开始（文件输入、网络输入、控制台输入、交户界面输入、内部参数输入等）

（2）处理：程序对输入数据进行计算产生输出结果的过程（处理方法统称算法，它是程序最重要的部分）

（3）输出：程序展示运算结果的方式（控制台输出、图形输出、文件输出、网络输出、操作系统内部变量输出等）

**7. 问题的计算部分**

一个待解决问题中，可以用程序辅助完成的部分

* 计算机只能解决计算问题，即问题的计算部分
* 一个问题可能有多种角度理解，产生不同的计算部分
* 问题的计算部分一般都有输入、处理和输出过程

**8. 编程解决问题的步骤**

1. 分析问题：分析问题的计算部分，想清楚
2. 划分边界：划分问题的功能边界，规划IPO
3. 设计算法：设计问题的求解算法，关注算法
4. 编写程序：编写问题的计算程序，编程序
5. 调试测试：调试程序使正确运行，运行调试
6. 升级维护：适应问题的升级维护，更新完善

**9. 求解问题的精简步骤**

1. 确定IPO：明确计算部分及功能边界
2. 编写程序：将计算求解的设计变成现实
3. 调试程序：确保程序按照正确逻辑正确运行

**1.2 Python开发环境配置**

**1. Python的两种编程方式（交互式和文件式）**

* 交互式：对每个输入语句即使运行结果，适合语法练习
* 文件式：批量执行一组语句并运行结果，编程的主要方式

**2. 实例**

（1）根据半径r计算园面积

|  |  |
| --- | --- |
| 交互式 | 文件式 |
| >>> r = 25  >>> area = 3.1415 \* r \* r  >>> print(area)  1963.4375000000002  >>> print("{:.2f}".format(area))  1963.44 | r = 25  area = 3.1415 \* r \* r  print(area)  print("{:.2f}".format(area)) |

（2）绘制多个同切圆

|  |  |
| --- | --- |
| 交互式 | 文件式 |
| >>> import turtle  >>> turtle.pensize(1)  >>> turtle.circle(10)  >>> turtle.circle(40)  >>> turtle.circle(80)  >>> turtle.circle(160) | import turtle  turtle.pensize(1)  turtle.circle(10)  turtle.circle(40)  turtle.circle(80)  turtle.circle(160) |

（3）绘制一个五角星

|  |  |
| --- | --- |
| 交互式 | 文件式 |
| >>> from turtle import \*  >>> color('red', 'red')  >>> begin\_fill()  >>> for i in range(5):  fd(200)  rt(144)  >>> end\_fill() | from turtle import \*  color('red', 'red')  begin\_fill()  for i in range(5):  fd(200)  rt(144)  end\_fill()  done() |

**1.3 实例1:温度转换**

**0. 温度体系**

* 摄氏度：以1标准大气压下水的结冰电为0度，沸点为100度，将温度进行等分刻画
* 华氏度：以1标准大气压下水的结冰电为32度，沸点为212度，将温度进行等分刻画

**1. 该问题中计算部分的理解和确定**

* 理解1：直接将温度值进行转换
* 理解2：将温度信息发布的声音或图像形式进行理解和转换
* 理解3：监控温度信息发布渠道，实时获取并转换温度值

**2. 分析问题**

（1）采用理解1：直接将温度值进行转换

* 温度数值需要标明温度体系，即摄氏度或华氏度
* 转换后也需要给出温度体系

（2）划分边界

* -输入：带华氏或摄氏标志的温度值
* -处理：根据温度标志选择适当的温度转换算法
* -输出：带摄氏或华氏标志的温度值

（3）输入输出格式设计

标识放在温度最后，F表示华氏度，C表示摄氏度（82F表示华氏82度，28C表示摄氏28度）

（4）设计算法

C = (F - 32) / 1.8

F = C \* 1.8 + 32

**3. 编程**

|  |
| --- |
| # TempConvert.py  TempStr = input('请输入带有符号的温度值：')  if TempStr[-1] in ['F', 'f']:  C = (eval(TempStr[0:-1]) - 32) / 1.8  print("转换后的温度是{:.2f}C".format(C))  elif TempStr[-1] in ['C', 'c']:  F = 1.8 \* eval(TempStr[0:-1]) + 32  print("转换后的温度是{:.2f}F".format(F))  else:  print("输入格式错误") |

**1.4 Python语法元素分析**

|  |  |
| --- | --- |
| # TempConvert.py  TempStr = input("请输入带有符号的温度值：")  if TempStr[-1] in ['F', 'f']:  C = (eval(TempStr[0:-1]) - 32) / 1.8  print("转换后的温度是{:.2f}C".format(C))  elif TempStr[-1] in ['C', 'c']:  F = 1.8 \* eval(TempStr[0:-1]) + 32  print("转换后的温度是{:.2f}F".format(F))  else:  print("输入格式错误") |  |

**1. 程序的格式框架**

（1）代码高亮：编程的色彩辅助体系，不是语法要求

（2）缩进：一行代码开始前的空白区域，表达程序的格式框架（单层缩进；双层缩进）

* 严格明确：缩进是语法的一部分，缩进不正确程序运行错误
* 所属关系：表达代码间包含和层次关系的唯一手段
* 长度一致：程序内一致即可，一般用4个空格或1个TAB

（3）注释：用于提高代码可读性的辅助性文字，不被程序执行

|  |  |  |
| --- | --- | --- |
| 单行注释 | 以#开头，其后内容为注释 | # 这里是单行注释 |
| 多行注释 | 以'''开头和结尾 | ''' 这是多行注释第一行  这是多行注释第二行''' |

**2. 命名与保留字**

（1）变量：程序中用于保存和表示数据的占位符号

* 变量采用标识符（名字）来表示，关联标识符的过程叫命名（TempStr是变量名字）
* 可以使等号（=）向变量赋值或修改值，=被称为赋值符号（TempStr = '82F' # 向变量TempStr赋值'82F'）

（2）关联标识符的过程

* 命名规则：大小写字母、数字、下划线和汉字等字符的组合（如：TempStr，Python\_Great，这是门Python好课）
* 注意事项：大小写敏感、首字符不能是数字、与保留字不同（Python和python是不同的变量，123Python不合法）

（3）保留字：被编程语言内部定义并保留使用的标识符

* Python语言有33个保留字/关键字（如：if，elif，else，in）
* 保留字是编程语言的基本单词，大小写敏感（if是保留字，If可当作变量）

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| and | as | assert | break | class | continue | def |
| elif | else | except | finally | for | from | if |
| import | in | is | lambda | not | or | pass |
| raise | return | try | while | with | yield | del |
| global | nonlocal | True | False | None |  |  |

**3.** **数据类型（字符串、整数、浮点数、列表···）**

（1）10,011,101该如何解释？

* 这是一个二进制数字或者十进制数字（作为二进制数字，10,011,101的值是十进制的157）
* 这是一段文本或者用逗号,分隔的3个数字（作为一段文本，都好是文本的一部分，一共包含10个字符）

（2）供计算机程序理解的数据形式

* 程序设计语言不允许存在语法歧义，需要定义数据的形式（如：需给10,011,101关联一种计算机可以理解的形式）
* 程序设计语言通过一定方式向计算机表达表达数据的形式（如："123"表示文本字符串123，123则表示数字123）

（3）10,011,101

* 整数类型：10011101
* 字符串类型："10,011,101"
* 列表类型：[10, 011, 101]

Ⅰ. 字符串：由0个或多个字符组成的有序字符序列

* 字符串由一对单引号或一对双引号表示（"请输入带有符号的温度值："或者"C"）
* 字符串是字符的有序序列，可对其中的字符进行索引（"请"是"请输入带有符号的温度值："的第0个字符）

①字符串的序号：正向递增序号和反向递减序号
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②字符串的使用：使用[ ]获取字符串中一个或多个字符

* 索引：返回字符串中单个字符 <字符串>[M]（如："请输入带有符号的温度值："[0]或者TempStr[-1]）
* 切片：返回字符中一段字符子串 <字符串>[M:N]（如："请输入带有符号的温度值："[1:3]或者TempStr[0:-1]）

Ⅱ. 数字类型：整数和浮点数都是数字类型

* 整数：数学中的整数，包含整数和负数（如：32或者-89）
* 浮点数：数学中的实数，带有小数部分，包含整数和负数

Ⅲ. 列表类型：由0个或多个数据组成的有序序列

* 列表使用[ ]表示，采用逗号(,)分隔各元素（['F', 'f']表示两个元素'F'和'f'
* 使用保留字in判断一个元素是否在列表中（TempStr[-1] in ['C, 'c]判断前者是否与列表中某个元素相同）

**4.** **语句与函数**

（1）赋值语句：由赋值符号构成的一行代码

* 赋值语句用来给变量赋予新的数据值（C = (eval(TempStr[0:-1]-32)/1.8) # 右侧运算结果赋给变量C）
* 赋值语句右侧的数据类型同时作用于变量（TempStr = input(" ") # input()返回一个字符串，TempStr也是字符串）

（2）分支语句：由判断条件决定程序运行方向的语句

* 使用保留字if elif else构成条件判断的分支结构（if TempStr[-1] in ['F', 'f']: # 如果条件为True则执行冒号后语句）
* 每个保留字所在行最后存在一个冒号(:)，语法的一部分（冒号及后续缩进用来表示后续语句与条件的所属关系）

（3）函数：根据输入参数产生不同输出的功能过程

类似数学中的函数，y=f(x)（print("输入格式错误") # 打印输出“输入格式错误”）

函数采用<函数名>(<参数>)方式使用（eval(TempStr[0:-1]) # TempStr[0:-1]是参数）

**5. Python程序的输入输出**

（1）输入函数input()：从控制台获得用户输入的函数

* input()函数的使用格式：<变量> = input(<提示信息字符串>)
* 用户输入的信息以字符串类型保存在<变量>中（TempStr = input("请输入") # TempStr保存用户输入的信息）

（2）输出函数print()：以字符形式向控制台输出结果的函数

* Print()函数的基本使用格式：print(<拟输出字符串或字符串变量>)
* 字符串类型的一对引号仅在程序内部，输出无引号（print("输入格式错误") # 向控制台输出 输入格式错误）

（3）Print()函数的格式化：print("转换后的温度是{:.2f}C".format(C))

* { }表示槽，后续变量填充到槽中；{:.2f}表示将变量C填充到这个位置时取小数点后2位
* print("转换后的温度是{:.2f}C".format(C)),如果C的值是123.456789，则输出结果为：转化后的温度是123.45C

（4）评估函数eval()：去掉参数最外侧引号并执行余下语句的函数

* eval()函数的基本使用格式：eval(<字符串或字符串变量>)

|  |  |
| --- | --- |
| >>> eval("1")  1  >>> eval("1 + 2")  3 | >>> eval("'1 + 2'")  '1 + 2'  >>> eval('print("Hello")')  Hello |

**6. 温度转换代码分析**

略。

**n. 总结**

* 缩进、注释、命名、变量、保留字
* 数据类型、字符串、整数、浮点数、列表
* 赋值语句、分支语句、函数
* input()、print()、eval()、print()格式化

**1.n 第一章作业及学习资料**

**一、单选题**

1. Guido van Rossum正式对外发布Python版本的年份是：

|  |  |  |  |
| --- | --- | --- | --- |
| A. 1998 | B. 2002 | C. 2008 | D. 1991 |
| Python成功了，所以早年的开发历史也受到关注，以下是Guido自述的启动阶段时间表：  December, 1989 Implementation started  1990 Internal releases at CWI  February 20, 1991 0.9.0 (released to alt.sources)  February, 1991 0.9.1  鉴于Internal release不算对外发布，普遍认为Python语言诞生于1991年。 | | | |

2. 以下关于Python语言中“缩进”说法正确的是：

|  |
| --- |
| A. 缩进统一为4个空格 |
| B. 缩进是非强制的，仅为了提高代码可读性 |
| C. 缩进在程序中长度统一且强制使用 |
| D. 缩进可以用在任何语句之后，表示语句间的包含关系 |
| Python语言的缩进只要统计即可，不一定是4个空格（尽管这是惯例）。 |

3.以下不属于IPO模型的是：

|  |  |  |  |
| --- | --- | --- | --- |
| A. Program | B. Output | C. Process | D. Input |
| IPO：Input Process Output | | | |

4.字符串是一个字符序列，给字符串s，以下表示s从右侧向左第三个字符的是：

|  |  |  |  |
| --- | --- | --- | --- |
| A. s[-3] | B. s[0:-3] | C. s[3] | D. s[:-3] |
| 字符串有正向递增和反向递减两套序号体系 | | | |

5. 以下不是Python语言合法命名的是：

|  |  |  |  |
| --- | --- | --- | --- |
| A. 5MyGod | B. MyGod | C. MyGod5 | D. \_MyGod\_ |
| 合法命名的首字符不能是数字。 | | | |

6. 在Python中，用于获取用户输入的函数是：

|  |  |  |  |
| --- | --- | --- | --- |
| A. print() | B. input() | C. get() | D. eval() |
| get()不是Python内置函数，获得用户输入只有一种方式：input()。 | | | |

7. 下面不属于Python保留字的是：

|  |  |  |  |
| --- | --- | --- | --- |
| A. elif | B. def | C. type | D. import |
| type不是Python保留字，而是内置函数 type()。 | | | |

8. 以下不是Python数据类型的是：

|  |  |  |  |
| --- | --- | --- | --- |
| A. 字符串 | B. 列表 | C. 整数 | D. 实数 |
| 实数是数学中的概念，在Python中对应浮点数。 | | | |

9.哪个选项给出的保留字不直接用于表示分支结构？

|  |  |  |  |
| --- | --- | --- | --- |
| A. elif | B. else | C. in | D. if |
| if-elif-else是分支表达，in用来进行成员判断。 | | | |

10.

|  |  |  |  |
| --- | --- | --- | --- |
| A. {:.2} | B. {.2f} | C. {.2} | D. {:.2f} |
| :.2f 哪一个都不能少 | | | |

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 题号： | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 0 |
| 答案： | D | C | A | A | A | B | C | D | C | D |

**二、程序题**

1. Hello World的条件输出

*获得用户输入的一个整数，参考该整数值，打印输出"Hello World"，要求：*

*如果输入值是0，直接输出"Hello World"*

*如果输入值大于0，以两个字符一行方式输出"Hello World"（空格也是字符）*

*如果输入值小于0，以垂直方式输出"Hello World"*

|  |  |
| --- | --- |
| 我的解答 | 参考答案 |
| num = eval(input())  Str = "Hello World"  Len = len("Hello World")  if num == int(num):  if num == 0:  print(Str)  elif num < 0:  for s in Str:  print(s)  else:  i = 0  while i < Len:  if i % 2 == 0:  print(Str[i], end = '')  else:  print(Str[i])  i += 1 |  |

2. 数值运算

*获得用户输入的一个字符串，格式如下：*

*M OP N*

*其中，M和N是任何数字，OP代表一种操作，表示为如下四种：+, -, \*, /（加减乘除）*

*根据OP，输出M OP N的运算结果，统一保存小数点后2位。*

*注意：M和OP、OP和N之间可以存在多个空格，不考虑输入错误情况。*

|  |  |
| --- | --- |
| 我的解答 | 参考答案 |
| temp = input()  temp2 = eval(temp)  print( "{:.2f}".format(temp2)) |  |

**2.1 深入理解Python语言**

**1. 计算机技术的演进**

|  |  |  |  |
| --- | --- | --- | --- |
| 1946-1981年（35年） | 计算机系统结构时代 | 计算能力问题 | 2008年，安卓操作系统诞生  ——“PC时代”向移动时代转换 |
| 1981-2008年（27年） | 网络和视窗时代 | 交互问题 |
| 2008-2016年（08年） | 复杂信息系统时代 | 数据问题 |
| 2017年—— | 人工智能时代 | 人类的问题 |

**2. 编程语言的多样初心**

（1）程序语言有哪些

|  |
| --- |
| Basic C, C++, C#, CSS, Fortran, Go, HTML, Java, JavaScript, Lisp, Lua, Matlab, Object C, Pascal,  PHP, PostScript, Python, Ruby, Scala, SQL, Swift, VBA, VB.NET, Verilog, VHDL, Visual Basic |

（2）不同编程语言的初心和适用对象

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 编程语言 | 学习内容 | 语言本质 | 解决问题 | 适用对象 |
| **C** | 指针、内存、数据类型 | 理解计算机系统结构 | 性能 | 计算机类专业 |
| **Java** | 对象、跨平台、运行时 | 理解主客体关系 | 跨平台 | 软件类专业 |
| **C++** | 对象、多态、继承 | 理解主客体关系 | 大规模程序 | 计算机类专业 |
| **VB** | 对象、按钮、文本框 | 理解交互逻辑 | 桌面应用 | 不确定 |
| **Python** | 编程逻辑、第三方库 | 理解问题求解 | 各类问题 | 所有专业 |

**3. Python语言的特点**

|  |  |
| --- | --- |
| 语法简洁→10x效率 | 10x效率←生态高产 |
| C代码量的10% | >13万第三方库 |
| 强制可读性 | 快速增长的计算生态 |
| 较少的底层语法元素 | 避免重复造轮子 |
| 多种编程方式 | 开放共享 |
| 支持中文字符 | 跨操作系统平台 |

**4. 如何看待Python语言**

（1）人生苦短，我学Python

* C/C++：Python归Python，C归C
* Java：针对特定开发和岗位需求
* HTML/CSS/JS：不可替代的前端技术，全栈能力
* 其他语言：R/Go/Matlab等，特定领域

（2）Python是最高产的程序设计语言及……

* 掌握抽象并求解计算问题综合能力的语言
* 了解产业界解决复杂计算问题方法的语言
* 享受利用编程将创新变为实现乐趣的原因

（3）工具决定思维：关注工具变革的力量！

**5. “超级语言”的诞生**

（1）编程语言的分类

①机器语言

* 一种二进制语言，直接使用二进制代码表达指令
* 计算机硬件(CPU)可以直接执行，与具体CPU型号有关
* 完成2+3功能的机器语言（11010010 00111011）

②汇编语言

* 一种将二进制代码直接对应助记符的编程语言
* 汇编语言与CPU型号有关，程序不通用，需要汇编器转换
* 完成2+3功能的汇编语言（add 2, 3,result）

③高级语言

* 更接近自然语言，同时更容易描述计算问题
* 高级语言代码与具体CPU型号无关，编译后运行
* 完成2+3功能的高级语言（result = 2 + 3）

④超级语言

* 具有庞大计算生态，可以很容易利用已有代码功能
* 编程思维不再是刀耕火种，而是集成开发
* 完成2+3功能的高级语言（result = sum(2,3)）

*机器语言：代码直接执行，与CPU型号有关*

*汇编语言：有助记符，汇编器，与CPU型号有关*

*高级语言：接近自然语言，编译器，与CPU型号无关*

*超级语言：粘性整合已有程序，具备庞大计算生态*

**2.2 Python蟒蛇绘制**

**1. 问题分析：用程序绘制一条蟒蛇**

问题一：计算机绘图是什么原理？（一段程序为何能够产生窗体？为何能在窗体上绘制图形？）

问题二：Python蟒蛇绘制从哪里开始呢？（如何绘制一条线？如何绘制一个弧形？如何绘制一个蟒蛇？）

**2. 实例编写**

|  |  |
| --- | --- |
| #PythonDraw.py  import turtle  turtle.setup(650, 350, 200, 200)  turtle.penup()  turtle.fd(-250)  turtle.pendown()  turtle.pensize(25)  turtle.pencolor("purple")  turtle.seth(-40)  for i in range(4):  turtle.circle(40, 80)  turtle.circle(-40, 80)  turtle.circle(40, 80/2)  turtle.fd(40)  turtle.circle(16, 180)  turtle.fd(40 \* 2/3)  turtle.done() |  |

**3. 举一反三**

（1）Python语法元素理解

* Python蟒蛇绘制共17行代码，但很多行类似
* 清楚理解这17这行代码能够掌握Python基本绘图方法
* 参考框架结构、逐行分析、逐词理解

（2）程序参数的改变

* Python蟒蛇的颜色：黑色、白色、七彩色…
* Python蟒蛇的长度：1节、3节、10节…
* Python蟒蛇的方向：向左走、斜着走…

（3）计算问题的扩展

* Python蟒蛇绘制问题是各类图像绘制问题的代表
* 图形绘制、五角星绘制、国旗绘制、机器猫绘制…

**2.3 模块1：****turtle库的使用**

**1. turtle库基本介绍**

（1）turtle(海龟)库是turtle绘图体系的Python实现

* turtle绘图体系：1969年诞生，主要用于程序设计入门
* Python语言的标准库之一
* 入门级的图形绘制函数库

（2）标准库

Python计算生态 = 标准库 + 第三方库

* 标准库：随解释器直接安装到操作系统中的功能模块
* 第三方库：需要经过安装才能使用的功能模块
* 库Library、包Package、模块Module，统称模块

（3）turtle库的原理

turtle(海龟)是一种真是的存在

* 有一只海龟，其实在窗体正中心，在画布上游走
* 走过的轨迹形成了绘制的图形
* 海龟由程序控制，可以改变颜色、宽度等

（4）turtle的魅力

**2. turtle绘图窗体布局**

|  |  |
| --- | --- |
| * turtle的一个画布空间 * 最小单位是像素   turtle.setup(width, height, startx, starty)   * setup()设置窗体大小及位置 * 4个参数中后两个可选（不选时，默认在正中心） * setup()不是必须的 |  |

**3. turtle空间坐标体系**

（1）绝对坐标

|  |  |
| --- | --- |
| turtle.goto(x, y) |  |
| import turtle  turtle.goto(100, 100)  turtle.goto(100, -100)  turtle.goto(-100, -100)  turtle.goto(-100, 100)  turtle.goto(0, 0) |

（2）海龟坐标

turtle.bk(d)；turtle.fd(d)；turtle.circle(r,angle)

**4. turtle角度坐标体系**

（1）绝对角度

|  |  |
| --- | --- |
| turtle.seth(angle)   * seth()改变海龟行进方向 * seth()只改变方向但不行进 * angle为绝对度数 |  |
| import turtle  turtle.left(45)  turtle.fd(150)  turtle.right(135)  turtle.fd(300)  turtle.left(135)  turtle.fd(150) |

**5. RGB色彩体系**

（1）RGB色彩模式

* RGB指红蓝绿三个通道的颜色组合
* 覆盖视力所能感知的所有颜色
* RGB每色取值范围0-255整数或0-1小数

（2）常用RGB色彩

|  |  |  |  |
| --- | --- | --- | --- |
| **中文名称** | **英文名称** | **RGB整数值** | **RGB小数值** |
| 白色 | white | 255, 255, 255 | 1, 1, 1 |
| 黄色 | yellow | 255, 255, 0 | 1, 1, 0 |
| 洋红 | magenta | 255, 0, 255 | 1, 0, 1 |
| 青色 | cyan | 0, 255, 255 | 0, 1, 1 |
| 蓝色 | blue | 0, 0, 255 | 0, 0, 1 |
| 黑色 | black | 0, 0, 0 | 0, 0, 0 |
| 海贝色 | seashell | 255, 245, 238 | 1, 0.96, 0.93 |
| 金色 | gold | 255, 215, 0 | 1, 0.84, 0 |
| 粉红色 | pink | 255, 192, 203 | 1, 0.75, 0.80 |
| 棕色 | brown | 165, 42, 42 | 0.65, 0.16, 0.16 |
| 紫色 | purple | 160, 32, 240 | 0.63, 0.13, 0.94 |
| 番茄色 | tomato | 255, 99, 71 | 1, 0.39, 0.28 |

（3）turtle的RGB色彩模式

|  |  |
| --- | --- |
| 默认采用小数值，可切换为整数值：  turtle.colormode(mode) | 1.0：RGB小数值模式  255：RGB整数值模式 |

**2.4 turtle程序语法元素分析**

**1. 库引用与import**

|  |  |
| --- | --- |
| #PythonDraw.py  import turtle  turtle.setup(650, 350, 200, 200)  turtle.penup()  turtle.fd(-250)  turtle.pendown()  turtle.pensize(25)  turtle.pencolor("purple")  turtle.seth(-40)  for i in range(4):  turtle.circle(40, 80)  turtle.circle(-40, 80)  turtle.circle(40, 80/2)  turtle.fd(40)  turtle.circle(16, 180)  turtle.fd(40 \* 2/3)  turtle.done() |  |

（1）库引用：扩充Python程序功能的方式

* 使用import保留字完成，采用<a>.<b>()编码风格

1. import<库名>
2. <库名>.<函数名>(<函数参数>)

（2）import更多用法：使用from和import保留字共同完成

1. from <库名> import <函数名>
2. from <库名> import \*
3. <函数名>(<函数参数>)

（3）import更多用法：两种方法比较

* 第一种方法不会出现函数重名问题
* 第二种方法会出现

（4）import更多用法：使用import和as保留字共同完成

* 给调用的外部库关联一个更短、更适合自己的名字

1. import <库名> as <库别名>
2. <库别名>.<函数名>(<函数参数>)

|  |  |
| --- | --- |
| import turtle  turtle.setup(650, 350, 200, 200)  turtle.penup()  turtle.fd(-250)  turtle.pendown()  turtle.pensize(25)  turtle.pencolor("purple")  turtle.seth(-40)  for i in range(4):  turtle.circle(40, 80)  turtle.circle(-40, 80)  turtle.circle(40, 80/2)  turtle.fd(40)  turtle.circle(16, 180)  turtle.fd(40 \* 2/3)  turtle.done() | import turtle as t  t.setup(650, 350, 200, 200)  t.penup()  t.fd(-250)  t.pendown()  t.pensize(25)  t.pencolor("purple")  t.seth(-40)  for i in range(4):  t.circle(40, 80)  t.circle(-40, 80)  t.circle(40, 80/2)  t.fd(40)  t.circle(16, 180)  t.fd(40 \* 2/3)  t.done() |

**2. turtle画笔控制函数**

|  |
| --- |
| penup()  pendown()  pensize(width)  pencolor(colorstring)  pencolor(r,g,b)  pencolor((r,g,b)) |

（1）画笔操作后一直有效，一般成对出现

* turtle.penup()，别名turtle.pu()：抬起画笔，海龟在飞行
* turtle.pendown()，别名turtle.pd()：落下画笔，海龟在爬行

（2）画笔设置后一直有效，直至下次重新设置

* turtle.pensize(width)，别名turtle.width(width)：画笔宽度，海龟的腰围
* turtle.pencolor(color)，color为颜色字符串或r,g,b值：画笔颜色，海龟在涂装

（3）pencolor(color)的color参数可以有三种形式

* 颜色字符串：turtle.pencolor("purple")
* RGB的小数值：turtle.pencolor(0.63, 0.13, 0.94)
* RGB的元组值：turtle.pencolor((0.63, 0.13, 0.94))

**3. turtle运动控制函数**

（1）控制海龟行进：走直线&走曲线

①turtle.forward(d)，别名turtle.fd(d)：向前行进，海龟走直线

d：形近距离，可以为负数

②turtle.circle(r, extent=None)：根据半径r绘制extent角度的弧形

r：默认圆心在海龟左侧距离r距离的位置

extent：绘制角度，默认是360度圆角

**4. turtle方向控制函数**

（1）控制海龟面对方向：绝对角度&海龟角度

①turtle.setheading(angle)，别名turtle.seth(angle)：改变行进方向，海龟走角度

angle：改变行进方向，海龟走角度

②turtle.left(angle)：海龟向左转

turtle.right(angle)：海龟向右转

angle：在海龟当前前行方向上旋转角度

**5.** **循环语句与range()函数**

for和in保留字range()

（1）循环语句：按照一定次数循环执行一组语句

|  |
| --- |
| for <变量> in range(<参数>)  <被执行的语句> |

<变量>表示每次循环的次数，0到<次数>-1

|  |  |
| --- | --- |
| >>> for i in range(5):  print(i)  0  1  2  3  4 | >>> for i in range(5):  print("Hello:",i)  Hello: 0  Hello: 1  Hello: 2  Hello: 3  Hello: 4 |

* print()中用逗号隔开，两边字符打印出来会用空格隔开

（2）range()函数：产生循环计数序列

* range(N)：产生0到N-1个整数序列，共N个
* range(M, N)：产生M到N-1个整数整数序列，共N-M个

**6. “Python蟒蛇绘制”代码分析**

|  |
| --- |
| import turtle  turtle.setup(650, 350, 200, 200)  turtle.penup()  turtle.fd(-250)  turtle.pendown()  turtle.pensize(25)  turtle.pencolor("purple")  turtle.seth(-40)  for i in range(4):  turtle.circle(40, 80)  turtle.circle(-40, 80)  turtle.circle(40, 80/2)  turtle.fd(40)  turtle.circle(16, 180)  turtle.fd(40 \* 2/3)  turtle.done() |

**2.n 第二章作业及学习资料**

**一、单选题**

1. 哪个选项不能正确引用turtle库进而使用setup()函数？

|  |  |  |  |
| --- | --- | --- | --- |
| A. from turtle import\* | B. import turtle | C. import turtle as t | D. import setup from turtle |
| import只有三种使用方法，以turtle库为例：  import turtle  from turtle import setup 或 from turtle import \*  import turtle as t（其中t是别名，可以更换其他名称） | | | |

2. 关于turtle库，哪个选项的描述是错误的？

|  |
| --- |
| A. turtle库是一个直观有趣的图形绘制函数库 |
| B. turtle库最早成功应用于LOGO编程语言 |
| C. turtle坐标系的原点默认在屏幕左上角 |
| D. turtle绘图体系以水平右侧为绝对方位的0度 |
| turtle坐标系的原点默认在屏幕正中间 |

3. 哪个选项是turtle绘图中角度坐标系的绝对0度方向？

|  |  |  |  |
| --- | --- | --- | --- |
| A. 画布正右方 | B. 画布正左方 | C. 画布正下方 | D. 画布正上方 |
| import只有三种使用方法，以turtle库为例：  import turtle  from turtle import setup 或 from turtle import \*  import turtle as t（其中t是别名，可以更换其他名称） | | | |

4. 那个选项是下面代码的执行结果：

|  |
| --- |
| turtle.circle(-90,90) |
| A. 绘制一个半径为90像素的弧形，圆心在小海龟当前行进的右侧 |
| B. 绘制一个半径为90像素的整圆形 |
| C. 绘制一个半径为90像素的弧形，圆心在小海龟当前行进的左侧 |
| D. 绘制一个半径为90像素的弧形，圆心在画布正中心 |
| circle(x, y)表示以x长度为半径，y为角度，当前方向左侧x出为圆心，画圆。其中x和y都可以是负数，相应取反。 |

5. 关于turtle库绘图函数，哪个选项的描述是错误的？

|  |
| --- |
| A. turtle.pensize(size)函数的作用是改变画笔的宽度为size像素 |
| B. turtle.fd(distance)函数的作用是向小海龟当前行进方向前进distance距离 |
| C. turtle.circle(radius, extent=None)函数的作用是绘制一个椭圆形，extent参数可选 |
| D. turtle.seth(to\_angle)函数的作用是设置小海龟当前行进方向为to\_angle，to\_angle是角度的整数值 |
| circle()函数不能绘制椭圆形。 |

6. 关于turtle库的画笔控制函数，哪个选项的描述是错误的？

|  |
| --- |
| A. turtle.colormode()的作用是设置画笔RGB颜色的表示模式 |
| B. turtle.penup()的别名有turtle.pu(),turtle.up() |
| C. turtle.pendown()作用是落下画笔，并移动画笔绘制一个点 |
| D. turtle.width()和turtle.pensize()都可以用来设置画笔尺寸 |
| turtle.pendown()只是放下画笔，并不绘制任何内容。 |

7. 哪个选项不能改变turtle画笔的运行方向？

|  |  |  |  |
| --- | --- | --- | --- |
| A. right() | B. left() | C. bk() | D. seth() |
| bk()只能后退，但不改变方向，"后退"不是"转向"。 | | | |

8.

|  |  |  |  |
| --- | --- | --- | --- |
| A. if和else | B. while和def | C. range() | D. for和in |
| 循环相关保留字是：for..in和while，但def用于定义函数，不相关。 | | | |

9 哪个选项能够使用turtle库绘制一个半圆形？

|  |  |  |  |
| --- | --- | --- | --- |
| A. turtle.circle(100, 90) | B. turtle.circle(100, -180) | C. turtle.fd(100) | D. turtle.circle(100) |
| circle(x,y)函数的用法，绘制半圆，第二个参数y是180的奇数倍。 | | | |

10. 哪个选项对turtle.done()的描述是正确的？

|  |
| --- |
| A. turtle.done()用来停止画笔绘制，但绘图窗体不关闭 |
| B. turtle.done()用来暂停画笔绘制，用户响应后还可以继续绘制 |
| C. turtle.done()用来隐藏turtle绘制画笔，一般放在代码最后 |
| D. turtle.done()放在代码最后，是turtle绘图的必要要求，表示绘制完成 |
| 建议在每个turtle绘图最后增加turtle.done()。 |

**二、程序题**

1. turtle八边形绘制

|  |  |
| --- | --- |
|  | #请在横线中填写Python表达式或语句，实现所需要的功能  #注意：补充代码将以匹配方式评阅，代码中不要出现空格  import turtle as t  t.pensize(2)  for i in range(8):  t.fd(100)  t.left(45) |

2. turtle八边图形绘制

|  |  |
| --- | --- |
|  | #请在横线中填写Python表达式或语句，实现所需要的功能  #注意：补充代码将以匹配方式评阅，代码中不要出现空格  import turtle as t  t.pensize(2)  for i in range(8):  t.fd(100)  t.left(135) |

**3.1 数字类型及操作**

**1.** **整数类型**

（1）与数学中整数的概念一致

* 可正可负，没有取值范围限制
* pow(x,y)函数：计算xy，想算多大算多大

|  |  |
| --- | --- |
| >>> pow(2,100)  1267650600228229401496703205376 | >>> pow(2,pow(2,15))  1415461031044954789001553······ |

（2）4种进制表示形式

* 十进制：（如：1010，99，-217）
* 二进制：以0b或0B开头（如：0b010，-0B101）
* 八进制：以0o或0O开头（如：0o123，-0O456）
* 十六进制：以0x或0X开头（如：0x9a，-0X89）

**2. 浮点数类型**

（1）与数学中实数的概念一致

* 带有小数点及小数的数字
* 浮点数值取值范围和小数精度都存在限制，但常规计算可忽略
* 取值范围数量级约-10308至10308，精度数量级10-16

（2）浮点数间运算存在不确定维数，不是bug

|  |  |
| --- | --- |
| >>> 0.1 + 0.3  0.4  >>> 0.1 + 0.2  0.30000000000000004 | >>> 0.1 + 0.2 == 0.3  False  >>> round(0.1 + 0.2, 1) == 0.3  True |
| 0.1（53位二进制表示小数部分，约10-16）  0.00011001100110011001100110011001100110011001100110011010（二进制表示）  0.1000000000000000055511151231257827021181583404541015625 （十进制表示）  0.1+0.2结果无限接近0.3，但可能存在尾数（二进制表示小数，可以无限接近，但不完全相同） | |

* round(x, d)：对x四舍五入，d是小数截取位数
* 浮点数间运算运算及比较用round()函数辅助
* 不确定尾数一般发生在10-16左右，round()十分有效

（3）浮点数可以采用科学计数法表示

* 使用字母e或E作为幂的符号，以10为基数，格式为：<a>e<b> 表示a\*10b
* 例如：4.3e-3值为0.0043；9.6E5值为960000.0

（4）关于Python浮点数，需要知道多些

* 取值范围和精度基本无限制
* 运算存在不确定尾数 round()
* 科学计数法表示

**3. 复数类型**

（1）与数学中复数的概念一致

* 如果x2=-1，那么x的值是什么？
* 定义，以此为基础，构件数学体系
* a+bj被称为复数，其中，a是实部，b是虚部

（2）复数实例

* Z = 1.23e-4 + 5.6e +89j
* 实部是什么？——z.real获得实部
* 虚部是什么？——z.imag获得虚部

**4.** **数值运算操作符**

（1）操作符是完成运算的一种符号体系

|  |  |
| --- | --- |
| 操作符及使用 | 描述 |
| x + y | 加，x与y之和 |
| x – y | 减，x与y之差 |
| x \* y | 乘，x与y之积 |
| x / y | 除，x与y之商（10/3结果是3.3333333333333335）（两数相除为浮点数结果） |
| x // y | 整数除，x与y之整数商（10//3结果是3） |
| + x | x本身 |
| - y | y的负值 |
| x % y | 余数，模运算（10%3结果是1） |
| x \*\* y | 幂运算，x的y次幂，xy（当y是小数，开方运算10\*\*0.5结果是） |

（2）二元操作符有对应的增强赋值操作符

|  |  |
| --- | --- |
| 增强操作符及使用 | 描述 |
| x op= y | 即x = x op y，其中，op为二元操作符 |
| x += y；x -= y；x \*= y；x /= y；x //= y；x %= y；x \*\*= y |
| >>> x = 3.1415  >>> x \*\*= 3 # 与x = x \*\* 3等价  >>> x  31.003533398375005 |

（3）类型间可进行混合运算，生成结果为“最宽”类型

* 三种类型存在一种逐渐“扩展”或“变宽”的关系：整数→浮点数→复数
* 例如：123 + 4.0 = 127.0（整数 + 浮点数 = 浮点数）

**5.** **数值运算函数**

（1）一些以函数形式提供的数值运算功能

|  |  |  |
| --- | --- | --- |
| 函数及使用 | 描述 | |
| abs(x) | 绝对值，x的绝对值 | abs(-10.01)结果为10.01 |
| divmod(x, y) | 商余，(x//y, x%y)，同时输出商和余数 | divmod(10, 3)结果为(3, 1) |
| pow(x, y[, z]) | 幂余，(x\*\*y)%z，[…]表示参数z可省略 | pow(3, pow(3, 99), 10000)结果为4587 |
| round(x[, d]) | 四舍五入，d是保留小数位数，默认值是0 | round(-10.123, 2)结果为-10.12 |
| max(x1, x2, … , xn) | 最大值，返回x1, x2, … , xn中的最大值，n不限 | max(1, 9, 5, 4, 3)结果为9 |
| min(x1, x2, … , xn) | 最小值，返回x1, x2, … , xn中的最小值，n不限 | min(1, 9, 5, 4, 3)结果为1 |
| int(x) | 将x变成整数，舍弃小数部分 | int(123.45)结果为123；int("123")结果为123 |
| float(x) | 将x变成浮点数，增加小数部分 | float(12)结果为12.0；float("1.23")结果为1.23 |
| complex(x) | 将x变成复数，增加虚数部分 | complex(4)结果为4+0j |

**3.2 实例3：天天向上的力量**

**1. “天天向上的力量”问题分析**

（1）基本问题：持续的价值

* 一年365天，每天进步1%，累计进步多少呢？——1.01365
* 一年365天，每天退步1%，累计剩下多少呢？——0.99365
* 数学公式可以求解，似乎没必要用程序
* 如果是“三天打鱼两天晒网”呢？
* 如果是“双休日又不退步呢？”

**2. “天天向上的力量”第一问**

（1）问题1：1‰的力量

* 一年365天，每天进步1‰，累计进步多少呢？——1.001365
* 一年365天，每天退步1‰，累计剩下多少呢？——0.999365

|  |
| --- |
| # DayDayUpQ1.py  dayup = pow(1.001, 365)  daydown = pow(0.999, 365)  print("向上：{:.2f}，向下：{:.2f}".format.(dayup, daydown)) |

* （运行结果）向上：1.44，向下：0.69（1.001365=1.44；0.999365=0.69）

**3. “天天向上的力量”第二问**

（1）问题2：5‰和1%的力量

* 一年365天，每天进步5‰或1%，累计进步多少呢？——1.005365；1.01365
* 一年365天，每天退步5‰或1%，累计剩下多少呢？——0.995365；0.99365

|  |  |
| --- | --- |
| # DayDayUpQ2.py  dayfactor = 0.005  dayup = pow(1 + dayfactor, 365)  daydown = pow(1 - dayfactor, 365) | # DayDayUpQ2.py  dayfactor = 0.01  dayup = pow(1 + dayfactor, 365)  daydown = pow(1 - dayfactor, 365) |
| print("向上：{:.2f}，向下：{:.2f}".format.(dayup, daydown)) | |

* （运行结果）向上：6.17，向下：0.16（1.005365=6.17；0.995365=0.16）
* （运行结果）向上：37.78，向下：0.03（1.01365=37.78；0.99365=0.03）

**4. “天天向上的力量”第三问**

（1）问题3：工作日的力量

* 一年365天，一周5个工作日，每天进步1‰
* 一年365天，一周2个休息日，每天退步1‰
* 这种工作日的力量，如何呢？
* 1.01365（数学思维）→for…in…（计算思维）

|  |
| --- |
| # DayDayUpQ3.py  dayup = 1.0  dayfactor = 0.01  for i in range(365):  if i % 7 in [6, 0]:  dayup = dayup \* (1 - dayfactor)  else:  dayup = dayup \* (1 + dayfactor)  print("工作日的力量：{:.2f}".format(dayup)) |

* （运行结果）工作日的力量：4.63

**5. “天天向上的力量”第四问**

（1）问题4：工作日的努力

* 工作日模式要努力到什么水平，才能达到每天努力1%一样？
* A君：一年365天，每天进步1%，不停歇
* B君：一年365天，每周工作5天休息2天，休息日下降1%，要多努力呢？
* for…in…（计算思维）→def…while…（“笨办法”试错）

|  |
| --- |
| # DayDayUpQ4.py  def dayUP(df):  dayup = 1  for i in range(365):  if i % 7 in [6, 0]:  dayup = dayup \* (1 - 0.01)  else:  dayup = dayup \* (1 + df)  return dayup  dayfactor = 0.01  while dayUP(dayfactor) < 37.78:  dayfactor += 0.001  print("工作日的努力参数是：{:.3f}".format(dayfactor)) |

* （运行结果）工作日的努力参数是：0.02

**6. “天天向上的力量”举一反三**

（略）

**3.3 字符串类型及操作**

**1. 字符串类型的表示**

（1）字符串：由0个或多个字符组成的有序字符序列

* 字符串由一对单引号或一对双引号表示（如："请输入带有符号的温度值："或者"C"）
* 字符串是字符的有序序列，可以对其中的字符进行索引（"请"是"请输入带有符号的温度值："的第0个字符）

（2）字符串有2类共4种表示方式

1. 由一对单引号或双引号表示，仅表示单行字符串
2. 由一对三单引号或三双引号表示，可表示多行字符串
3. 如果希望在字符串中包含双引号或单引号呢？
4. 如果希望在字符串中既包括单引号又包括双引号呢？

|  |
| --- |
| "请输入带有符号的温度值："或者"C" |
| '''Python  语言''' |
| '这里有个双引号(")' 或者 "这里有个单引号(')" |
| '''这里既有单引号(')又有双引号(")'''' |

（3）字符串切片高级用法：使用[M: N: K]根据步长对字符串切片

* <字符串>[M: N]，M缺失表示至开头，N缺失表示至结尾
* "〇一二三四五六七八九十"[:3]结果是"〇一二"
* <字符串>[M: N: K]，根据步长K对字符串切片
* "〇一二三四五六七八九十"[1:8:2]结果是"一三五七"
* "〇一二三四五六七八九十"[::-1]结果是"十九八七六五四三二一〇"

（4）字符串的特殊字符：转义符

* 转移符表达特定字符的本意
* "这里有个双引号(\")"结果为 这里有个双引号(")
* 转义符形成一些组合，表达一些不可打印的含义
* "\b"回退 "\n"换行（光标移动到下行首）
* "\r"回车（光标移动到本行首）

**2.** **字符串操作符**

（1）由0个或多个字符组成的有序字符序列

|  |  |
| --- | --- |
| 操作符及使用 | 描述 |
| x + y | 连接两个字符串x和y |
| n \* x 或 x \* n | 复制n次字符串x |
| x in s | 如果x是s的字串，返回True，否则返回False |

（3）获取星期字符串

* 输入：1-7的整数，表示星期几
* 输出：输入整数对应的星期字符串
* 例如：输入3，输出星期三

|  |
| --- |
| #WeekNamePrintV1.py  weekStr = "星期一星期二星期三星期四星期五星期六星期日"  weekId = eval(input("请输入星期数字(1-7)："))  pos = (weekId - 1) \* 3  print(weekStr[pos: pos+3]) |
| #WeekNamePrintV2.py  weekStr = "一二三四五六七"  weekId = eval(input("请输入星期数字(1-7)："))  print("星期" + weekStr[weekId-1]) |

**3.** **字符串处理函数**

（1）一些以函数形式提供的字符串处理功能

|  |  |  |
| --- | --- | --- |
| 函数及使用 | 描述 | |
| len(x) | 长度，返回字符串x的长度 | len("一二三456")结果为6 |
| str(x) | 任意整数类型x所对应的字符串形式 | str(1.23)结果为"1.23" str([1,2])结果为"[1,2]" |
| hex(x)或oct(x) | 整数x的十六进制或八进制小写形式字符串 | hex(425)结果为"0x1a9" oct(425)结果为"0o651" |
| chr(u) | u为Unicode编码，返回其对应的字符 |  |
| ord(x) | x为字符，返回其对应的Unicode编码 |  |

（2）Unicode编码：Python字符串的编码方式

* 统一字符编码，即覆盖几乎所有字符的编码方式
* 从0到1114111（0x10FFFF）空间，每个编码对应一个字符
* Python字符串中每个字符都是Unicode编码字符

|  |
| --- |
| >>> "1 + 1 = 2" + chr(10004)  '1 + 1 = 2✓'  >>> "这个字符♉的Unicode值是：" + Str(ord("♉"))  Traceback (most recent call last):  File "<pyshell#1>", line 1, in <module>  "这个字符♉的Unicode值是：" + Str(ord("♉"))  NameError: name 'Str' is not defined  >>> "这个字符♉的Unicode值是：" + str(ord("♉"))  '这个字符♉的Unicode值是：9801'  >>> for i in range(12):  print(chr(9800 + i), end ="")  ♈♉♊♋♌♍♎♏♐♑♒♓ |

**4.** **字符串处理方法**

（1）“方法”在编程中是一个专有名词

* “方法”特指<a>.<b>()风格中的函数<b>()
* 方法本身也是函数，但与<a>有关，<a>.<b>()风格使用
* 字符串及变量也是<a>，存在一些方法

（2）一些以方法形式提供的字符串处理功能

|  |  |  |
| --- | --- | --- |
| 方法及使用 | 描述 | |
| str.lower()或str.upper() | 返回字符串的副本，全部字符小写/大写 | "AbCdEfGh".lower()结果为"abcdefgh" |
| str.split(sep=None) | 返回一个列表，由str根据sep被分隔的部分组成 | "A,B,C".split(",")结果为['A', 'B', 'C'] |
| str.count(sub) | 返回子串sub在str中出现的次数 | "an apple a day".count(a)结果为4 |
| str.replace(old, new) | 返回字符串str副本，所有old子串被替换为new | "python".replace("n","n123.io")结果为"python123.io" |
| str.center(width[,fillchar]) | 字符串str根据宽度width居中，fillchar可选 | "python".center(20, "=")结果为'=======python=======' |
| str.strip(chars) | 从str中去掉在其左侧和右侧chars中列出的字符 | "= python=".strip(" =np")结果为"ytho |
| str.join(iter) | 在iter变量除最后元素外每个元素后增加一个str | ",".join("123456"结果为"1,2,3,4,5" # 主要用于字符串分隔等 |

**5.** **字符串类型的格式化**

（1）格式化是对字符串进行格式化表达的方式

* 字符串格式化使用.format()方法，用法如：<模板字符串>.format(<逗号分隔的参数>)

（2）槽

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| "{ }:计算机{  }的CPU占用率为{ }%".format("2018-10-10", "C", 10) | | | | | |
| 0 | 1 | 2 | 0 | 1 | 2 |
| 字符串中槽{}的默认顺序 format()中参数的顺序 | | | | | |

![](data:image/png;base64,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)

（3）format()方法的格式控制

* 槽内部对格式化的配置方式：{<参数序号> : <格式控制标记>}

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| : | <填充> | <对齐> | <宽度> | <, > | <. 精度> | <类型> |
| 引导符号 | 用于填充的单个字符 | < 左对齐  > 右对齐  ^ 居中对齐 | 槽设定的输出宽度 | 数字的千位分隔符 | 浮点数小数精度或字符串最大输出长度 | 整数类型  b, c, d, o, x, X  浮点数类型  e, E, f, % |
| >>> "{0:=^20}".format("PYTHON")  '=======PYTHON======='  >>> "{0:\*>20}".format("BIT")  '\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*BIT'  >>> "{:10}".format("BIT")  'BIT ' | | | | | | |
| >>> "{0:,.2f}".format(12345.6789)  '12,345.68'  >>> "{0:b},{0:c},{0:d},{0:o},{0:x},{0:X}".format(425)  '110101001,Ʃ,425,651,1a9,1A9'  >>> "{0:e},{0:E},{0:f},{0:%}".format(3.14)  '3.140000e+00,3.140000E+00,3.140000,314.000000%' | | | | | | |

**3.4 模块2：****time库的使用**

**1. time库基本介绍**

（1）time库是Python中处理时间的标准库

* 计算机时间的表达
* 提供获取系统时间并格式化输出功能
* 提供系统级精确计时功能，用于程序性能分析

|  |
| --- |
| import time  time.<b>() |

（2）time库包括三类函数

* 时间获取：time()，ctime()，gmtime()
* 时间格式化：strftime()，strptime()
* 程序计时：sleep()，perf\_counter()

**2. 时间获取**

|  |  |  |
| --- | --- | --- |
| 函数 | 描述 | >>> import time |
| time() | 获取当前时间戳，即计算机内部时间值，浮点数 | >>> time.time()  1563180824.2236238 |
| ctime() | 获取当前时间并以易读方式表示，返回字符串 | >>> time.ctime()  'Mon Jul 15 16:53:53 2019' |
| gmtime() | 获取当前时间，表示为计算机可处理的时间格式 | >>> time.gmtime()  time.struct\_time(tm\_year=2019, tm\_mon=7, tm\_mday=15, tm\_hour=8, tm\_min=56, tm\_sec=13, tm\_wday=0, tm\_yday=196, tm\_isdst=0) |

**3. 时间格式化：将时间以合理的方式展示出来**

* 格式化：类似字符串格式化，需要有展示模板
* 展示模板由特定的格式化控制符组成

|  |  |  |
| --- | --- | --- |
| 函数 | 描述 | >>> import time |
| strftime(tpl, ts) | tpl是格式化模板字符串，定义输出效果  ts是计算机内部时间类型变量 | >>> t = time.gmtime()  >>> time.strftime("%Y-%m-%d %H:%M:%S",t)  '2019-07-15 09:03:36' |
| strptime(str, tpl) | str是字符串形式的时间值  tpl是格式化模板字符串，定义输出效果 | >>> timeStr = '2019-07-15 09:03:36'  >>> time.strptime(timeStr, "%Y-%m-%d %H:%M:%S")  time.struct\_time(tm\_year=2019, tm\_mon=7, tm\_mday=15, tm\_hour=9, tm\_min=3, tm\_sec=36, tm\_wday=0, tm\_yday=196, tm\_isdst=-1) |

* 时间格式化控制符

|  |  |  |
| --- | --- | --- |
| 格式化字符串 | 日期/时间说明 | 值范围和实例 |
| %Y | 年份 | 0000~9999，例如：1900 |
| %m | 月份 | 01~12，例如：10 |
| %B | 月分名称 | January~December，例如：April |
| %b | 月份名称缩写 | Jan~Dec，例如：Apr |
| %d | 日期 | 01~31，例如：25 |
| %A | 星期 | Monday~Sunday，例如：Wednesday |
| %a | 星期缩写 | Mon~Sun，例如：Wed |
| %H | 小时（24h制） | 00~23，例如：12 |
| %I | 小时（12h制） | 01~12,liru :7 |
| %p | 上/下午 | AM/PM，例如：PM |
| %M | 分钟 | 00~59，例如：26 |
| %S | 秒 | 00~59，例如：26 |

**4. 程序计时应用**

* 程序计时指测量起止动作所经历时间的过程
* 测量时间：perf\_counter()
* 产生时间：sleep()

|  |  |  |
| --- | --- | --- |
| 函数 | 描述 | >>> import time |
| perf\_counter() | 返回一个CPU级别的精确时间计数值，单位为秒  由于这个计数值起点不确定，连续调用差值才有意义 | >>> start = time.perf\_counter()  >>> start  102.144764115  >>> end = time.perf\_counter()  >>> end  119.327769536  >>> end - start  17.183005421000004 |
| sleep(s) | s拟休眠的时间，单位是秒，可以是浮点数 | >>> def wait():  time.sleep(3.3)  >>> wait() #程序将等待3.3秒后再退出 |

**3.5 实例4：文本进度条**

**1. “文本进度条”问题分析**

（1）文本进度条

* 采用字符串方式打印可以动态变化的文本进度条
* 进度条需要能在一行中逐渐变化

（2）如何获得文本进度条的变化时间？

* 采用sleep()模拟一个持续的进度

**2. “文本进度条”简单的开始**

|  |  |
| --- | --- |
| #TextProBarV1.py  import time  scale = 10  print("------执行开始------")  for i in range(scale + 1):  a = '\*' \* i  b = '.' \* (scale - i)  c = (i/scale)\*100  print("{:^3.0f}%[{}->{}]".format(c,a,b))  time.sleep(0.1)  print("------执行结束------") | ------执行开始------  0 %[->..........]  10 %[\*->.........]  20 %[\*\*->........]  30 %[\*\*\*->.......]  40 %[\*\*\*\*->......]  50 %[\*\*\*\*\*->.....]  60 %[\*\*\*\*\*\*->....]  70 %[\*\*\*\*\*\*\*->...]  80 %[\*\*\*\*\*\*\*\*->..]  90 %[\*\*\*\*\*\*\*\*\*->.]  100%[\*\*\*\*\*\*\*\*\*\*->]  ------执行结束------ |

**2. “文本进度条”单行动态刷新**

* 刷新的本质是：用后打印的字符覆盖之前的字符
* 不能换行：print()需要被控制
* 要能回退：打印后光标退回到之前的位置\r

|  |  |
| --- | --- |
| #TextProBarV2.py  import time  for i in range(101):  print("\r{:3}%".format(i), end="")  time.sleep(0.1) |  |

**3. “文本进度条”实例完整效果**

|  |
| --- |
| #TextProBarV3.py  import time  scale = 50  print("执行开始".center(scale//2, "-"))  start = time.perf\_counter()  for i in range(scale+1):  a = '\*' \* i  b = '.' \* (scale - i)  c = (i/scale)\*100  dur = time.perf\_counter() - start  print("\r{:^3.0f}%[{}->{}]{:.2f}s".format(c,a,b,dur),end='')  time.sleep(0.1)  print("\n"+"执行结束".center(scale//2,'-')) |

**4. “文本进度条”举一反三**

（1）计算问题扩展

* 文本进度条程序使用了perf\_counter(0计时
* 计时方法适合各类需要统计时间的计算问题
* 例如：比较不同算法时间、统计部分程序运行时间

（2）进度条扩展

* 在任何运行时间需要较长的程序中增加进度条
* 在任何希望提高用户体验的应用中增加进度条
* 进度条是人机交互的纽带之一

（3）文本进度条的不同设计函数

|  |  |  |
| --- | --- | --- |
| 设计名称 | 趋势 | 设计函数 |
| Linear | Constant | f(x) = x |
| Early Pause | Speeds up | f(x) = x + (1-sinx(x\*π\*2+π/2)/-8 |
| Late Pulse | Slows down | f(x) = x + (1-sinx(x\*π\*2+π/2)/8 |
| Slow Wavy | Constant | f(x) = x + sinx(x\*π\*5)/20 |
| Fast Wavy | Constant | f(x) = x + sinx(x\*π\*20)/80 |
| Power | Speeds up | f(x) = (x + (1 - x)\*0.03)2 |
| Inverse Power | Speeds down | f(x) = 1 + (1 - x)1.5\*-1 |
| Fast Power | Speeds up | f(x) = (x + (1 – x)/2)8 |
| Inverse Fast Power | Slows down | f(x) = 1 + (1-x)3\*-1 |

**4.1 程序的分支结构**

**1. 单分支结构：根据判断条件结果而选择不同向前**

|  |  |
| --- | --- |
| if <条件>:  <语句块> | |
| guess = eval(imput())  if guess == 99  print("猜对了") | if Ture:  print("条件正确") |

**2.** **二分支结构：根据判断条件结果而选择不同向前路劲的运行方式**

|  |  |
| --- | --- |
| if <条件>:  <语句块1>  else:  <语句块2> | |
| guess = eval(imput())  if guess == 99  print("猜对了")  else:  print("猜错了") | if Ture:  print("语句块1")  else:  print("语句块2") |

* 紧凑形式：适用于简单表达式的二分支结构

<表达式1> if <条件> else <表达式2>

|  |
| --- |
| guess = eval(input())  print("猜{}了".format("对" if guess==99 else "错")) |

**3.** **多分支结构：根据多个条件来选择不同语句块运行的分支结构**

|  |
| --- |
| if <条件>:  <语句块1>  elif:  <语句块2>  ……  else:  <语句块n> |
| score = eval(input())  if score >= 90:  grade = "A"  elif score >= 80:  grade = "B"  elif score >= 70:  grade = "C"  elif score >= 60:  grade = "D"  prit("输出成绩属于级别{}".format(grade)) |

**4.** **条件判断及组合**

（1）操作符

|  |  |  |
| --- | --- | --- |
| 操作符 | 数学符号 | 描述 |
| < | < | 小于 |
| <= | ≤ | 小于等于 |
| >= | ≥ | 大于等于 |
| > | > | 大于 |
| == | = | 等于 |
| != | ≠ | 不等于 |

（2）用于条件组合的三个保留字

|  |  |
| --- | --- |
| 操作符 | 描述 |
| x and y | 两个条件x和y的逻辑与 |
| x or y | 两个条件x和y的逻辑或 |
| not x | 条件x的逻辑非 |
| guess = eval(input())  if guess > 99 or guess < 99:  print("猜错了")  else:  print("猜对了") | if not True:  print("语句块2")  else:  print("语句块1") |

**5. 程序的异常处理**

|  |  |
| --- | --- |
| num = eval(input("请输入一个整数："))  print(num \*\* 2)  >>>  请输入一个整数：abc | Traceback (most recent call last):  File "t.py", line 1, in <module>  num = eval(input("请输入一个整数："))  File "<string>", line 1, in <module>  NameError: name 'abc' is not defined |

（1）异常处理的基本使用

|  |  |
| --- | --- |
| try:  <语句块1>  except:  <语句块2> | try:  <语句块1>  except <异常类型>:  <语句块2> |
| try:  num = eval(input("请输入一个整数："))  print(num\*\*2)  except:  print("输入不是整数") | try:  num = eval(input("请输入一个整数："))  print(num\*\*2)  except NameError:  print("输入不是整数") |

（2）异常处理的高级使用

|  |  |
| --- | --- |
| try:  <语句块1>  except:  <语句块2>  else:  <语句块3>  finally:  <语句块4> | -else对应语句块4一定执行  -finally对应语句块4一定执行 |

**4.2 实例5：身体质量指数BMI**

**1. “身体质量指数BMI”问题分析**

（1）BMI(Body Mass Index)：国际上常用的衡量人体肥胖和健康程度的重要标准，主要用于统计分析

（2）定义：BMI = 体重(kg) / 身高2(m2)

（3）国际（世界卫生组织） 国内（国家卫生健康委员会）

|  |  |  |
| --- | --- | --- |
| 分类 | 国际BMI值(kg/m2) | 国内BMI值(kg/m2) |
| 偏瘦 | <18.5 | <18.5 |
| 正常 | 18.5~25 | 18.5~24 |
| 偏胖 | 25~30 | 24~28 |
| 肥胖 | ≥30 | ≥28 |

（4）问题需求

* 输入：给定体重和身高值
* 输出：BMI指标分类信息（国际和国内）

**2. “身体质量指数BMI”实例讲解**

（1）思路方法：难点在于同时输出国际和国内对应的分类

* 思路1：分别计算并给出国际和国内BMI分类
* 思路2：混合计算并给出国际和国内BMI分类

|  |  |
| --- | --- |
| #CalBMIv1.py  height, weight = eval(input("请输入身高(米)和体重\(公斤)[逗号隔开]："))  bmi = weight / pow(height, 2)  print("BMI 数值为：{:.2f}".format(bmi))  who = ""  if bmi < 18.5:  who = "偏瘦"  elif 18.5 <= bmi < 25:  who = "正常"  elif 25 <= bmi < 30:  who = "偏胖"  else:  who = "肥胖"  print("BMI 指标为：国际'{0}'".format(who)) | #CalBMIv2.py  height, weight = eval(input("请输入身高(米)和体重\(公斤)[逗号隔开]："))  bmi = weight / pow(height, 2)  print("BMI 数值为：{:.2f}".format(bmi))  nat = ""  if bmi < 18.5:  nat = "偏瘦"  elif 18.5 <= bmi < 24:  nat = "正常"  elif 24 <= bmi < 28:  nat = "偏胖"  else:  nat = "肥胖"  print("BMI 指标为：国际'{0}'".format(nat)) |
| #CalBMIv3.py  height, weight = eval(input("请输入身高(米)和体重\(公斤)[逗号隔开]："))  bmi = weight / pow(height, 2)  print("BMI 数值为：{:.2f}".format(bmi))  who, nat = "", ""  if bmi < 18.5:  who, nat = "偏瘦", "偏瘦"  elif 18.5 <= bmi < 24:  who, nat = "正常", "正常"  elif 24 <= bmi < 25:  who, nat = "正常", "偏胖"  elif 25 <= bmi < 28:  who, nat = "偏胖", "偏胖"  elif 28 <= bmi < 30:  who, nat = "偏胖", "肥胖"  else:  who, nat = "肥胖", "肥胖"  print("BMI指标为：国际'{0}'，国内'{1}'".format(who,nat)) | |

**3. “身体质量指数BMI”举一反三**

（1）关注多分支条件的组合

* 多分支条件之间的覆盖是重要问题
* 程序可运行，单不正确，要多注意分支
* 分支结构是程序的重要框架，读程序先读分支

**4.3 程序的循环结构**

**1.** **遍历循环：遍历某个结构形成的循环运行方式**

|  |
| --- |
| for <循环变量> in <遍历结构>:  <语句块> |

* 由保留字for和in组成，完整遍历所有元素后结束
* 每次循环，所获得元素放入循环变量，并执行一次语句块

（1）计数循环（N次）

* 遍历由range()函数产生的数字序列，产生循环

|  |  |
| --- | --- |
| for i in range(N):  <语句块> | |
| >>> for i in range(5):  print(i)  0  1  2  3  4 | >>> for i in range(5):  print("Hello：",i)  Hello： 0  Hello： 1  Hello： 2  Hello： 3  Hello： 4 |

（2）计数循环（特定次）

|  |  |
| --- | --- |
| for i in range(M, N, K):  <语句块> | |
| >>> for i in range(1, 6):  print(i)  1  2  3  4  5 | >>> for i in range(1, 6, 2):  print("Hello：",i)  Hello： 1  Hello： 3  Hello： 5 |

（3）字符串遍历循环

|  |
| --- |
| for c in s:  <语句块> |
| >>> for c in "Python123":  print(c, end=",")  P,y,t,h,o,n,1,2,3, |

（4）列表遍历循环

|  |
| --- |
| for item in ls:  <语句块> |
| >>> for item in [123, "PY", 456]:  print(item, end=",")  123,PY,456, |

（5）文件遍历结构

|  |  |
| --- | --- |
| for line in fi:  <语句块> | |
| 【文本文件】  “优美胜于丑陋  明了胜于隐晦  简介胜于复杂” | >>> for line in fi:  print(line)  优美胜于丑陋  明了胜于隐晦  简介胜于复杂 |

**2.** **无限循环：由条件控制的循环运行方式**

（1）反复执行语句块，直到条件不满足时结束

|  |
| --- |
| while <条件>:  <语句块> |

（2）无限循环的条件

|  |
| --- |
| >>> a = 3  >>> while a > 0:  a = a - 1  print(a)  2  1  0 |

**3****. 循环控制保留字：break和continue**

* break：跳出并结束当前整个循环，执行循环后的语句
* continue：结束当次循环，继续执行后续次数循环
* break和continue可以与for和while循环搭配使用

|  |  |
| --- | --- |
| >>> for c in "PYTHON":  if c == "T":  continue  print(c, end="")  PYHON | >>> for c in "PYTHON":  if c == "T":  break  print(c, end="")  PY |

* Break仅跳出当前最内层循环

|  |  |
| --- | --- |
| >>> s = "PYTHON"  >>> while s != "":  for c in s:  print(c, end="")  s = s[:-1]  PYTHONPYTHOPYTHPYTPYP | >>> s = "PYTHON"  >>> while s != "":  for c in s:  if c == "T":  break  print(c, end="")  s = s[:-1]  PYTHONPYTHOPYTHPYTPYP |

**4. 循环的高级用法：****循环与else**

|  |  |
| --- | --- |
| for <循环变量> in <遍历结构>:  <语句块1>  else:  <语句块2> | for <条件>:  <语句块1>  else:  <语句块2> |

* 当循环没有被break语句退出时，执行else语句块
* else语句块作为“正常”完成循环的奖励

|  |  |
| --- | --- |
| >>> for c in "PYTHON":  if c == "T":  continue  print(c, end="")  else:  print("正常退出")  PYHON正常退出 | >>> for c in "PYTHON":  if c == "T":  break  print(c, end="")  else:  print("正常退出")  PY |

**4.4 模板3：****random库的使用**

**1. random库基本介绍**

（1）random库是使用随机数的Python标准库

* 伪随机数：采用梅森旋转算法生成的（伪）随机序列中元素
* random()库主要用于生成随机数
* 使用random()库：import random

（2）random()库包括两类函数，常用共8个

* 基本随机数函数：seed()，random()
* 扩展随机数函数：randint()，getrandbits()，uniform()，randrange()，choice()，shuffle()

**2. 基本随机数函数**

（1）随机数种子

* 随机数种子→梅森旋转算法→随机序列（→随机数）

|  |  |  |  |
| --- | --- | --- | --- |
| 函数 | 描述 | | >>> import random |
| seed(a = None) | 初始化给定的随机数种子，默认为当前系统时间 | | >>> random.seed(10) #产生种子10对应的序列 |
| random() | 生成一个[0.0, 1.0)之间的随机小数 | | >>> random.random()  0.5714025946899135  >>> random.random()  0.4288890546751146  `````` |
| >>> import random  >>> random.seed(10)  >>> random.random()  0.5714025946899135  >>> random.random()  0.4288890546751146  `````` | | >>> import random  >>> random.seed(10)  >>> random.random()  0.5714025946899135  >>> random.seed(10)  >>> random.random()  0.5714025946899135 | |

**3. 扩展随机数函数**

|  |  |  |
| --- | --- | --- |
| 函数 | 描述 | >>> import random |
| randint(a, b) | 生成一个[a, b]之间的整数 | >>> random.randint(10,100)  83 |
| randrange(m, n[, k]) | 生成一个[m, n]之间以k为步长的随机整数 | >>> random.randrange(10,100,10)  10 |
| getrandbits(k) | 生成一个k比特长的随机整数 | >>> random.getrandbits(16)  13506 |
| uniform(a, b) | 生成一个[a, b]之间的随机小数 | >>> random.uniform(10,100)  51.632245728365426 |
| choice(seq) | 从序列seq中随机选择一个元素 | >>> random.choice([1,2,3,4,5,6,7,8,9])  8 |
| shuffle(seq) | 将序列seq中元素随机排列  返回打乱后的序列 | >>> s = [1, 2, 3, 4, 5, 6, 7, 8, 9]  >>> random.shuffle(s)  >>> print(s)  [2, 6, 7, 8, 4, 9, 1, 3, 5] |

* 需要掌握的能力
* 能够利用随机数种子产生“确定”伪随机数
* 能够产生随机整数
* 能够对序列类型进行随即操作

**4.5 实例6：圆周率的计算**

**1. “圆周率的计算”问题分析**

（1）圆周率的近似计算公式

（2）蒙特卡罗方法

**2. “圆周率的计算”实例讲解**

（1）圆周率的近似计算公式

|  |
| --- |
| #CalPiV1.py  pi = 0  N = 100  for k in range(N):  pi += 1/pow(16,k)\*( \  4/(8\*k+1) - 2/(8\*k+4) - \  1/(8\*k+5) - 1/(8\*k+6))  print("圆周率值是：{}".format(pi)) |

* （运行结果）圆周率值是：3.141592653589793

（2）蒙特卡罗方法

|  |  |
| --- | --- |
| #CalPiV2.py  from random import random  from time import perf\_counter  DARTS = 1000\*1000  hits = 0.0  start = perf\_counter()  for i in range(1, DARTS+1):  x, y = random(), random()  dist = pow(x \*\* 2 + y \*\* 2, 0.5)  if dist <= 1.0:  hits = hits + 1  pi = 4 \* (hits/DARTS)  print("圆周率值是：{}".format(pi))  print("运行时间是：{:.5f}s".format(perf\_counter()-start)) |  |

* （运行结果）圆周率值是：3.139964；运行时间是：0.71169s

**3. “圆周率的计算”举一反三**

（1）理解方法思维

* 数学思维：找到公式，利用公式求解
* 计算思维：抽象一种过程，用计算机自动化求解
* 谁更准确？

（2）程序运行时间分析

* 使用time库的计时方法获得程序运行时间
* 改变撒点数量，理解程序运行时间的分布
* 初步掌握简单的程序性能分析方法

（3）计算问题扩展

* 不求解圆周率，而是某个特定图形的面积
* 在工程计算中寻找蒙特卡罗方法的应用场景

**5.1 函数的定义与使用**

**1. 函数的理解和定义**

（1）函数的定义：函数是一段代码的表示

* 函数是一段具有特定功能的、可重用的语句组
* 函数是一种功能的抽象，一般函数表达特定功能
* 两个作用：降低编程编程难度和代码复用

|  |
| --- |
| def <函数名>(<参数(0个或多个)>)  <函数体>  return <返回值> |

（2）案例：计算n！

|  |
| --- |
| def fact(n):  s = 1  for i in range(1, n+1):  s \*= i  return s |

（3）y = f(x)

* 函数定义时，所指定的参数是一种占位符
* 函数定义后，如果不经过调用，不会被执行
* 函数定义时，参数是输入、函数体式处理、结果是输出(IPO)

**2. 函数的使用和调用过程**

（1）调用是运行函数代码的方式

* 调用时要给出实际参数
* 实际参数替换定义中的参数
* 函数调用后得到返回值

|  |  |
| --- | --- |
| def fact(n):  s = 1  for i in range(1, n+1):  s \*= i  return s | a = fact(10)  print(a)  3628800 |

**3. 函数的参数传递**

（1）参数个数：函数可以有参数，也可以没有，但必须保留括号

|  |
| --- |
| def <函数名>():  <函数体>  return <返回值>  def fact():  print("我也是函数") |

（2）可选参数传递：函数定义时可以为某些参数指定默认值，构成可选参数

|  |
| --- |
| def <函数名>(<非可选参数>, <可选参数>):  <函数体>  return <返回值> |

（3）可选参数传递：计算n!//m

|  |  |
| --- | --- |
| def fact(n, m=1):  s = 1  for i in range(1, n+1):  s \*= i  return s//m | >>> fact(10)  3628800  >>> fact(10, 5)  725760 |

（4）可变参数传递：函数定义时可以设计可变数量参数，即不确定参数总数量

|  |
| --- |
| def <函数名>(<参数>, \*b):  <函数体>  return <返回值> |

（5）可变参数传递：计算n!乘数

|  |  |
| --- | --- |
| def fact(n, \*b):  s = 1  for i in range(1, n+1):  s \*= 1  for item in b:  s \*= item  return s | >>> fact(10, 3)  10886400  >>> fact(10, 3, 5, 8)  435456000 |

（6）参数传递的两种方式：函数调用时，参数可以按照位置或名称方式传递

|  |  |
| --- | --- |
| def fact(n, m=1):  s = 1  for I in range(1, n+1):  s \*= i  return s//m | >>> fact(10, 5)  725760 |

**4. 函数的返回值**

（1）函数可以返回0个或多个结果

* return保留字用来传递返回值
* 函数可以有返回值，也可以没有，可以有return，也可以没有
* return可以传递0个返回值，也可以传递任意多个返回值

|  |  |
| --- | --- |
| def fact(n, m=1):  s = 1  for I in range(1, n+1):  s \*= i  return s//m, n, m | >>> fact(10, 5)  (725760, 10, 5)  >>> a,b,c = fact(10,5)  >>> print(a,b,c)  725760 10 5 |

**5. 局部变量和全局变量**

|  |  |
| --- | --- |
| n, s = 10, 100  def fact(n):  s = 1  for i in range(1, n+1):  s \*= i  return s  print(fact(n), s) | >>>  3628800 100 |

（1）规则1：局部变量和全局变量是不同变量

* 局部变量是函数内部的占位符，与全局变量可能重名但不同
* 函数运算结束后，局部变量被释放
* 可以使用global保留字在函数内部使用全局变量

|  |  |
| --- | --- |
| n, s = 10, 100  def fact(n):  global s  for i in range(1, n+1):  s \*= i  return s  print(fact(n), s) | >>>  362880000 362880000 |

（2）规则2：局部变量为组合数据类型且未创建，等同于全局变量

|  |  |
| --- | --- |
| ls = ["F", "f"]  def func(a):  ls.append(a)  return  func("C")  print(ls)  >>>  ['F', 'f', 'C'] | ls = ["F", "f"]  def func(a):  ls = []  ls.append(a)  return  func("C")  print(ls)  >>>  ['F', 'f'] |

（3）使用规则

* 基本数据类型，无论是否重名，局部变量与全局变量不同
* 可以通过global保留字在函数内部声明全局变量
* 组合数据类型，如果局部变量未真实创建，则为全局变量

**6. lambda函数：lambda函数返回函数名作为结果**

* lambda函数是一种匿名函数，即没有名字的函数
* 使用lambda保留字定义，函数名是返回结果
* lambda函数用于定义简单的、能够在一行内表示的函数

|  |  |
| --- | --- |
| <函数名> = lambda <参数>:<表达式> | def <函数名>(<参数>):  <函数体>  return <返回值> |
| >>> f = lambda x, y: x + y  >>> f(10, 15)  25 | >>> f = lambda: "lambda函数"  >>> print(f())  lambda函数 |

**5.2 实例7：七段数码管绘制**

**1. “七段数码管绘制”问题分析**

* 用程序绘制七段数码管→turtle绘图体系→七段数码管绘制

**2. “七段数码管绘制”实例讲解（上）**

（0）基本思路

* 步骤1：绘制单个数字对应的数码管
* 步骤2：获得一串数字，绘制对应的数码管
* 步骤3：获得当前系统时间，绘制对应的数码管

（1）步骤1：绘制单个数字对应的数码管

* 七段数码管由7个基本线条组成
* 七段数码管可以有固定顺序
* 不同数字显示不同的线条

|  |
| --- |
| import turtle  def drawLine(draw): #绘制单段数码管  turtle.pendown() if draw else turtle.penup()  turtle.fd(40)  turtle.right(90)  def drawDigit(digit): #根据数字绘制七段数码管  drawLine(True) if digit in [2,3,4,5,6,8,9] else drawLine(False)  drawLine(True) if digit in [0,1,3,4,5,6,7,8,9] else drawLine(False)  drawLine(True) if digit in [0,2,3,5,6,8,9] else drawLine(False)  drawLine(True) if digit in [0,2,6,8] else drawLine(False)  turtle.left(90)  drawLine(True) if digit in [0,4,5,6,8,9] else drawLine(False)  drawLine(True) if digit in [0,2,3,5,6,7,8,9] else drawLine(False)  drawLine(True) if digit in [0,1,2,3,4,7,8,9] else drawLine(False)  turtle.left(180)  turtle.penup() #为绘制后续数字确定位置  turtle.fd(20) #为绘制后续数字确定位置  …… |

（2）步骤2：获取一段数字，绘制多个数码管

|  |
| --- |
| ……  def drawDate(date): #获得要输入的数字  for i in date:  drawDigit(eval(i)) #通过eval()函数将数字变为整数  def main():  turtle.setip(800, 350, 200, 200)  turtle,penup()  turtle.fd(-300)  turtle.pensize(5)  drawDate('20181010')  turtle.hideturtle()  turtle.done()  main() |

**3. “七段数码管绘制”实例讲解（下）**

（1）获得当前系统时间，绘制对应的数码管

|  |
| --- |
| import turtle  def drawGap(): #绘制数码管间隔  turtle.pemup()  turtle.fd(5)  def drawLine(draw): #绘制单段数码管  drawGap()  turtle.pendown() if draw else turtle.penup()  turtle.fd(40)  drawGap()  turtle.right(90)  def drawDigit(digit): #根据数字绘制七段数码管 |

* 使用time库获得系统当前时间
* 增加年月日标记
* 年月日颜色不同

|  |
| --- |
| import turtle, time    def drawDate(date): #data为日期，格式为'%Y-%m=%d+'  turtle.pencolor("red")  for i in date:  if i == '-':  turtle.write('年',font=("Arial",18,"normal"))  turtle.pencolor("green")  turtle.fd(40)  elif i == '=':  turtle.write('月',font=("Arial",18,"normal"))  turtle.pencolor("blue")  turtle.fd(40)  elif i == '+':  turtle.write('年',font=("Arial",18,"normal"))  else:  drawDigit(eval(i))  def main():  turtle.setup(800, 350, 200, 200)  turtle.penup()  turtle.fd(-300)  turtle.pensize(5)  drawDate(time.strftime('%Y-%m=%d+',time.gmtime()))  turtle.hideturtle()  turtle.done()  main() |

（2）最终结果

|  |
| --- |
| import turtle, time  def drawGap(): #绘制数码管间隔  turtle.penup()  turtle.fd(5)  def drawLine(draw): #绘制单段数码管  drawGap()  turtle.pendown() if draw else turtle.penup()  turtle.fd(40)  drawGap()  turtle.right(90)  def drawDigit(digit): #根据数字绘制七段数码管  drawLine(True) if digit in [2,3,4,5,6,8,9] else drawLine(False)  drawLine(True) if digit in [0,1,3,4,5,6,7,8,9] else drawLine(False)  drawLine(True) if digit in [0,2,3,5,6,8,9] else drawLine(False)  drawLine(True) if digit in [0,2,6,8] else drawLine(False)  turtle.left(90)  drawLine(True) if digit in [0,4,5,6,8,9] else drawLine(False)  drawLine(True) if digit in [0,2,3,5,6,7,8,9] else drawLine(False)  drawLine(True) if digit in [0,1,2,3,4,7,8,9] else drawLine(False)  turtle.left(180)  turtle.penup() #为绘制后续数字确定位置  turtle.fd(20) #为绘制后续数字确定位置  def drawDate(date): #data为日期，格式为'%Y-%m=%d+'  turtle.pencolor("red")  for i in date:  if i == '-':  turtle.write('年',font=("Arial",18,"normal"))  turtle.pencolor("green")  turtle.fd(40)  elif i == '=':  turtle.write('月',font=("Arial",18,"normal"))  turtle.pencolor("blue")  turtle.fd(40)  elif i == '+':  turtle.write('日',font=("Arial",18,"normal"))  else:  drawDigit(eval(i))  def main():  turtle.setup(800, 350, 200, 200)  turtle.penup()  turtle.fd(-300)  turtle.pensize(5)  drawDate(time.strftime('%Y-%m=%d+',time.gmtime()))  turtle.hideturtle()  turtle.done()  main() |

**4. “七段数码管绘制”举一反三**

（1）理解方法思维

* 模块化思维：确定模块化接口，封装功能
* 规则化思维：抽象过程为规则，计算机自动执行
* 化繁为简：将大功能变为小功能组合，分而治之

（2）应用问题的扩展

* 绘制带小数点的七段数码管
* 带刷新的时间倒计时效果
* 绘制高级的数码管

**5.3 代码复用与函数递归**

**1. 代码复用与模块化方法**

（1）把代码当成资源进行抽象

* 代码资源化：程序代码是一种用来表达计算的“资源”
* 代码抽象化：使用函数等方法对代码赋予更高级别的定义
* 代码复用：同一份代码在需要时可以被重复使用

（2）函数和对象是代码复用的两种主要形式

* 函数：将代码命名在代码层面建立了初步抽象
* 对象：属性和方法 <a>.<b>和<a>.<b>()在函数之上再次进行抽象

（3）分而治之

* 通过函数或对象封装将程序划分为模块及模块间的表达
* 具体包括：主程序、子程序和子程序间的关系
* 分而治之：一种分而治之、分层抽象、体系化的设计思想

（4）紧耦合 松耦合

* 紧耦合：两个部分之间交流很多，无法独立存在
* 松耦合：两个部分之间交流较少，可以独立存在
* 模块内部紧耦合、模块之间松耦合

**2. 函数递归的理解**

（1）函数递归的定义：函数定义中调用自身的方式

（2）函数递归的两个关键特征：

* 链条：计算过程存在递归链条
* 基例：存在一个或多个不需要再次递归的基例

（3）函数递归的实现：函数+分支结构

（4）类似数学归纳法

* 证明当n取第一个值n0时命题成立
* 假设当nk时命题成立，证明当n=nk+1时命题成立
* 递归是数学归纳法思维的编程体现

**3. 函数递归的调用过程**

|  |  |
| --- | --- |
|  | def fact(n):  if n == 0:  return 1  else:  return n\*fact(n-1) |

（1）递归的实现：函数+分支语句

* 递归本身是一个函数，需要函数定义方式描述
* 函数内部，采用分支语句对输入参数进行判断
* 基例和链条，分别编写对应代码

**4. 函数递归实例解析**

（1）字符串反转：将字符串s反转后输出

|  |
| --- |
| >>> s[::-1] |
| def rvs(s):  if s == '':  return s  else:  return rvs(s[1:]+s[0]) |

（2）斐波那契数列：一个经典数列

|  |  |
| --- | --- |
|  | def f(n):  if n ==1 or n ==2:  return 1  else:  return f(n-1) + f(n-2) |

（3）汉诺塔

|  |
| --- |
| count = 0  def hanoi(n, src, dst, mid):  global count  if n == 1:  print("{}:{}->{}".format(1, src, dst))  count += 1  else:  hanoi(n-1, src, dst, mid)  print("{}:{}->{}".format(n, src, dst))  count += 1  hanoi(n-1, mid, dst, src) |

**5.4 模块4：PyInstaller库的使用**

**1. PyInstaller库基本介绍**

（1）将.py源代码转换成无需源代码的可执行文件

（2）PyInstaller库是第三方库

* 官方网站：<http://www.pyinstaller.org>
* 第三方库：使用前需要额外安装
* 安装第三方库需要使用pip工具

（3）(cmd命令行)pip install pyinstaller

**2. PyInstaller库使用说明**

（1）(cmd命令)pyinstaller -F SevenDigitsDraw.py

（2）PyInstaller库常用参数

|  |  |
| --- | --- |
| 参数 | 描述 |
| -h | 查看帮助 |
| --clean | 清理打包过程中的临时文件 |
| -D, --onedir | 默认值，生成dist文件夹 |
| -F, --onefile | 在dist文件夹中只生成独立的打包文件 |
| -i <图标文件名.ico> | 指定打包程序使用的图标(icon)文件 |

（3）使用举例

(cmd命令)pyinstaller -i curve.ico -F SevenDigitsDraw.py

**5.5 实例8：科赫雪花小包裹**

**1. “科赫雪花小包裹”问题分析**

（1）高大上的分形几何：分形几何是一种迭代的几何图形，广泛存在于自然界中

（2）科赫曲线，也叫雪花曲线

（3）用Python绘制科赫曲线

**2. “科赫雪花小包裹”实例讲解（上）**

（1）科赫曲线的绘制：递归+turtle库

|  |  |
| --- | --- |
| #KochDrawV1.py  import turtle  def koch(size, n):  if n == 0:  turtle.fd(size)  else:  for angle in [0, 60, -120, 60]:  turtle.left(angle)  koch(size/3, n-1)  def main():  turtle.setup(800, 400)  turtle.penup()  turtle.goto(-300, -50)  turtle.pendown()  turtle.pensize(2)  koch(600, 3) #3阶科赫曲线，阶数  turtle.hideturtle()  main() | #KochDrawV2.py  import turtle  def koch(size, n):  if n == 0:  turtle.fd(size)  else:  for angle in [0, 60, -120, 60]:  turtle.left(angle)  koch(size/3, n-1)  def main():  turtle.setup(600, 600)  turtle.penup()  turtle.goto(-200, 100)  turtle.pendown()  turtle.pensize(2)  level = 3 #3阶科赫曲线，阶数  koch(400, level)  turtle.right(120)  koch(400, level)  turtle.right(120)  koch(400, level)  turtle.hideturtle()  main() |

**3. “科赫雪花小包裹”实例讲解（下）**

（1）(cmd命令)pyinstaller -i curve.ico -F KochDrawV2.py

**4. “科赫雪花小包裹”举一反三**

（1）绘制条件的扩展

* 修改分形几何绘制阶数
* 修改科赫曲线的基本定义及旋转角度
* 修改绘制科赫雪花的基础框架图形

（2）分形几何千千万

* 康托尔集、谢尔宾斯基三角形、门格海绵…
* 龙形曲线、空间填充曲线、科赫曲线

**6.1 集合类型及操作**

**1. 集合类型定义**

（1）集合是多个元素的无序组合

* 集合类型与数学中的集合概念一致
* 集合元素之间无序，每个元素唯一，不存在相同元素
* 集合元素不可更改，不能是可变数据类型——为什么？
* 集合用大括号{}表示，元素间用逗号分隔
* 建立集合类型用{}或set()
* 建立空集合类型，必须使用set()

|  |
| --- |
| >>> A = {"Python", 123, ("Python", 123)} #使用{}建立集合  >>> A  {'Python', 123, ('Python', 123)}  >>> B = set("pypy123") #使用set()建立集合  >>> B  {'3', 'p', '2', '1', 'y'}  >>> C = {"python", 123, "python", 123}  >>> C  {123, 'python'} |

* 集合中每个元素 唯一，不存在相同元素
* 集合元素之间无序

**2. 集合操作符：S|T\_并；S-T\_差；S&T\_交；s^T\_补**

（1）6个操作符

|  |  |
| --- | --- |
| 操作符及应用 | 描述 |
| S|T | 返回一个新集合，包括在集合S和T中的所有元素 |
| S-T | 返回一个新集合，包括在集合S但不在T中的元素 |
| S&T | 返回一个新集合，包括同时在集合S和T中的元素 |
| S^T | 返回一个新集合，包括集合S和T中的非相同元素 |
| S<=T或S<T | 返回True/False，判断S和T的子集关系 |
| S>=T或S>T | 返回True/False，判断S和T的包含关系 |

（2）4个增强操作符

|  |  |
| --- | --- |
| 操作符及应用 | 描述 |
| S|=T | 更新集合S，包括在集合S和T中的所有元素 |
| S-=T | 更新集合S，包括在集合S但不在T中的元素 |
| S&=T | 更新集合S，包括同时在集合S和T中的元素 |
| S^=T | 更新集合S，包括集合S和T中的非相同元素 |

（3）举例

|  |
| --- |
| >>> A = {"p", "y", 123}  >>> B = set("pypy123")  >>> A - B  {123}  >>> B -A  {'2', '3', '1'}  >>> A&B  {'p', 'y'}  >>> A|B  {'2', '3', 'p', 123, '1', 'y'}  >>> A^B  {123, '2', '3', '1'} |

**3. 集合处理方法**

|  |  |
| --- | --- |
| 操作符或方法 | 描述 |
| S.add(x) | 如果x不在集合S中，将x增加到S |
| S.discard(x) | 移除S中元素x，如果x不在集合S中，不报错 |
| S.remove(x) | 移除S中元素x，如果x不在集合S中，产生KeyError异常 |
| S.clear() | 移除S中所有元素 |
| S.pop() | 随机返回S的一个元素，更新S，若S为空，产生KeyError异常 |
| S.copy() | 返回集合S的一个副本 |
| len(S) | 返回集合S的元素个数 |
| x in S | 判断S中元素x，x在集合S中，返回True，否则返回False |
| x not in S | 判断S中元素x，x不在集合S中，返回True，否则返回False |
| set(x) | 将其他类型变量x转变为集合类型 |

举例：

|  |
| --- |
| >>> A = {"p", "y", 123}  >>> for item in A:  print(item, end="")  123py  >>> A  {123, 'p', 'y'} |
| >>> try:  while True:  print(A.pop(), end="")  except:  pass  123py  >>> A  set() |

**4. 集合类型应用场景**

（1）包含关系比较

|  |
| --- |
| >>> "p" in {"p", "y", 123}  True  >>> {"p", "y"} >= {"p", "y", 123}  False |

（2）数据去重：集合类型所有元素无重复

|  |
| --- |
| >>> ls = ["p", "p", "y", "y", 123]  >>> s = set(ls) #将列表转换为集合  >>> s #利用了集合无重复元素的特点  {123, 'p', 'y'}  >>> lt = list(s) #将集合转换为列表  >>> lt  [123, 'p', 'y'] |

**6.2 序列类型及操作**

**1. 序列类型定义**

（1）序列是具有先后关系的一组元素

* 序列是一维向量元素，元素类型可以不同
* 类似数学元素序列：*s0, s1, …, sn-1*
* 元素间由序号引导，通过下标访问序列的特定元素

（2）序列是一个基类类型

* 序列类型：①字符串类型；②元组类型；③列表类型

（3）序号的定义

**2. 序列处理函数及方法**

（1）6个操作符

|  |  |
| --- | --- |
| 操作符及应用 | 描述 |
| x in s | 如果x是序列s的元素，返回True，否则返回False |
| x not in s | 如果x是序列s的元素，返回False，否则返回False |
| s + t | 连接两个序列s和t |
| s\*n或n\*s | 将序列s复制n次 |
| s[i] | 索引，返回s中的第i个元素，i是序列的序号 |
| s[i:j]或s[i:j:k] | 切片，返回序列s中第i到j以k为步长的元素子序列 |

（2）序列类型操作实例

|  |
| --- |
| >>> ls = ["python", 123, ".io"]  >>> ls[::-1]  ['.io', 123, 'python']  >>> s = "python123.io"  >>> ls[::-1]  ['.io', 123, 'python'] |

（3）5个函数和方法

|  |  |
| --- | --- |
| 操作符及应用 | 描述 |
| len(s) | 返回序列s的长度 |
| min(s) | 返回序列s的最小元素，s中元素需要可比较 |
| max(s) | 返回序列s的最大元素，s中元素需要可比较 |
| s.index(x)或s.inddex(x, i , j) | 返回序列s从i开始到j位置中第一次出现元素x的位置 |
| s.count(x) | 返回序列s中出现x的总次数 |

举例：

|  |
| --- |
| >>> ls = ["python", 123, ".io"]  >>> len(ls)  3  >>> s = "python123.io"  >>> max(s)  'y' |

**3. 元组类型及操作**

（1）元组是序列类型的一种扩展

* 元组是一种序列类型，一旦创建就不能被修改
* 使用小括号()或tuple()创建，元素间用逗号,分隔
* 可以使用或不使用小括号

|  |
| --- |
| def func():  return 1, 2 |

举例：

|  |
| --- |
| >>> creature = "cat", "dog", "tiger", "human"  >>> creature  ('cat', 'dog', 'tiger', 'human')  >>> color = (0x001100, "blue", creature)  >>> color  (4352, 'blue', ('cat', 'dog', 'tiger', 'human')) |

（2）元组继承序列类型的全部通用操作

* 元组继承了序列类型的全部通用操作
* 元组因为创建后不能修改，因此没有特殊操作
* 使用或不使用小括号

|  |
| --- |
| >>> creature = "cat", "dog", "tiger", "human"  >>> creature[::-1]  ('human', 'tiger', 'dog', 'cat')  >>> color = (0x001100, "blue", creature)  >>> color[-1][2]  'tiger' |

**4. 列表类型及操作**

（1）列表是序列类型的一种扩展，十分常用

* 列表是一种序列类型，创建后可以随意被修改
* 使用方括号[]或list()创建，元素间用逗号,分隔
* 列表中各元素类型可以不同，无长度限制

|  |
| --- |
| >>> ls = ["cat", "dog", "tiger", 1024]  >>> ls  ['cat', 'dog', 'tiger', 1024]  >>> lt = ls #方括号[]真正创建一个列表，赋值仅传递引用  >>> lt  ['cat', 'dog', 'tiger', 1024] |

（2）列表类型操作函数和方法

|  |  |
| --- | --- |
| 函数或方法 | 描述 |
| ls[i] = x | 替换列表ls第i元素为x |
| ls[i:j:k] = lt | 用列表lt替换ls切片后所对应元素子列表 |
| del ls[i] | 删除列表ls中第i元素 |
| del ls[i:j:k] | 删除列表ls中第i到第j以k为步长的元素 |
| ls += lt | 更新列表ls，将列表lt元素增加到列表ls中 |
| ls \*= n | 更新列表ls，其元素重复n次 |

举例：

|  |
| --- |
| >>> ls = ["cat", "dog", "tiger", 1024]  >>> ls[1:2] = [1, 2, 3, 4]  >>> ls  ['cat', 1, 2, 3, 4, 'tiger', 1024]  >>> del ls[::3]  >>> ls  [1, 2, 4, 'tiger']  >>> ls \* 2  [1, 2, 4, 'tiger', 1, 2, 4, 'tiger'] |

（3）列表类型操作函数和方法：

|  |  |
| --- | --- |
| 函数或方法 | 描述 |
| ls.append(x) | 在列表ls最后增加一个元素x |
| ls.clear() | 删除列表ls中所有元素 |
| ls.copy() | 生成一个新列表，赋值ls中所有元素 |
| ls.insert(I,x) | 在列表ls的第i位置增加增加元素x |
| ls.pop(i) | 在列表ls的第i位置取出并删除该元素 |
| ls.remove(x) | 将列表ls中出现的第一个元素x删除 |

举例：

|  |
| --- |
| >>> ls = ["cat", "dog", "tiger", 1024]  >>> ls.append(1234)  >>> ls  ['cat', 'dog', 'tiger', 1024, 1234]  >>> ls.insert(3, "human")  >>> ls  ['cat', 'dog', 'tiger', 'human', 1024, 1234]  >>> ls.reverse()  >>> ls  [1234, 1024, 'human', 'tiger', 'dog', 'cat'] |

（4）练习

|  |  |  |
| --- | --- | --- |
| * 定义空列表lt * 向lt新增5个元素 * 修改lt中第2个元素 * 向lt中第2个位置增加一个元素 * 向lt中第1个位置删除一个元素 * 删除lt中第1-3位置元素 * 判断lt中是否包含数字0 * 向lt新增数字0 * 返回数字0所在lt中的索引 * lt的长度 * lt中最大元素 * 清空lt | >>> lt = []  >>> lt += [1, 2, 3, 4, 5]  >>> lt[2] = 6  >>> lt.insert(2, 7)  >>> del lt[1]  >>> del lt[1:4]  >>> 0 in lt  >>> lt.append(0)  >>> lt.index(0)  >>> len(lt)  >>> max(lt)  >>> lt.clear() | False  2  3  5 |

**5. 序列类型应用场景**

（1）序列类型应用场景

* 元组用于元素不改变的应用场景，更多用于固定搭配场景
* 列表更加灵活，它是最常用的序列类型
* 最主要作用：表示一组有序数据，进而操作它们

（2）元素遍历

|  |
| --- |
| for item in ls:  <语句块>  for item in tp:  <语句块> |

（3）数据保护

* 如果不希望数据被程序改变，转换成元组类型

|  |
| --- |
| >>> ls = ["cat", "dog", "tiger", 1024]  >>> lt = tuple(ls)  >>> lt  ('cat', 'dog', 'tiger', 1024) |

**6.3 实例9：基本统计值计算**

**1. “基本统计值计算”问题分析**

（1）基本统计值

* 需求：给出一组数，对它们有个概要理解
* 该怎么做？
* 总个数：len()
* 求和：for…in…
* 平均值：求和/总个数
* 方差：各数据与平均数差的平方的和的平均数
* 中位数：排序，然后…奇数找中间1个，偶数找中间2个取平均

**2. “基本统计值计算”实例讲解**

（1）最终代码

|  |
| --- |
| #CalStatisticsV1.py  def getNum():  nums = []  iNumStr = input("请输入数字(回车退出):")  while iNumStr != "":  nums.append(eval(iNumStr))  iNumStr = input("请输入数字(回车退出)：")  return nums  def mean(numbers): #计算平均值  s = 0.0  for num in numbers:  s = s + num  return s / len(numbers)  def dev(numbers, mean): #计算方差  sdev = 0.0  for num in numbers:  sdev = sdev + (num - mean)\*\*2  return pow(sdev / (len(numbers)-1), 0.5)  def median(numbers): #计算中位数  sorted(numbers)  size = len(numbers)  if size % 2 == 0:  med = (numbers[size//2-1] + numbers[size//2])/2  else:  med = numbers[size//2]  return med  n = getNum()  m = mean(n)  print("平均值：{},方差：{:.2},中位数：{}.".format(m, dev(n,m), median(n))) |

**3. “基本统计值计算”举一反三**

（1）技术能力扩展

获取多个数据：从控制台获取多个不确定数据的方法

分隔多个函数：模块化设计方法

充分利用函数：充分利用Python提供的内容函数

**6.4 字典类型及操作**

**1. 字典类型定义**

（1）理解“映射”

映射是一种键（索引）和值（数据）的对应

（2）字典类型是“映射”的体现

* 键值对：键是数据索引的扩展
* 字典是键值对的集合，键值对之间无序
* 采用大括号{}和dict()创建，键值对用冒号:表示

{<键1>:<值1>, <键2>:<值2>, …, <键n>:<值n>}

（3）在字典变量中，通过键获得值

<字典变量> {<键1>:<值1>, <键2>:<值2>, …, <键n>:<值n>}

<值> = <字典变量>[<键>]

<字典变量>[<键>] = <值>

[ ]用来向字典变量中索引或增加元素

|  |
| --- |
| >>> d = {"中国":"北京", "美国":"华盛顿", "法国":"巴黎"}  >>> d  {'中国': '北京', '美国': '华盛顿', '法国': '巴黎'}  >>> d["中国"]  '北京'  >>> de = {} ; type(de) #type()返回变量x的类型  <class 'dict'> |

**2. 字典处理函数及方法**

（1）字典类型操作函数和方法

|  |  |
| --- | --- |
| 函数或方法 | 描述 |
| del d[k] | 删除字典d中键k对应的数据值 |
| k in d | 判断键k是否在字典d中，如果在返回True，否则返回False |
| d.keys(0 | 返回字典d中所有的键信息 |
| d.values() | 返回字典d中所有的值信息 |
| d.items() | 返回字典d中所有的键值对信息 |
| d.get(k, <default>) | 键k存在，则返回相应值，不在则返回<default>值 |
| d.pop(k, <default>) | 键k存在，则取出相应值，不在则返回<default>值 |
| d.popitem() | 随机从字典d中取出一个键值对，以元组形式返回 |
| d.clear() | 删除所有的键值对 |
| len(d) | 返回字典d中元素的个数 |

（2）举例

|  |
| --- |
| >>> d = {"中国":"北京", "美国":"华盛顿", "法国":"巴黎"}  >>> "中国" in d  True  >>> d.keys()  dict\_keys(['中国', '美国', '法国'])  >>> d.values()  dict\_values(['北京', '华盛顿', '巴黎'])  >>> d.get("中国", "伊斯兰堡")  '北京'  >>> d.get("巴基斯坦", "伊斯兰堡")  '伊斯兰堡'  >>> d.popitem()  ('法国', '巴黎') |

（3）练习

|  |  |  |
| --- | --- | --- |
| * 定义空字典d * 向d新增2个键值对元素 * 修改第2个元素 * 判断字符"c"是否是d的键 * 计算d的长度 * 清空d | >>> d = {}  >>> d["a"] = 1; d["b"] = 2  >>> d["b"] = 3  >>> "c" in d  >>> len(d)  >>> d.clear() | False  2 |

**3. 字典类型应用场景**

（1）映射的表达

* 映射无处不在，键值对无处不在
* 例如：统计数据出现的次数，数据是键，次数是值
* 最主要的作用：表达键值对数据，进而操作它们

（2）元素遍历

|  |
| --- |
| for k in d:  <语句块> |

**6.5 模块5：jieba库的使用**

**1. jieba库基本介绍**

（1）jieba是优秀的中文分词第三方库

* 中文文本需要通过分词获得单个的词语
* jieba是优秀的中文分词第三方库，需要额外安装
* jiaba库提供三种分词模式，最简单只需掌握一个函数

（2）jieba库的安装

(cmd命令行) pip install jieba

（3）jieba分词的原理：依靠中文词库

* 利用一个中文词库，确定汉字之间的关联概率
* 汉字间概率大的组成词组，形成分词结果
* 除了分词，用户还可以添加自定义的词组

**2. jieba库使用说明**

（1）jieba分词的三种模式

* 精确模式：把文本精确地切分开，不存在冗余单词
* 全模式：把文本中所有可能的词语都扫描出来，有冗余
* 搜索引擎模式：在精确模式基础上，对分词再次切分

（2）jiaba库常用函数

|  |  |  |
| --- | --- | --- |
| 函数 | 描述 | |
| jieba,lcut(s) | 精确模式  返回一个列表类型的分词结果 | >>> jieba.lcut("中国是一个伟大的国家")  ['中国', '是', '一个', '伟大', '的', '国家'] |
| jieba.lcut(s, cut\_all=true) | 全模式  返回一个列表类型的分词结果  （存在冗余） | >>> jieba.lcut("中国是一个伟大的国家",cut\_all=True)  ['中国', '国是', '一个', '伟大', '的', '国家'] |
| jieba.lcut\_for\_search(s) | 搜索引擎模式  返回一个列表类型的分词结果  （存在冗余） | >>> jieba.lcut\_for\_search("中华人民共和国是伟大的")  ['中华', '华人', '人民', '共和', '共和国', '中华人民共和国', '是', '伟大', '的',] |
| jieba.add\_word(w) | 向分词词典增加新词w | >>> jieba.add\_word("蟒蛇语言") |

**6.6 实例10：文本词频统计**

**1. “文本词频统计”问题分析**

（1）文本词频统计

* 需求：一篇文章，出现了哪些词？哪些词出现得最多？
* 该怎么做？

（2）中文/英文

* 英文文本：Hamlet——分析词频

<https://python123.io/resources/pye/hamlet.txt>

* 中文文本：《三国演义》——分析人物

<https://python123.io/resources/pye/threekingdoms.txt>

**2. “hamlet英文词频统计”实例讲解**

（1）哈姆雷特(HAMLET)

|  |
| --- |
| #CalHamletV1.py  def getText():  txt = open("hamlet.txt", "r").read()  txt = txt.lower()  for ch in '!"#$%&()\*+,-./:;<=>?@[\\]^\_‘{|}~':  txt = txt.replace(ch, " ") #将文本中特殊字符替换为空格  return txt  hamletTxt = getText()  words = hamletTxt.split()  counts = {}  for word in words:  counts[word] = counts.get(word,0) + 1  items = list(counts.items())  items.sort(key=lambda x:x[1], reverse=True)  for i in range(10):  word, count = items[i]  print ("{0:<10}{1:>5}".format(word, count)) |

**3. “《三国演义》人物出场统计”实例讲解（上）**

（1）《三国演义》人物出场统计

|  |  |
| --- | --- |
| #CalThreeKingdomsV1.py  import jieba  txt = open("threekingdoms.txt", "r", encoding='utf-8').read()  words = jieba.lcut(txt)  counts = {}  for word in words:  if len(word) == 1:  continue  else:  counts[word] = counts.get(word,0) + 1  items = list(counts.items())  items.sort(key=lambda x:x[1], reverse=True)  for i in range(15):  word, count = items[i]  print ("{0:<10}{1:>5}".format(word, count)) | 曹操 953  孔明 836  将军 772  却说 656  玄德 585  关公 510  丞相 491  二人 469  不可 440  荆州 425  玄德曰 390  孔明曰 390  不能 384  如此 378  张飞 358 |

**4. “《三国演义》人物出场统计”实例讲解（下）**

（1）《三国演义》人物出场统计-优化

|  |  |
| --- | --- |
| #CalThreeKingdomsV2.py  import jieba  txt = open("threekingdoms.txt", "r", encoding='utf-8').read()  excludes = {"将军","却说","荆州","二人","不可","不能","如此",}  words = jieba.lcut(txt)  counts = {}  for word in words:  if len(word) == 1:  continue  elif word == "诸葛亮" or word == "孔明曰":  rword = "孔明"  elif word == "关公" or word == "云长":  rword = "关羽"  elif word == "玄德" or word == "玄德曰":  rword = "刘备"  elif word == "孟德" or word == "丞相":  rword = "曹操"  else:  rword = word  counts[rword] = counts.get(rword,0) + 1  for word in excludes:  del counts[word]  items = list(counts.items())  items.sort(key=lambda x:x[1], reverse=True)  for i in range(10):  word, count = items[i]  print ("{0:<10}{1:>5}".format(word, count)) | 曹操 1451  孔明 1383  刘备 1252  关羽 784  张飞 358  商议 344  如何 338  主公 331  军士 317  吕布 300 |

（2）《三国演义》人物出场顺序前20

|  |
| --- |
| 曹操、孔明、刘备、关羽、张飞、吕布、赵云、孙权、司马懿、周瑜、袁绍、马超、魏延、黄忠、姜维、马岱、庞德、孟获、刘表、夏侯惇 |

**5. “文本词频统计”举一反三**

（1）应用问题的扩展

* 《红楼梦》、《西游记》、《水浒传》···
* 政府工作报告、科研论文、新闻报道···
* 进一步呢？未来还有词云···

**7.1 文件的使用**

**1. 文件的类型**

（1）文件是数据的抽象和集合

* 文件是存储在辅助存储器上的数据序列
* 文件是数据存储的一种形式
* 文件展现形态：文本文件和二进制文件

（2）文本文件 vs. 二进制文件

* 文件文件和二进制文件只是文件的展示方式
* 本质上，所有文件都是二进制形式储存
* 形式上，所有文件采用两种方式展示

（3）文本文件：文件是数据的抽象和集合

* 由单一特定编码组成的文件，如UTF-8编码
* 由于存在编码，也被看成是存储着的长字符串
* 适用于例如：.txt文件、.py文件

（4）二进制文件：文件是数据的抽象和集合

* 直接由比特0和1组成，没有统一字符编码
* 一般存在二进制0和1的组织结构，即文件格式
* 适用于例如：.png文件、.avi文件

|  |  |
| --- | --- |
| #文本形式形式打开文件  tf = open("f.txt", "rt")  print(tf.readline())  tf.close()  >>>  中国是个伟大的国家！ | #二进制形式形式打开文件  bf = open("f.txt", "rb")  print(bf.readline())  bf.close()  >>>  b'\xd6\xd0\xb9\xfa\xca\xc7\xb8\xf6\xce\xb0\xb4\xf3\xb5\xc4\xb9\xfa\xbc\xd2\xa3\xa1' |

**2. 文件的打开和关闭**

（1）文件处理的步骤：打开-操作-关闭

|  |
| --- |
| a = opne( , ) |
| a.read(size)  a.readline(size)  a.readlines(hint) |
| a.write(s)  a.writelines(lines)  a.seek(offset) |
| a.close() |

（2）文件的打开：<变量名> = open(<文件名>, <打开模式>)

* <变量名>：文件句柄（如："D:\PYE\f.txt"）
* <文件名>：文件路径和名称，源文件同目录可省路径（如："D:/PYE/f.txt"；"D:\\PYE\\f.txt"；"./PYE/f.txt"；"f.txt"）
* <打开模式>：文本or二进制，读or写

|  |  |
| --- | --- |
| 'r' | 只读模式，默认值，如果文件不存在，返回FileNotFoundError |
| 'w' | 覆盖写模式，文件不存在则创建，存在则完全覆盖 |
| 'x' | 创建写模式，文件不存在则创建，存在则返回FileExistError |
| 'a' | 追加写模式，文件不存在则创建，存在则在文件最后追加内容 |
| 'b' | 二进制文件模式 |
| 't' | 文本文件模式，默认值 |
| '+' | 与r/w/x/a一同使用在原功能基础上增加同时读写功能 |
| f = open("f.txt') | 文本形式、只读模式、默认值 |
| f = open("f.txt', "rt") | 文本形式、只读模式、同默认值 |
| f = open("f.txt', "w") | 文本形式、覆盖写模式 |
| f = open("f.txt', "a+") | 文本形式、追加写模式+读文件 |
| f = open("f.txt', "x") | 文本形式、创建写模式 |
| f = open("f.txt', "b") | 二进制形式、只读模式 |
| f = open("f.txt', "wb") | 二进制形式、覆盖写模式 |