1. **Alice has sent a secret message “KKVMIR” to bob which was encrypted using additive cipher with key 2. Identify and Implement a suitable algorithm to find the plain text that was sent by Alice to Bob.**

import java.util.Scanner;

public class Main {

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

// Input the encrypted message and the key

System.out.println("Enter the encrypted message:");

String encryptedMessage = scanner.next();

System.out.println("Enter the key (shift value):");

int key = scanner.nextInt();

// Decrypt the message

String decryptedMessage = caesarDecrypt(encryptedMessage, key);

// Output the decrypted message

System.out.println("Decrypted message: " + decryptedMessage);

scanner.close();

}

// Caesar Cipher decryption method

public static String caesarDecrypt(String ciphertext, int shift) {

StringBuilder plaintext = new StringBuilder();

for (int i = 0; i < ciphertext.length(); i++) {

char ch = ciphertext.charAt(i);

if (Character.isUpperCase(ch)) {

ch = (char)(((ch - 'A' - shift + 26) % 26) + 'A');

} else if (Character.isLowerCase(ch)) {

ch = (char)(((ch - 'a' - shift + 26) % 26) + 'a');

}

plaintext.append(ch);

}

return plaintext.toString();

}

}

1. **Alice wants to send a message “IITKGP” to bob very secretly. Alice immediately encrypts the message using additive cipher with key 2. Identify and Implement a suitable algorithm to send the message very securely to Bob.**

import java.util.Scanner;

public class Main {

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

// Prompt for input message

System.out.println("Enter the message to encrypt:");

String message = scanner.nextLine();

// Prompt for the Caesar Cipher key

System.out.println("Enter the Caesar Cipher key:");

int key = scanner.nextInt();

// Encrypt the message using Caesar Cipher

String encryptedMessage = caesarEncrypt(message, key);

// Output the encrypted message

System.out.println("Encrypted message: " + encryptedMessage);

scanner.close();

}

// Caesar Cipher encryption method

public static String caesarEncrypt(String plaintext, int shift) {

StringBuilder ciphertext = new StringBuilder();

for (int i = 0; i < plaintext.length(); i++) {

char ch = plaintext.charAt(i);

if (Character.isUpperCase(ch)) {

ch = (char)(((ch - 'A' + shift) % 26) + 'A');

} else if (Character.isLowerCase(ch)) {

ch = (char)(((ch - 'a' + shift) % 26) + 'a');

}

ciphertext.append(ch);

}

return ciphertext.toString();

}

}

1. Hello, My name is Bob, Lieutenant of Indian Airforce. I wish to attack the terrorist’s secret place. My message is "Bomb destroy at Toga". I want to send this message as an encrypted form with a block cipher, substitution cipher. Construct a 5x5 matrix with the key "attack". Implement a suitable algorithm to decrypt the message.
2. **A secret message encrypted using the polyalphabetic substitution cipher with a keyword of “SECURITY” results in the ciphertext "KRIJY RAVOL TTHJC IRXXE". The keyword is known to contain only uppercase English letters. Decrypt the message and determine the original plaintext.**

import java.util.Scanner;

public class Main {

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

// Input ciphertext and keyword

String ciphertext = "KRIJY RAVOL TTHJC IRXXE";

String keyword = "SECURITY";

// Decrypt the ciphertext

String plaintext = vigenereDecrypt(ciphertext, keyword);

// Output the plaintext

System.out.println("Decrypted message: " + plaintext);

scanner.close();

}

// Vigenere Cipher decryption

public static String vigenereDecrypt(String ciphertext, String keyword) {

StringBuilder plaintext = new StringBuilder();

for (int i = 0, j = 0; i < ciphertext.length(); i++) {

char c = ciphertext.charAt(i);

if (Character.isLetter(c)) {

char keyChar = keyword.charAt(j % keyword.length());

int shift = keyChar - 'A';

if (Character.isLowerCase(c)) {

plaintext.append((char)('a' + (c - 'a' - shift + 26) % 26));

} else {

plaintext.append((char)('A' + (c - 'A' - shift + 26) % 26));

}

j++;

} else {

plaintext.append(c);

}

}

return plaintext.toString();

}

}

1. **A plaintext was encrypted with a monoalphabetic cipher with a shift of 7 (A maps to H). The resulting ciphertext is:” Kvu'a qbknl h ivvr if paz jvcly”. Decrypt the message and determine the plain text.**

import java.util.Scanner;

public class Main {

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

// Input the ciphertext

System.out.println("Enter the ciphertext:");

String ciphertext = scanner.nextLine();

// Decrypt the ciphertext using Caesar Cipher with a shift of 7

String plaintext = caesarDecrypt(ciphertext, 7);

// Output the decrypted plaintext

System.out.println("Decrypted plaintext: " + plaintext);

scanner.close();

}

// Caesar Cipher decryption method

public static String caesarDecrypt(String ciphertext, int shift) {

StringBuilder plaintext = new StringBuilder();

for (int i = 0; i < ciphertext.length(); i++) {

char ch = ciphertext.charAt(i);

if (Character.isLetter(ch)) {

int base = Character.isUpperCase(ch) ? 'A' : 'a';

ch = (char)(((ch - base - shift + 26) % 26) + base);

}

plaintext.append(ch);

}

return plaintext.toString();

}

}

1. I am a kind of substitution cipher. Use the key “COPYRIGHT” to construct a key matrix of size 5\*5 ,identify the type of cipher and encrypt the message “Server is under attack”.
2. **Bob wants to communicate with Alice through the secret matrix to transfer a message “Meet Me”. Bob uses little matrix manipulation to make the encryption more complex. Help Bob to encrypt the message.**

**Key matrix =** ![](data:image/png;base64,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)

import java.util.Scanner;

public class Main {

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

// Input the message and the key matrix

System.out.println("Enter the message:");

String message = scanner.nextLine();

int[][] keyMatrix = {

{6, 24, 1},

{13, 16, 10},

{20, 17, 15}

};

// Encrypt the message

String encryptedMessage = rowColumnarEncrypt(message, keyMatrix);

System.out.println("Encrypted message: " + encryptedMessage);

scanner.close();

}

public static String rowColumnarEncrypt(String message, int[][] keyMatrix) {

StringBuilder encryptedMessage = new StringBuilder();

int messageLength = message.length();

// Calculate the number of rows needed for the matrix

int numRows = (int) Math.ceil((double) messageLength / keyMatrix[0].length);

// Calculate the actual number of columns needed for the key matrix based on the message length

int actualKeyLength = (int) Math.ceil((double) messageLength / numRows);

char[][] matrix = new char[numRows][actualKeyLength];

// Fill matrix with message characters

int messageIndex = 0;

for (int row = 0; row < numRows; row++) {

for (int col = 0; col < actualKeyLength; col++) {

if (messageIndex < messageLength) {

matrix[row][col] = message.charAt(messageIndex);

messageIndex++;

} else {

matrix[row][col] = ' '; // Pad with space if message is shorter than matrix

}

}

}

// Encrypt by column according to key matrix

for (int col = 0; col < actualKeyLength; col++) {

int keyIndex = col % keyMatrix[0].length;

for (int row = 0; row < numRows; row++) {

encryptedMessage.append(matrix[row][keyIndex]);

}

}

return encryptedMessage.toString();

}

}

1. **I am a transposition cipher. Consider the following plaint text "Attack at Dawn" and encrypt the text using the key "Lemon". Find me and implement this transposition cipher for encryption.**

import java.util.Scanner;

public class Main {

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

// Input the message and the key

System.out.println("Enter the message:");

String message = scanner.nextLine();

System.out.println("Enter the key:");

String key = scanner.nextLine();

// Encrypt the message

String encryptedMessage = transpositionEncrypt(message, key);

System.out.println("Encrypted message: " + encryptedMessage);

scanner.close();

}

public static String transpositionEncrypt(String message, String key) {

int keyLength = key.length();

int messageLength = message.length();

// Calculate number of rows required

int numRows = (int) Math.ceil((double) messageLength / keyLength);

// Create a character array to hold the encrypted message

char[][] matrix = new char[numRows][keyLength];

// Fill matrix with message characters

int messageIndex = 0;

for (int row = 0; row < numRows; row++) {

for (int col = 0; col < keyLength; col++) {

if (messageIndex < messageLength) {

matrix[row][col] = message.charAt(messageIndex);

messageIndex++;

} else {

matrix[row][col] = ' '; // Pad with space if message is shorter than matrix

}

}

}

// Create a StringBuilder to store the encrypted message

StringBuilder encryptedMessage = new StringBuilder();

// Arrange characters according to key

for (int i = 0; i < keyLength; i++) {

int keyIndex = (key.charAt(i) - 'A') % keyLength;

for (int j = 0; j < numRows; j++) {

encryptedMessage.append(matrix[j][keyIndex]);

}

}

return encryptedMessage.toString();

}

}

1. **ABC organization releases a secret message “TINESAXEOAHTFXHTLTHEYMAUIAIXTAPNGDLOSTNHMX”. XYZ is a competitive organization tries to crack the code using “532164”. Identify the algorithm and perform decryption for the same.**

import javax.crypto.Cipher;

import javax.crypto.spec.SecretKeySpec;

import java.util.Base64;

public class Main {

public static void main(String[] args) throws Exception {

String ciphertext = "TINESAXEOAHTFXHTLTHEYMAUIAIXTAPNGDLOSTNHMX";

String key = "532164"; // The secret key

// Convert the key to bytes

byte[] keyBytes = key.getBytes("UTF-8");

SecretKeySpec secretKey = new SecretKeySpec(keyBytes, "AES");

// Initialize the cipher

Cipher cipher = Cipher.getInstance("AES/ECB/NoPadding");

cipher.init(Cipher.DECRYPT\_MODE, secretKey);

// Decode the ciphertext from Base64

byte[] ciphertextBytes = Base64.getDecoder().decode(ciphertext);

// Decrypt the ciphertext

byte[] plaintextBytes = cipher.doFinal(ciphertextBytes);

String plaintext = new String(plaintextBytes, "UTF-8");

System.out.println("Decrypted message: " + plaintext);

}

}

1. **ABC organization releases a secret message “ATB RAL H ETFRYU XMLESOOES”. XYZ is a competitive organization tries to crack the code taking number of rows as 3. Identify the algorithm and perform decryption for the same**

import java.util.Scanner;

public class Main {

public static void main(String[] args) {

Scanner scanner = new Scanner(System.in);

System.out.println("Enter the ciphertext:");

String ciphertext = scanner.nextLine();

System.out.println("Enter the number of rows:");

int numRows = scanner.nextInt();

String plaintext = rowColumnarDecrypt(ciphertext, numRows);

System.out.println("Decrypted message: " + plaintext);

scanner.close();

}

public static String rowColumnarDecrypt(String ciphertext, int numRows) {

int numCols = (int) Math.ceil((double) ciphertext.length() / numRows);

int missingChars = numRows \* numCols - ciphertext.length();

StringBuilder plaintext = new StringBuilder();

int index = 0;

for (int col = 0; col < numCols; col++) {

for (int row = 0; row < numRows; row++) {

if (row < numRows - missingChars || col >= numCols - missingChars) {

int newIndex = col + row \* numCols;

if (newIndex < ciphertext.length()) { // Check before accessing character

plaintext.append(ciphertext.charAt(newIndex));

}

}

}

}

return plaintext.toString();

}

}

1. **I am a symmetric key block cipher. I will process 64 – bits plain text with 56 – bits key. I have 16 rounds of processing. Identify who I am. Implement the encryption/ decryption mechanism using the following Cipher text “welcome to los angles”**

import javax.crypto.Cipher;

import javax.crypto.spec.SecretKeySpec;

import java.nio.charset.StandardCharsets;

import java.util.Base64;

public class Main {

public static void main(String[] args) {

try {

String plainText = "welcome to los angles";

// Shorten the secret key to 16 characters (recommended)

String secretKey = "mySecretKey12345"; // 128-bit key

// Encrypt

String encryptedText = encrypt(plainText, secretKey);

System.out.println("Encrypted: " + encryptedText);

// Decrypt

String decryptedText = decrypt(encryptedText, secretKey);

System.out.println("Decrypted: " + decryptedText);

} catch (Exception e) {

e.printStackTrace();

}

}

public static String encrypt(String plainText, String secretKey) throws Exception {

SecretKeySpec keySpec = new SecretKeySpec(secretKey.getBytes(StandardCharsets.UTF\_8), "AES");

Cipher cipher = Cipher.getInstance("AES/ECB/PKCS5Padding");

cipher.init(Cipher.ENCRYPT\_MODE, keySpec);

byte[] encryptedBytes =cipher.doFinal(plainText.getBytes(StandardCharsets.UTF\_8));

return Base64.getEncoder().encodeToString(encryptedBytes);

}

public static String decrypt(String encryptedText, String secretKey) throws Exception {

SecretKeySpec keySpec = new SecretKeySpec(secretKey.getBytes(StandardCharsets.UTF\_8), "AES");

Cipher cipher = Cipher.getInstance("AES/ECB/PKCS5Padding");

cipher.init(Cipher.DECRYPT\_MODE, keySpec);

byte[] decodedBytes = Base64.getDecoder().decode(encryptedText);

byte[] decryptedBytes = cipher.doFinal(decodedBytes);

return new String(decryptedBytes, StandardCharsets.UTF\_8);

}

}

1. **I am a symmetric key block cipher. I will process with cryptographic keys of 128, 192, and 256 bits to encrypt and decrypt data in blocks of 128 bits. I have rounds depending on the keys as 10, 12 or 14. Identify who I am. Implement the Decryption/encryption mechanism for the following plain text “welcome to los angles”.**

import javax.crypto.Cipher;

import javax.crypto.spec.SecretKeySpec;

import java.nio.charset.StandardCharsets;

import java.util.Base64;

public class Main {

public static void main(String[] args) {

try {

String plainText = "welcome to los angles";

// Extend the secret key to 16 characters (not recommended for real use)

String secretKey = "mySecretKey\*\*\*\*"; // 128-bit key

// Encrypt

String encryptedText = encrypt(plainText, secretKey);

System.out.println("Encrypted: " + encryptedText);

// Decrypt

String decryptedText = decrypt(encryptedText, secretKey);

System.out.println("Decrypted: " + decryptedText);

} catch (Exception e) {

e.printStackTrace();

}

}

public static String encrypt(String plainText, String secretKey) throws Exception {

SecretKeySpec keySpec = new SecretKeySpec(secretKey.getBytes(StandardCharsets.UTF\_8), "AES");

Cipher cipher = Cipher.getInstance("AES/ECB/PKCS5Padding");

cipher.init(Cipher.ENCRYPT\_MODE, keySpec);

byte[] encryptedBytes = cipher.doFinal(plainText.getBytes(StandardCharsets.UTF\_8));

return Base64.getEncoder().encodeToString(encryptedBytes);

}

public static String decrypt(String encryptedText, String secretKey) throws Exception {

SecretKeySpec keySpec = new SecretKeySpec(secretKey.getBytes(StandardCharsets.UTF\_8), "AES");

Cipher cipher = Cipher.getInstance("AES/ECB/PKCS5Padding");

cipher.init(Cipher.DECRYPT\_MODE, keySpec);

byte[] decodedBytes = Base64.getDecoder().decode(encryptedText);

byte[] decryptedBytes = cipher.doFinal(decodedBytes);

return new String(decryptedBytes, StandardCharsets.UTF\_8);

}

}

1. **Alice and Bob wants to communicate securely. They want to use block cipher technique with key size 64 bit is converted into 56 bit key. Identify the symmetric encryption method used by them and implement the encryption mechanism using the plain text “We are in danger”.**

import javax.crypto.Cipher;

import javax.crypto.spec.SecretKeySpec;

import java.nio.charset.StandardCharsets;

import java.util.Base64;

public class Main {

public static void main(String[] args) {

try {

String plainText = "We are in danger";

String secretKey = "mySecretKey123456"; // 128-bit key

// Encrypt

String encryptedText = encrypt(plainText, secretKey);

System.out.println("Encrypted: " + encryptedText);

} catch (Exception e) {

e.printStackTrace();

}

}

public static String encrypt(String plainText, String secretKey) throws Exception {

SecretKeySpec keySpec = new SecretKeySpec(secretKey.getBytes(StandardCharsets.UTF\_8), "AES");

Cipher cipher = Cipher.getInstance("AES/ECB/PKCS5Padding");

cipher.init(Cipher.ENCRYPT\_MODE, keySpec);

byte[] encryptedBytes = cipher.doFinal(plainText.getBytes(StandardCharsets.UTF\_8));

return Base64.getEncoder().encodeToString(encryptedBytes);

}

}

1. **An asymmetric encryption algorithm is used to encrypt the message 87. Generate the required global parameters, public and private key to perform encryption.**

import java.math.BigInteger;

import java.util.Random;

public class RSAExample {

private BigInteger P;

private BigInteger Q;

private BigInteger N;

private BigInteger PHI;

private BigInteger e;

private BigInteger d;

private int maxLength = 1024;

private Random R;

public RSAExample() {

R = new Random();

P = BigInteger.probablePrime(maxLength, R);

Q = BigInteger.probablePrime(maxLength, R);

N = P.multiply(Q);

PHI = P.subtract(BigInteger.ONE).multiply(Q.subtract(BigInteger.ONE));

e = BigInteger.probablePrime(maxLength / 2, R);

while (PHI.gcd(e).compareTo(BigInteger.ONE) > 0 && e.compareTo(PHI) < 0) {

e = e.add(BigInteger.ONE);

}

d = e.modInverse(PHI);

}

public static void main(String[] args) {

RSAExample rsa = new RSAExample();

String plaintext = "87"; // Convert the message to a number

// Encrypt

BigInteger ciphertext = rsa.encrypt(new BigInteger(plaintext));

System.out.println("Ciphertext: " + ciphertext);

// Decrypt

BigInteger decrypted = rsa.decrypt(ciphertext);

System.out.println("Decrypted: " + decrypted);

}

public BigInteger encrypt(BigInteger plaintext) {

return plaintext.modPow(e, N);

}

public BigInteger decrypt(BigInteger ciphertext) {

return ciphertext.modPow(d, N);

}

}

1. **Implement a suitable Hash algorithm which takes the input of any length and produces the output of fixed length hash. Let the output be 160 bits. Transform the given plain texts “We are in danger ” and “We ” into equivalent hashed values.**

import java.math.BigInteger;

import java.security.MessageDigest;

import java.security.NoSuchAlgorithmException;

public class Main {

public static String calculateSHA1(String input) {

try {

MessageDigest md = MessageDigest.getInstance("SHA-1");

byte[] messageDigest = md.digest(input.getBytes());

BigInteger no = new BigInteger(1, messageDigest);

String hashText = no.toString(16);

// Pad with leading zeros if needed

while (hashText.length() < 40) {

hashText = "0" + hashText;

}

return hashText;

} catch (NoSuchAlgorithmException e) {

throw new RuntimeException(e);

}

}

public static void main(String[] args) {

String plainText1 = "We are in danger";

String plainText2 = "We";

String hash1 = calculateSHA1(plainText1);

String hash2 = calculateSHA1(plainText2);

System.out.println("SHA-1 hash for \"" + plainText1 + "\": " + hash1);

System.out.println("SHA-1 hash for \"" + plainText2 + "\": " + hash2);

}

}

1. **In an Insecure world, communication can be carried out successfully through shared secret key. To establish a shared secret key, implement a suitable mechanism and exchange the secret keys between Bob and Alice.**

public class Main {

public static void main(String[] args) {

long P = 23; // Prime number (public key)

long G = 5; // Primitive root of P (public key)

long a = 6; // Private key for Alice

long b = 15; // Private key for Bob

// Calculate public values

long x = calculatePower(G, a, P); // Alice's public value

long y = calculatePower(G, b, P); // Bob's public value

// Exchange public keys (x and y)

// Calculate symmetric secret keys

long ka = calculatePower(y, a, P); // Alice's secret key

long kb = calculatePower(x, b, P); // Bob's secret key

System.out.println("Shared secret key for Alice: " + ka);

System.out.println("Shared secret key for Bob: " + kb);

}

public static long calculatePower(long base, long exponent, long modulus) {

if (exponent == 1) {

return base;

} else {

return (long) Math.pow(base, exponent) % modulus;

}

}

}

1. **Mr. Alex signs a document for a new project that has to be launched on 01.11.2019. Mr. Rohit, CEO needs to verify the document signed by Mr. Alex so that he can approve the project and launch it in the specified date. Suggest a suitable algorithm to Mr. Rohit to verify the signature.**

import java.security.KeyPair;

import java.security.KeyPairGenerator;

import java.security.PrivateKey;

import java.security.PublicKey;

import java.security.Signature;

import java.util.Base64;

public class Main {

public static void main(String[] args) {

try {

// Generate key pair (public key and private key)

KeyPairGenerator keyPairGenerator = KeyPairGenerator.getInstance("RSA");

keyPairGenerator.initialize(2048); // Key size (adjust as needed)

KeyPair keyPair = keyPairGenerator.generateKeyPair();

// Example: Mr. Alex signs the document

String document = "Project details for launch on 01.11.2019";

byte[] signature = createDigitalSignature(document, keyPair.getPrivate());

// Example: Mr. Rohit verifies the signature

boolean isVerified = verifyDigitalSignature(document, signature, keyPair.getPublic());

System.out.println("Signature verification result: " + isVerified);

} catch (Exception e) {

e.printStackTrace();

}

}

public static byte[] createDigitalSignature(String input, PrivateKey privateKey) throws Exception {

Signature signature = Signature.getInstance("SHA256withRSA");

signature.initSign(privateKey);

signature.update(input.getBytes());

return signature.sign();

}

public static boolean verifyDigitalSignature(String input, byte[] signature, PublicKey publicKey) throws Exception {

Signature verifier = Signature.getInstance("SHA256withRSA");

verifier.initVerify(publicKey);

verifier.update(input.getBytes());

return verifier.verify(signature);

}

}