# XML

|  |
| --- |
| xml(eXtendsible markup language)：可扩展的标记语言  **XML 有什么用?**  1.可以用来保存数据  2.可以用来做配置文件  3.数据传输载体  **文档声明**  简单声明， version : 解析这个xml的时候，使用什么版本的解析器解析  <?xml version="1.0" ?>  encoding : 解析xml中的文字的时候，使用什么编码来翻译  <?xml version="1.0" encoding="gbk" ?>  standalone : no - 该文档会依赖关联其他文档 ， yes-- 这是一个独立的文档  <?xml version="1.0" encoding="gbk" standalone="no" ?>  **encoding详解**  在解析这个xml的时候，使用什么编码去解析。 ---解码。  文字， 而是存储这些文字对应的二进制 。 那么这些文字对应的二进制到底是多少呢？ 根据文件使用的编码 来得到。  -----------------------------------------------  **txt默认文件保存的时候，使用的是GBK的编码保存。**  所以要想让我们的xml能够正常的显示中文，有两种解决办法  1.让encoding也是GBK 或者 gb2312 .  2.如果encoding是 utf-8 ， 那么保存文件的时候也必须使用utf-8  3.保存的时候见到的ANSI 对应的其实是我们的本地编码 GBK。  4.为了通用，建议使用UTF-8编码保存，以及encoding 都是 utf-8  -----------------------------------------------  XML解析方式(面试常问)  有很多种，但是常用的有两种。  DOM、SAX  针对这两种解析方式的API  一些组织或者公司， 针对以上两种解析方式， 给出的解决方案有哪些？  jaxp sun公司。 比较繁琐  jdom  dom4j 使用比较广泛 |

# Jaxp

![](data:image/png;base64,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)

|  |
| --- |
| A.java  package cn.itcast.jaxp.demo;  public interface A {  *void* show();  }  B.java  package cn.itcast.jaxp.demo;  public interface B {  *void* show();  } |

|  |
| --- |
| Aimpl1.java  package cn.itcast.jaxp.demo;  public class Aimpl1 implements *A* {    @*Override*    public *void* show() {        System.out.println("这是第一个实现类!");    }  }  Aimpl2.java  package cn.itcast.jaxp.demo;  public class Aimpl2 implements *A* {    @*Override*    public *void* show() {        System.out.println("这是第二个实现类!");    }  } |

|  |
| --- |
| Bimpl1.java  package cn.itcast.jaxp.demo;  public class Bimpl1 implements *B* {    @*Override*    public *void* show() {        System.out.println("这是第一个实现类!");    }  }  Bimpl2.java  package cn.itcast.jaxp.demo;  public class Bimpl2 implements *B* {    @*Override*    public *void* show() {        System.out.println("这是第二个实现类!");    }  } |

|  |
| --- |
| BeanFactory.java  package cn.itcast.jaxp.demo;  import java.io.FileInputStream;  import java.io.FileNotFoundException;  import java.io.IOException;  import java.util.Properties;  public class BeanFactory {    private static  *Properties* prop = new Properties();    static{      //1.读取配置文件        try {          prop.load(new FileInputStream("src/beanFactory.properties"));        } catch (*FileNotFoundException* *e*) {          e.printStackTrace();        } catch (*IOException* *e*) {          e.printStackTrace();        }    }      public static <*T*> *T* getBean(*Class*<*T*> *c*){      //1.读取配置文件      try {        //2.取出用哪个实现类  *String* className  = prop.getProperty(c.getSimpleName());        //3.根据完整类名创建实例并返回  *Class*<*T*> clazz = (*Class*<T>) Class.forName(className);        return clazz.newInstance();      } catch (*Exception* *e*) {        // TODO Auto-generated catch block        e.printStackTrace();      }        return null;    }  } |

|  |
| --- |
| Test.java  package cn.itcast.jaxp.demo;  public class Test {    public static *void* main(*String*[] *args*) {      /\*A a = BeanFactory.getBean(A.class);      a.show();\*/  *B* b = BeanFactory.getBean(B.class);      b.show();    }  } |

# students.xml

|  |
| --- |
| <?xml version="1.0" encoding="utf-8" ?>  <students>    <student number="itcast\_0001">      <name>tom</name>      <age>18</age>      <sex>male</sex>    </student>    <student number="itcast\_0002">      <name>jerry</name>      <age>16</age>      <sex>female</sex>    </student>  </students> |

# dom

|  |
| --- |
| package cn.shipeng.dom;  import java.io.File;  import javax.xml.parsers.DocumentBuilder;  import javax.xml.parsers.DocumentBuilderFactory;  import org.w3c.dom.Document;  import org.w3c.dom.Element;  import org.w3c.dom.Node;  import org.w3c.dom.NodeList;  public class Demo01 {    //获得所有学生信息    public static *void* main(*String*[] *args*) {      //1 获得jaxp工厂  *DocumentBuilderFactory* factory =  DocumentBuilderFactory.newInstance();      //2 通过工厂获得解析器实现类      try {  *DocumentBuilder* builder = factory.newDocumentBuilder();        //3 使用解析器加载xml文档 ==> document  *Document*  doc = builder.parse(new File("src/students.xml"));        //4 获得所有学生元素的集合  *NodeList* studentList = doc.getElementsByTagName("student");        //5 遍历集合          for(*int* i = 0 ; i < studentList.getLength() ; i++){  *Element* stuEle = (Element) studentList.item(i);            //获得学生元素的number属性  *String* number = stuEle.getAttribute("number");            System.out.println("学生的学号是:"+number);            //获得学生节点下的所有子节点(包括文本在内一共7个)  *NodeList* children = stuEle.getChildNodes();              //遍历集合并提取出我们想要的name age sex元素对象            for(*int* x = 0 ; x < children.getLength() ; x++){  *Node* node = children.item(x);              /\*方式1:               \* if(node instanceof Element){                }\*/              /\*               \* 方式2:               \*/              if(node.getNodeType() == Node.ELEMENT\_NODE){  *Element* child = (Element) node;                if(child.getNodeName().equals("name")){  *String* name = child.getTextContent();                  System.out.println("学生的姓名是:"+name);                }else if(child.getNodeName().equals("age")){  *String* age = child.getTextContent();                  System.out.println("学生的年龄是:"+age);                }else if(child.getNodeName().equals("sex")){  *String* sex = child.getTextContent();                  System.out.println("学生的性别是:"+sex);                }              }            }          }        } catch (*Exception* *e*) {        e.printStackTrace();      }    }  } |

# sax

|  |
| --- |
| package cn.itcast.sax;  import java.io.File;  import javax.xml.parsers.ParserConfigurationException;  import javax.xml.parsers.SAXParser;  import javax.xml.parsers.SAXParserFactory;  import org.xml.sax.SAXException;  public class Demo1 {    public static *void* main(*String*[] *args*) {      //1 获得解析器工厂类  *SAXParserFactory* factory = SAXParserFactory.newInstance();      //2 获得解析器      try {  *SAXParser* parser = factory.newSAXParser();        //3 解析文档        parser.parse(new File("src/students.xml"),new MyHandler2("itcast\_0002"));      } catch (*Exception* *e*) {        e.printStackTrace();      }    }  } |

|  |
| --- |
| package cn.itcast.sax;  import org.xml.sax.Attributes;  import org.xml.sax.SAXException;  import org.xml.sax.helpers.DefaultHandler;  //获得所有学生信息 ,打印  public class MyHandler extends *DefaultHandler* {    @*Override*    public *void* startDocument() throws *SAXException* {      System.out.println("文档开始解析啦!");    }    @*Override*    //sax 1.0版本中前两个参数没有用,永远是null.    //参数3 告知开发者当前触发的元素是哪个元素.    //参数4 将标签上的属性 提供给你    public *void* startElement(*String* *uri*, *String* *localName*, *String* *qName*,  *Attributes* *attributes*) throws *SAXException* {      System.out.println(qName+"元素开始啦!");      //判断当前遇到的元素是否是student元素.      if(qName.equals("student")){  *String* number = attributes.getValue("number");        System.out.println("学生的学号是:"+number);      }        //如果是==> 获得number属性    }      @*Override*    public *void* characters(*char*[] *ch*, *int* *start*, *int* *length*)        throws *SAXException* {  *String* str = new String(ch, start, length);      str = str.trim();//去掉两端的空白字符 回车 空格 制表符      if(str.length() >0){        System.out.println(str);      }    }    @*Override*    public *void* endElement(*String* *uri*, *String* *localName*, *String* *qName*)        throws *SAXException* {      System.out.println(qName+"元素结束啦!");    }    @*Override*    public *void* endDocument() throws *SAXException* {      System.out.println("文档结束解析啦!");    }  } |

|  |
| --- |
| package cn.itcast.sax;  import org.xml.sax.Attributes;  import org.xml.sax.SAXException;  import org.xml.sax.helpers.DefaultHandler;  //获得所有学生信息 ,打印  public class MyHandler2 extends *DefaultHandler* {    private *String* number;      public MyHandler2(*String* *number*) {      super();      this.number = number;    }    private *boolean* flag = false;    private *String* current = "";    @*Override*    public *void* startElement(*String* *uri*, *String* *localName*, *String* *qName*,  *Attributes* *attributes*) throws *SAXException* {      current = qName;      if(qName.equals("student")&&attributes.getValue("number").equals(number)){        flag = true;      }    }      @*Override*    public *void* characters(*char*[] *ch*, *int* *start*, *int* *length*)        throws *SAXException* {  *String* str = new String(ch,start,length);      str = str.trim();      if(flag && str.length()>0){        if(current.equals("name")){          System.out.println("学生的姓名是:"+str);        }else if(current.equals("age")){          System.out.println("学生的年龄是:"+str);        }else if(current.equals("sex")){          System.out.println("学生的性别是:"+str);        }      }    }    @*Override*    public *void* endElement(*String* *uri*, *String* *localName*, *String* *qName*)        throws *SAXException* {      if(qName.equals("student")){        flag = false;      }    }  } |

# dom4j

查询

|  |
| --- |
| package cn.shipeng.dom;  import java.io.File;  import java.util.List;  import org.dom4j.Document;  import org.dom4j.Element;  import org.dom4j.io.SAXReader;  // 查询出所有学生的所有信息  public class Demo01 {    public static *void* main(*String*[] *args*) {      try {  *SAXReader* reader = new SAXReader();  *Document* document = reader.read(new File("src/students.xml"));        //1.获得根元素  *Element* root = document.getRootElement();        //2.迭代根元素下的所有名叫student的子元素  *List*<*Element*> list = root.elements("student");        for(*Element* student : list){          //3.获得student元素的number属性  *String* number = student.attributeValue("number");          //4.student子元素的内容(name age sex)  *String* name = student.elementText("name");  *String* age = student.elementText("age");  *String* sex = student.elementText("sex");            System.out.println("当前学生的学号是"+number+",姓名是:"+name+",年龄是:"+age+",性别是"+sex+"");        }          /\*        //2.迭代根元素下的所有名叫student的子元素        for(Iterator<Element> it = root.elementIterator("student");it.hasNext();){          Element student = it.next();          //3.获得student元素的number属性          String number = student.attributeValue("number");          //4.student子元素的内容(name age sex)          String name = student.elementText("name");          String age = student.elementText("age");          String sex = student.elementText("sex");            System.out.println("当前学生的学号是"+number+",姓名是:"+name+",年龄是:"+age+",性别是"+sex+"");        }  \*/      } catch (*Exception* *e*) {        e.printStackTrace();      }    }  } |

增加

|  |
| --- |
| package cn.shipeng.dom;  import java.io.File;  import java.io.FileOutputStream;  import java.io.PrintWriter;  import org.dom4j.Document;  import org.dom4j.Element;  import org.dom4j.io.OutputFormat;  import org.dom4j.io.SAXReader;  import org.dom4j.io.XMLWriter;  //增加一个学生元素. jack itcast\_0003 19 male  public class Demo01 {    public static *void* main(*String*[] *args*) {  *SAXReader* reader = new SAXReader();      try {  *Document* document = reader.read(new File("src/students.xml"));          //1 获得根元素  *Element* root = document.getRootElement();        //2 添加Element,添加number属性,  *Element* studentEle = root.addElement("student").addAttribute("number", "itcast\_0003");        //3 添加name age sex 子元素并添加子元素中的文本        studentEle.addElement("name").addText("张三e");        studentEle.addElement("age").addText("19");        studentEle.addElement("sex").addText("male");        //4 将document对象写到文件中.        //创建格式化器  *OutputFormat* format = OutputFormat.createPrettyPrint();        format.setEncoding("UTF-8");        //创建写入器        //XMLWriter writer = new XMLWriter(new FileWriter("src/students\_copy.xml"),format);        //XMLWriter writer = new XMLWriter(new PrintWriter("src/students\_copy.xml", "GBK"),format);  *XMLWriter* writer = new XMLWriter(new FileOutputStream("src/students\_copy.xml"),format);        //写入        writer.write(document);        //关闭资源        writer.close();      } catch (*Exception* *e*) {        // TODO Auto-generated catch block        e.printStackTrace();      }    }  } |

删除、修改

|  |
| --- |
| package cn.shipeng.dom;  import java.io.File;  import java.io.FileOutputStream;  import org.dom4j.Document;  import org.dom4j.Element;  import org.dom4j.io.OutputFormat;  import org.dom4j.io.SAXReader;  import org.dom4j.io.XMLWriter;  public class Demo01 {      public static *void* main(*String*[] *args*) {  *SAXReader* reader = new SAXReader();      try {  *Document* document = reader.read(new File("src/students.xml"));        //1.定义xpath表达式  *String* xpath ="//student[@number='itcast\_0001']";          //2.使用xpath查找  *Element* studentEle = (Element) document.selectSingleNode(xpath);          //3.修改student元素的子元素的name ,age .sex内容        studentEle.element("name").setText("rose");        studentEle.element("age").setText("16");        studentEle.element("sex").setText("female");          //删除        //System.out.println(studentEle.getParent().remove(student));          //回写  *XMLWriter* writer = new XMLWriter(new FileOutputStream("src/students\_copy.xml"), OutputFormat.createPrettyPrint());          writer.write(document);          writer.close();      } catch (*Exception* *e*) {        // TODO Auto-generated catch block        e.printStackTrace();      }    }  } |

--------------------

|  |
| --- |
| element.element("stu") : 返回该元素下的第一个stu元素  element.elements(); 返回该元素下的所有子元素。  1创建SaxReader对象  2.指定解析的xml  3.获取根元素。  4.根据根元素获取子元素或者下面的子孙元素  try {    //1. 创建sax读取对象  *SAXReader* reader = new SAXReader(); //jdbc -- classloader    //2. 指定解析的xml源  *Document*  document  = reader.read(new File("src/xml/stus.xml"));  //3. 得到元素、  //得到根元素  *Element* rootElement= document.getRootElement();  //获取根元素下面的子元素 age  //rootElement.element("age")    //System.out.println(rootElement.element("stu").element("age").getText());  //获取根元素下面的所有子元素 。 stu元素  List&lt;Element&gt; elements = rootElement.elements();  //遍历所有的stu元素  for (*Element* element : elements) {    //获取stu元素下面的name元素  *String* name = element.element("name").getText();  *String* age = element.element("age").getText();  *String* address = element.element("address").getText();    System.out.println("name="+name+"==age+"+age+"==address="+address);  }  } catch (*Exception* *e*) {    e.printStackTrace();  } |

# Homework

|  |
| --- |
| StudentDao.java  package cn.itcast.dom4j.homework;  import java.util.List;  //Dao ==> Data Access Object  public interface StudentDao {  //增  void saveStudent(Student stu);  //删  void deleteStudent(String number);  void deleteStudent(Student stu);  //改  void updateStudent(Student stu);  //查  Student getStudentByNumber(String number);  List<Student> getAllStudent();  } |

|  |
| --- |
| Student.java  package cn.itcast.dom4j.homework;  public class Student {  private String number;  private String name;  private String sex;  private int age;    public Student() {  super();  // TODO Auto-generated constructor stub  }    public Student(String number, String name, String sex, int age) {  super();  this.number = number;  this.name = name;  this.sex = sex;  this.age = age;  }  public String getNumber() {  return number;  }  public void setNumber(String number) {  this.number = number;  }  public String getName() {  return name;  }  public void setName(String name) {  this.name = name;  }  public String getSex() {  return sex;  }  public void setSex(String sex) {  this.sex = sex;  }  public int getAge() {  return age;  }  public void setAge(int age) {  this.age = age;  }  } |

|  |
| --- |
| StudentDaoImpl.java  package cn.itcast.dom4j.homework;  import java.io.File;  import java.io.FileNotFoundException;  import java.io.FileOutputStream;  import java.io.IOException;  import java.io.UnsupportedEncodingException;  import java.util.List;  import org.dom4j.Document;  import org.dom4j.DocumentException;  import org.dom4j.Element;  import org.dom4j.io.OutputFormat;  import org.dom4j.io.SAXReader;  import org.dom4j.io.XMLWriter;  public class StudentDaoImpl implements StudentDao {  @Override  public void saveStudent(Student stu) {  try {  Document doc = getDocument();  Element root = doc.getRootElement();  //4.在根元素上添加student子元素,添加属性  Element studentEle = root.addElement("student").addAttribute("number", stu.getNumber());  //5. 在student上添加name,age,sex子元素并添加内容  studentEle.addElement("name").setText(stu.getName());  studentEle.addElement("age").setText(stu.getAge()+"");  studentEle.addElement("sex").setText(stu.getSex());  save2File(doc);  } catch (Exception e) {  e.printStackTrace();  }      }  private void save2File(Document doc) throws UnsupportedEncodingException,  FileNotFoundException, IOException {  //6.回写  //1>创建OutputFormat  OutputFormat format = OutputFormat.createPrettyPrint();  format.setEncoding("utf-8");  //2>创建xmlwriter  XMLWriter writer = new XMLWriter(new FileOutputStream("src/students\_copy.xml"), format);  //3>写入  writer.write(doc);  //4>释放资源  writer.close();  }  private Document getDocument() throws DocumentException {  //1.创建解析器  SAXReader reader = new SAXReader();  //2.加载xml文件 ==> doc  Document doc = reader.read(new File("src/students\_copy.xml"));  //3.获得根元素  return doc;  }  @Override  public void deleteStudent(String number) {  }  @Override  public void deleteStudent(Student stu) {  }  @Override  public void updateStudent(Student stu) {  }  @Override  public Student getStudentByNumber(String number) {  return null;  }  @Override  public List<Student> getAllStudent() {  return null;  }  } |

# XML约束

|  |
| --- |
| 如下的文档， 属性的ID值是一样的。 这在生活中是不可能出现的。 并且第二个学生的姓名有好几个。 一般也很少。那么怎么规定ID的值唯一， 或者是元素只能出现一次，不能出现多次？ 甚至是规定里面只能出现具体的元素名字。  <stus>  <stu id="10086">  <name>张三</name>  <age>18</age>  <address>深圳</address>  </stu>  <stu id="10086">  <name>李四</name>  <name>李五</name>  <name>李六</name>  <age>28</age>  <address>北京</address>  </stu>  </stus> |

# DTD

|  |
| --- |
| ###*DTD*    语法自成一派， 早起就出现的。 可读性比较差。  1. 引入网络上的DTD      <!-- 引入dtd 来约束这个xml -->      <!--    文档类型  根标签名字 网络上的dtd   dtd的名称   dtd的路径  <!*DOCTYPE* stus PUBLIC "//UNKNOWN/" "unknown.dtd"> -->     2. 引入本地的DTD        <!-- 引入本地的DTD  ： 根标签名字 引入本地的DTD  dtd的位置 -->        <!-- <!*DOCTYPE* stus SYSTEM "stus.dtd"> -->  2. 直接在XML里面嵌入DTD的约束规则      <!-- xml文档里面直接嵌入DTD的约束法则 -->      <!*DOCTYPE* stus [        <!*ELEMENT* stus (stu)>        <!*ELEMENT* stu (name,age)>        <!*ELEMENT* name (#PCDATA)>        <!*ELEMENT* age (#PCDATA)>      ]>        <stus>        <stu>          <name>张三</name>          <age>18</age>        </stu>      </stus>      <!*ELEMENT* stus (stu)>  : stus 下面有一个元素 stu  ， 但是只有一个      <!*ELEMENT* stu (name , age)>  stu下面有两个元素 name  ,age  顺序必须name-age      <!*ELEMENT* name (#PCDATA)>      <!*ELEMENT* age (#PCDATA)>  <!*ATTLIST* stu id CDATA #IMPLIED> stu有一个属性 文本类型， 该属性可有可无      元素的个数：        ＋　一个或多个        \*  零个或多个        ? 零个或一个        属性的类型定义          CDATA : 属性是普通文字        ID : 属性的值必须唯一      <!*ELEMENT* stu (name , age)>   按照顺序来      <!*ELEMENT* stu (name | age)>   两个中只能包含一个子元素  ###*Schema*    其实就是一个xml ， 使用xml的语法规则， xml解析器解析起来比较方便 ， 是为了替代DTD 。    但是Schema 约束文本内容比DTD的内容还要多。 所以目前也没有真正意义上的替代DTD    约束文档：      <!-- xmlns  :  xml namespace : 名称空间 /  命名空间      targetNamespace :  目标名称空间 。 下面定义的那些元素都与这个名称空间绑定上。      elementFormDefault ： 元素的格式化情况。  -->      <schema xmlns="http://www.w3.org/2001/XMLSchema"        targetNamespace="http://www.itheima.com/teacher"        elementFormDefault="qualified">          <element name="teachers">          <complexType>            <sequence maxOccurs="unbounded">              <!-- 这是一个复杂元素 -->              <element name="teacher">                <complexType>                  <sequence>                    <!-- 以下两个是简单元素 -->                    <element name="name" type="string"></element>                    <element name="age" type="int"></element>                  </sequence>                </complexType>              </element>            </sequence>          </complexType>        </element>      </schema>      实例文档：      <?xml version="1.0" encoding="UTF-8"?>      <!-- xmlns:xsi : 这里必须是这样的写法，也就是这个值已经固定了。      xmlns : 这里是名称空间，也固定了，写的是schema里面的顶部目标名称空间      xsi:schemaLocation : 有两段： 前半段是名称空间，也是目标空间的值 ， 后面是约束文档的路径。       -->      <teachers        xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"        xmlns="http://www.itheima.com/teacher"        xsi:schemaLocation="http://www.itheima.com/teacher teacher.xsd"      >        <teacher>          <name>zhangsan</name>          <age>19</age>        </teacher>        <teacher>          <name>lisi</name>          <age>29</age>        </teacher>        <teacher>          <name>lisi</name>          <age>29</age>        </teacher>  </teachers>  ##名称空间的作用  一个xml如果想指定它的约束规则， 假设使用的是DTD ，那么这个xml只能指定一个DTD  ，  不能指定多个DTD 。 但是如果一个xml的约束是定义在schema里面，并且是多个schema，那么是可以的。简单的说： 一个xml 可以引用多个schema约束。 但是只能引用一个DTD约束。  名称空间的作用就是在 写元素的时候，可以指定该元素使用的是哪一套约束规则。  默认情况下 ，如果只有一套规则，那么都可以这么写    <name>张三</name>    <aa:name></aa:name>    <bb:name></bb:name> |

# 03\_ServletContext 获取全局参数\_\_rec

|  |
| --- |
| package com.itheima.servlet;  import java.io.IOException;  import javax.servlet.ServletContext;  import javax.servlet.ServletException;  import javax.servlet.http.HttpServlet;  import javax.servlet.http.HttpServletRequest;  import javax.servlet.http.HttpServletResponse;  /\*\*  \* Servlet implementation class ServletContext02  \*/  public class ServletContext02 extends HttpServlet {  protected void doGet(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {    //1. 获取对象  ServletContext context = getServletContext();  String address = context.getInitParameter("address");  System.out.println("这是02获取的数据：：：address="+address);  }  protected void doPost(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {  doGet(request, response);  }  } |

|  |
| --- |
| <?xml version="1.0" encoding="UTF-8"?>  <web-app xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xmlns="http://java.sun.com/xml/ns/javaee" xsi:schemaLocation="http://java.sun.com/xml/ns/javaee http://java.sun.com/xml/ns/javaee/web-app\_2\_5.xsd" id="WebApp\_ID" version="2.5">  <display-name>SerlvetContextDemo</display-name>  <welcome-file-list>  <welcome-file>index.html</welcome-file>  <welcome-file>index.htm</welcome-file>  <welcome-file>index.jsp</welcome-file>  <welcome-file>default.html</welcome-file>  <welcome-file>default.htm</welcome-file>  <welcome-file>default.jsp</welcome-file>  </welcome-file-list>    <!-- 全局参数 ： 哪个servlet都可以拿 ， ServletContext -->  <context-param>  <param-name>address</param-name>  <param-value>深圳宝安</param-value>  </context-param>  <servlet>  <description></description>  <display-name>ServletContext01</display-name>  <servlet-name>ServletContext01</servlet-name>  <servlet-class>com.itheima.servlet.ServletContext01</servlet-class>  </servlet>  <servlet-mapping>  <servlet-name>ServletContext01</servlet-name>  <url-pattern>/ServletContext01</url-pattern>  </servlet-mapping>  <servlet>  <description></description>  <display-name>ServletContext02</display-name>  <servlet-name>ServletContext02</servlet-name>  <servlet-class>com.itheima.servlet.ServletContext02</servlet-class>  </servlet>  <servlet-mapping>  <servlet-name>ServletContext02</servlet-name>  <url-pattern>/ServletContext02</url-pattern>  </servlet-mapping>  </web-app> |

# 04\_ServletContext 普通方式读取工程文件\_\_rec

|  |
| --- |
| package com.itheima.servlet;  import java.io.FileInputStream;  import java.io.IOException;  import java.io.InputStream;  import java.util.Properties;  import javax.servlet.ServletException;  import javax.servlet.http.HttpServlet;  import javax.servlet.http.HttpServletRequest;  import javax.servlet.http.HttpServletResponse;  /\*\*  \* Servlet implementation class Demo02  \*/  public class Demo02 extends HttpServlet {  protected void doGet(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {    //1. 创建属性对象  Properties properties = new Properties();    //2. 指定载入的数据源  /\*  \* 此处，如果想获取web工程下的资源，用普通的FileInputStream 写法是不OK 的。  \* 因为路径不对了。 这里相对的路径，其实是根据jre来确定的。 但是我们这是一个web工程，  \* jre 后面会由tomcat管理，所以这里真正相对的路径是 tomcat里面的bin目录  \*/  InputStream is = new FileInputStream("classes/config.properties");  properties.load(is);    //3. 获取name属性的值  String name = properties.getProperty("name");    System.out.println("name="+name);  }  protected void doPost(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {  doGet(request, response);  }  } |

|  |
| --- |
| config.properties文件  name=zhangsan |

# 05\_ServletContext 获取资源文件（一）\_\_rec

|  |
| --- |
| package com.itheima.servlet;  import java.io.FileInputStream;  import java.io.FileNotFoundException;  import java.io.IOException;  import java.io.InputStream;  import java.util.Properties;  import javax.servlet.ServletContext;  import javax.servlet.ServletException;  import javax.servlet.http.HttpServlet;  import javax.servlet.http.HttpServletRequest;  import javax.servlet.http.HttpServletResponse;  /\*\*  \* Servlet implementation class Demo03  \*/  public class Demo03 extends HttpServlet {  protected void doGet(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {  /\*test01();\*/  //test02();  test03();    }  /\*\*  \* 根据classloader去获取工程下的资源 类加载器（JDBC）  \*/  private void test03() {  try {  // 1. 创建属性对象  Properties properties = new Properties();    //获取该java文件的class ，然后获取到加载这个class到虚拟机中的那个类加载器对象。    /\*  \* ServletContext  \* a路径--工程在tomcat里面的目录  \* D:\tomcat\apache-tomcat-7.0.52\apache-tomcat-7.0.52\wtpwebapps\Demo03  \*  \* ClassLoader  \*  \* a路径： D:\tomcat\apache-tomcat-7.0.52\apache-tomcat-7.0.52\wtpwebapps\Demo03\WEB-INF\classes  \*  \* 默认的lcassloader 的路径是上面这个路径，我们必须得回到Demo03这个目录下，才能进入file目录。如何回到上一级目录呢？  \* ../../ --- D:\tomcat\apache-tomcat-7.0.52\apache-tomcat-7.0.52\wtpwebapps\Demo03  \* ../../file/config.properties --- D:\tomcat\apache-tomcat-7.0.52\apache-tomcat-7.0.52\wtpwebapps\Demo03\file\config.properties  \* b路径： D:\tomcat\apache-tomcat-7.0.52\apache-tomcat-7.0.52\wtpwebapps\Demo03\file\config.properties  \*/  // System.out.println(getClass().getClassLoader());  InputStream is = this.getClass().getClassLoader().getResourceAsStream("../../file/config.properties");  properties.load(is);  // 3. 获取name属性的值  String name = properties.getProperty("name");  System.out.println("name333333=" + name);  is.close();  } catch (Exception e) {  e.printStackTrace();  }  }  /\*\*  \* 根据相对路径，直接获取流对象  \*/  private void test02() {  try {  // 获取ServletContext对象  ServletContext context = getServletContext();    // 1. 创建属性对象  Properties properties = new Properties();    //获取web工程下的资源，转化成流对象。 前面隐藏当前工程的根目录。  /\*  \* 相对路径 （有参照物） 相对谁?  \*  \* 工程在tomcat里面的根目录。  \*  \* a路径--工程在tomcat里面的目录  \* D:\tomcat\apache-tomcat-7.0.52\apache-tomcat-7.0.52\wtpwebapps\Demo03  \* b路径---  \* file\config.properties  \*  \* D:\tomcat\apache-tomcat-7.0.52\apache-tomcat-7.0.52\wtpwebapps\Demo03\file\config.properties  \*  \*  \* 绝对路径 (没有参照物)  \*  \* D:\tomcat\apache-tomcat-7.0.52\apache-tomcat-7.0.52\wtpwebapps\Demo03\file\config.properties  \*  \*/  InputStream is = context.getResourceAsStream("file/config.properties");  properties.load(is);  // 3. 获取name属性的值  String name = properties.getProperty("name");  System.out.println("name22=" + name);  is.close();  } catch (Exception e) {  e.printStackTrace();  }  }  /\*\*  \* 先获取路径，在获取流对象  \* @throws FileNotFoundException  \* @throws IOException  \*/  private void test01() throws FileNotFoundException, IOException {  // 获取ServletContext对象  ServletContext context = getServletContext();  //获取给定的文件在服务器上面的绝对路径。  String path = context.getRealPath("file/config.properties");  System.out.println("path="+path);    // 1. 创建属性对象  Properties properties = new Properties();  InputStream is = new FileInputStream(path);  properties.load(is);  // 3. 获取name属性的值  String name = properties.getProperty("name");  System.out.println("name=" + name);  }  protected void doPost(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {  doGet(request, response);  }  } |

|  |
| --- |
| config.properties文件  name=zhangsan |

# 07\_ServletContext 使用ClassLoader获取资源文件\_\_rec

|  |
| --- |
| 同上 |

# 08\_ServletContext 获取登录成功总数（分析）\_\_rec

|  |
| --- |
| login.html  <!DOCTYPE html>  <html>  <head>  <meta charset="UTF-8">  <title>Insert title here</title>  </head>  <body>  <h2>请输入以下内容，完成登录</h2>  <!--  A路径： Servlet的路径  http://localhost:8080/Demo4/login    B路径： 当前这个html的路径：  http://localhost:8080/Demo4/login.html -->      <form action="login" method="get">  账号:<input type="text" name="username"/><br>  密码:<input type="text" name="password"/><br>  <input type="submit" value="登录"/>  </form>  </body>  </html> |

|  |
| --- |
| login\_success.html  <!DOCTYPE html>  <html>  <head>  <meta charset="UTF-8">  <title>Insert title here</title>  </head>  <body>  <h2>登录成功了</h2>  <a href="CountSrevlet">获取网站登录成功总数 </a>  </body>  </html> |

|  |
| --- |
| CountSrevlet.java  package com.itheima.servlet;  import java.io.IOException;  import javax.servlet.ServletException;  import javax.servlet.http.HttpServlet;  import javax.servlet.http.HttpServletRequest;  import javax.servlet.http.HttpServletResponse;  /\*\*  \* Servlet implementation class CountSrevlet  \*/  public class CountSrevlet extends HttpServlet {  protected void doGet(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {    //1. 取值  int count = (int) getServletContext().getAttribute("count");    //2. 输出到界面    response.getWriter().write("login success count ===："+count);    }  protected void doPost(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {  doGet(request, response);  }  } |

|  |
| --- |
| LoginServlet.java  package com.itheima.servlet;  import java.io.IOException;  import java.io.PrintWriter;  import java.util.ArrayList;  import javax.servlet.ServletException;  import javax.servlet.http.HttpServlet;  import javax.servlet.http.HttpServletRequest;  import javax.servlet.http.HttpServletResponse;  public class LoginServlet extends HttpServlet {      /\*\*  \* request : 包含请求的信息  \*  \* response ： 响应数据给浏览器， 就靠这个对象  \*/  protected void doGet(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {      //1. 获取数据  String userName = request.getParameter("username");  String password = request.getParameter("password");    System.out.println("userName="+userName+"==password="+password);  //2. 校验数据    //向客户端输出内容  PrintWriter pw = response.getWriter();    if("admin".equals(userName) && "123".equals(password)){  //System.out.println("登录成功");  // pw.write("login success..");  //成功就跳转到login\_success.html    //1. 成功的次数累加    //获取以前存的值 ， 然后在旧的值基础上 + 1  Object obj = getServletContext().getAttribute("count") ;    //默认就是0次  int totalCount = 0 ;  if(obj != null){  totalCount = (int) obj;  }    System.out.println("已知登录成功的次数是："+totalCount);    //给这个count赋新的值  getServletContext().setAttribute("count", totalCount+1);      //2. 跳转到成功的界面  //设置状态码? 重新定位 状态码  response.setStatus(302);  //定位跳转的位置是哪一个页面。  response.setHeader("Location", "login\_success.html");  }else{  pw.write("login failed..");  }    }  protected void doPost(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {  // TODO Auto-generated method stub  doGet(request, response);  }  } |

# 16\_HttpServletRequest 获取头信息\_\_rec

|  |
| --- |
| package com.itheima.servlet;  import java.io.IOException;  import java.util.Enumeration;  import java.util.Iterator;  import java.util.Map;  import java.util.Set;  import javax.servlet.ServletException;  import javax.servlet.http.HttpServlet;  import javax.servlet.http.HttpServletRequest;  import javax.servlet.http.HttpServletResponse;  public class Demo01 extends HttpServlet {    protected void doGet(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {    //1. 取出请求里面的所有头信息 ---- 得到一个枚举集合  Enumeration<String> headerNames = request.getHeaderNames();  while (headerNames.hasMoreElements()) {  String name = (String) headerNames.nextElement();  String value = request.getHeader(name);  System.out.println(name+"="+value);    }    System.out.println("-----------------------");    //2. 获取到的是客户端提交上来的数据  String name = request.getParameter("name");  String address = request.getParameter("address");  System.out.println("name="+name);  System.out.println("address="+address);    System.out.println("-----------------------");    // 获取所有的参数，得到一个枚举集合  // Enumeration<String> parameterNames = request.getParameterNames();    // name=zhangsan&address=beijing    //name=zhangsan&name=lisi&name=wangwu    Map<String, String[]> map = request.getParameterMap();    Set<String> keySet = map.keySet();  Iterator<String> iterator = keySet.iterator();  while (iterator.hasNext()) {  String key = (String) iterator.next();  System.out.println("key="+key + "--的值总数有："+map.get(key).length);  String value = map.get(key)[0];  String value1 = map.get(key)[1];  String value2 = map.get(key)[2];    System.out.println(key+" ======= "+ value + "=" + value1 + "="+ value2);  }    }  protected void doPost(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {  doGet(request, response);  }  } |

----

|  |
| --- |
| package com.itheima.servlet;  import java.io.IOException;  import java.io.UnsupportedEncodingException;  import javax.servlet.ServletException;  import javax.servlet.http.HttpServlet;  import javax.servlet.http.HttpServletRequest;  import javax.servlet.http.HttpServletResponse;  /\*\*  \* Servlet implementation class LoginServlet  \*/  public class LoginServlet extends HttpServlet {  protected void doGet(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {    //这个说的是设置请求体里面的文字编码。 get方式，用这行，有用吗？ ---> get  request.setCharacterEncoding("UTF-8");      String username = request.getParameter("username");  String password = request.getParameter("password");    //test01(username, password);  //post过来的数据乱码处理：  System.out.println("post : userName="+username+"==password="+password);    }    /\*\*  \* 处理get请求过来的数据乱码  \* @param username  \* @param password  \* @throws UnsupportedEncodingException  \*/  private void test01(String username, String password) throws UnsupportedEncodingException {  System.out.println("userName="+username+"==password="+password);    //get请求过来的数据，在url地址栏上就已经经过编码了，所以我们取到的就是乱码，  //tomcat收到了这批数据，getParameter 默认使用ISO-8859-1去解码    //先让文字回到ISO-8859-1对应的字节数组 ， 然后再按utf-8组拼字符串  username = new String(username.getBytes("ISO-8859-1") , "UTF-8");  System.out.println("userName="+username+"==password="+password);  }  protected void doPost(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {  System.out.println("来了一个post请求...");  doGet(request, response);  }  } |

|  |
| --- |
| <!DOCTYPE html>  <html>  <head>  <meta charset="UTF-8">  <title>Insert title here</title>  </head>  <body>  执行登录：<br>  <form action="login" method="post">  账号:<input type="text" name="username"/><br>  密码:<input type="text" name="password"/><br>  <input type="submit" value="登录"/>  </form>  </body>  </html> |

# 20\_HttpServletResponse 简单使用（一）\_\_rec

|  |
| --- |
| package com.itheima.servlet;  import java.io.IOException;  import java.nio.charset.Charset;  import javax.servlet.ServletException;  import javax.servlet.http.HttpServlet;  import javax.servlet.http.HttpServletRequest;  import javax.servlet.http.HttpServletResponse;  public class Demo01 extends HttpServlet {  protected void doGet(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {    // test01(response);    // test03(response);    //以字节流输出    /\*  \* 如果想让服务器端出去的中文，在客户端能够正常显示。只要确保一点。  \*  \* 出去的时候用的编码 ， 和 客户端看这份数据用的编码 是一样的。  \*  \* 默认情况下getOutputStream 输出使用的是UTF-8的码表 。 如果想指定具体的编码，可以在获取byte数组的时候，指定。  \*  \*  \*  \*/    //设置响应的数据类型是html文本，并且告知浏览器，使用UTF-8 来编码。  response.setContentType("text/html;charset=UTF-8");      //String这个类里面， getBytes()方法使用的码表，是UTF-8， 跟tomcat的默认码表没关系。 tomcat iso-8859-1  String csn = Charset.defaultCharset().name();    System.out.println("默认的String里面的getBytes方法使用的码表是： "+ csn);    //1. 指定浏览器看这份数据使用的码表  // response.setHeader("Content-Type", "text/html;charset=UTF-8");    //2. 指定输出的中文用的码表  response.getOutputStream().write("我爱深圳黑马训练营..".getBytes("UTF-8"));    }    void test03(HttpServletResponse response){  //响应的数据中包含中文---> 乱码。 以字符流输出    try {  //这里写出去的文字，默认使用的是ISO-8859-1 ，我们可以指定写出去的时候，使用什么编码写  //1. 指定输出到客户端的时候，这些文字使用UTF-8编码  response.setCharacterEncoding("UTF-8");  //2. 直接规定浏览器看这份数据的时候，使用什么编码来看。  response.setHeader("Content-Type", "text/html; charset=UTF-8");  response.getWriter().write("我爱黑马训练营...");  } catch (Exception e) {  }  }    void test01(HttpServletResponse response){  //以字符流的方式写数据  //response.getWriter().write("<h1>hello response...</h1>");    try {  //以字节流的方式写数据  response.getOutputStream().write("hello response2222...".getBytes());  } catch (Exception e) {  // TODO: handle exception  }      //设置当前这个请求的处理状态码  //response.setStatus("");    //设置一个头  //response.setHeader(name, value);    //设置响应的内容类型，以及编码。  //response.setContentType(type);  }      protected void doPost(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {  doGet(request, response);  }  } |

# 24\_HttpServletResponse 下载文件（Tomcat提供下载）\_\_rec

|  |
| --- |
| <!DOCTYPE html>  <html>  <head>  <meta charset="UTF-8">  <title>Insert title here</title>  </head>  <body>  让tomcat的默认servlet去提供下载：<br>  <a href="download/aa.jpg">aa.jpg</a><br>  <a href="download/bb.txt">bb.txt</a><br>  <a href="download/cc.rar">cc.rar</a><br>  <br>手动编码提供下载。：<br>  <a href="Demo01?filename=aa.jpg">aa.jpg</a><br>  <a href="Demo01?filename=bb.txt">bb.txt</a><br>  <a href="Demo01?filename=cc.rar">cc.rar</a><br>    </body>  </html> |
| package com.itheima.servlet;  import java.io.FileInputStream;  import java.io.IOException;  import java.io.InputStream;  import java.io.OutputStream;  import javax.servlet.ServletException;  import javax.servlet.http.HttpServlet;  import javax.servlet.http.HttpServletRequest;  import javax.servlet.http.HttpServletResponse;  /\*\*  \* Servlet implementation class Demo01  \*/  public class Demo01 extends HttpServlet {  protected void doGet(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {    //1. 获取要下载的文件名字 aa.jpg --- inputStream  String fileName = request.getParameter("filename");    //2. 获取这个文件在tomcat里面的绝对路径地址  String path = getServletContext().getRealPath("download/"+fileName);    //让浏览器收到这份资源的时候， 以下载的方式提醒用户，而不是直接展示。  response.setHeader("Content-Disposition", "attachment; filename="+fileName);    // response.setStatus(302);  // response.setHeader(Location, "login\_success.html");    //  response.sendRedirect("login\_success.html");    //3. 转化成输入流  InputStream is = new FileInputStream(path);  OutputStream os = response.getOutputStream();    int len = 0 ;  byte[]buffer = new byte[1024];  while( (len = is.read(buffer)) != -1){  os.write(buffer, 0, len);  }    os.close();  is.close();    }  protected void doPost(HttpServletRequest request, HttpServletResponse response) throws ServletException, IOException {  doGet(request, response);  }  } |