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# Loading required libraries  
library(cluster)  
library(caret)

## Loading required package: ggplot2

## Loading required package: lattice

library(dendextend)

##   
## ---------------------  
## Welcome to dendextend version 1.17.1  
## Type citation('dendextend') for how to cite the package.  
##   
## Type browseVignettes(package = 'dendextend') for the package vignette.  
## The github page is: https://github.com/talgalili/dendextend/  
##   
## Suggestions and bug-reports can be submitted at: https://github.com/talgalili/dendextend/issues  
## You may ask questions at stackoverflow, use the r and dendextend tags:   
## https://stackoverflow.com/questions/tagged/dendextend  
##   
## To suppress this message use: suppressPackageStartupMessages(library(dendextend))  
## ---------------------

##   
## Attaching package: 'dendextend'

## The following object is masked from 'package:stats':  
##   
## cutree

# Loading required libraries  
library(knitr)  
library(factoextra)

## Welcome! Want to learn more? See two factoextra-related books at https://goo.gl/ve3WBa

#Importing the cereals dataset  
Cereals\_Dataset <- read.csv("C:\\Users\\niyas\\Downloads\\Cereals.csv")  
  
# Extract columns 4 to 16 from the 'Cereals\_Data' dataset and store them in a new data frame 'Data\_cereals'  
Data\_cereals <- data.frame(Cereals\_Dataset[, 4:16])

#Removing the missing values from the data  
Data\_cereals <- na.omit(Data\_cereals)  
##Data normalization and data scaling  
cereals\_normalization <- scale(Data\_cereals)

#Applying hierarchical clustering to the data using euclidean distance to normalize measurements  
EuclideanDistance <- dist(cereals\_normalization, method = "euclidean")  
hierarchical.clustering\_complete <- hclust(EuclideanDistance, method = "complete")  
  
#plotting the dendogram  
plot(hierarchical.clustering\_complete, cex = 0.7, hang = -1)
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##Using agnes() function to perform clustering with single, complete,average, ward linkages respectively.  
  
hierarchical.clustering\_single <- agnes(cereals\_normalization, method = "single")  
hierarchical.clustering\_complete <- agnes(cereals\_normalization, method = "complete")  
hierarchical.clustering\_average <- agnes(cereals\_normalization, method = "average")  
hierarchical.clustering\_ward <- agnes(cereals\_normalization, method = "ward")

# printing 'ac' attribute value of the hierarchical clustering\_single linkage  
print(hierarchical.clustering\_single$ac)

## [1] 0.6067859

# printing 'ac' attribute value of the hierarchical clustering\_complete linkage  
print(hierarchical.clustering\_complete$ac)

## [1] 0.8353712

# printing 'ac' attribute value of the hierarchical clustering\_average linkage  
print(hierarchical.clustering\_average$ac)

## [1] 0.7766075

# printing 'ac' attribute value of the hierarchical clustering\_ward linkage  
print(hierarchical.clustering\_ward$ac)

## [1] 0.9046042

##The best result we obtained from the output above is 0.904, or ward linkage. cutting the Dendrogram and plotting the agnes using the Ward method. We’ll use the distance to get k = 4.

# selecting or choosing clusters

# Plotting the dendrogram using pltree function from hierarchical clustering result (Using Ward method)  
pltree(hierarchical.clustering\_ward, cex = 0.7, hang = -1, main = "Dendrogram of agnes (Using Ward linkage)")  
  
# Highlighting clusters by drawing rectangles around clusters (in this case, k = 5 clusters)  
rect.hclust(hierarchical.clustering\_ward, k = 5, border = 1:4)
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# Assigning cluster labels to each observation using cutree function based on Ward's hierarchical clustering with k=5 clusters  
Cluster1 <- cutree(hierarchical.clustering\_ward, k=5)  
  
# Creating a new dataframe (dataframe2) combining the original data (cereals\_normalization) and the cluster labels  
dataframe2 <- as.data.frame(cbind(cereals\_normalization,Cluster1))

#We will choose 5 clusters after observing the distance.  
#Creating Partitions  
set.seed(123)  
# Creating Partition1 by selecting rows 1 to 50 from the Data\_cereals dataset  
Partition1 <- Data\_cereals[1:50,]  
# Creating Partition2 by selecting rows 51 to 74 from the Data\_cereals dataset  
Partition2 <- Data\_cereals[51:74,]

#Performing hierarchical Clustering,consedering k = 5 for the given linkages single, complete, average and ward respectively.  
AG\_single <- agnes(scale(Partition1), method = "single")  
AG\_complete <- agnes(scale(Partition1), method = "complete")  
AG\_average <- agnes(scale(Partition1), method = "average")  
AG\_ward <- agnes(scale(Partition1), method = "ward")  
  
# Combining the 'ac' attribute results from different hierarchical clustering methods (single, complete, average, ward linkages respectively)  
cbind(single=AG\_single$ac , complete=AG\_complete$ac , average= AG\_average$ac , ward= AG\_ward$ac)

## single complete average ward  
## [1,] 0.6393338 0.8138238 0.7408904 0.8764323

# Plotting the dendrogram using pltree function for hierarchical clustering result (AG\_ward) with specified parameters  
pltree(AG\_ward, cex = 0.6, hang = -1, main = "Dendogram of Agnes with Partitioned Data (Using Ward linkage)")  
  
# Highlighting clusters by drawing rectangles around clusters (in this case, k = 5 clusters) based on AG\_ward result  
rect.hclust(AG\_ward, k = 5, border = 1:4)

![](data:image/png;base64,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)

# Assigning cluster labels to observations based on AGNES hierarchical clustering with k=5 clusters  
cut\_2 <- cutree(AG\_ward, k = 5)

#Calculating the centeroids  
# Combining Partition1 and cut\_2 into a new dataframe named 'result'  
result <- as.data.frame(cbind(Partition1, cut\_2))  
  
# Filtering rows in 'result' where the 'cut\_2' column value equals 1  
result[result$cut\_2==1,]

## calories protein fat sodium fiber carbo sugars potass vitamins shelf weight  
## 1 70 4 1 130 10 5 6 280 25 3 1  
## 3 70 4 1 260 9 7 5 320 25 3 1  
## 4 50 4 0 140 14 8 0 330 25 3 1  
## cups rating cut\_2  
## 1 0.33 68.40297 1  
## 3 0.33 59.42551 1  
## 4 0.50 93.70491 1

# Calculating the centroid (mean) for the columns of 'result' dataframe where 'cut\_2' column value is equal to 1  
centroid\_1 <- colMeans(result[result$cut\_2==1,])  
  
# Displaying rows in 'result' dataframe where the 'cut\_2' column value is equal to 2  
result[result$cut\_2==2,]

## calories protein fat sodium fiber carbo sugars potass vitamins shelf weight  
## 2 120 3 5 15 2.0 8.0 8 135 0 3 1.00  
## 8 130 3 2 210 2.0 18.0 8 100 25 3 1.33  
## 14 110 3 2 140 2.0 13.0 7 105 25 3 1.00  
## 20 110 3 3 140 4.0 10.0 7 160 25 3 1.00  
## 23 100 2 1 140 2.0 11.0 10 120 25 3 1.00  
## 28 120 3 2 160 5.0 12.0 10 200 25 3 1.25  
## 29 120 3 0 240 5.0 14.0 12 190 25 3 1.33  
## 35 120 3 3 75 3.0 13.0 4 100 25 3 1.00  
## 42 100 4 2 150 2.0 12.0 6 95 25 2 1.00  
## 45 150 4 3 95 3.0 16.0 11 170 25 3 1.00  
## 46 150 4 3 150 3.0 16.0 11 170 25 3 1.00  
## 47 160 3 2 150 3.0 17.0 13 160 25 3 1.50  
## 50 140 3 2 220 3.0 21.0 7 130 25 3 1.33  
## 52 130 3 2 170 1.5 13.5 10 120 25 3 1.25  
## cups rating cut\_2  
## 2 1.00 33.98368 2  
## 8 0.75 37.03856 2  
## 14 0.50 40.40021 2  
## 20 0.50 40.44877 2  
## 23 0.75 36.17620 2  
## 28 0.67 40.91705 2  
## 29 0.67 41.01549 2  
## 35 0.33 45.81172 2  
## 42 0.67 45.32807 2  
## 45 1.00 37.13686 2  
## 46 1.00 34.13976 2  
## 47 0.67 30.31335 2  
## 50 0.67 40.69232 2  
## 52 0.50 30.45084 2

# Calculating the centroid (mean) for the columns of 'result' dataframe where 'cut\_2' column value is equal to 2  
centroid\_2 <- colMeans(result[result$cut\_2==2,])  
# Displaying rows in 'result' dataframe where the 'cut\_2' column value is equal to 3  
result[result$cut\_2==3,]

## calories protein fat sodium fiber carbo sugars potass vitamins shelf weight  
## 6 110 2 2 180 1.5 10.5 10 70 25 1 1  
## 7 110 2 0 125 1.0 11.0 14 30 25 2 1  
## 9 90 2 1 200 4.0 15.0 6 125 25 1 1  
## 11 120 1 2 220 0.0 12.0 12 35 25 2 1  
## 13 120 1 3 210 0.0 13.0 9 45 25 2 1  
## 15 110 1 1 180 0.0 12.0 13 55 25 2 1  
## 18 110 1 0 90 1.0 13.0 12 20 25 2 1  
## 19 110 1 1 180 0.0 12.0 13 65 25 2 1  
## 25 110 2 1 125 1.0 11.0 13 30 25 2 1  
## 26 110 1 0 200 1.0 14.0 11 25 25 1 1  
## 30 110 1 1 135 0.0 13.0 12 25 25 2 1  
## 31 100 2 0 45 0.0 11.0 15 40 25 1 1  
## 32 110 1 1 280 0.0 15.0 9 45 25 2 1  
## 36 120 1 2 220 1.0 12.0 11 45 25 2 1  
## 37 110 3 1 250 1.5 11.5 10 90 25 1 1  
## 38 110 1 0 180 0.0 14.0 11 35 25 1 1  
## 43 110 2 1 180 0.0 12.0 12 55 25 2 1  
## 48 100 2 1 220 2.0 15.0 6 90 25 1 1  
## 49 120 2 1 190 0.0 15.0 9 40 25 2 1  
## cups rating cut\_2  
## 6 0.75 29.50954 3  
## 7 1.00 33.17409 3  
## 9 0.67 49.12025 3  
## 11 0.75 18.04285 3  
## 13 0.75 19.82357 3  
## 15 1.00 22.73645 3  
## 18 1.00 35.78279 3  
## 19 1.00 22.39651 3  
## 25 1.00 32.20758 3  
## 26 0.75 31.43597 3  
## 30 0.75 28.02576 3  
## 31 0.88 35.25244 3  
## 32 0.75 23.80404 3  
## 36 1.00 21.87129 3  
## 37 0.75 31.07222 3  
## 38 1.33 28.74241 3  
## 43 1.00 26.73451 3  
## 48 1.00 40.10596 3  
## 49 0.67 29.92429 3

# Calculating the centroid (mean) for the columns of 'result' dataframe where 'cut\_2' column value is equal to 3  
centroid\_3 <- colMeans(result[result$cut\_2==3,])  
# Displaying rows in 'result' dataframe where the 'cut\_2' column value is equal to 4  
result[result$cut\_2==4,]

## calories protein fat sodium fiber carbo sugars potass vitamins shelf weight  
## 10 90 3 0 210 5 13 5 190 25 3 1  
## 12 110 6 2 290 2 17 1 105 25 1 1  
## 16 110 2 0 280 0 22 3 25 25 1 1  
## 17 100 2 0 290 1 21 2 35 25 1 1  
## 22 110 2 0 220 1 21 3 30 25 3 1  
## 24 100 2 0 190 1 18 5 80 25 3 1  
## 27 100 3 0 0 3 14 7 100 25 2 1  
## 33 100 3 1 140 3 15 5 85 25 3 1  
## 34 110 3 0 170 3 17 3 90 25 3 1  
## 41 110 2 1 260 0 21 3 40 25 2 1  
## 44 100 4 1 0 0 16 3 95 25 2 1  
## 51 90 3 0 170 3 18 2 90 25 3 1  
## cups rating cut\_2  
## 10 0.67 53.31381 4  
## 12 1.25 50.76500 4  
## 16 1.00 41.44502 4  
## 17 1.00 45.86332 4  
## 22 1.00 46.89564 4  
## 24 0.75 44.33086 4  
## 27 0.80 58.34514 4  
## 33 0.88 52.07690 4  
## 34 0.25 53.37101 4  
## 41 1.50 39.24111 4  
## 44 1.00 54.85092 4  
## 51 1.00 59.64284 4

# Calculating the centroid (mean) for the columns of 'result' dataframe where 'cut\_2' column value is equal to 4  
centroid\_4 <- colMeans(result[result$cut\_2==4,])  
# Combining centroids for different clusters into a matrix and then binding them row-wise  
centroids <- rbind(centroid\_1, centroid\_2, centroid\_3, centroid\_4)  
# Creating a new dataframe 'x2' by combining centroids' data (excluding the 14th column) with 'Partition2'  
x2 <- as.data.frame(rbind(centroids[,-14], Partition2))

#Calculating the Distance  
# Calculating distances between points in 'x2' using the get\_dist function  
Distance\_1 <- dist(x2)  
# Converting the distance object 'Distance\_1' into a matrix  
Matrix\_1 <- as.matrix(Distance\_1)  
# Creating a dataframe 'dataframe1' to store data and cluster assignments  
dataframe1 <- data.frame(data=seq(1,nrow(Partition2),1), Clusters = rep(0,nrow(Partition2)))  
# Looping through each row of Partition2 to assign clusters based on minimum distances  
for(i in 1:nrow(Partition2))  
{dataframe1[i,2] <- which.min(Matrix\_1[i+4, 1:4])}  
# Displaying the resulting dataframe1 containing data indices and assigned clusters  
dataframe1

## data Clusters  
## 1 1 1  
## 2 2 4  
## 3 3 3  
## 4 4 2  
## 5 5 2  
## 6 6 1  
## 7 7 2  
## 8 8 2  
## 9 9 3  
## 10 10 3  
## 11 11 2  
## 12 12 2  
## 13 13 2  
## 14 14 3  
## 15 15 4  
## 16 16 2  
## 17 17 3  
## 18 18 2  
## 19 19 4  
## 20 20 4  
## 21 21 3  
## 22 22 4  
## 23 23 4  
## 24 24 3

# Combining Cluster1 values from dataframe2 for rows 51 to 74 with Clusters values from dataframe1  
cbind(dataframe2$Cluster1[51:74], dataframe1$Clusters)

## [,1] [,2]  
## [1,] 2 1  
## [2,] 4 4  
## [3,] 5 3  
## [4,] 5 2  
## [5,] 2 2  
## [6,] 2 1  
## [7,] 2 2  
## [8,] 5 2  
## [9,] 4 3  
## [10,] 4 3  
## [11,] 5 2  
## [12,] 5 2  
## [13,] 5 2  
## [14,] 3 3  
## [15,] 4 4  
## [16,] 5 2  
## [17,] 4 3  
## [18,] 2 2  
## [19,] 4 4  
## [20,] 4 4  
## [21,] 3 3  
## [22,] 4 4  
## [23,] 4 4  
## [24,] 3 3

# Creating a table to compare equality between Cluster1 values from dataframe2 (rows 51 to 74) and Clusters values from dataframe1  
table(dataframe2$Cluster1[51:74] == dataframe1$Clusters)

##   
## FALSE TRUE   
## 12 12

# The model appears to be partially stable, as evidenced by the 12 TRUE and 12 FALSE results.

# The elementary public schools would like to choose a set of cereals to include in their daily cafeterias. Every day a different cereal is offered, but all cereals should support a healthy diet. For this goal, you are requested to find a cluster of “healthy cereals.” Should the data be normalized? If not, how should they be used in the cluster analysis

# Creating a copy of the 'Cereals\_Data' dataframe named 'Healthy\_Cereals'  
Healthy\_Cereals <- Cereals\_Dataset  
# Creating a new dataframe 'Healthy\_Cereals\_new' by removing rows with missing values from 'Healthy\_Cereals'  
Healthy\_Cereals\_new <- na.omit(Healthy\_Cereals)  
# Combining 'Healthy\_Cereals\_new' dataframe with 'Cluster1' obtained from previous operations into 'HealthyCluster'  
HealthyCluster <- cbind(Healthy\_Cereals\_new, Cluster1)

# Displaying rows in 'HealthyCluster' dataframe where the 'Cluster1' column value is equal to 1  
HealthyCluster[HealthyCluster$Cluster1==1,]

## name mfr type calories protein fat sodium fiber carbo  
## 1 100%\_Bran N C 70 4 1 130 10 5  
## 3 All-Bran K C 70 4 1 260 9 7  
## 4 All-Bran\_with\_Extra\_Fiber K C 50 4 0 140 14 8  
## sugars potass vitamins shelf weight cups rating Cluster1  
## 1 6 280 25 3 1 0.33 68.40297 1  
## 3 5 320 25 3 1 0.33 59.42551 1  
## 4 0 330 25 3 1 0.50 93.70491 1

# Displaying rows in 'HealthyCluster' dataframe where the 'Cluster1' column value is equal to 2  
HealthyCluster[HealthyCluster$Cluster1==2,]

## name mfr type calories protein fat sodium  
## 2 100%\_Natural\_Bran Q C 120 3 5 15  
## 8 Basic\_4 G C 130 3 2 210  
## 14 Clusters G C 110 3 2 140  
## 20 Cracklin'\_Oat\_Bran K C 110 3 3 140  
## 23 Crispy\_Wheat\_&\_Raisins G C 100 2 1 140  
## 28 Fruit\_&\_Fibre\_Dates,\_Walnuts,\_and\_Oats P C 120 3 2 160  
## 29 Fruitful\_Bran K C 120 3 0 240  
## 35 Great\_Grains\_Pecan P C 120 3 3 75  
## 40 Just\_Right\_Fruit\_&\_Nut K C 140 3 1 170  
## 42 Life Q C 100 4 2 150  
## 45 Muesli\_Raisins,\_Dates,\_&\_Almonds R C 150 4 3 95  
## 46 Muesli\_Raisins,\_Peaches,\_&\_Pecans R C 150 4 3 150  
## 47 Mueslix\_Crispy\_Blend K C 160 3 2 150  
## 50 Nutri-Grain\_Almond-Raisin K C 140 3 2 220  
## 52 Oatmeal\_Raisin\_Crisp G C 130 3 2 170  
## 53 Post\_Nat.\_Raisin\_Bran P C 120 3 1 200  
## 57 Quaker\_Oat\_Squares Q C 100 4 1 135  
## 59 Raisin\_Bran K C 120 3 1 210  
## 60 Raisin\_Nut\_Bran G C 100 3 2 140  
## 71 Total\_Raisin\_Bran G C 140 3 1 190  
## fiber carbo sugars potass vitamins shelf weight cups rating Cluster1  
## 2 2.0 8.0 8 135 0 3 1.00 1.00 33.98368 2  
## 8 2.0 18.0 8 100 25 3 1.33 0.75 37.03856 2  
## 14 2.0 13.0 7 105 25 3 1.00 0.50 40.40021 2  
## 20 4.0 10.0 7 160 25 3 1.00 0.50 40.44877 2  
## 23 2.0 11.0 10 120 25 3 1.00 0.75 36.17620 2  
## 28 5.0 12.0 10 200 25 3 1.25 0.67 40.91705 2  
## 29 5.0 14.0 12 190 25 3 1.33 0.67 41.01549 2  
## 35 3.0 13.0 4 100 25 3 1.00 0.33 45.81172 2  
## 40 2.0 20.0 9 95 100 3 1.30 0.75 36.47151 2  
## 42 2.0 12.0 6 95 25 2 1.00 0.67 45.32807 2  
## 45 3.0 16.0 11 170 25 3 1.00 1.00 37.13686 2  
## 46 3.0 16.0 11 170 25 3 1.00 1.00 34.13976 2  
## 47 3.0 17.0 13 160 25 3 1.50 0.67 30.31335 2  
## 50 3.0 21.0 7 130 25 3 1.33 0.67 40.69232 2  
## 52 1.5 13.5 10 120 25 3 1.25 0.50 30.45084 2  
## 53 6.0 11.0 14 260 25 3 1.33 0.67 37.84059 2  
## 57 2.0 14.0 6 110 25 3 1.00 0.50 49.51187 2  
## 59 5.0 14.0 12 240 25 2 1.33 0.75 39.25920 2  
## 60 2.5 10.5 8 140 25 3 1.00 0.50 39.70340 2  
## 71 4.0 15.0 14 230 100 3 1.50 1.00 28.59278 2

# Displaying rows in 'HealthyCluster' dataframe where the 'Cluster1' column value is equal to 3  
HealthyCluster[HealthyCluster$Cluster1==3,]

## name mfr type calories protein fat sodium fiber carbo  
## 6 Apple\_Cinnamon\_Cheerios G C 110 2 2 180 1.5 10.5  
## 7 Apple\_Jacks K C 110 2 0 125 1.0 11.0  
## 11 Cap'n'Crunch Q C 120 1 2 220 0.0 12.0  
## 13 Cinnamon\_Toast\_Crunch G C 120 1 3 210 0.0 13.0  
## 15 Cocoa\_Puffs G C 110 1 1 180 0.0 12.0  
## 18 Corn\_Pops K C 110 1 0 90 1.0 13.0  
## 19 Count\_Chocula G C 110 1 1 180 0.0 12.0  
## 25 Froot\_Loops K C 110 2 1 125 1.0 11.0  
## 26 Frosted\_Flakes K C 110 1 0 200 1.0 14.0  
## 30 Fruity\_Pebbles P C 110 1 1 135 0.0 13.0  
## 31 Golden\_Crisp P C 100 2 0 45 0.0 11.0  
## 32 Golden\_Grahams G C 110 1 1 280 0.0 15.0  
## 36 Honey\_Graham\_Ohs Q C 120 1 2 220 1.0 12.0  
## 37 Honey\_Nut\_Cheerios G C 110 3 1 250 1.5 11.5  
## 38 Honey-comb P C 110 1 0 180 0.0 14.0  
## 43 Lucky\_Charms G C 110 2 1 180 0.0 12.0  
## 48 Multi-Grain\_Cheerios G C 100 2 1 220 2.0 15.0  
## 49 Nut&Honey\_Crunch K C 120 2 1 190 0.0 15.0  
## 67 Smacks K C 110 2 1 70 1.0 9.0  
## 74 Trix G C 110 1 1 140 0.0 13.0  
## 77 Wheaties\_Honey\_Gold G C 110 2 1 200 1.0 16.0  
## sugars potass vitamins shelf weight cups rating Cluster1  
## 6 10 70 25 1 1 0.75 29.50954 3  
## 7 14 30 25 2 1 1.00 33.17409 3  
## 11 12 35 25 2 1 0.75 18.04285 3  
## 13 9 45 25 2 1 0.75 19.82357 3  
## 15 13 55 25 2 1 1.00 22.73645 3  
## 18 12 20 25 2 1 1.00 35.78279 3  
## 19 13 65 25 2 1 1.00 22.39651 3  
## 25 13 30 25 2 1 1.00 32.20758 3  
## 26 11 25 25 1 1 0.75 31.43597 3  
## 30 12 25 25 2 1 0.75 28.02576 3  
## 31 15 40 25 1 1 0.88 35.25244 3  
## 32 9 45 25 2 1 0.75 23.80404 3  
## 36 11 45 25 2 1 1.00 21.87129 3  
## 37 10 90 25 1 1 0.75 31.07222 3  
## 38 11 35 25 1 1 1.33 28.74241 3  
## 43 12 55 25 2 1 1.00 26.73451 3  
## 48 6 90 25 1 1 1.00 40.10596 3  
## 49 9 40 25 2 1 0.67 29.92429 3  
## 67 15 40 25 2 1 0.75 31.23005 3  
## 74 12 25 25 2 1 1.00 27.75330 3  
## 77 8 60 25 1 1 0.75 36.18756 3

# displaying rows from the 'HealthyClust' dataframe where the 'Cluster1' column value is equal to 4  
HealthyCluster[HealthyCluster$Cluster1==4,]

## name mfr type calories protein fat sodium fiber carbo  
## 9 Bran\_Chex R C 90 2 1 200 4 15  
## 10 Bran\_Flakes P C 90 3 0 210 5 13  
## 12 Cheerios G C 110 6 2 290 2 17  
## 16 Corn\_Chex R C 110 2 0 280 0 22  
## 17 Corn\_Flakes K C 100 2 0 290 1 21  
## 22 Crispix K C 110 2 0 220 1 21  
## 24 Double\_Chex R C 100 2 0 190 1 18  
## 33 Grape\_Nuts\_Flakes P C 100 3 1 140 3 15  
## 34 Grape-Nuts P C 110 3 0 170 3 17  
## 39 Just\_Right\_Crunchy\_\_Nuggets K C 110 2 1 170 1 17  
## 41 Kix G C 110 2 1 260 0 21  
## 51 Nutri-grain\_Wheat K C 90 3 0 170 3 18  
## 54 Product\_19 K C 100 3 0 320 1 20  
## 62 Rice\_Chex R C 110 1 0 240 0 23  
## 63 Rice\_Krispies K C 110 2 0 290 0 22  
## 68 Special\_K K C 110 6 0 230 1 16  
## 70 Total\_Corn\_Flakes G C 110 2 1 200 0 21  
## 72 Total\_Whole\_Grain G C 100 3 1 200 3 16  
## 73 Triples G C 110 2 1 250 0 21  
## 75 Wheat\_Chex R C 100 3 1 230 3 17  
## 76 Wheaties G C 100 3 1 200 3 17  
## sugars potass vitamins shelf weight cups rating Cluster1  
## 9 6 125 25 1 1 0.67 49.12025 4  
## 10 5 190 25 3 1 0.67 53.31381 4  
## 12 1 105 25 1 1 1.25 50.76500 4  
## 16 3 25 25 1 1 1.00 41.44502 4  
## 17 2 35 25 1 1 1.00 45.86332 4  
## 22 3 30 25 3 1 1.00 46.89564 4  
## 24 5 80 25 3 1 0.75 44.33086 4  
## 33 5 85 25 3 1 0.88 52.07690 4  
## 34 3 90 25 3 1 0.25 53.37101 4  
## 39 6 60 100 3 1 1.00 36.52368 4  
## 41 3 40 25 2 1 1.50 39.24111 4  
## 51 2 90 25 3 1 1.00 59.64284 4  
## 54 3 45 100 3 1 1.00 41.50354 4  
## 62 2 30 25 1 1 1.13 41.99893 4  
## 63 3 35 25 1 1 1.00 40.56016 4  
## 68 3 55 25 1 1 1.00 53.13132 4  
## 70 3 35 100 3 1 1.00 38.83975 4  
## 72 3 110 100 3 1 1.00 46.65884 4  
## 73 3 60 25 3 1 0.75 39.10617 4  
## 75 3 115 25 1 1 0.67 49.78744 4  
## 76 3 110 25 1 1 1.00 51.59219 4

#Mean ratings to determine the best cluster.  
# Calculating the mean of 'rating' values for rows in 'HealthyCluster' dataframe where 'Cluster1' column value is equal to 1  
mean(HealthyCluster[HealthyCluster$Cluster1==1,"rating"])

## [1] 73.84446

# Calculating the mean of 'rating' values for rows in 'HealthyCluster' dataframe where 'Cluster1' column value is equal to 2  
mean(HealthyCluster[HealthyCluster$Cluster1==2,"rating"])

## [1] 38.26161

# Calculating the mean of 'rating' values for rows in 'HealthyCluster' dataframe where 'Cluster1' column value is equal to 3  
mean(HealthyCluster[HealthyCluster$Cluster1==3,"rating"])

## [1] 28.84825

# Calculating the mean of 'rating' values for rows in 'HealthyCluster' dataframe where 'Cluster1' column value is equal to 4  
mean(HealthyCluster[HealthyCluster$Cluster1==4,"rating"])

## [1] 46.46513

#We can take into consideration cluster 1 since its mean ratings are the highest at 73.84446.