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**EXPERIMENT NO. 2**

**AIM: To convert infix expression to postfix expression using stack ADT.**

**OBJECTIVE:**

**1. Understand the use of stack.**

**2. Understand how to import an ADT in an application program.**

**3. Understand the instantiation of stack ADT in an application program.**

**4. Understand how the member functions of an ADT are accessed in an application program.**

**THEORY:**

**An arithmetic expression consists of operands and operators.**

**INFIX EXPRESSION- An expression is said to be in infix notation if the operators in the expression are placed in between the operands on which the operator works.**

**POSTFIX EXPRESSION- An expression is said to be in postfix notation if the operators in the expression are placed after the operands on which the operator works.**

**To convert infix expression to postfix expression, use the stack data structure. Scan the infix expression from left to right. Whenever we get an operand, add it to the postfix expression and if we get an operator or parenthesis add it to the stack by maintaining their precedence.**

**ALGORITHM:**

* **Scan all the symbols one by one from left to right in the given Infix Expression.**
* **If the reading symbol is an operand, then immediately append it to the Postfix Expression.**
* **If the reading symbol is left parenthesis ‘( ‘, then Push it onto the Stack.**
* **If the reading symbol is right parenthesis ‘)’, then Pop all the contents of the stack until the respective left parenthesis is popped and append each popped symbol to Postfix Expression.**
* **If the reading symbol is an operator (+, –, \*, /), then Push it onto the Stack. However, first, pop the operators which are already on the stack that have higher or equal precedence than the current operator and append them to the postfix. If an open parenthesis is there on top of the stack then push the operator into the stack.**
* **If the input is over, pop all the remaining symbols from the stack and append them to the postfix.**

**EXAMPLE: - a + ( c / d ) \* ( e \* f )**

**Step1. ‘-‘ is an operator, push it into the stack**

**Stack: -**

**Step2. ‘a’ is an operand, put in the postfix expression.**

**Stack: -**

**Postfix Expression: a**

**Step3. ‘+‘ is an operator, push it into the stack**

**Stack: +**

**Postfix Expresson: a -**

**Step3. Push ‘(‘ into the stack.**

**Stack: + (**

**Postfix Expression: a -**

**Step4. ‘c’ is an operand, put in the postfix expression.**

**Stack: + (**

**Postfix Expression: a - c**

**Step5. ‘/‘ is an operator, push it into the stack**

**Stack: + ( /**

**Postfix Expression: a - c**

**Step6. ‘d’ is an operand, put in the postfix expression.**

**Stack: + ( /**

**Postfix Expression: a - c d**

**Step7: Scanned element is ‘)’ , then pop all elements till respective ‘(‘ and append popped element to postfix expression.**

**Stack: +**

**Postfix Expression: a - c d /**

**Step8: ‘\*‘ is an operator, push it into the stack.**

**Stack: + \***

**Postfix Expression: a - c d /**

**Step9: Push ‘(‘ into the stack.**

**Stack: + \* (**

**Postfix Expression: a - c d /**

**Step10. ‘e’ is an operand, put in the postfix expression.**

**Stack: + \* (**

**Postfix Expression: a - c d / e**

**Step11. ‘\*‘ is an operator, push it into the stack.**

**Stack: + \* ( \***

**Postfix Expression: a - c d / e**

**Step12. ‘f’ is an operand, put in the postfix expression.**

**Stack: + \* ( \***

**Postfix Expression: a - c d / e f**

**Step13. Scanned element is ‘)’ , then pop all elements till respective ‘(‘ and append popped element to postfix expression.**

**Stack: + \***

**Postfix Expression: a - c d / e f \***

**Step14. Pop \***

**Stack: +**

**Postfix Expression: a - c d / e f \* \***

**Step15. Pop +**

**Stack: empty**

**Postfix Expression: a - c d / e f \* \* +**

**CODE:**

**#include<stdio.h>**

**#include<ctype.h>**

**char stack[100];**

**int top = -1;**

**void push(char x)**

**{**

**stack[++top] = x;**

**}**

**char pop()**

**{**

**if(top == -1)**

**return -1;**

**else**

**return stack[top--];**

**}**

**int priority(char x)**

**{**

**if(x == '(')**

**return 0;**

**if(x == '+' || x == '-')**

**return 1;**

**if(x == '\*' ||x == '/')**

**return 2;**

**return 0;**

**}**

**int main()**

**{**

**char exp[100];**

**char \*e,x;**

**printf("Enter the expression:");**

**scanf("%s",exp);**

**printf("\n");**

**e = exp;**

**while(\*e != '\0')**

**{**

**if(isalnum(\*e))**

**printf("%c",\*e);**

**else if (\*e == '(')**

**push(\*e);**

**else if(\*e == ')')**

**{**

**while((x = pop()) != '(')**

**printf("%c",x);**

**}**

**else**

**{**

**while(priority(stack[top]) >= priority(\*e))**

**printf("%c",pop());**

**push(\*e);**

**}**

**e++;**

**}**

**while(top != -1)**

**{**

**printf("%c",pop());**

**}**

**return 0;**

**}**

**OUTPUT:**

**![](data:image/png;base64,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)**

**CONCLUSION:**

1. **Infix notation is the notation in which operators come between the required operands.**
2. **Postfix notation is the type of notation in which operator comes after the operand.**
3. **Infix expression can be converted to postfix expression using stack.**