What are accumulators?

Accumulators are variables that are used for aggregating information across the executors. For example, this information can pertain to data or API diagnosis like how many records are corrupted or how many times a particular library API was called.

To understand why we need accumulators, let’s see a small example.

Here’s an imaginary log of transactions of a chain of stores around the central Kolkata region.

![logs-Spark-accumulators](data:image/png;base64,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)

There are 4 fields,

*Field 1 -> City*

*Field 2 -> Locality*

*Field 3 -> Category of item sold*

*Field 4 -> Value of item sold*

However, the logs can be corrupted. For example, the second line is a blank line, the fourth line reports some network issues and finally the last line shows a sales value of zero (which cannot happen!).

We can use accumulators to analyse the transaction log to find out the number of blank logs (blank lines), number of times the network failed, any product that does not have a category or even number of times zero sales were recorded. The full sample log.can.be.found.[here](https://github.com/prithvirajbose/spark-dev/blob/master/data/purchases.log).  
Accumulators.are.applicable.to any operation which are,  
1.Commutative -> *f(x, y) = f(y, x)*, and  
2.Associative -> *f(f(x, y), z) = f(f(x, z), y) = f(f(y, z), x)*  
For example, *sum* and *max* functions satisfy the above conditions whereas *average* does not.

Why use Spark Accumulators?

Now why do we need accumulators and why not just use variables as shown in the code below.
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The problem with the above code is that when the driver prints the variable *blankLines* its value will be zero. This is because when Spark ships this code to every executor the variables become local to that executor and its updated value is not relayed back to the driver. To avoid this problem we need to make *blankLines* an accumulator such that all the updates to this variable in every executor is relayed back to the driver.

So the above code should be written as,
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This guarantees that the accumulator *blankLines*is updated across every executor and the updates are relayed back to the driver.

We can implement other counters for network errors or zero sales value, etc. The full source code along with the implementation of the other counters can be found [here](https://github.com/prithvirajbose/spark-dev/blob/master/src/main/scala/examples/PurchaseLogAnalysis.scala).

People familiar with Hadoop Map-Reduce will notice that Spark’s accumulators are similar to Hadoop’s Map-Reduce counters.
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Caveats

When using accumulators there are some caveats that we as programmers need to be aware of,

1. Computations inside *transformations* are evaluated lazily, so unless an*action* happens on an RDD the*transformations*are not executed. As a result of this, accumulators used inside functions like *map()*or *filter()* wont get executed unless some *action* happen on the RDD.
2. Spark guarantees to update accumulators **inside *actions*only once**. So even if a task is restarted and the lineage is recomputed, the accumulators will be updated only once.
3. Spark does not guarantee this for *transformations*. So if a task is restarted and the lineage is recomputed, there are chances of undesirable side effects when the accumulators will be updated more than once.

**To be on the safe side, always use accumulators inside actions ONLY.**  
The code [here](https://github.com/prithvirajbose/spark-dev/blob/master/src/main/scala/examples/PurchaseLogAnalysis.scala) shows a simple yet effective example on how to achieve this.  
For more information on accumulators, read [this](http://spark.apache.org/docs/latest/rdd-programming-guide.html#accumulators).

*Got a question for us? Mention them in the comment section and we will get back to you.*
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