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*Packages Load*

# load packages  
  
library(readr) # load csv files  
library(readxl) # load excel files  
library(dplyr) # data manipulation  
library(lubridate) # date & time manipulation  
library(ggplot2) # data visualization  
library(tidyr) # collection of statistical packages, packages loaded individually  
library(corrplot) # to visualize correlations  
library(leaps) # for subset selection  
library(caret) # test for correlation  
library(car) # for VIF  
library(scales) # for visualizing plots in %  
library(forcats) # ordering data frames  
library(codebookr) # adding appendix to r code  
library(gtsummary) # creating tables  
library(cardx) # to include statistic results  
library(moments) # to calculate skewness and kurtosis  
library(VIM) # to run K- Nearest Neighbour  
library(pROC) # to analyse and display reciever operating characteristics(ROC) curvees  
library(randomForest) # to impletement Random Forest algorithm  
library(glmnet)  
library(tidymodels)  
library(recipes)  
library(lmtest)  
library(xgboost)  
library(openxlsx)

*Data load*

# load data  
sdoh\_data <- read\_csv("data/sdoh\_data.csv")

## Warning: One or more parsing issues, call `problems()` on your data frame for details,  
## e.g.:  
## dat <- vroom(...)  
## problems(dat)

## Rows: 3229 Columns: 682  
## ── Column specification ────────────────────────────────────────────────────────  
## Delimiter: ","  
## chr (15): COUNTYFIPS, STATEFIPS, STATE, COUNTY, REGION, CAF\_ADJ\_COUNTY\_1, C...  
## dbl (664): YEAR, TERRITORY, ACS\_TOT\_POP\_WT, ACS\_TOT\_POP\_US\_ABOVE1, ACS\_TOT\_P...  
## lgl (3): CAF\_ADJ\_COUNTY\_12, CAF\_ADJ\_COUNTY\_13, CAF\_ADJ\_COUNTY\_14  
##   
## ℹ Use `spec()` to retrieve the full column specification for this data.  
## ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.

dim(sdoh\_data)

## [1] 3229 682

# remove unwanted features, create calculated feature, convert fips\_code to data type matching chr\_data  
sdoh\_data <- sdoh\_data %>%   
 select("COUNTYFIPS",   
 "STATE",   
 "COUNTY",   
 "REGION",   
 "ACS\_TOT\_POP\_WT",   
 "ACS\_AVG\_HH\_SIZE",   
 "ACS\_PCT\_MALE",   
 "ACS\_PCT\_AIAN",   
 "ACS\_PCT\_ASIAN",   
 "ACS\_PCT\_BLACK",   
 "ACS\_PCT\_HISPANIC",   
 "ACS\_PCT\_OTHER\_RACE",   
 "ACS\_PCT\_WHITE",   
 "ACS\_PCT\_CHILD\_1FAM",   
 "ACS\_PCT\_CHILDREN\_GRANDPARENT",   
 "ACS\_PCT\_GRANDP\_RESPS\_NO\_P",   
 "ACS\_PCT\_GRANDP\_RESPS\_P",  
 "ACS\_PCT\_HH\_OTHER\_COMP",   
 "ACS\_PCT\_HH\_INTERNET",  
 "ACS\_PCT\_EMPLOYED",  
 "ACS\_PCT\_HH\_INC\_99999",  
 "ACS\_PCT\_MEDICARE\_ONLY",  
 "AHRF\_CLIN\_NURSE\_SPEC\_RATE",   
 "AHRF\_DENTISTS\_RATE",  
 "AHRF\_PHYSICIAN\_ASSIST\_RATE",  
 "AMFAR\_MHFAC\_RATE",  
 "CEN\_POPDENSITY\_COUNTY",  
 "NEPHTN\_HEATIND\_90",  
 "SAIPE\_MEDIAN\_HH\_INCOME",  
 "POS\_MEDIAN\_DIST\_ED",  
 "POS\_MEDIAN\_DIST\_PED\_ICU",  
 "POS\_MEDIAN\_DIST\_CLINIC",   
 "POS\_MEDIAN\_DIST\_ALC",   
 ) %>%   
 mutate(percent\_grandparents\_as\_guardians = ACS\_PCT\_CHILDREN\_GRANDPARENT \* ((ACS\_PCT\_GRANDP\_RESPS\_P + ACS\_PCT\_GRANDP\_RESPS\_NO\_P)/100)) %>%   
 select(-ACS\_PCT\_GRANDP\_RESPS\_P, -ACS\_PCT\_GRANDP\_RESPS\_NO\_P, -ACS\_PCT\_CHILDREN\_GRANDPARENT) %>%   
 rename("fips\_code" = "COUNTYFIPS",  
 "state" = "STATE",  
 "county" = "COUNTY",  
 "region" = "REGION",  
 "weighted\_population" = "ACS\_TOT\_POP\_WT",  
 "average\_hh\_size" = "ACS\_AVG\_HH\_SIZE",  
 "pct\_male" = "ACS\_PCT\_MALE",  
 "pct\_native\_american" = "ACS\_PCT\_AIAN",  
 "pct\_asian" = "ACS\_PCT\_ASIAN",  
 "pct\_black" = "ACS\_PCT\_BLACK",  
 "pct\_hispanic" = "ACS\_PCT\_HISPANIC",  
 "pct\_other\_race" = "ACS\_PCT\_OTHER\_RACE",  
 "pct\_white" = "ACS\_PCT\_WHITE",  
 "pct\_single\_parent" = "ACS\_PCT\_CHILD\_1FAM",  
 "pct\_hh\_other\_computer" = "ACS\_PCT\_HH\_OTHER\_COMP",  
 "pct\_hh\_internet" = "ACS\_PCT\_HH\_INTERNET",  
 "pct\_employed" = "ACS\_PCT\_EMPLOYED",  
 "pct\_hh\_inc\_99999" = "ACS\_PCT\_HH\_INC\_99999", # renamed by mg  
 "pct\_w\_medicare" = "ACS\_PCT\_MEDICARE\_ONLY",  
 "clinical\_nurse\_pt" = "AHRF\_CLIN\_NURSE\_SPEC\_RATE",  
 "dentist\_pt" = "AHRF\_DENTISTS\_RATE",  
 "pa\_pt" = "AHRF\_PHYSICIAN\_ASSIST\_RATE",  
 "mental\_health\_faciliy\_pt" = "AMFAR\_MHFAC\_RATE",  
 "population\_density" = "CEN\_POPDENSITY\_COUNTY",  
 "days\_over\_90\_f" = "NEPHTN\_HEATIND\_90",  
 "median\_hh\_income" = "SAIPE\_MEDIAN\_HH\_INCOME",  
 "median\_er\_dist" = "POS\_MEDIAN\_DIST\_ED",  
 "median\_pediatric\_icu\_dist" = "POS\_MEDIAN\_DIST\_PED\_ICU",  
 "median\_health\_clinic\_dist" = "POS\_MEDIAN\_DIST\_CLINIC",  
 "median\_drug\_alcohol\_care\_dist" = "POS\_MEDIAN\_DIST\_ALC"  
   
 ) %>%   
 mutate(fips\_code = as.numeric(fips\_code))  
  
chr\_data <- read\_csv("data/chr\_data.csv", skip = 1)

## Rows: 3194 Columns: 720  
## ── Column specification ────────────────────────────────────────────────────────  
## Delimiter: ","  
## chr (2): state, county  
## dbl (572): statecode, countycode, fipscode, year, county\_ranked, v001\_rawval...  
## lgl (146): v002\_numerator, v002\_denominator, v036\_numerator, v036\_denominato...  
##   
## ℹ Use `spec()` to retrieve the full column specification for this data.  
## ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.

dim(chr\_data)

## [1] 3194 720

# remove unwanted features  
# convert principal care providers from per 100,000 people to per 1,000 people to match other data  
  
chr\_data <- chr\_data %>%  
 select("fipscode",  
 "v002\_rawvalue",  
 "v009\_rawvalue",  
 "v011\_rawvalue",  
 "v070\_rawvalue",   
 "v049\_rawvalue",  
 "v085\_rawvalue",  
 "v168\_rawvalue",   
 "v069\_rawvalue",  
 "v044\_rawvalue",   
 "v140\_rawvalue",  
 "v125\_rawvalue",  
 "v124\_rawvalue",  
 "v136\_other\_data\_1",  
 "v136\_other\_data\_2",  
 "v137\_rawvalue",  
 "v147\_rawvalue",  
 "v139\_rawvalue",  
 "v177\_rawvalue",  
 "v153\_rawvalue",  
 "v053\_rawvalue",   
 "v058\_rawvalue",   
 "v004\_rawvalue",  
 ) %>%   
 mutate(pcp\_pt = v004\_rawvalue/100) %>%   
 select(-v004\_rawvalue) %>%   
 rename("fips\_code" = "fipscode",  
 "pct\_poor\_to\_fair\_health" = "v002\_rawvalue",  
 "pct\_adult\_smokers" = "v009\_rawvalue",  
 "pct\_obese\_adults" = "v011\_rawvalue",  
 "pct\_no\_exercise" = "v070\_rawvalue",  
 "pct\_binge\_drinkers" = "v049\_rawvalue",  
 "pct\_under\_65\_no\_health\_insurance" = "v085\_rawvalue",  
 "pct\_highschool\_diploma" = "v168\_rawvalue",  
 "pct\_some\_college" = "v069\_rawvalue",  
 "inequality\_ratio" = "v044\_rawvalue",  
 "social\_clubs\_per\_10k" = "v140\_rawvalue",  
 "air\_polution\_metric" = "v125\_rawvalue",  
 "water\_quality" = "v124\_rawvalue", # renamed by mg  
 "pct\_high\_housing\_costs" = "v136\_other\_data\_1",  
 "pct\_overcrowded\_hh" = "v136\_other\_data\_2",  
 "pct\_food\_insecurities" = "v139\_rawvalue",  
 "pct\_voters" = "v177\_rawvalue",  
 "pct\_home\_owner" = "v153\_rawvalue",  
 "pct\_65\_plus" = "v053\_rawvalue",  
 "pct\_rural\_population" = "v058\_rawvalue",  
 "life\_expectancy\_years" = "v147\_rawvalue",  
 "pct\_30\_min\_plus\_commute" = "v137\_rawvalue")  
  
# full data sets are extremely large, initial dimension reduction was performed previously

*Combine datasets*

# Create and clean the qol\_data dataset  
qol\_data <- sdoh\_data %>%  
 inner\_join(chr\_data, by = "fips\_code") %>%  
 #mutate(response = ifelse(pct\_poor\_to\_fair\_health >= 0.154, "worse", "better")) %>%  
 #mutate(response = as.factor(response)) %>%  
 #select(-pct\_poor\_to\_fair\_health) %>% # keep until analysis has been performed  
 mutate\_at(vars(state, county, region), as.factor) # convert characters to factors

eliminate variables with no predictive value: fipscode, county and state, pct\_poor\_to\_fair\_health:

qol\_data <- qol\_data %>% select(-c(fips\_code,county,state))

calcSplitRatio <- function(p = NA, df) {  
 ## @p = the number of parameters. by default, if none are provided, the number of columns (predictors) in the dataset are used  
 ## @df = the dataframe that will be used for the analysis  
   
 ## If the number of parameters isn't supplied, set it to the number of features minus 1 for the target  
 if(is.na(p)) {  
 p <- ncol(df) -1 ## COMMENT HERE  
 }  
   
 ## Calculate the ideal number of testing set  
 test\_N <- (1/sqrt(p))\*nrow(df)  
 ## Turn that into a testing proportion  
 test\_prop <- round((1/sqrt(p))\*nrow(df)/nrow(df), 2)  
 ## And find the training proportion  
 train\_prop <- 1-test\_prop  
   
 ## Tell us the results!  
 print(paste0("The ideal split ratio is ", train\_prop, ":", test\_prop, " training:testing"))  
   
 ## Return the size of the training set  
 return(train\_prop)  
}  
  
calcSplitRatio(df = qol\_data)

## [1] "The ideal split ratio is 0.86:0.14 training:testing"

## [1] 0.86

Split data intraining and testing sets, delete non useful features, input missing values

# Find columns with missing data  
#sum(colSums(is.na(qol\_data)))  
  
# delete column with large number of missing values 'pcp\_pt'  
  
qol\_data <- qol\_data[, !names(qol\_data) %in% "pcp\_pt"]  
  
set.seed(112)  
# Splitting the data into train and test sets  
  
  
data\_split <- initial\_split(qol\_data, strata = "pct\_poor\_to\_fair\_health", prop = 0.86)  
  
qol\_train <- training(data\_split)  
qol\_test <- testing(data\_split)  
  
  
# Selecting only numeric columns for imputation  
numeric\_cols <- sapply(qol\_train, is.numeric)  
qol\_train\_numeric <- qol\_train[, numeric\_cols]  
qol\_test\_numeric <- qol\_test[, numeric\_cols]  
  
# Imputing missing values using mice  
library(mice)  
  
# Imputing missing values in the training set  
qol\_train\_imputed <- mice(qol\_train\_numeric, m = 1, method = "cart", # Using CART for imputation  
 maxit = 5) # Maximum iterations for imputation

##   
## iter imp variable  
## 1 1 weighted\_population average\_hh\_size pct\_male pct\_native\_american pct\_asian pct\_black pct\_hispanic pct\_other\_race pct\_white pct\_single\_parent pct\_hh\_other\_computer pct\_hh\_internet pct\_employed pct\_hh\_inc\_99999 pct\_w\_medicare population\_density days\_over\_90\_f median\_hh\_income median\_er\_dist median\_pediatric\_icu\_dist median\_health\_clinic\_dist median\_drug\_alcohol\_care\_dist percent\_grandparents\_as\_guardians pct\_poor\_to\_fair\_health pct\_adult\_smokers pct\_obese\_adults pct\_no\_exercise pct\_binge\_drinkers pct\_under\_65\_no\_health\_insurance inequality\_ratio air\_polution\_metric water\_quality life\_expectancy\_years pct\_voters pct\_rural\_population  
## 2 1 weighted\_population average\_hh\_size pct\_male pct\_native\_american pct\_asian pct\_black pct\_hispanic pct\_other\_race pct\_white pct\_single\_parent pct\_hh\_other\_computer pct\_hh\_internet pct\_employed pct\_hh\_inc\_99999 pct\_w\_medicare population\_density days\_over\_90\_f median\_hh\_income median\_er\_dist median\_pediatric\_icu\_dist median\_health\_clinic\_dist median\_drug\_alcohol\_care\_dist percent\_grandparents\_as\_guardians pct\_poor\_to\_fair\_health pct\_adult\_smokers pct\_obese\_adults pct\_no\_exercise pct\_binge\_drinkers pct\_under\_65\_no\_health\_insurance inequality\_ratio air\_polution\_metric water\_quality life\_expectancy\_years pct\_voters pct\_rural\_population  
## 3 1 weighted\_population average\_hh\_size pct\_male pct\_native\_american pct\_asian pct\_black pct\_hispanic pct\_other\_race pct\_white pct\_single\_parent pct\_hh\_other\_computer pct\_hh\_internet pct\_employed pct\_hh\_inc\_99999 pct\_w\_medicare population\_density days\_over\_90\_f median\_hh\_income median\_er\_dist median\_pediatric\_icu\_dist median\_health\_clinic\_dist median\_drug\_alcohol\_care\_dist percent\_grandparents\_as\_guardians pct\_poor\_to\_fair\_health pct\_adult\_smokers pct\_obese\_adults pct\_no\_exercise pct\_binge\_drinkers pct\_under\_65\_no\_health\_insurance inequality\_ratio air\_polution\_metric water\_quality life\_expectancy\_years pct\_voters pct\_rural\_population  
## 4 1 weighted\_population average\_hh\_size pct\_male pct\_native\_american pct\_asian pct\_black pct\_hispanic pct\_other\_race pct\_white pct\_single\_parent pct\_hh\_other\_computer pct\_hh\_internet pct\_employed pct\_hh\_inc\_99999 pct\_w\_medicare population\_density days\_over\_90\_f median\_hh\_income median\_er\_dist median\_pediatric\_icu\_dist median\_health\_clinic\_dist median\_drug\_alcohol\_care\_dist percent\_grandparents\_as\_guardians pct\_poor\_to\_fair\_health pct\_adult\_smokers pct\_obese\_adults pct\_no\_exercise pct\_binge\_drinkers pct\_under\_65\_no\_health\_insurance inequality\_ratio air\_polution\_metric water\_quality life\_expectancy\_years pct\_voters pct\_rural\_population  
## 5 1 weighted\_population average\_hh\_size pct\_male pct\_native\_american pct\_asian pct\_black pct\_hispanic pct\_other\_race pct\_white pct\_single\_parent pct\_hh\_other\_computer pct\_hh\_internet pct\_employed pct\_hh\_inc\_99999 pct\_w\_medicare population\_density days\_over\_90\_f median\_hh\_income median\_er\_dist median\_pediatric\_icu\_dist median\_health\_clinic\_dist median\_drug\_alcohol\_care\_dist percent\_grandparents\_as\_guardians pct\_poor\_to\_fair\_health pct\_adult\_smokers pct\_obese\_adults pct\_no\_exercise pct\_binge\_drinkers pct\_under\_65\_no\_health\_insurance inequality\_ratio air\_polution\_metric water\_quality life\_expectancy\_years pct\_voters pct\_rural\_population

# Imputing missing values in the test set using the trained model  
qol\_test\_imputed <- mice(qol\_test\_numeric, m = 1, method = "cart",  
 maxit = 5,  
 use.all = FALSE) # Using only the training data for imputation

##   
## iter imp variable  
## 1 1 days\_over\_90\_f percent\_grandparents\_as\_guardians inequality\_ratio air\_polution\_metric water\_quality life\_expectancy\_years pct\_voters  
## 2 1 days\_over\_90\_f percent\_grandparents\_as\_guardians inequality\_ratio air\_polution\_metric water\_quality life\_expectancy\_years pct\_voters  
## 3 1 days\_over\_90\_f percent\_grandparents\_as\_guardians inequality\_ratio air\_polution\_metric water\_quality life\_expectancy\_years pct\_voters  
## 4 1 days\_over\_90\_f percent\_grandparents\_as\_guardians inequality\_ratio air\_polution\_metric water\_quality life\_expectancy\_years pct\_voters  
## 5 1 days\_over\_90\_f percent\_grandparents\_as\_guardians inequality\_ratio air\_polution\_metric water\_quality life\_expectancy\_years pct\_voters

# Combining the imputed numeric columns back with the original data  
qol\_train <- cbind(qol\_train[, !numeric\_cols], complete(qol\_train\_imputed))  
qol\_test <- cbind(qol\_test[, !numeric\_cols], complete(qol\_test\_imputed))

one hot encode character Variables,center and scale all predictors except one hot encoded variables.

set.seed(12)  
# Create a recipe  
response\_recipe <- recipe(pct\_poor\_to\_fair\_health ~ ., data = qol\_train) %>%  
   
 step\_dummy(region, one\_hot = TRUE) %>% # One-hot encode the 'region' feature to include all 4 regions  
 step\_center(all\_predictors(), -starts\_with("region\_")) %>% # Center all predictors except the one-hot encoded 'region' columns  
 step\_scale(all\_predictors(), -starts\_with("region\_")) %>% # Scale all predictors except the one-hot encoded 'region' columns  
 prep(training = qol\_train, retain = TRUE)  
  
# Apply the recipe to the training and testing datasets  
qol\_train <- bake(response\_recipe, new\_data = qol\_train)  
qol\_test <- bake(response\_recipe, new\_data = qol\_test)

Build and compare OLs, RF and lasso models

# Fit the OLS model  
ols\_model <- lm(pct\_poor\_to\_fair\_health ~ ., data = qol\_train)  
  
# Print OLS coefficients  
print(summary(ols\_model)$coefficients)

## Estimate Std. Error t value  
## (Intercept) 0.1667531239 0.0007402773 225.2576492  
## weighted\_population -0.0001832448 0.0002244152 -0.8165437  
## average\_hh\_size 0.0012214552 0.0003438822 3.5519581  
## pct\_male 0.0008986935 0.0002289776 3.9248099  
## pct\_native\_american 0.0004253901 0.0007519222 0.5657368  
## pct\_asian 0.0005004165 0.0004255643 1.1758893  
## pct\_black 0.0036175517 0.0011814665 3.0619166  
## pct\_hispanic 0.0063347871 0.0004276278 14.8137867  
## pct\_other\_race -0.0001299606 0.0003844120 -0.3380763  
## pct\_white 0.0009844123 0.0013762409 0.7152907  
## pct\_single\_parent 0.0005423958 0.0002991155 1.8133327  
## pct\_hh\_other\_computer -0.0002905630 0.0001873700 -1.5507444  
## pct\_hh\_internet -0.0008739334 0.0003257878 -2.6825236  
## pct\_employed -0.0006194164 0.0002626579 -2.3582630  
## pct\_hh\_inc\_99999 -0.0014631466 0.0002577000 -5.6777122  
## pct\_w\_medicare -0.0002824302 0.0002682869 -1.0527170  
## clinical\_nurse\_pt -0.0000357989 0.0001902213 -0.1881961  
## dentist\_pt 0.0001455579 0.0002461408 0.5913601  
## pa\_pt -0.0002644818 0.0002080331 -1.2713444  
## mental\_health\_faciliy\_pt 0.0002876091 0.0001962302 1.4656717  
## population\_density -0.0005634245 0.0002130007 -2.6451769  
## days\_over\_90\_f -0.0010073222 0.0003387878 -2.9733130  
## median\_hh\_income -0.0005651299 0.0004226812 -1.3370122  
## median\_er\_dist -0.0008034986 0.0002696165 -2.9801533  
## median\_pediatric\_icu\_dist 0.0000323153 0.0002417681 0.1336624  
## median\_health\_clinic\_dist -0.0010167693 0.0002165432 -4.6954574  
## median\_drug\_alcohol\_care\_dist 0.0010989580 0.0002692086 4.0821797  
## percent\_grandparents\_as\_guardians 0.0002012997 0.0002549438 0.7895848  
## pct\_adult\_smokers 0.0090831870 0.0006014870 15.1012199  
## pct\_obese\_adults 0.0043190441 0.0004044524 10.6787446  
## pct\_no\_exercise 0.0175265377 0.0005828287 30.0715090  
## pct\_binge\_drinkers -0.0015395616 0.0002782273 -5.5334676  
## pct\_under\_65\_no\_health\_insurance -0.0012962860 0.0003050287 -4.2497178  
## pct\_highschool\_diploma -0.0038438246 0.0003963252 -9.6986638  
## pct\_some\_college 0.0006251624 0.0003690030 1.6941934  
## inequality\_ratio 0.0005590815 0.0002688658 2.0794072  
## social\_clubs\_per\_10k -0.0004348399 0.0002231403 -1.9487283  
## air\_polution\_metric 0.0014700099 0.0002650512 5.5461352  
## water\_quality 0.0003260659 0.0001906233 1.7105245  
## pct\_high\_housing\_costs 0.0006638655 0.0002805090 2.3666457  
## pct\_overcrowded\_hh 0.0013419150 0.0003074762 4.3642892  
## pct\_30\_min\_plus\_commute -0.0003714686 0.0002852210 -1.3023887  
## life\_expectancy\_years 0.0003029483 0.0003266542 0.9274279  
## pct\_food\_insecurities 0.0076641066 0.0003829749 20.0120347  
## pct\_voters 0.0015272981 0.0003322259 4.5971669  
## pct\_home\_owner 0.0006649507 0.0003183508 2.0887356  
## pct\_65\_plus 0.0004789357 0.0003718530 1.2879703  
## pct\_rural\_population 0.0001099482 0.0003438049 0.3197981  
## region\_Midwest -0.0140374670 0.0009233961 -15.2019987  
## region\_Northeast -0.0132849220 0.0010057865 -13.2084907  
## region\_South -0.0020169893 0.0009273715 -2.1749528  
## Pr(>|t|)  
## (Intercept) 0.000000e+00  
## weighted\_population 4.142627e-01  
## average\_hh\_size 3.890459e-04  
## pct\_male 8.900852e-05  
## pct\_native\_american 5.716206e-01  
## pct\_asian 2.397448e-01  
## pct\_black 2.221335e-03  
## pct\_hispanic 9.228516e-48  
## pct\_other\_race 7.353325e-01  
## pct\_white 4.744925e-01  
## pct\_single\_parent 6.989365e-02  
## pct\_hh\_other\_computer 1.210824e-01  
## pct\_hh\_internet 7.352290e-03  
## pct\_employed 1.843296e-02  
## pct\_hh\_inc\_99999 1.513570e-08  
## pct\_w\_medicare 2.925667e-01  
## clinical\_nurse\_pt 8.507373e-01  
## dentist\_pt 5.543296e-01  
## pa\_pt 2.037178e-01  
## mental\_health\_faciliy\_pt 1.428564e-01  
## population\_density 8.213056e-03  
## days\_over\_90\_f 2.972607e-03  
## median\_hh\_income 1.813334e-01  
## median\_er\_dist 2.907243e-03  
## median\_pediatric\_icu\_dist 8.936797e-01  
## median\_health\_clinic\_dist 2.795647e-06  
## median\_drug\_alcohol\_care\_dist 4.593590e-05  
## percent\_grandparents\_as\_guardians 4.298410e-01  
## pct\_adult\_smokers 1.720990e-49  
## pct\_obese\_adults 4.309915e-26  
## pct\_no\_exercise 3.530838e-171  
## pct\_binge\_drinkers 3.447243e-08  
## pct\_under\_65\_no\_health\_insurance 2.214370e-05  
## pct\_highschool\_diploma 7.027500e-22  
## pct\_some\_college 9.034609e-02  
## inequality\_ratio 3.767591e-02  
## social\_clubs\_per\_10k 5.143332e-02  
## air\_polution\_metric 3.209358e-08  
## water\_quality 8.728601e-02  
## pct\_high\_housing\_costs 1.802165e-02  
## pct\_overcrowded\_hh 1.324223e-05  
## pct\_30\_min\_plus\_commute 1.928968e-01  
## life\_expectancy\_years 3.537889e-01  
## pct\_food\_insecurities 4.413767e-83  
## pct\_voters 4.483610e-06  
## pct\_home\_owner 3.682677e-02  
## pct\_65\_plus 1.978688e-01  
## pct\_rural\_population 7.491466e-01  
## region\_Midwest 4.196444e-50  
## region\_Northeast 1.268686e-38  
## region\_South 2.972184e-02

# Predict on the test set  
predictions\_ols <- predict(ols\_model, new\_data = qol\_test)  
  
# Evaluate the OLS model  
mse\_ols <- mean((qol\_test$pct\_poor\_to\_fair\_health - predictions\_ols)^2)

## Warning in qol\_test$pct\_poor\_to\_fair\_health - predictions\_ols: longer object  
## length is not a multiple of shorter object length

rmse\_ols <- sqrt(mse\_ols)  
r2\_ols <- summary(ols\_model)$r.squared  
print(paste("MSE (OLS):", mse\_ols))

## [1] "MSE (OLS): 0.0039069415003134"

print(paste("RMSE (OLS):", rmse\_ols))

## [1] "RMSE (OLS): 0.0625055317577044"

print(paste("R-squared (OLS):", r2\_ols))

## [1] "R-squared (OLS): 0.957627822349486"

# --- Feature Importance Visualization (OLS) ---  
  
# Calculate feature importance for OLS  
feature\_importance\_ols <- abs(summary(ols\_model)$coefficients[, "Estimate"])  
importance\_df\_ols <- data.frame(Feature = names(feature\_importance\_ols), Importance = feature\_importance\_ols)  
importance\_df\_ols <- importance\_df\_ols[order(-importance\_df\_ols$Importance), ]  
  
# Select top 20 features  
top\_20\_features\_ols <- head(importance\_df\_ols, 20)  
  
# Plot top 20 feature importance for OLS  
ggplot(top\_20\_features\_ols, aes(x = reorder(Feature, Importance), y = Importance)) +  
 geom\_bar(stat = "identity", fill = "steelblue") +  
 coord\_flip() +  
 labs(title = "Top 20 Feature Importance (OLS)", x = "Feature", y = "Importance") +  
 theme\_minimal()

![](data:image/png;base64,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)

# --- Assumptions Diagnostics for OLS Model ---  
  
# Residuals plot  
ggplot(data.frame(residuals = residuals(ols\_model), fitted = fitted(ols\_model)), aes(x = fitted, y = residuals)) +  
 geom\_point() +  
 geom\_smooth(method = "lm", se = FALSE, color = "red") +  
 labs(title = "Residuals vs Fitted", x = "Fitted values", y = "Residuals") +  
 theme\_minimal()

## `geom\_smooth()` using formula = 'y ~ x'

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAABFFBMVEUAAAAAADoAAGYAOjoAOmYAOpAAZrY6AAA6ADo6AGY6OgA6OmY6ZmY6ZpA6ZrY6kLY6kNtNTU1NTW5NTY5NbqtNjshmAABmADpmOgBmOmZmZmZmkJBmkNtmtrZmtttmtv9uTU1uTW5uTY5ubqtuq+SOTU2OTW6OTY6OyP+QOgCQZgCQZjqQZmaQkGaQkLaQtpCQttuQ27aQ2/+rbk2rbm6rbo6ryKur5P+2ZgC2Zjq2kDq2tpC2ttu229u22/+2/9u2///Ijk3I///bkDrbkGbbkJDbtmbbtpDb27bb29vb/7bb/9vb///kq27k///r6+v/AAD/tmb/yI7/25D/27b/29v/5Kv//7b//8j//9v//+T///+isZ2FAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAWRUlEQVR4nO2dC3vdtpGGITWWsm2zlVLnJNt2qzRxEmt7S+VurXa3WcXaTbeN7VNZqY5k/P//UYI3YIABAZIgCc6ZeR7bvMzgA+YlbjxHspBspE0sXQG2aY0BEzcGTNwYMHFjwMSNARM3BkzcGDBxGwf4WlT2g6/Q2w/nj142R0cBj1ipw6sy5vbfrmT1l1MirrSvlgZwkXbs9oSAr5XiNSLLgKGNBFxl+OGP4qTbMQFgCJMBR1oSwHK3UYC/+6gerB9+KcTBzxt83xyLd/5cpL06qwB88/3C42e1R+NuFLnbHMHLBswi5tvzoi//SP11Ysi2SmzakgD+x6VK9O2xGkIPLgoC5WB6VuErx9Z3PgKA6/G28mjdS7s9Vgc34gxe9gNuZbUSm7Z0c/DDuepufzk+KlL+r8Uq6LhCutscfCm/Oxcm4Ifzw69k69G6l1Z5XR5ewcuNVClkzsFaViuxaUsC+KBAUbAo5+FrheZ7P/2zOq7wqcsNzHaO/Ot//epYNIBr97rMojOqEdq+7AFsyjZKbNoSDNHfHL+nFko3dWcu+Fyqf9/7qkRxUw6yD3AOrobVplc37pUpTmUQvAyGaAOwltVKbNpSzME3QpEzAMu/fNRuaDDAu4344W/++2+b5lrtXpWpLl2WJ+AyAx5mSRZZ9RrrzLz1//+h1knNEK3GXFliq0Zf5aqH7dq9KfTgd5sjoxQgJW3AWtZQYmstCeDdplrtfFnsWc4Pr27Ej4q9z58OLupF1s/VuloBFj+rjgq0L9XuRq2gVR+v3etCb49/oqhal23A5bK5XLI3soYSW2tp9sHXKqv1YHnSbJMqfNXlcvPSHtUOtUfrXhdanKtircs2YCVU/tXKGkpsraUBXMAo+txtMWd+T72ZKF9RFCvrdoZ953/KmfF/j8V736oj9W7inS8v69eOjXtbatUJ4WUL8O4jcfSy/EvLGkpsjfGnScSNARM3BkzcGDBxY8DEjQETNwZM3BgwcWPAxI0BE7eJAG+Xi16r9ET1ZsC5SDNg4tIMmLg0AyYuzYCJSzNg4tIMmLg0AyYuzYCJSzNg4tIMmLg0A15QWoioPGVXb8mAo6LLb9ZPLc2Al5NmwPF600czYGAMOCaa5+Bovemj1yq9DsDNo77WLDPgbmsnq7VmmQF3GwNeKJgB5y+9CsDE5uDIxXMa6XUADupNH51OOnb7m0aaAc8uzYAH6E0fzYCBMeCOaJ6D++tNH71WaQZMXJoBE5dmwMSlGTBxaQZMXJoBE5dmwMSlGTBxaQa8Aum+r76SKTPgWaJ7v7xOpsyAbfORYMAj9aaPjgr2omDAI/Wmjx4JOB6R64kHz/GlagZsmRdwfCdEPFHpWX4sggHb5ks6Ax6pN330OGkGPFJv+uiR0qPm4Eg/XDlStmc0A85FeuWAe+0fckxU3sGLA+63Q8wxUXkHM+Bpo1P8wE6OgLfRVgKOd8/W8FbUrRvSxMnSkgRwB3r7Ao052DMQVZeHvKg0Yrb9v4dt2NJD9IzR6wU85lU2A04SzYCDetNHTyqNE6jJDMGjY/YOMGhsj5avcxU9+AmpbSWAjUSBx7nPs91bGhS90OAx6pPkTullAAc+q5sVMCybAY/Uq0Q9zZkRsC4vDnCUPgNuRCMBgzujpO14owZRgOMAjJ2DR8SuA7AxB/d9pM3VqHUBEzQv1FscN1G9h5BlxveybnkBDuWrP2DYIx2FTsDNqZ2o6kLLvvbvqtZ2knVwyHIEHOCnAcckTICXDDqwC7AuWHuDRAlg2h+teHNpG3os7afKavQwyxiwzaCN1p0nTNjEID2A/Q+KKWQkCvLtGuzNayHA4LbtO2qFltkc7FCR0j1pnWKLArH2w4NEIVJCDgCsXba6NH9VfSXl+HFhPz2nS6UFDGQ8UOzHwAx1Abs1QCtkALYnbMwTPZEEALutiwZs3rRROhScTbQ+E7BEK7I82sKynf0UQk4XuXWb4rh6TkgC7pyDWy9hc7EHYwlQxwAWKOC24o0UFBGIt9CzgS0CKoaZfQv5EowvFLE8Adv33WgTq7ByjKW77kYAizRPjEcF7ZNbw6vhJUGwp0koYKSZ3gxYn7B0hGJlLQ/YqrBTffO+FY0D1hzgOUgURKrP4DVYcatcqxa+OluA0UZ35MOZWnoA7nSdCzD68OucweyZriZYD19oQNpC6pTjoNyCB0dYz2RXo4QxB/ta3ZEQyoC7xt762E24D5sMAAYd1IZtfOwuwD3PlGi1Ch23fCmyb9lrh2i+KwKM+FrptgvEANtu2ETuhDcFtj3YIqydOvrZ+HfR8VRNE5nMwfa5BRjeQtwcwsh962ExIqxSnHIbwPhg7kDHVlHu2sF4wvqkrD/n5QEj0nb6QOdxvPQ9rAzdy0wAMP/YMG1daftRGLA9sTittouor0WkzKp2jOUAuKvSJl87bU66u255d80edxgkDcDuGO0tAG814mPVx5eyLrdwNLT5AIdr7WRE6I4JSHgiHC4i6A2DpHSGaGdJj0airUZqAevjTVmXWzga2tyAu2ruyx2Gz3W3PUBq0RtOkLS2SU5lkeqZjh1zsFFlywFLGRR2qoFYLoDNFgrA20WALpSxedQsvE0mxtEyYxBvC7IB6+fDbINukbmS0DsdZ8Fo1FPa9/wpw9ziE15HhyKHmWcOttOjT21oYTpmvH01oiCkap6ObqYYBNtS5vjuFuxCghfXDxh5/q3MRfW7JirGp2vaNTpbtzdG1WiB0ZQt2qq9ByzgWZy5E3RonrULcAZ7uE1DQ+qagvYYtcc+qdBHaDoCKbMUeya8DA6GDrIAYJDgIYAdKNYkGVGCDTgcjTfIOMQB+3Jk3Vz958HS30PkYMCgkH5R2HItEI41yDyEn1RYDngyQimLtUUBm+3ASci+hHvC7HSM1ZbBwdKUDmWoLRNNWVcYen1JwHZL4FBtHU1pmIhZn1C4C8XKJSy329u5GQXYW2ROgN0k9NofDTOoDG8MKgvpS9AJejvm3Iv61ry3xBwBg5PJzScWVQeLndUqgbUlBNjBGfzWPJZLNOEwIlDiQPPOwRLkISXfQFnevU//onUjdHushlneUSmL8va55LGKbjTXZp6+aQH2xEanrHdEVMKXALw2xN76Go1BG9UzZYPCQglfBrD/LVJSS1RoqHMK3whtNzmQMjRsbMKXAwzzMsl6uv+7DE85eDzSKFvauhlImafcGMsMsG7HuMzPZf5XYPbbrOaWbiQ8C6Us4NQ/4UsCnpTJhGYNOqJlAk6hbyzg5AknvMia8QGymmWc2K+3mlu9UzY04TPvg43Wr7YDI9a02jyrDx0nX2deL2C30cYJCWseXOdLd6CZ7WcQojnwpmxcwmEtRhUbpWe0BzZtXgrDrLOSsJt6s4zF7AVgufKhWmKABbqUEvbSrDtl/VfTuc3BViVWaEbNW2bul+7cVnqX0+4PzQ1OOCipTykJ9Dw2I5lEZtTb9ykV1kg/O9qAMyGM7W06AXYU1dXUYMoCRQSiQUndcfefnT5+bR7pC8P0/JYC0FjzvXTGrgXq3Lv9i8zBb589la8+MI70hYF6fkvAZzLzETZO8Ls92r/IKvr+ixfy7pMX+khf8Njf2RawwYDvPn0t7z9/ro/0BWXIf9ezdFP30wb/v0lvHjc86yN9odt6jjdTDq/TWlv7stXNkePia/XwlFk2TQ8eoOepRZmIWckMMc9yuv7HBhz6eNe6uZI5OKTnqwaWvdx6tsQrpFG133y1rnvbvDjgt8+etKvoJ9Uq+skEq2iBw5SZENZdEb/tvItuLgdbvTjgetur+mz6fXDbPCOL1senqVGNM2kftYzqf7dme3okIDplfsvwTZZOg5U9JKF5mEQPhflwWi1LnLIh0fkBzg2rNn/N9BoCtixxyoZE5wBYguxlCdiplNuFnSc2fcqGRC/4YYNOAkhZbjMvbr6Pss0GhRtuntIDbFSiTZn1ijdHg4CqS+3fsEGdrbVP9wfwjLCGGPzOTXVYX9haDfI3dq8Aw8Tlztf+uVCh+RqtFoEOvE+Adbpg/pa0zg/y9ZHZguhWw1hJfw7WDQ7lNgNrqyngfNuHkcB79x4Arptu53QWcqhhr8clQGreEf5hOXHK+kQvDxjZNQSyvKDBOrqvtjxtSp2yHtEZALZsbmb9DK8j6NUSmWenTVlXNKjGbnO224jDq1FS3Xphw7I6GsvYAnRJWB0lDlj0gjwH4MsjeX14dX00SqpbL8KSwZjEnCqalXabME/KIgEXHfjh/EjeJOjCo2o7J6/+ZldR19naBxt3J09ZNODd5oQUYF9hg0TAu1Rp/lvfcb7anBngh/OTm4MLNVCPtnG1TUEjmdkf80sMXXVl6zRjtpTFzcG3x+JIXj56OUqqWy822sywsimAxbk7e6FowL0bPUV0ftsk2f4Yps7xhH24u2Qo7Qdc9VYG3CMapnkEo26nzrfOtVnOcpq3jXawRyMyWhfTHBQb4MaWXmT1BTzMZMeZKWt34ala7U7gSZZo2fZg6WQaIzCcfESoBP9EZJwB94t2Ut0XUYTHfgEuVtHKshiilYXwBPEFyvB9sgEWUwsBTj4Hy3If/HB+ttuc9apYP71+0R4uwQtxfI3PCKySzA8unReP/sznvopWaC9P5E2CjXCq2nYCDJiOD3vagOG7RoNu59i5BsDXGbyLRqej3qjHjPDOpwUG0xUDVi8pC7rXGfVgZXZGY9iE/aJZ22Zete5nD7iYhOWlOLgYJdWtNyBaZ1R07Iys6dTrN5IvuGp7ZA84nU0CGCcX+LzI8YeR5rI5lq/njAEPjRa6A8d/9BD2kqBQ5yZBwM3bytwWWaUBLHGAu9xAwa5vc0HPsu0pEpuk1bP14N2Hmc3BpVlgovgGXnJgAqYOcBX6/kStnm+Izmkf3BqE4kJw8AUvSqsDQsDCA3i6Vs8IOMchGqTXTbxNEl2Iwcv4Q7MPgFN8pWOSOdg8RgBLdHwF2OFrRwtZJ+Col/+5A64XWbntg12zu6ZBFV8zGXDshwAp1i4jWb2nC173Nsk1pH8arzpaF6uDg9D6GCk1cGlMvScLpgbY+XTA7avWEToDI9Mw8qFdPOGsAef2lZ2gGaBiAEtrUnUCfNJUACu7Vmhz+jzYbx5UXsDA0V0xd0i7gL3Acwdco81ym9SYyUpf0qMt4I7EYHwDbxsRvh7CDHh0NBht3Wv2nNkeQZzWkVcaB7lewM0QfTJKqltvZHQXYLjJNc9hl+1cOJnSHq8VA5Y3qu4JpuDJAdvvPaS0IGpvn6GFxwBe7xyc0Kaeg9EbFZCt25/jOnB5dWuXmKjeEwfTAew1kx+4AC7qG54SbMCT1ztNcNQ++Czrz4NDBvqncQGh5B14SQNOa/MDdnqsf67FQpt+bc3B/arAgCeM9sy4MYxM3+UYzQG472/ZQf67nqWsZbS1+PaJjXFei6GA8/gtO4OiQR/sNT4b78CGSWvLvQfn8lt2BgNugk1ikcFSPx4+j7CtAHAWv2Vn6Bysg3svj2Q34MjRIHfA2fyWnSUStQ+Ac/otO5MGt7RMbM2ojqGkAjidLTxEB13dDx3bc5QljTk4oS27yIr1jQccZ/kDvhbiLMVPjzLgmYMjAV8++lu1UxptWQPG5+DmfDjf7AGX26QzCtukeaUzCN4DwNHB3T2UNGB5rYborL+y45rDKxAcmGNpA66+spOA73yAXV6BOXS/ASez5QCHVsEMWMr/W9Ec3BvwHs/Bl0KoDdJus6pFFjJCD9/nkAZ8fXilfo3STZLvzS64ih7FlzBgBVfePPqTSPEiK+dtUq7SUwMuf27l9jjJGnq9WaYPOA3f3LIcP2xTB/xugl/f0Kk3fTQS3GPhxYBH6k0YXUNkwMDoAG4oMmBgBuD209BV7YNb6wDMc3ByywzwxNLLB+8D4I45eHLpxYP3AvDKpRlwwHp8ZSe19PLBewC4XSkzYGAMeLx0BsEMeErpDIL3ADDPwbjRAbx2aQZMXJoBE5dmwMSlGTBxaQZMXJoBE5dmwMSlGTBxaQZMXJoBE5dmwMSlGTBxaQZMXJoBE5dmwMSlGTBxaQZMXJoBE5dmwMSllwF8/9np49fm0avT09MfvxiuF2U5Jirv4KGA3z57Kl99YB59/XSc3vTRa5VeBPD9Fy/k3Scv9NHb3z8fpzd99FqlFwF89+lref/5c31UDNSnp20nXvr/BmLzWxzgN48bwPXR3S+ey5hevNZutE89+OvT0w+cHlzdCc/Da83yPgFW5szB5VUGnF3w8FX0k3YVXR6pkfrtf/I2Kbfgkftg1XX1Pvj9iIX0WrO8d4CT600fvVZpBkxcmgETl2bAxKUZMHFpBkxcmgETl2bAxKUZMHFpBkxcmgETl2bAxKUZMHFpBkxcmgETl2bAxKUZMHFpBkxcmgETl2bAxKUZMHFpBkxcmgETl2bAxKUZMHFpBkxcmgETl2bAxKUZMHFpBkxcmgETl2bAxKUZMHFpBkxcmgETl2bAxKUZMHFpBkxcmgETl2bAxKUZMHFpBkxcmgETl2bAxKUZMHFpBkxcmgETl2bAxKUZMHFpBkxcOkfAS//fQGx+SwK4A/1y0WuVzrEHD9CbPnqt0gyYuDQDJi7NgIlLM2Di0gyYuDQDJi7NgIlLM2Di0gyYuDQDJi7NgIlLM2Di0gyYuDQDJi7NgIlLM+BZpIUYkREGPEf0qGAhxhBmwHNEM2BgDBgYAx6rN300z8HAGHAu0gyYuDQDJi7NgIlLM2Di0gyYuDQDJi7NgIlLM2Di0gyYuDQDJi69LsBsuRgDJm4MmLgxYOLGgIkbAyZuDJi4MWDixoCJW1aA7z87ffy6Pr775MUy0ncfn54+XUT5zenpj5M3OifAb589la8+qI7fTNDWKOn7z5/Lu188X0BZPdJN89NZToDvv3jRdNyv3//DrD1YS79RKf56vi5sNFpOMW7lBPju09dlB6pOZgUMpI2juZVp9+A3jxcDDKTfPnuyjPLdx+8nf7JyApxJD77/bEa+k48dOQEG09G8gA3pu4/nXENbc3D62T8nwGpobCeheQFr6Zn5GspgmkhmOQGut4QV2kX2wYXoq1NlM0LWjS6kac/BbBMYAyZuDJi4MWDixoCJGwMmbvQBP5yXv1lFnN2+eyG/+0qWf0y7ObxCwpQ3BdsHwCftsaLmkGPA6zYGTNxawLfv/vZYiB8Wf07KcVtx3W3Ewa9LwJXb9eHVbeFQeBSAS8bqr8a7vHW2ZGP6214Bvmh68MP5UQHz0cvd5qRgXPXg4lT57jZnFWcNuPGuzo/XRXgfAJdrrBMT8E3Ve8/Kf68rwPW9f7yUzbPQAG68b/8FG8szt30A7Pbg62phfaJ6ray5Kb/y/Ka4c2ACbrzlpRBHSzZliO0pYAVSVsNyA1jePPr2XI3YBxdWD268ZTlno0uyfG0/Ad8cVEvkcvBtVtG7D39boL4pOzHowY135bXhOTgvMwErOurPw3mBseC22xy1iyxZjMBHJdtiIVUCVkuwh/ODi8a7fBLWtn3aL8AlQ/VHrbxUv9TbJKkmX9U5i4n24Heb8r2X2hb9+4cXrXc1Oy/WkkFGH/CeGwMmbgyYuDFg4saAiRsDJm4MmLgxYOLGgIkbAyZu/wQBbkczKWjMGQAAAABJRU5ErkJggg==)

# Q-Q plot  
ggplot(data.frame(sample = residuals(ols\_model)), aes(sample = sample)) +  
 stat\_qq() +  
 stat\_qq\_line() +  
 labs(title = "Q-Q Plot", x = "Theoretical Quantiles", y = "Sample Quantiles") +  
 theme\_minimal()
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# Durbin-Watson test  
#dwtest(ols\_model)  
  
# Perform the Breusch-Godfrey test for autocorrelation  
bg\_test <- bgtest(ols\_model, order = 1) # You can change the order as needed  
  
# Print the test results  
print(bg\_test)

##   
## Breusch-Godfrey test for serial correlation of order up to 1  
##   
## data: ols\_model  
## LM test = 738.41, df = 1, p-value < 2.2e-16

Random forest model

# Load necessary library  
library(randomForest)  
  
# Train a random forest model  
rf\_model <- randomForest(pct\_poor\_to\_fair\_health ~ ., data = qol\_train, ntree = 1000, na.action = na.omit)  
  
# Predict on the test set  
predictions\_rf <- predict(rf\_model, qol\_test)  
  
# Evaluate the Random Forest model  
mse\_rf <- mean((qol\_test$pct\_poor\_to\_fair\_health - predictions\_rf)^2)  
rmse\_rf <- sqrt(mse\_rf)  
r2\_rf <- 1 - (sum((qol\_test$pct\_poor\_to\_fair\_health - predictions\_rf)^2) / sum((qol\_test$pct\_poor\_to\_fair\_health - mean(qol\_test$pct\_poor\_to\_fair\_health))^2))  
print(paste("MSE (RF):", mse\_rf))

## [1] "MSE (RF): 6.5813230305314e-05"

print(paste("RMSE (RF):", rmse\_rf))

## [1] "RMSE (RF): 0.00811253538083588"

print(paste("R-squared (RF):", r2\_rf))

## [1] "R-squared (RF): 0.966253647924883"

# --- Feature Importance Visualization (RF) ---  
  
# Calculate feature importance for RF  
feature\_importance\_rf <- importance(rf\_model)  
importance\_df\_rf <- data.frame(Feature = rownames(feature\_importance\_rf), Importance = abs(feature\_importance\_rf[, 1]))  
importance\_df\_rf <- importance\_df\_rf[order(-importance\_df\_rf$Importance), ]  
  
# Select top 20 features  
top\_20\_features\_rf <- head(importance\_df\_rf, 20)  
  
# Plot top 20 feature importance for RF  
ggplot(top\_20\_features\_rf, aes(x = reorder(Feature, Importance), y = Importance)) +  
 geom\_bar(stat = "identity", fill = "steelblue") +  
 coord\_flip() +  
 labs(title = "Top 20 Feature Importance (RF)", x = "Feature", y = "Importance") +  
 theme\_minimal()
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# Create design matrices (excluding response variable)  
x\_train <- model.matrix(pct\_poor\_to\_fair\_health ~ ., data = qol\_train)[, -1]  
x\_test <- model.matrix(pct\_poor\_to\_fair\_health ~ ., data = qol\_test)[, -1]  
  
# Fit the Lasso model  
lasso\_model <- glmnet(x\_train, qol\_train$pct\_poor\_to\_fair\_health, alpha = 1)  
  
# Find optimal lambda using cross-validation  
cv\_lasso <- cv.glmnet(x\_train, qol\_train$pct\_poor\_to\_fair\_health, alpha = 1)  
  
# Predict on the test set using the optimal lambda  
predictions\_lasso <- predict(lasso\_model, newx = x\_test, s = cv\_lasso$lambda.min)  
  
# Evaluate the Lasso model  
mse\_lasso <- mean((qol\_test$pct\_poor\_to\_fair\_health - predictions\_lasso)^2)  
rmse\_lasso <- sqrt(mse\_lasso)  
r2\_lasso <- 1 - (sum((qol\_test$pct\_poor\_to\_fair\_health - predictions\_lasso)^2) / sum((qol\_test$pct\_poor\_to\_fair\_health - mean(qol\_test$pct\_poor\_to\_fair\_health))^2))  
print(paste("MSE (Lasso):", mse\_lasso))

## [1] "MSE (Lasso): 7.98139624859371e-05"

print(paste("RMSE (Lasso):", rmse\_lasso))

## [1] "RMSE (Lasso): 0.00893386604365306"

print(paste("R-squared (Lasso):", r2\_lasso))

## [1] "R-squared (Lasso): 0.959074640979245"

# --- Feature Importance Visualization (Lasso) ---  
  
# Extract coefficients as a dense vector  
coef\_lasso <- coef(lasso\_model, s = cv\_lasso$lambda.min)  
  
# Extract non-zero coefficients  
non\_zero\_coefs <- coef\_lasso[which(coef\_lasso != 0)]  
  
# Get the names of the non-zero coefficients  
feature\_names <- rownames(coef\_lasso)[which(coef\_lasso != 0)]  
  
# Create the data frame  
importance\_df\_lasso <- data.frame(Feature = feature\_names, Importance = abs(non\_zero\_coefs))  
  
# Select top 20 features  
top\_20\_features\_lasso <- head(importance\_df\_lasso[order(-importance\_df\_lasso$Importance), ], 20)  
  
# Plot top 20 feature importance  
ggplot(top\_20\_features\_lasso, aes(x = reorder(Feature, Importance), y = Importance)) +  
 geom\_bar(stat = "identity", fill = "steelblue") +  
 coord\_flip() +  
 labs(title = "Top 20 Feature Importance (Lasso)", x = "Feature", y = "Importance") +  
 theme\_minimal()
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# Prepare data for xgboost  
dtrain <- xgb.DMatrix(data = as.matrix(qol\_train[, -which(names(qol\_train) == "pct\_poor\_to\_fair\_health")]), label = qol\_train$pct\_poor\_to\_fair\_health)  
dtest <- xgb.DMatrix(data = as.matrix(qol\_test[, -which(names(qol\_test) == "pct\_poor\_to\_fair\_health")]), label = qol\_test$pct\_poor\_to\_fair\_health)  
  
# Set parameters for xgboost  
params <- list(  
 objective = "reg:squarederror",  
 eta = 0.1,  
 max\_depth = 6,  
 subsample = 0.8,  
 colsample\_bytree = 0.8  
)  
  
# Train the GBM model  
gbm\_model <- xgb.train(params, dtrain, nrounds = 100)  
  
# Predict on the test set  
predictions\_gbm <- predict(gbm\_model, dtest)  
  
# Evaluate the GBM model  
mse\_gbm <- mean((qol\_test$pct\_poor\_to\_fair\_health - predictions\_gbm)^2)  
rmse\_gbm <- sqrt(mse\_gbm)  
r2\_gbm <- 1 - (sum((qol\_test$pct\_poor\_to\_fair\_health - predictions\_gbm)^2) / sum((qol\_test$pct\_poor\_to\_fair\_health - mean(qol\_test$pct\_poor\_to\_fair\_health))^2))  
print(paste("MSE (GBM):", mse\_gbm))

## [1] "MSE (GBM): 5.05616020737363e-05"

print(paste("RMSE (GBM):", rmse\_gbm))

## [1] "RMSE (GBM): 0.00711066818757115"

print(paste("R-squared (GBM):", r2\_gbm))

## [1] "R-squared (GBM): 0.974074063571311"

Compare the 4 models based on the evaluation metrics (MSE, RMSE, and R-squared),

Lower MSE and RMSE indicate better model performance. Higher R-squared indicates better model performance. After running the code, you can visually compare the performance of the three models. The model with the lowest MSE and RMSE and the highest R-squared would be the recommended choice.

# Create a data frame to store the results  
results <- data.frame(  
 Model = c("OLS", "Random Forest", "Lasso", "GBM"),  
 MSE = c(mse\_ols, mse\_rf, mse\_lasso,mse\_gbm),  
 RMSE = c(rmse\_ols, rmse\_rf, rmse\_lasso,rmse\_gbm),  
 R\_squared = c(r2\_ols, r2\_rf, r2\_lasso,r2\_gbm)  
)  
  
# Print the results  
print(results)

## Model MSE RMSE R\_squared  
## 1 OLS 3.906942e-03 0.062505532 0.9576278  
## 2 Random Forest 6.581323e-05 0.008112535 0.9662536  
## 3 Lasso 7.981396e-05 0.008933866 0.9590746  
## 4 GBM 5.056160e-05 0.007110668 0.9740741

# Plot the results  
library(ggplot2)  
  
# MSE Comparison  
ggplot(results, aes(x = Model, y = MSE, fill = Model)) +  
 geom\_bar(stat = "identity") +  
 labs(title = "MSE Comparison", x = "Model", y = "Mean Squared Error") +  
 theme\_minimal()
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# RMSE Comparison  
ggplot(results, aes(x = Model, y = RMSE, fill = Model)) +  
 geom\_bar(stat = "identity") +  
 labs(title = "RMSE Comparison", x = "Model", y = "Root Mean Squared Error") +  
 theme\_minimal()
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# R-squared Comparison  
ggplot(results, aes(x = Model, y = R\_squared, fill = Model)) +  
 geom\_bar(stat = "identity") +  
 labs(title = "R-squared Comparison", x = "Model", y = "R-squared") +  
 theme\_minimal()
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# Create a data frame with the results  
results <- data.frame(  
 Model = c("OLS", "Random Forest", "Lasso", "GBM"),  
 MSE = c(3.906942e-03, 6.581323e-05, 7.981396e-05, 5.056160e-05),  
 RMSE = c(0.062505532, 0.008112535, 0.008933866, 0.007110668),  
 R\_squared = c(0.9576278, 0.9662536, 0.9590746, 0.9740741)  
)  
  
# Write the data frame to an Excel file  
#write.xlsx(results, "model\_comparison.xlsx")

Analysis 1. Mean Squared Error (MSE): a. GBM has the lowest MSE (5.056160e-05), indicating the best performance in terms of prediction accuracy. b. Forest follows with an MSE of 6.581323e-05. c, Lasso has an MSE of 7.981396e-05. d, OLS has the highest MSE (3.906942e-03), indicating the least accurate predictions among the models.

1. Root Mean Squared Error (RMSE): a, GBM again has the lowest RMSE (0.007110668), reinforcing its superior performance. b, Random Forest has an RMSE of 0.008112535.
2. Lasso has an RMSE of 0.008933866. d, OLS has the highest RMSE (0.062505532).
3. R-squared:
4. GBM has the highest R-squared (0.9740741), indicating the best fit to the data.
5. Random Forest follows with an R-squared of 0.9662536.
6. Lasso has an R-squared of 0.9590746.
7. OLS has the lowest R-squared (0.9576278).

Recommendation Based on the evaluation metrics, the GBM (Gradient Boosting Machine) model performs the best, with the lowest MSE and RMSE and the highest R-squared. Therefore, I recommend using the GBM model for our analysis.

# Combine training and testing data for cross-validation  
data <- rbind(qol\_train, qol\_test)  
  
# Define cross-validation method  
train\_control <- trainControl(method = "cv", number = 10) # 10-fold cross-validation  
  
# OLS Model  
ols\_model <- train(pct\_poor\_to\_fair\_health ~ ., data = data, method = "lm", trControl = train\_control)  
# Predicted values and residuals for OLS model  
ols\_predicted <- predict(ols\_model, data)  
ols\_residuals <- data$pct\_poor\_to\_fair\_health - ols\_predicted  
  
# Random Forest Model  
rf\_model <- train(pct\_poor\_to\_fair\_health ~ ., data = data, method = "rf", trControl = train\_control, ntree = 1000)  
# Predicted values and residuals for Random Forest model  
rf\_predicted <- predict(rf\_model, data)  
rf\_residuals <- data$pct\_poor\_to\_fair\_health - rf\_predicted  
  
# Lasso Model  
lasso\_model <- train(pct\_poor\_to\_fair\_health ~ ., data = data, method = "glmnet", trControl = train\_control, tuneGrid = expand.grid(alpha = 1, lambda = seq(0.001, 0.1, by = 0.001)))

## Warning in nominalTrainWorkflow(x = x, y = y, wts = weights, info = trainInfo,  
## : There were missing values in resampled performance measures.

# Predicted values and residuals for Lasso model  
lasso\_predicted <- predict(lasso\_model, data)  
lasso\_residuals <- data$pct\_poor\_to\_fair\_health - lasso\_predicted  
  
# GBM Model  
gbm\_model <- train(pct\_poor\_to\_fair\_health ~ ., data = data, method = "xgbTree", trControl = train\_control, tuneGrid = expand.grid(nrounds = 100, max\_depth = 6, eta = 0.1, gamma = 0, colsample\_bytree = 0.8, min\_child\_weight = 1, subsample = 0.8))  
# Predicted values and residuals for GBM model  
gbm\_predicted <- predict(gbm\_model, data)  
gbm\_residuals <- data$pct\_poor\_to\_fair\_health - gbm\_predicted  
  
# Create ggplot objects for each model  
p1 <- ggplot(data, aes(x = ols\_predicted, y = pct\_poor\_to\_fair\_health)) +  
 geom\_point() +  
 geom\_abline(slope = 1, intercept = 0, color = "red") +  
 labs(title = "OLS: Predicted vs Actual Values", x = "Predicted", y = "Actual")  
  
p2 <- ggplot(data, aes(x = ols\_predicted, y = ols\_residuals)) +  
 geom\_point() +  
 geom\_hline(yintercept = 0, color = "red") +  
 labs(title = "OLS: Residuals vs Predicted Values", x = "Predicted", y = "Residuals")  
  
p3 <- ggplot(data, aes(x = rf\_predicted, y = pct\_poor\_to\_fair\_health)) +  
 geom\_point() +  
 geom\_abline(slope = 1, intercept = 0, color = "red") +  
 labs(title = "Random Forest: Predicted vs Actual Values", x = "Predicted", y = "Actual")  
  
p4 <- ggplot(data, aes(x = rf\_predicted, y = rf\_residuals)) +  
 geom\_point() +  
 geom\_hline(yintercept = 0, color = "red") +  
 labs(title = "Random Forest: Residuals vs Predicted Values", x = "Predicted", y = "Residuals")  
  
p5 <- ggplot(data, aes(x = lasso\_predicted, y = pct\_poor\_to\_fair\_health)) +  
 geom\_point() +  
 geom\_abline(slope = 1, intercept = 0, color = "red") +  
 labs(title = "Lasso: Predicted vs Actual Values", x = "Predicted", y = "Actual")  
  
p6 <- ggplot(data, aes(x = lasso\_predicted, y = lasso\_residuals)) +  
 geom\_point() +  
 geom\_hline(yintercept = 0, color = "red") +  
 labs(title = "Lasso: Residuals vs Predicted Values", x = "Predicted", y = "Residuals")  
  
p7 <- ggplot(data, aes(x = gbm\_predicted, y = pct\_poor\_to\_fair\_health)) +  
 geom\_point() +  
 geom\_abline(slope = 1, intercept = 0, color = "red") +  
 labs(title = "GBM: Predicted vs Actual Values", x = "Predicted", y = "Actual")  
  
p8 <- ggplot(data, aes(x = gbm\_predicted, y = gbm\_residuals)) +  
 geom\_point() +  
 geom\_hline(yintercept = 0, color = "red") +  
 labs(title = "GBM: Residuals vs Predicted Values", x = "Predicted", y = "Residuals")  
  
# Combine plots into one  
library(gridExtra)

##   
## Attaching package: 'gridExtra'

## The following object is masked from 'package:randomForest':  
##   
## combine

## The following object is masked from 'package:dplyr':  
##   
## combine

grid.arrange(p1, p2, p3, p4, p5, p6, p7, p8, ncol = 2)
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