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*Packages Load*

# load packages  
  
library(readr) # load csv files  
#library(readxl) # load excel files  
library(dplyr) # data manipulation

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

#library(lubridate) # date & time manipulation  
library(ggplot2) # data visualization  
#library(tidyr) # collection of statistical packages, packages loaded individually  
#library(corrplot) # to visualize correlations  
#library(leaps) # for subset selection  
library(caret) # test for correlation and create dummy variables

## Warning: package 'caret' was built under R version 4.3.2

## Loading required package: lattice

#library(car) # for VIF  
#library(scales) # for visualizing plots in %  
#library(forcats) # ordering data frames  
#library(codebookr) # adding appendix to r code  
#library(gtsummary) # creating tables  
#library(cardx) # to include statistic results  
#library(moments) # to calculate skewness and kurtosis  
#library(VIM) # to run K- Nearest Neighbour  
#library(pROC) # to analyse and display reciever operating characteristics(ROC) curvees  
#library(randomForest) # to impletement Random Forest algorithm  
#library(mice) # Imputing missing values using mice

*Data load*

# load data  
sdoh\_data <- read\_csv("data/sdoh\_data.csv")

## Warning: One or more parsing issues, call `problems()` on your data frame for details,  
## e.g.:  
## dat <- vroom(...)  
## problems(dat)

## Rows: 3229 Columns: 682  
## ── Column specification ────────────────────────────────────────────────────────  
## Delimiter: ","  
## chr (15): COUNTYFIPS, STATEFIPS, STATE, COUNTY, REGION, CAF\_ADJ\_COUNTY\_1, C...  
## dbl (664): YEAR, TERRITORY, ACS\_TOT\_POP\_WT, ACS\_TOT\_POP\_US\_ABOVE1, ACS\_TOT\_P...  
## lgl (3): CAF\_ADJ\_COUNTY\_12, CAF\_ADJ\_COUNTY\_13, CAF\_ADJ\_COUNTY\_14  
##   
## ℹ Use `spec()` to retrieve the full column specification for this data.  
## ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.

dim(sdoh\_data)

## [1] 3229 682

# remove unwanted features, create calculated feature, convert fips\_code to data type matching chr\_data  
sdoh\_data <- sdoh\_data %>%   
 select("COUNTYFIPS",   
 "STATE",   
 "COUNTY",   
 "REGION",   
 "ACS\_TOT\_POP\_WT",   
 "ACS\_AVG\_HH\_SIZE",   
 "ACS\_PCT\_MALE",   
 "ACS\_PCT\_AIAN",   
 "ACS\_PCT\_ASIAN",   
 "ACS\_PCT\_BLACK",   
 "ACS\_PCT\_HISPANIC",   
 "ACS\_PCT\_OTHER\_RACE",   
 "ACS\_PCT\_WHITE",   
 "ACS\_PCT\_CHILD\_1FAM",   
 "ACS\_PCT\_CHILDREN\_GRANDPARENT",   
 "ACS\_PCT\_GRANDP\_RESPS\_NO\_P",   
 "ACS\_PCT\_GRANDP\_RESPS\_P",  
 "ACS\_PCT\_HH\_OTHER\_COMP",   
 "ACS\_PCT\_HH\_INTERNET",  
 "ACS\_PCT\_EMPLOYED",  
 "ACS\_PCT\_HH\_INC\_99999",  
 "ACS\_PCT\_MEDICARE\_ONLY",  
 "AHRF\_CLIN\_NURSE\_SPEC\_RATE",   
 "AHRF\_DENTISTS\_RATE",  
 "AHRF\_PHYSICIAN\_ASSIST\_RATE",  
 "AMFAR\_MHFAC\_RATE",  
 "CEN\_POPDENSITY\_COUNTY",  
 "NEPHTN\_HEATIND\_90",  
 "SAIPE\_MEDIAN\_HH\_INCOME",  
 "POS\_MEDIAN\_DIST\_ED",  
 "POS\_MEDIAN\_DIST\_PED\_ICU",  
 "POS\_MEDIAN\_DIST\_CLINIC",   
 "POS\_MEDIAN\_DIST\_ALC",   
 ) %>%   
 mutate(pct\_grandparents\_as\_guardians = ACS\_PCT\_CHILDREN\_GRANDPARENT \* ((ACS\_PCT\_GRANDP\_RESPS\_P + ACS\_PCT\_GRANDP\_RESPS\_NO\_P)/100)) %>%   
 select(-ACS\_PCT\_GRANDP\_RESPS\_P, -ACS\_PCT\_GRANDP\_RESPS\_NO\_P, -ACS\_PCT\_CHILDREN\_GRANDPARENT) %>%   
 rename("fips\_code" = "COUNTYFIPS",  
 "state" = "STATE",  
 "county" = "COUNTY",  
 "region" = "REGION",  
 "weighted\_population" = "ACS\_TOT\_POP\_WT",  
 "average\_hh\_size" = "ACS\_AVG\_HH\_SIZE",  
 "pct\_male" = "ACS\_PCT\_MALE",  
 "pct\_native\_american" = "ACS\_PCT\_AIAN",  
 "pct\_asian" = "ACS\_PCT\_ASIAN",  
 "pct\_black" = "ACS\_PCT\_BLACK",  
 "pct\_hispanic" = "ACS\_PCT\_HISPANIC",  
 "pct\_other\_race" = "ACS\_PCT\_OTHER\_RACE",  
 "pct\_white" = "ACS\_PCT\_WHITE",  
 "pct\_single\_parent" = "ACS\_PCT\_CHILD\_1FAM",  
 "pct\_hh\_other\_computer" = "ACS\_PCT\_HH\_OTHER\_COMP",  
 "pct\_hh\_internet" = "ACS\_PCT\_HH\_INTERNET",  
 "pct\_employed" = "ACS\_PCT\_EMPLOYED",  
 "pct\_hh\_inc\_99999" = "ACS\_PCT\_HH\_INC\_99999", # renamed by mg  
 "pct\_w\_medicare" = "ACS\_PCT\_MEDICARE\_ONLY",  
 "clinical\_nurse\_pt" = "AHRF\_CLIN\_NURSE\_SPEC\_RATE",  
 "dentist\_pt" = "AHRF\_DENTISTS\_RATE",  
 "pa\_pt" = "AHRF\_PHYSICIAN\_ASSIST\_RATE",  
 "mental\_health\_faciliy\_pt" = "AMFAR\_MHFAC\_RATE",  
 "population\_density" = "CEN\_POPDENSITY\_COUNTY",  
 "days\_over\_90\_f" = "NEPHTN\_HEATIND\_90",  
 "median\_hh\_income" = "SAIPE\_MEDIAN\_HH\_INCOME",  
 "median\_er\_dist" = "POS\_MEDIAN\_DIST\_ED",  
 "median\_pediatric\_icu\_dist" = "POS\_MEDIAN\_DIST\_PED\_ICU",  
 "median\_health\_clinic\_dist" = "POS\_MEDIAN\_DIST\_CLINIC",  
 "median\_drug\_alcohol\_care\_dist" = "POS\_MEDIAN\_DIST\_ALC"  
   
 ) %>%   
 mutate(fips\_code = as.numeric(fips\_code))  
  
chr\_data <- read\_csv("data/chr\_data.csv", skip = 1)

## Rows: 3194 Columns: 720  
## ── Column specification ────────────────────────────────────────────────────────  
## Delimiter: ","  
## chr (2): state, county  
## dbl (572): statecode, countycode, fipscode, year, county\_ranked, v001\_rawval...  
## lgl (146): v002\_numerator, v002\_denominator, v036\_numerator, v036\_denominato...  
##   
## ℹ Use `spec()` to retrieve the full column specification for this data.  
## ℹ Specify the column types or set `show\_col\_types = FALSE` to quiet this message.

dim(chr\_data)

## [1] 3194 720

# remove unwanted features  
# convert principal care providers from per 100,000 people to per 1,000 people to match other data  
  
chr\_data <- chr\_data %>%  
 select("fipscode",  
 "v002\_rawvalue",  
 "v009\_rawvalue",  
 "v011\_rawvalue",  
 "v070\_rawvalue",   
 "v049\_rawvalue",  
 "v085\_rawvalue",  
 "v168\_rawvalue",   
 "v069\_rawvalue",  
 "v044\_rawvalue",   
 "v140\_rawvalue",  
 "v125\_rawvalue",  
 "v124\_rawvalue",  
 "v136\_other\_data\_1",  
 "v136\_other\_data\_2",  
 "v137\_rawvalue",  
 "v147\_rawvalue",  
 "v139\_rawvalue",  
 "v177\_rawvalue",  
 "v153\_rawvalue",  
 "v053\_rawvalue",   
 "v058\_rawvalue",   
 "v004\_rawvalue",  
 ) %>%   
 mutate(pcp\_pt = v004\_rawvalue/100) %>%   
 select(-v004\_rawvalue) %>%   
 rename("fips\_code" = "fipscode",  
 "pct\_poor\_to\_fair\_health" = "v002\_rawvalue",  
 "pct\_adult\_smokers" = "v009\_rawvalue",  
 "pct\_obese\_adults" = "v011\_rawvalue",  
 "pct\_no\_exercise" = "v070\_rawvalue",  
 "pct\_binge\_drinkers" = "v049\_rawvalue",  
 "pct\_under\_65\_no\_health\_insurance" = "v085\_rawvalue",  
 "pct\_highschool\_diploma" = "v168\_rawvalue",  
 "pct\_some\_college" = "v069\_rawvalue",  
 "inequality\_ratio" = "v044\_rawvalue",  
 "social\_clubs\_per\_10k" = "v140\_rawvalue",  
 "air\_polution\_metric" = "v125\_rawvalue",  
 "water\_quality" = "v124\_rawvalue", # renamed by mg  
 "pct\_high\_housing\_costs" = "v136\_other\_data\_1",  
 "pct\_overcrowded\_hh" = "v136\_other\_data\_2",  
 "pct\_food\_insecurities" = "v139\_rawvalue",  
 "pct\_voters" = "v177\_rawvalue",  
 "pct\_home\_owner" = "v153\_rawvalue",  
 "pct\_65\_plus" = "v053\_rawvalue",  
 "pct\_rural\_population" = "v058\_rawvalue",  
 "life\_expectancy\_years" = "v147\_rawvalue",  
 "pct\_30\_min\_plus\_commute" = "v137\_rawvalue")  
  
# full data sets are extremely large, initial dimension reduction was performed previously

*Combine datasets*

# Create and clean the qol\_data dataset  
qol\_data <- sdoh\_data %>%  
 inner\_join(chr\_data, by = "fips\_code") %>%  
 mutate(response = ifelse(pct\_poor\_to\_fair\_health >= 0.154, "worse", "better")) %>%  
 mutate(response = as.factor(response)) %>%  
 select(-pct\_poor\_to\_fair\_health) %>% # keep until analysis has been performed  
 mutate\_at(vars(state, county, region), as.factor) #%>% # convert characters to factors  
# rename("response" = "pct\_poor\_to\_fair\_health")  
  
# clean local encviroment  
rm(chr\_data)  
rm(sdoh\_data)

eliminate variables with no predictive value: fipscode, county and state, pct\_poor\_to\_fair\_health:

qol\_data <- qol\_data %>%   
 select(  
 -c(  
 fips\_code,  
 county,  
 state,  
 life\_expectancy\_years  
 )  
 )

calcSplitRatio <- function(p = NA, df) {  
 ## @p = the number of parameters. by default, if none are provided, the number of columns (predictors) in the dataset are used  
 ## @df = the dataframe that will be used for the analysis  
   
 ## If the number of parameters isn't supplied, set it to the number of features minus 1 for the target  
 if(is.na(p)) {  
 p <- ncol(df) -1 ## COMMENT HERE  
 }  
   
 ## Calculate the ideal number of testing set  
 test\_N <- (1/sqrt(p))\*nrow(df)  
 ## Turn that into a testing proportion  
 test\_prop <- round((1/sqrt(p))\*nrow(df)/nrow(df), 2)  
 ## And find the training proportion  
 train\_prop <- 1-test\_prop  
   
 ## Tell us the results!  
 print(paste0("The ideal split ratio is ", train\_prop, ":", test\_prop, " training:testing"))  
   
 ## Return the size of the training set  
 return(train\_prop)  
}  
  
calcSplitRatio(df = qol\_data)

## [1] "The ideal split ratio is 0.86:0.14 training:testing"

## [1] 0.86

# Find columns with missing data  
colSums(is.na(qol\_data))

## region weighted\_population   
## 0 1   
## average\_hh\_size pct\_male   
## 1 1   
## pct\_native\_american pct\_asian   
## 1 1   
## pct\_black pct\_hispanic   
## 1 1   
## pct\_other\_race pct\_white   
## 1 1   
## pct\_single\_parent pct\_hh\_other\_computer   
## 2 1   
## pct\_hh\_internet pct\_employed   
## 1 1   
## pct\_hh\_inc\_99999 pct\_w\_medicare   
## 1 1   
## clinical\_nurse\_pt dentist\_pt   
## 0 0   
## pa\_pt mental\_health\_faciliy\_pt   
## 0 0   
## population\_density days\_over\_90\_f   
## 1 34   
## median\_hh\_income median\_er\_dist   
## 2 1   
## median\_pediatric\_icu\_dist median\_health\_clinic\_dist   
## 13 1   
## median\_drug\_alcohol\_care\_dist pct\_grandparents\_as\_guardians   
## 1 40   
## pct\_adult\_smokers pct\_obese\_adults   
## 2 2   
## pct\_no\_exercise pct\_binge\_drinkers   
## 2 2   
## pct\_under\_65\_no\_health\_insurance pct\_highschool\_diploma   
## 1 0   
## pct\_some\_college inequality\_ratio   
## 0 7   
## social\_clubs\_per\_10k air\_polution\_metric   
## 0 27   
## water\_quality pct\_high\_housing\_costs   
## 43 0   
## pct\_overcrowded\_hh pct\_30\_min\_plus\_commute   
## 0 0   
## pct\_food\_insecurities pct\_voters   
## 0 30   
## pct\_home\_owner pct\_65\_plus   
## 0 0   
## pct\_rural\_population pcp\_pt   
## 7 147   
## response   
## 2

# sum of NAs in each column  
na\_counts <- colSums(is.na(qol\_data))  
  
# combine column names and NA counts into a dataframe  
na\_counts\_df <- data.frame(variable\_name = names(na\_counts), na\_count = na\_counts)  
  
# Sort the dataframe by NA\_Count in descending order  
na\_counts\_df <- na\_counts\_df[order(-na\_counts\_df$na\_count), ]  
  
# View the sorted dataframe  
print(na\_counts\_df)

## variable\_name na\_count  
## pcp\_pt pcp\_pt 147  
## water\_quality water\_quality 43  
## pct\_grandparents\_as\_guardians pct\_grandparents\_as\_guardians 40  
## days\_over\_90\_f days\_over\_90\_f 34  
## pct\_voters pct\_voters 30  
## air\_polution\_metric air\_polution\_metric 27  
## median\_pediatric\_icu\_dist median\_pediatric\_icu\_dist 13  
## inequality\_ratio inequality\_ratio 7  
## pct\_rural\_population pct\_rural\_population 7  
## pct\_single\_parent pct\_single\_parent 2  
## median\_hh\_income median\_hh\_income 2  
## pct\_adult\_smokers pct\_adult\_smokers 2  
## pct\_obese\_adults pct\_obese\_adults 2  
## pct\_no\_exercise pct\_no\_exercise 2  
## pct\_binge\_drinkers pct\_binge\_drinkers 2  
## response response 2  
## weighted\_population weighted\_population 1  
## average\_hh\_size average\_hh\_size 1  
## pct\_male pct\_male 1  
## pct\_native\_american pct\_native\_american 1  
## pct\_asian pct\_asian 1  
## pct\_black pct\_black 1  
## pct\_hispanic pct\_hispanic 1  
## pct\_other\_race pct\_other\_race 1  
## pct\_white pct\_white 1  
## pct\_hh\_other\_computer pct\_hh\_other\_computer 1  
## pct\_hh\_internet pct\_hh\_internet 1  
## pct\_employed pct\_employed 1  
## pct\_hh\_inc\_99999 pct\_hh\_inc\_99999 1  
## pct\_w\_medicare pct\_w\_medicare 1  
## population\_density population\_density 1  
## median\_er\_dist median\_er\_dist 1  
## median\_health\_clinic\_dist median\_health\_clinic\_dist 1  
## median\_drug\_alcohol\_care\_dist median\_drug\_alcohol\_care\_dist 1  
## pct\_under\_65\_no\_health\_insurance pct\_under\_65\_no\_health\_insurance 1  
## region region 0  
## clinical\_nurse\_pt clinical\_nurse\_pt 0  
## dentist\_pt dentist\_pt 0  
## pa\_pt pa\_pt 0  
## mental\_health\_faciliy\_pt mental\_health\_faciliy\_pt 0  
## pct\_highschool\_diploma pct\_highschool\_diploma 0  
## pct\_some\_college pct\_some\_college 0  
## social\_clubs\_per\_10k social\_clubs\_per\_10k 0  
## pct\_high\_housing\_costs pct\_high\_housing\_costs 0  
## pct\_overcrowded\_hh pct\_overcrowded\_hh 0  
## pct\_30\_min\_plus\_commute pct\_30\_min\_plus\_commute 0  
## pct\_food\_insecurities pct\_food\_insecurities 0  
## pct\_home\_owner pct\_home\_owner 0  
## pct\_65\_plus pct\_65\_plus 0

rm(na\_counts\_df)

# Delete rows with missing values in the "response" column  
qol\_data <- qol\_data[!is.na(qol\_data$response), ]  
  
# delete column with large number of missing values 'pcp\_pt'  
qol\_data <- qol\_data[, !names(qol\_data) %in% "pcp\_pt"]

# Splitting the data into train and test sets  
qol\_train <- qol\_data[sample(nrow(qol\_data), 0.86\*nrow(qol\_data)), ]  
qol\_test <- qol\_data[!(rownames(qol\_data) %in% rownames(qol\_train)), ]

# Selecting only numeric columns for imputation  
numeric\_cols <- sapply(qol\_train, is.numeric)  
qol\_train\_numeric <- qol\_train[, numeric\_cols]  
qol\_test\_numeric <- qol\_test[, numeric\_cols]

# Imputing missing values in the training set  
qol\_train\_imputed <- mice::mice(  
 qol\_train\_numeric,   
 m = 1,   
 method = "cart", # Using CART for imputation  
 maxit = 5 # Maximum iterations for imputation  
 )

##   
## iter imp variable  
## 1 1 pct\_single\_parent days\_over\_90\_f median\_hh\_income median\_pediatric\_icu\_dist pct\_grandparents\_as\_guardians pct\_under\_65\_no\_health\_insurance inequality\_ratio air\_polution\_metric water\_quality pct\_voters pct\_rural\_population  
## 2 1 pct\_single\_parent days\_over\_90\_f median\_hh\_income median\_pediatric\_icu\_dist pct\_grandparents\_as\_guardians pct\_under\_65\_no\_health\_insurance inequality\_ratio air\_polution\_metric water\_quality pct\_voters pct\_rural\_population  
## 3 1 pct\_single\_parent days\_over\_90\_f median\_hh\_income median\_pediatric\_icu\_dist pct\_grandparents\_as\_guardians pct\_under\_65\_no\_health\_insurance inequality\_ratio air\_polution\_metric water\_quality pct\_voters pct\_rural\_population  
## 4 1 pct\_single\_parent days\_over\_90\_f median\_hh\_income median\_pediatric\_icu\_dist pct\_grandparents\_as\_guardians pct\_under\_65\_no\_health\_insurance inequality\_ratio air\_polution\_metric water\_quality pct\_voters pct\_rural\_population  
## 5 1 pct\_single\_parent days\_over\_90\_f median\_hh\_income median\_pediatric\_icu\_dist pct\_grandparents\_as\_guardians pct\_under\_65\_no\_health\_insurance inequality\_ratio air\_polution\_metric water\_quality pct\_voters pct\_rural\_population

# Imputing missing values in the test set using the trained model  
qol\_test\_imputed <- mice::mice(  
 qol\_test\_numeric,   
 m = 1,   
 method = "cart",  
 maxit = 5,  
 use.all = FALSE # Using only the training data for imputation  
 )

##   
## iter imp variable  
## 1 1 pct\_grandparents\_as\_guardians inequality\_ratio water\_quality  
## 2 1 pct\_grandparents\_as\_guardians inequality\_ratio water\_quality  
## 3 1 pct\_grandparents\_as\_guardians inequality\_ratio water\_quality  
## 4 1 pct\_grandparents\_as\_guardians inequality\_ratio water\_quality  
## 5 1 pct\_grandparents\_as\_guardians inequality\_ratio water\_quality

# Combining the imputed numeric columns back with the original data  
qol\_train <- cbind(  
 qol\_train[, !numeric\_cols],  
 mice::complete(qol\_train\_imputed)  
 )  
  
qol\_test <- cbind(  
 qol\_test[, !numeric\_cols],  
 mice::complete(qol\_test\_imputed)  
 )  
  
# confirm code was ran  
  
# remove numeric list to clean environment, no further use  
rm(numeric\_cols)  
rm(qol\_train\_imputed)  
rm(qol\_test\_imputed)  
rm(qol\_train\_numeric)  
rm(qol\_test\_numeric)

# Create dummy variables for 'region' in training data  
dummies\_train <- dummyVars(  
 ~ region,  
 data = qol\_train,   
 fullRank = FALSE  
 )  
  
qol\_train\_encoded <- predict(  
 dummies\_train,  
 newdata = qol\_train  
 )  
  
qol\_train <- cbind(  
 qol\_train,  
 qol\_train\_encoded) %>%  
 select(-region) # Remove the original 'region' column  
  
# Create dummy variables for 'region' in test data  
dummies\_test <- dummyVars(  
 ~ region,  
 data = qol\_test,  
 fullRank = FALSE  
 )  
  
qol\_test\_encoded <- predict(  
 dummies\_test,  
 newdata = qol\_test  
 )  
  
qol\_test <- cbind(  
 qol\_test,  
 qol\_test\_encoded) %>%  
 select(-region) # Remove the original 'region' column  
  
# remove objects for cleaner enviroment  
rm(dummies\_train)  
rm(qol\_train\_encoded)  
rm(dummies\_test)  
rm(qol\_test\_encoded)

#Encode response variable as 1(worse) and 0(better)   
  
#encode response variable in training set  
qol\_train <- qol\_train %>%  
 mutate(response = ifelse(response == "better", 0, 1))  
  
# Convert response variable to factor   
qol\_train$response <- as.factor(qol\_train$response)

# confirm response distribution is similiar between train and test  
table(qol\_train$response)

##   
## 0 1   
## 1337 1363

#encode response variable in testing set  
qol\_test <- qol\_test %>%  
 mutate(response = ifelse(response == "better", 0, 1))  
table(qol\_test$response)

##   
## 0 1   
## 240 200

# Convert response variable to factor   
qol\_test$response <- as.factor(qol\_test$response)

# Count missing values in the train set  
total\_missing <- sum(is.na(qol\_train))  
print(paste("Total missing values in dataframe:", total\_missing))

## [1] "Total missing values in dataframe: 0"

# Count missing values in the test set  
total\_missing <- sum(is.na(qol\_train))  
print(paste("Total missing values in dataframe:", total\_missing))

## [1] "Total missing values in dataframe: 0"

To determine if there are unwanted characters and whitespace and make corrections: We print a sample of the data for visual inspection. We use regular expressions to detect unwanted characters in text columns. We check for leading, trailing, or excessive whitespace in text columns.

# Visual inspection  
#print(head(qol\_train))  
  
# Detect unwanted characters using regular expressions  
unwanted\_chars <- function(x) {  
 if (is.character(x)) {  
 return(grepl("[^[:alnum:][:space:]]", x))  
 } else {  
 return(FALSE)  
 }  
}  
  
# Apply the function to each column qol\_train  
unwanted\_chars\_results <- sapply(qol\_train, function(col) sum(unwanted\_chars(col)))  
print("Number of unwanted characters in each column:")

## [1] "Number of unwanted characters in each column:"

#print(unwanted\_chars\_results)  
  
# Apply the function to each column qol\_test  
unwanted\_chars\_results <- sapply(qol\_train, function(col) sum(unwanted\_chars(col)))  
print("Number of unwanted characters in each column:")

## [1] "Number of unwanted characters in each column:"

#print(unwanted\_chars\_results)  
  
  
  
# Detect leading, trailing, or excessive whitespace  
whitespace\_check <- function(x) {  
 if (is.character(x)) {  
 return(grepl("^\\s+|\\s+$|\\s{2,}", x))  
 } else {  
 return(FALSE)  
 }  
}  
  
# Apply the function to each column of training and test sets  
whitespace\_results <- sapply(qol\_train, function(col) sum(whitespace\_check(col)))  
print("Number of whitespace issues in each column:")

## [1] "Number of whitespace issues in each column:"

#print(whitespace\_results)  
  
  
whitespace\_results <- sapply(qol\_test, function(col) sum(whitespace\_check(col)))  
print("Number of whitespace issues in each column:")

## [1] "Number of whitespace issues in each column:"

#print(whitespace\_results)

names(qol\_train)

## [1] "response" "weighted\_population"   
## [3] "average\_hh\_size" "pct\_male"   
## [5] "pct\_native\_american" "pct\_asian"   
## [7] "pct\_black" "pct\_hispanic"   
## [9] "pct\_other\_race" "pct\_white"   
## [11] "pct\_single\_parent" "pct\_hh\_other\_computer"   
## [13] "pct\_hh\_internet" "pct\_employed"   
## [15] "pct\_hh\_inc\_99999" "pct\_w\_medicare"   
## [17] "clinical\_nurse\_pt" "dentist\_pt"   
## [19] "pa\_pt" "mental\_health\_faciliy\_pt"   
## [21] "population\_density" "days\_over\_90\_f"   
## [23] "median\_hh\_income" "median\_er\_dist"   
## [25] "median\_pediatric\_icu\_dist" "median\_health\_clinic\_dist"   
## [27] "median\_drug\_alcohol\_care\_dist" "pct\_grandparents\_as\_guardians"   
## [29] "pct\_adult\_smokers" "pct\_obese\_adults"   
## [31] "pct\_no\_exercise" "pct\_binge\_drinkers"   
## [33] "pct\_under\_65\_no\_health\_insurance" "pct\_highschool\_diploma"   
## [35] "pct\_some\_college" "inequality\_ratio"   
## [37] "social\_clubs\_per\_10k" "air\_polution\_metric"   
## [39] "water\_quality" "pct\_high\_housing\_costs"   
## [41] "pct\_overcrowded\_hh" "pct\_30\_min\_plus\_commute"   
## [43] "pct\_food\_insecurities" "pct\_voters"   
## [45] "pct\_home\_owner" "pct\_65\_plus"   
## [47] "pct\_rural\_population" "region.Midwest"   
## [49] "region.Northeast" "region.South"   
## [51] "region.West"

# exclude response, classification variables  
exclude\_cols <- c(1, 48:51)   
  
# scale, exclude the specified columns  
training\_combined <- scale(qol\_train[, -exclude\_cols])  
  
# get mean and sd used for scaling  
train\_means <- attr(training\_combined, "scaled:center")  
train\_sds <- attr(training\_combined, "scaled:scale")  
  
# scale training set  
qol\_train[, -exclude\_cols] <- training\_combined  
  
# scale test set predictors using training set's statistics  
qol\_test[, -exclude\_cols] <- scale(qol\_test[, -exclude\_cols],  
 center = train\_means,  
 scale = train\_sds)  
  
# response variable is continuous, scale separately  
response\_mean <- mean(qol\_train[, 28], na.rm = TRUE)  
response\_sd <- sd(qol\_train[, 28], na.rm = TRUE)  
  
qol\_train[, 28] <- scale(qol\_train[, 28], center = response\_mean, scale = response\_sd)  
qol\_test[, 28] <- scale(qol\_test[, 28], center = response\_mean, scale = response\_sd)  
  
# Print the scaled data to verify  
print(head(qol\_train))

## response weighted\_population average\_hh\_size pct\_male pct\_native\_american  
## 1 0 0.1632088 0.09694753 -0.9969929 -0.18966904  
## 2 0 -0.3386387 -0.59169943 0.3761602 -0.15529624  
## 3 1 -0.0262330 0.13319211 -0.5850470 -0.20367278  
## 4 0 -0.3098685 -0.66418858 0.2267288 -0.06618156  
## 5 0 -0.2381854 -1.06287893 -0.4113835 0.42904145  
## 6 0 -0.3411104 -1.60654758 -0.6012017 0.17697421  
## pct\_asian pct\_black pct\_hispanic pct\_other\_race pct\_white  
## 1 2.4638560 0.1458029 -0.0764847 -0.1523387 -0.3835841  
## 2 -0.4573134 -0.5345774 -0.3129713 -0.2805579 0.7112262  
## 3 -0.1293886 -0.3298429 -0.5007273 -0.4190346 0.5484444  
## 4 -0.2085429 -0.3705141 0.2309479 -0.1882400 0.5713631  
## 5 -0.3480052 -0.5766272 -0.5014439 -0.4267278 0.5084835  
## 6 -0.1557734 -0.6248812 -0.3609852 0.1117929 0.4244482  
## pct\_single\_parent pct\_hh\_other\_computer pct\_hh\_internet pct\_employed  
## 1 -0.6419884 0.4120815 1.33196432 0.4668344  
## 2 -0.8896633 0.4955363 -0.40852159 0.7957516  
## 3 -0.1494008 -0.1065308 0.63552343 -0.4893203  
## 4 -0.9752907 -0.2317130 1.21116572 0.1685141  
## 5 0.2686081 -0.3926617 -0.07694177 -0.7111482  
## 6 -0.1871505 1.0379928 0.53074914 -0.1565785  
## pct\_hh\_inc\_99999 pct\_w\_medicare clinical\_nurse\_pt dentist\_pt pa\_pt  
## 1 -0.75123922 -0.9510003 0.5809795 5.28524712 1.32155459  
## 2 0.37387337 -0.4645260 -0.4389455 -1.35044215 0.21069424  
## 3 -0.08810803 -0.4600629 -0.4389455 0.02954633 -0.35897774  
## 4 0.55291879 -0.1342590 -0.4389455 0.55805255 0.43856303  
## 5 -0.27599520 -0.4377476 1.6009044 0.05890778 0.09675984  
## 6 -0.55229986 1.4367408 -0.4389455 -1.35044215 1.97667736  
## mental\_health\_faciliy\_pt population\_density days\_over\_90\_f median\_hh\_income  
## 1 -0.3510728 0.05081419 0.4405421 1.781826234  
## 2 3.9113744 -0.14410701 0.3617575 -0.000006471  
## 3 -0.5429362 -0.03338839 -0.3210424 -0.140481744  
## 4 0.4388834 -0.14052131 -0.5836577 0.370688267  
## 5 1.5888796 -0.13936704 -1.4502883 -0.614392829  
## 6 11.3253560 -0.14506890 -1.2139345 0.403456475  
## median\_er\_dist median\_pediatric\_icu\_dist median\_health\_clinic\_dist  
## 1 -0.2765695 -0.94875858 -0.3269992  
## 2 0.8317848 0.52786585 -0.4504813  
## 3 -0.3806053 -0.75203002 -0.4526476  
## 4 -0.4921207 0.07562222 -0.4407327  
## 5 0.4292414 0.74032238 -0.3020862  
## 6 1.6572708 0.26564705 0.7475114  
## median\_drug\_alcohol\_care\_dist pct\_grandparents\_as\_guardians pct\_adult\_smokers  
## 1 -0.85749028 -1.06760158 -1.7977831  
## 2 -0.17898886 1.85971670 -0.5627026  
## 3 -0.16025723 0.03218664 0.1783456  
## 4 -0.98611417 -1.20977585 -0.3897914  
## 5 -0.05161375 -0.12654128 0.4994665  
## 6 1.64921865 0.45347637 -0.3403882  
## pct\_obese\_adults pct\_no\_exercise pct\_binge\_drinkers  
## 1 -1.95767511 -1.8135757 -0.5310763  
## 2 0.03068185 -0.6494795 0.2100544  
## 3 -0.14221875 0.2429943 -0.7707792  
## 4 0.09551958 -0.5912747 1.4085832  
## 5 -0.29350678 -0.4166602 0.5472435  
## 6 -1.15800981 -0.9987084 0.4050914  
## pct\_under\_65\_no\_health\_insurance pct\_highschool\_diploma pct\_some\_college  
## 1 -0.6079747 0.9737627 2.23615773  
## 2 -0.3923713 0.9374262 0.33495155  
## 3 -0.9531477 0.2879585 1.01200390  
## 4 0.1764046 0.4348255 0.40250098  
## 5 0.2728549 0.5455355 0.01154107  
## 6 -0.4033967 0.9275999 0.23030403  
## inequality\_ratio social\_clubs\_per\_10k air\_polution\_metric water\_quality  
## 1 1.1864361 -0.2970930 0.5711042 -0.7099236  
## 2 -1.2384855 -1.9229575 0.1054247 1.4080805  
## 3 0.5630010 -0.4743653 0.5128943 -0.7099236  
## 4 0.3282529 1.2686924 -1.9901334 -0.7099236  
## 5 1.1318035 -0.9467526 -1.7572936 -0.7099236  
## 6 0.9448580 0.6697934 -0.2438350 -0.7099236  
## pct\_high\_housing\_costs pct\_overcrowded\_hh pct\_30\_min\_plus\_commute  
## 1 1.2569517 -0.137351167 0.1248455  
## 2 -0.5098248 -0.441055868 -0.2521081  
## 3 0.9053099 -0.416414299 0.3054692  
## 4 -0.8782268 0.002631423 -2.1525829  
## 5 0.3864986 -0.600019778 -0.5976490  
## 6 0.5038439 -0.305405318 -1.1866391  
## pct\_food\_insecurities pct\_voters pct\_home\_owner pct\_65\_plus  
## 1 -0.6064346 1.1984845 -1.0496540 -0.9045949  
## 2 -0.8485223 0.8603756 0.5768380 0.8783136  
## 3 0.2812202 -0.4469179 -1.4005657 -1.2003605  
## 4 -0.2836510 0.1045918 0.2764742 0.1167710  
## 5 0.6846997 0.4857614 0.6138870 1.1536579  
## 6 -0.2836510 1.0221731 0.2620917 1.8275098  
## pct\_rural\_population region.Midwest region.Northeast region.South region.West  
## 1 -0.9654379 0 0 1 0  
## 2 1.3135982 1 0 0 0  
## 3 -0.6470157 0 0 1 0  
## 4 -1.0794770 1 0 0 0  
## 5 1.0705688 0 1 0 0  
## 6 1.3135982 0 0 0 1

print(head(qol\_test))

## response weighted\_population average\_hh\_size pct\_male pct\_native\_american  
## 1 0 -0.34036334 0.1331921 2.90033872 -0.2291341  
## 2 1 -0.05525811 0.4956379 -0.22156529 -0.2202226  
## 3 1 -0.24721347 0.9668174 -0.47196380 -0.1883960  
## 4 1 -0.26678464 0.4956379 -0.43157694 -0.2354995  
## 5 0 0.13560453 1.7641981 -0.09232735 -0.1591154  
## 6 1 -0.31407875 1.7641981 0.23884488 -0.2227688  
## pct\_asian pct\_black pct\_hispanic pct\_other\_race pct\_white  
## 1 -0.15577337 -0.34087235 0.61505939 -0.5421251 0.6653887  
## 2 -0.06531135 -0.02584317 -0.10156661 -0.3010729 0.2269945  
## 3 -0.19346588 -0.46081782 0.74691857 -0.2087551 0.5466814  
## 4 -0.31031266 0.48909513 -0.04710303 -0.2805579 -0.1003320  
## 5 -0.31408191 -0.52561595 0.23238111 -0.2010620 0.5931066  
## 6 -0.27638940 -0.56421909 3.89290669 0.7298095 0.1235664  
## pct\_single\_parent pct\_hh\_other\_computer pct\_hh\_internet pct\_employed  
## 1 -1.88312501 -0.25555728 0.7181102 1.8398725  
## 2 0.05776216 -0.63706515 0.8956102 0.2985512  
## 3 0.70595218 -0.32709001 0.3852978 -0.2254216  
## 4 0.26308372 -0.18998562 0.1782145 0.9066655  
## 5 -1.30859294 0.23921073 1.2000720 0.1914618  
## 6 -0.52229425 0.01269044 -0.4233133 1.4574106  
## pct\_hh\_inc\_99999 pct\_w\_medicare clinical\_nurse\_pt dentist\_pt pa\_pt  
## 1 1.6072974 -0.6430487 -0.4389455 -1.3504422 -0.9001661  
## 2 -0.4660928 0.2093972 -0.4389455 -0.4402370 -0.8431989  
## 3 0.5882858 0.5619795 -0.4389455 -0.4402370 -0.8147153  
## 4 -0.3423083 1.0172124 -0.4389455 -0.5870443 -0.6438137  
## 5 -0.6385069 -0.1655005 -0.0989705 -0.3227912 -0.4159449  
## 6 0.5241831 -0.7367731 -0.4389455 -1.0274661 -0.3020105  
## mental\_health\_faciliy\_pt population\_density days\_over\_90\_f median\_hh\_income  
## 1 -0.6684765 -0.14515440 0.4405421 0.2578590  
## 2 -0.5251711 -0.01178332 1.6485726 0.2796109  
## 3 -0.2646158 -0.12975351 1.6223111 0.1481872  
## 4 -0.1580250 -0.13063524 1.3859573 -0.3790511  
## 5 -0.3487041 -0.06404055 1.4910034 2.1947618  
## 6 -0.6684765 -0.14006174 0.3880190 0.3263424  
## median\_er\_dist median\_pediatric\_icu\_dist median\_health\_clinic\_dist  
## 1 1.35672321 -0.3191241 2.82937579  
## 2 -0.03653943 -0.6187290 -0.23709560  
## 3 -0.29424882 0.1264158 -0.22084796  
## 4 0.03417766 -0.2273346 0.08352451  
## 5 -0.07733775 -0.4557769 -0.05403885  
## 6 0.08041576 0.7106713 -0.29017123  
## median\_drug\_alcohol\_care\_dist pct\_grandparents\_as\_guardians pct\_adult\_smokers  
## 1 0.156931783 -0.6026266 -0.63680747  
## 2 -0.444145551 0.2557236 0.05483757  
## 3 -0.210208251 -0.2772674 0.10424079  
## 4 0.006246191 0.1841983 0.40066009  
## 5 -0.645198427 -0.3388767 -0.56270264  
## 6 1.475638843 -0.7954520 -0.53800103  
## pct\_obese\_adults pct\_no\_exercise pct\_binge\_drinkers  
## 1 -0.46640739 -0.61067627 0.85126201  
## 2 -0.03415587 -0.12563617 0.70058102  
## 3 0.07390700 0.08778148 0.54054762  
## 4 0.33325791 0.08778148 0.56863720  
## 5 -0.74737087 -0.82409392 0.93299275  
## 6 0.72228427 1.11606651 0.06754682  
## pct\_under\_65\_no\_health\_insurance pct\_highschool\_diploma pct\_some\_college  
## 1 1.0316168 -0.09022319 -0.14913178  
## 2 0.8685416 0.16801377 -0.15796112  
## 3 1.7664747 -0.18709447 -0.67750764  
## 4 1.6499761 -0.89695981 0.03295319  
## 5 0.9262391 0.28800007 0.50339096  
## 6 2.9929552 -2.48753182 -0.86071440  
## inequality\_ratio social\_clubs\_per\_10k air\_polution\_metric water\_quality  
## 1 0.280498276 0.47548889 -1.4662439 -0.7099236  
## 2 0.007227404 -0.27533634 0.3964744 1.4080805  
## 3 0.236829500 0.17282000 0.3964744 1.4080805  
## 4 1.095691261 -0.08260047 1.1532037 1.4080805  
## 5 -0.307702425 -0.47173221 0.9203639 1.4080805  
## 6 -1.189543730 0.22813808 -0.9423543 1.4080805  
## pct\_high\_housing\_costs pct\_overcrowded\_hh pct\_30\_min\_plus\_commute  
## 1 -1.16546213 -0.1629153 1.22429377  
## 2 -0.85895590 0.1141291 0.05416673  
## 3 1.21469891 0.5243050 0.56462483  
## 4 -0.60941719 0.3783456 0.39970760  
## 5 -0.06613839 0.1149688 1.66407306  
## 6 -0.95278692 2.8890481 -0.95889627  
## pct\_food\_insecurities pct\_voters pct\_home\_owner pct\_65\_plus  
## 1 -0.06846200 1.06563077 0.48075941 -0.71182300  
## 2 1.22267228 -0.70457496 0.46005860 -0.83532652  
## 3 0.92678734 -0.63210416 0.09261919 0.02674746  
## 4 0.95368597 0.07669215 0.73091053 0.04355223  
## 5 -0.09536063 0.99886461 1.10116948 -0.90057469  
## 6 -0.49884009 -1.69423539 -0.54320174 -1.05076464  
## pct\_rural\_population region.Midwest region.Northeast region.South region.West  
## 1 1.31359817 0 0 1 0  
## 2 -0.75372105 0 0 1 0  
## 3 -0.27398220 0 0 1 0  
## 4 0.44360937 0 0 1 0  
## 5 -0.08681535 0 0 1 0  
## 6 0.03854028 0 0 1 0

# PCA

qol\_train\_standardized <- qol\_train %>%  
 select(-response) %>%  
 scale() # standardize the data (exclude the response variable)  
  
pca\_model <- prcomp(  
 qol\_train\_standardized,  
 center = TRUE,  
 scale. = TRUE) # apply PCA  
  
summary(pca\_model) # print summary of PCA model

## Importance of components:  
## PC1 PC2 PC3 PC4 PC5 PC6 PC7  
## Standard deviation 3.1947 2.4016 2.0323 1.71294 1.52746 1.40723 1.29562  
## Proportion of Variance 0.2041 0.1153 0.0826 0.05868 0.04666 0.03961 0.03357  
## Cumulative Proportion 0.2041 0.3195 0.4021 0.46076 0.50743 0.54703 0.58060  
## PC8 PC9 PC10 PC11 PC12 PC13 PC14  
## Standard deviation 1.16064 1.11792 1.07509 1.02978 1.0099 0.96843 0.95772  
## Proportion of Variance 0.02694 0.02499 0.02312 0.02121 0.0204 0.01876 0.01834  
## Cumulative Proportion 0.60755 0.63254 0.65566 0.67687 0.6973 0.71602 0.73436  
## PC15 PC16 PC17 PC18 PC19 PC20 PC21  
## Standard deviation 0.9407 0.90876 0.87542 0.84717 0.84083 0.80144 0.79731  
## Proportion of Variance 0.0177 0.01652 0.01533 0.01435 0.01414 0.01285 0.01271  
## Cumulative Proportion 0.7521 0.76858 0.78391 0.79826 0.81240 0.82525 0.83796  
## PC22 PC23 PC24 PC25 PC26 PC27 PC28  
## Standard deviation 0.75954 0.73981 0.70434 0.68262 0.6707 0.65902 0.64741  
## Proportion of Variance 0.01154 0.01095 0.00992 0.00932 0.0090 0.00869 0.00838  
## Cumulative Proportion 0.84950 0.86045 0.87037 0.87969 0.8887 0.89737 0.90576  
## PC29 PC30 PC31 PC32 PC33 PC34 PC35  
## Standard deviation 0.64153 0.61126 0.59094 0.58528 0.57621 0.54136 0.53284  
## Proportion of Variance 0.00823 0.00747 0.00698 0.00685 0.00664 0.00586 0.00568  
## Cumulative Proportion 0.91399 0.92146 0.92844 0.93529 0.94193 0.94780 0.95347  
## PC36 PC37 PC38 PC39 PC40 PC41 PC42  
## Standard deviation 0.5197 0.50783 0.49227 0.48242 0.46031 0.4471 0.43872  
## Proportion of Variance 0.0054 0.00516 0.00485 0.00465 0.00424 0.0040 0.00385  
## Cumulative Proportion 0.9589 0.96403 0.96888 0.97353 0.97777 0.9818 0.98562  
## PC43 PC44 PC45 PC46 PC47 PC48 PC49  
## Standard deviation 0.39140 0.38146 0.37603 0.35129 0.31117 0.22583 0.08732  
## Proportion of Variance 0.00306 0.00291 0.00283 0.00247 0.00194 0.00102 0.00015  
## Cumulative Proportion 0.98868 0.99159 0.99442 0.99689 0.99883 0.99985 1.00000  
## PC50  
## Standard deviation 1.738e-15  
## Proportion of Variance 0.000e+00  
## Cumulative Proportion 1.000e+00

plot(pca\_model,  
 type = "l") # plot explained variance
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pca\_components <- predict(  
 pca\_model,  
 qol\_train\_standardized  
 ) # extract the principal components  
  
head(pca\_components)

## PC1 PC2 PC3 PC4 PC5 PC6 PC7  
## 1 -3.5542084 5.3028381 -1.4664131 -1.16469742 -0.5028603 0.4263102 1.4985923  
## 2 -1.6203446 -2.3267345 0.9718123 -0.02227473 -0.4641936 0.6769108 0.1197962  
## 3 0.3213530 1.3440502 -1.6538349 -0.18938282 0.2081043 0.5117809 -0.5577245  
## 4 -2.8954401 -0.7211789 0.2615312 -0.60272801 2.3250150 -1.5582193 0.2006907  
## 5 -0.8293505 -1.2671521 0.6996353 -3.21634149 -1.1542298 -0.5726351 -1.8650291  
## 6 -2.0669251 -2.1481946 3.7793444 -4.77291083 -2.8060991 -1.2987680 1.7910707  
## PC8 PC9 PC10 PC11 PC12 PC13  
## 1 -1.27689675 0.5842305 -0.5574088 -0.39829058 -2.7032432 0.8317901  
## 2 0.03660643 1.2459835 0.3753102 -0.74378625 1.4122173 -0.6339413  
## 3 -0.42825330 0.9568689 0.3499697 -0.01419796 -1.2039756 1.1635286  
## 4 -0.49329382 -0.7526181 0.3348718 0.34497803 -0.4105079 0.3780644  
## 5 1.20401082 0.4352828 -1.1913110 0.96570808 -0.5630903 -0.9447676  
## 6 0.12650349 3.0117755 1.6816338 -1.13444144 0.3375801 -1.8451375  
## PC14 PC15 PC16 PC17 PC18 PC19  
## 1 0.7503587 0.43194291 -0.0722205 -0.04218681 -1.5614465 -1.7413619  
## 2 -1.8575569 0.83876440 -1.1490238 -2.48756209 0.3386236 -0.9424160  
## 3 0.2980153 0.61300908 -0.4896908 0.99660675 0.5299998 0.6166035  
## 4 0.4353880 -0.03184139 -0.3331133 -0.38569762 0.6372862 -0.4184895  
## 5 -1.0654047 -1.97495458 -1.3029705 0.36540463 -0.2692003 0.4381684  
## 6 -4.7015592 0.95377211 -4.5348413 -3.26095463 3.2056798 -4.1045753  
## PC20 PC21 PC22 PC23 PC24 PC25  
## 1 0.27947362 -0.3873300 0.22690098 0.2085404 -2.3479199 0.4538065  
## 2 -1.03377804 1.4649121 -0.03747908 1.5876224 0.9077865 -0.6384534  
## 3 0.04154892 0.2604089 0.41788012 0.5764926 0.1337463 0.6043390  
## 4 0.92956421 0.4672772 -0.14584694 0.2099929 -0.1044012 -0.4814866  
## 5 0.07573086 1.7915131 -0.32556479 0.4272328 0.0798187 -0.6673821  
## 6 0.87553050 1.3038569 -0.32161527 -0.1684187 1.1890272 1.8402874  
## PC26 PC27 PC28 PC29 PC30 PC31  
## 1 -0.6578633 -1.1566904 -0.3432983 -0.7857331 0.4338726 -0.006149088  
## 2 -1.0382067 -0.5711852 -0.1147816 1.1960490 -1.8381874 -0.748911186  
## 3 -0.7439811 0.4256431 -0.1417125 -0.4477650 0.1224037 0.292264560  
## 4 0.8301202 0.3099234 -0.9206465 0.5228020 0.3688398 0.796641475  
## 5 -0.2885516 -0.3843727 -1.2179200 -0.4664415 0.2333683 0.078457048  
## 6 -0.9781080 0.9046557 0.6192406 1.0558032 -0.4473620 -0.554108283  
## PC32 PC33 PC34 PC35 PC36 PC37  
## 1 -1.3032281 0.323341758 0.2201082 -0.50906682 0.04196137 0.39364032  
## 2 -0.6097664 0.084384272 -0.3666394 -0.24519135 0.27101762 -0.78480403  
## 3 0.3915439 -0.112005584 -0.6054932 -0.42457234 0.07078715 0.19800904  
## 4 0.1295881 -0.340045542 0.9227244 -0.66529784 -0.02687637 0.22607968  
## 5 -0.7188668 0.303022856 0.7723867 0.00666464 0.26846096 -0.01263467  
## 6 0.3849461 0.002135051 0.6974959 0.19503480 1.05463166 -0.19434243  
## PC38 PC39 PC40 PC41 PC42 PC43  
## 1 0.026662226 -0.20475202 0.04157369 0.2407893 0.35813824 -0.34102718  
## 2 -0.233051769 0.18324018 0.25237938 0.7958147 -0.15336306 0.45285948  
## 3 0.398685451 -0.11485008 -0.20730170 0.3801761 -0.10486197 -0.15673689  
## 4 -0.386222136 0.44522386 0.27785879 -1.0904725 0.32751004 0.18235394  
## 5 -0.486862768 -0.05720323 -0.23780023 -0.5141368 0.03373246 -0.06443455  
## 6 -0.001818079 0.19909056 -0.45604659 0.5923943 0.37097823 0.23409645  
## PC44 PC45 PC46 PC47 PC48 PC49  
## 1 0.37064352 0.008140640 0.23556070 0.231344183 -0.34856124 -0.070787858  
## 2 -0.06521299 0.022279707 0.18252382 0.373276470 0.02201107 -0.015451043  
## 3 0.03145367 0.314524643 0.13795661 -0.006466904 0.12069951 -0.018381136  
## 4 0.07498862 -0.452692526 -0.01116502 -0.181493389 0.01776896 -0.074468547  
## 5 -0.40869985 0.008277048 0.19506877 0.094140600 -0.28366275 -0.015831183  
## 6 -0.27418610 -0.486437164 -0.10910387 -0.130983065 -0.15005308 -0.004370987  
## PC50  
## 1 1.637579e-15  
## 2 1.859624e-15  
## 3 -2.775558e-17  
## 4 -2.775558e-17  
## 5 -1.137979e-15  
## 6 -2.442491e-15

# Calculate cumulative explained variance  
explained\_variance <- summary(pca\_model)$importance[2, ]  
cumulative\_explained\_variance <- cumsum(explained\_variance)  
  
# Plot cumulative explained variance  
plot(cumulative\_explained\_variance, type = "b", xlab = "Number of Principal Components", ylab = "Cumulative Explained Variance")  
abline(h = 0.95, col = "red", lty = 2) # line for 95% explained variance
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# Find the number of components needed to explain 95% of the variance  
num\_components\_95 <- which(cumulative\_explained\_variance >= 0.95)[1]  
num\_components\_95

## PC35   
## 35

# 35 features predict 95% of response variability

# extract the features (rotation matrix)  
features <- pca\_model$rotation  
  
# subset the loadings for the first 35 principal components  
top\_features <- features[, 1:35]  
  
# find the most important variables for each principal component  
important\_vars <- apply(top\_features, 2, function(x) names(x[order(abs(x), decreasing = TRUE)]))  
  
# convert to a data frame  
important\_vars\_df <- as.data.frame(important\_vars)  
head(important\_vars\_df)

## PC1 PC2 PC3  
## 1 pct\_no\_exercise pct\_rural\_population median\_pediatric\_icu\_dist  
## 2 pct\_food\_insecurities pct\_home\_owner median\_drug\_alcohol\_care\_dist  
## 3 pct\_highschool\_diploma pct\_high\_housing\_costs pct\_overcrowded\_hh  
## 4 pct\_some\_college pct\_asian region.West  
## 5 pct\_obese\_adults weighted\_population median\_er\_dist  
## 6 pct\_adult\_smokers pct\_65\_plus pct\_native\_american  
## PC4 PC5 PC6  
## 1 average\_hh\_size region.Midwest pct\_hispanic  
## 2 pct\_hispanic pct\_30\_min\_plus\_commute median\_health\_clinic\_dist  
## 3 days\_over\_90\_f pct\_w\_medicare pct\_other\_race  
## 4 pct\_single\_parent pct\_65\_plus pct\_30\_min\_plus\_commute  
## 5 pa\_pt pct\_voters pct\_native\_american  
## 6 inequality\_ratio pct\_obese\_adults median\_er\_dist  
## PC7 PC8 PC9  
## 1 days\_over\_90\_f population\_density mental\_health\_faciliy\_pt  
## 2 pct\_black region.Northeast pct\_male  
## 3 social\_clubs\_per\_10k pct\_male pct\_native\_american  
## 4 median\_drug\_alcohol\_care\_dist median\_er\_dist population\_density  
## 5 median\_er\_dist region.West region.Midwest  
## 6 region.Northeast pct\_asian pct\_overcrowded\_hh  
## PC10 PC11 PC12  
## 1 water\_quality pct\_hh\_other\_computer water\_quality  
## 2 region.Northeast clinical\_nurse\_pt pa\_pt  
## 3 region.West region.Northeast region.South  
## 4 pa\_pt pct\_black pct\_single\_parent  
## 5 region.Midwest pct\_w\_medicare pct\_hh\_other\_computer  
## 6 region.South weighted\_population population\_density  
## PC13 PC14 PC15  
## 1 pct\_hh\_inc\_99999 pct\_hh\_other\_computer clinical\_nurse\_pt  
## 2 pct\_hh\_other\_computer pct\_male pa\_pt  
## 3 inequality\_ratio mental\_health\_faciliy\_pt pct\_hh\_inc\_99999  
## 4 clinical\_nurse\_pt clinical\_nurse\_pt median\_health\_clinic\_dist  
## 5 region.Northeast inequality\_ratio dentist\_pt  
## 6 pa\_pt dentist\_pt region.Northeast  
## PC16 PC17  
## 1 pct\_hh\_other\_computer mental\_health\_faciliy\_pt  
## 2 mental\_health\_faciliy\_pt water\_quality  
## 3 pct\_hh\_inc\_99999 pct\_male  
## 4 pct\_male median\_health\_clinic\_dist  
## 5 pct\_w\_medicare population\_density  
## 6 median\_health\_clinic\_dist pct\_native\_american  
## PC18 PC19 PC20  
## 1 median\_health\_clinic\_dist mental\_health\_faciliy\_pt social\_clubs\_per\_10k  
## 2 population\_density dentist\_pt pct\_asian  
## 3 pa\_pt median\_health\_clinic\_dist pa\_pt  
## 4 mental\_health\_faciliy\_pt pa\_pt population\_density  
## 5 median\_drug\_alcohol\_care\_dist population\_density water\_quality  
## 6 pct\_asian pct\_hh\_inc\_99999 weighted\_population  
## PC21 PC22  
## 1 social\_clubs\_per\_10k pct\_employed  
## 2 pct\_binge\_drinkers population\_density  
## 3 median\_health\_clinic\_dist weighted\_population  
## 4 pct\_other\_race pct\_hh\_internet  
## 5 water\_quality pct\_w\_medicare  
## 6 days\_over\_90\_f pct\_grandparents\_as\_guardians  
## PC23 PC24  
## 1 pct\_grandparents\_as\_guardians weighted\_population  
## 2 air\_polution\_metric dentist\_pt  
## 3 median\_pediatric\_icu\_dist pa\_pt  
## 4 region.West pct\_grandparents\_as\_guardians  
## 5 pa\_pt pct\_w\_medicare  
## 6 social\_clubs\_per\_10k population\_density  
## PC25 PC26  
## 1 pct\_high\_housing\_costs pct\_other\_race  
## 2 median\_pediatric\_icu\_dist air\_polution\_metric  
## 3 social\_clubs\_per\_10k inequality\_ratio  
## 4 pct\_30\_min\_plus\_commute pct\_hh\_inc\_99999  
## 5 pct\_hh\_inc\_99999 pct\_highschool\_diploma  
## 6 region.Northeast pct\_under\_65\_no\_health\_insurance  
## PC27 PC28  
## 1 pct\_w\_medicare air\_polution\_metric  
## 2 pct\_employed pct\_employed  
## 3 dentist\_pt pct\_grandparents\_as\_guardians  
## 4 pct\_grandparents\_as\_guardians region.West  
## 5 pct\_highschool\_diploma pct\_other\_race  
## 6 median\_pediatric\_icu\_dist pct\_single\_parent  
## PC29 PC30  
## 1 pct\_asian pct\_single\_parent  
## 2 dentist\_pt pct\_grandparents\_as\_guardians  
## 3 weighted\_population pct\_high\_housing\_costs  
## 4 median\_drug\_alcohol\_care\_dist region.South  
## 5 pa\_pt pct\_native\_american  
## 6 pct\_overcrowded\_hh region.Midwest  
## PC31 PC32  
## 1 pct\_employed pct\_binge\_drinkers  
## 2 pct\_under\_65\_no\_health\_insurance pct\_adult\_smokers  
## 3 pct\_single\_parent pct\_other\_race  
## 4 pct\_binge\_drinkers pct\_w\_medicare  
## 5 pct\_hh\_inc\_99999 pct\_65\_plus  
## 6 pct\_high\_housing\_costs pct\_hh\_internet  
## PC33 PC34  
## 1 median\_pediatric\_icu\_dist pct\_overcrowded\_hh  
## 2 inequality\_ratio inequality\_ratio  
## 3 pct\_hh\_inc\_99999 pct\_under\_65\_no\_health\_insurance  
## 4 pct\_home\_owner pct\_hh\_internet  
## 5 pct\_under\_65\_no\_health\_insurance pct\_some\_college  
## 6 pct\_high\_housing\_costs median\_drug\_alcohol\_care\_dist  
## PC35  
## 1 median\_er\_dist  
## 2 pct\_voters  
## 3 median\_drug\_alcohol\_care\_dist  
## 4 pct\_binge\_drinkers  
## 5 pct\_home\_owner  
## 6 pct\_overcrowded\_hh

# most important variables  
important\_vars\_list <- unique(unlist(important\_vars\_df))  
  
important\_vars\_list

## [1] "pct\_no\_exercise" "pct\_food\_insecurities"   
## [3] "pct\_highschool\_diploma" "pct\_some\_college"   
## [5] "pct\_obese\_adults" "pct\_adult\_smokers"   
## [7] "pct\_hh\_internet" "pct\_voters"   
## [9] "median\_hh\_income" "pct\_grandparents\_as\_guardians"   
## [11] "pct\_binge\_drinkers" "region.South"   
## [13] "pct\_single\_parent" "pct\_employed"   
## [15] "days\_over\_90\_f" "inequality\_ratio"   
## [17] "pct\_white" "pct\_black"   
## [19] "pct\_under\_65\_no\_health\_insurance" "pct\_hh\_inc\_99999"   
## [21] "region.Midwest" "air\_polution\_metric"   
## [23] "pct\_overcrowded\_hh" "average\_hh\_size"   
## [25] "dentist\_pt" "pa\_pt"   
## [27] "pct\_w\_medicare" "region.Northeast"   
## [29] "pct\_asian" "region.West"   
## [31] "pct\_home\_owner" "pct\_native\_american"   
## [33] "social\_clubs\_per\_10k" "pct\_hispanic"   
## [35] "pct\_rural\_population" "pct\_65\_plus"   
## [37] "pct\_30\_min\_plus\_commute" "pct\_high\_housing\_costs"   
## [39] "weighted\_population" "pct\_other\_race"   
## [41] "median\_pediatric\_icu\_dist" "median\_drug\_alcohol\_care\_dist"   
## [43] "pct\_hh\_other\_computer" "clinical\_nurse\_pt"   
## [45] "median\_health\_clinic\_dist" "population\_density"   
## [47] "median\_er\_dist" "pct\_male"   
## [49] "water\_quality" "mental\_health\_faciliy\_pt"

# Prepare data for cross-validation  
#train\_control <- trainControl(method = "cv", number = 10)  
#tune\_grid <- expand.grid(.ncomp = 1:ncol(pca\_components))  
  
# Train a model using cross-validation to find the optimal number of components  
#cv\_model <- train(  
# response ~ .,  
# data = cbind(qol\_train$response, pca\_components),  
# method = "lm",  
# trControl = train\_control,  
# tuneGrid = tune\_grid  
#)  
  
# Get the optimal number of components  
#optimal\_components <- cv\_model$bestTune$.ncomp  
#optimal\_components

*Subset regression viability check*

Build a simple OLS model

# --- OLS Model ---  
  
# Fit the OLS model  
ols\_model <- lm(response ~ ., data = qol\_train)

## Warning in model.response(mf, "numeric"): using type = "numeric" with a factor  
## response will be ignored

## Warning in Ops.factor(y, z$residuals): '-' not meaningful for factors

# Predict on the test set  
predictions\_ols <- predict(ols\_model, newdata = qol\_test)  
  
# Evaluate the OLS model  
confusion\_matrix\_ols <- table(qol\_test$response, predictions\_ols > 0.5)  
accuracy\_ols <- sum(diag(confusion\_matrix\_ols)) / sum(confusion\_matrix\_ols)  
print(paste("Accuracy (OLS):", accuracy\_ols))

## [1] "Accuracy (OLS): 0.545454545454545"

# Calculate feature importance for OLS  
feature\_importance\_ols <- abs(summary(ols\_model)$coefficients[, "Estimate"])

## Warning in Ops.factor(r, 2): '^' not meaningful for factors

importance\_df\_ols <- data.frame(Feature = names(feature\_importance\_ols), Importance = feature\_importance\_ols)  
importance\_df\_ols <- importance\_df\_ols[order(-importance\_df\_ols$Importance), ]  
  
# --- Random Forest Model ---  
  
# Train a random forest model  
rf\_model <- randomForest::randomForest(as.factor(response) ~ ., data = qol\_train, ntree = 500, na.action = na.omit)  
  
# Predict on the test set  
predictions\_rf <- predict(rf\_model, qol\_test, type = "prob")[, 2]  
  
# Evaluate the Random Forest model  
confusion\_matrix\_rf <- table(qol\_test$response, predictions\_rf > 0.5)  
accuracy\_rf <- sum(diag(confusion\_matrix\_rf)) / sum(confusion\_matrix\_rf)  
print(paste("Accuracy (RF):", accuracy\_rf))

## [1] "Accuracy (RF): 0.997727272727273"

# --- ROC Curve (Both Models) ---  
  
# Function to plot ROC curves  
plot\_roc <- function(predictions, model\_name) {  
 roc\_obj <- roc(qol\_test$response, predictions)  
 auc\_value <- auc(roc\_obj)  
   
 roc\_df <- data.frame(  
 tpr = roc\_obj$sensitivities,  
 fpr = 1 - roc\_obj$specificities  
 )  
   
 ggplot(roc\_df, aes(x = fpr, y = tpr)) +  
 geom\_line() +  
 geom\_abline(linetype = "dashed") +  
 xlab("False Positive Rate") +  
 ylab("True Positive Rate") +  
 ggtitle(paste("ROC Curve (", model\_name, ", AUC =", round(auc\_value, 2), ")"))  
}

library(pROC)

## Warning: package 'pROC' was built under R version 4.3.2

## Type 'citation("pROC")' for a citation.

##   
## Attaching package: 'pROC'

## The following objects are masked from 'package:stats':  
##   
## cov, smooth, var

# Plot ROC curves for both models  
plot\_roc(predictions\_ols, "OLS")

## Setting levels: control = 0, case = 1

## Setting direction: controls < cases

![](data:image/png;base64,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)

plot\_roc(predictions\_rf, "Random Forest")

## Setting levels: control = 0, case = 1  
## Setting direction: controls < cases
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# --- Feature Importance Visualization (OLS) ---  
  
# Select top 20 features  
top\_20\_features\_ols <- head(importance\_df\_ols, 20)  
  
# Plot top 20 feature importance for OLS  
ggplot(top\_20\_features\_ols, aes(x = reorder(Feature, Importance), y = Importance)) +  
 geom\_bar(stat = "identity", fill = "steelblue") +  
 coord\_flip() +  
 labs(title = "Top 20 Feature Importance (OLS)", x = "Feature", y = "Importance") +  
 theme\_minimal()
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# --- Feature Importance Visualization (RF) ---  
  
# Calculate feature importance for RF  
feature\_importance\_rf <- randomForest::importance(rf\_model)  
importance\_df\_rf <- data.frame(Feature = rownames(feature\_importance\_rf), Importance = feature\_importance\_rf[, 1])  
importance\_df\_rf <- importance\_df\_rf[order(-importance\_df\_rf$Importance), ]  
  
# Select top 20 features  
top\_20\_features\_rf <- head(importance\_df\_rf, 20)  
  
# Plot top 20 feature importance for RF  
ggplot(top\_20\_features\_rf, aes(x = reorder(Feature, Importance), y = Importance)) +  
 geom\_bar(stat = "identity", fill = "steelblue") +  
 coord\_flip() +  
 labs(title = "Top 20 Feature Importance (RF)", x = "Feature", y = "Importance") +  
 theme\_minimal()
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build initial model (OLS)

# Convert response variable to numeric  
qol\_train$response <- as.numeric(as.character(qol\_train$response))  
# Fit the OLS model  
ols\_model <- lm(  
 response ~ .,  
 data = qol\_train  
 )  
# Predict on the test set  
predictions <- predict(  
 ols\_model,  
 newdata = qol\_test  
 )  
  
# Convert predictions to binary outcomes  
predicted\_classes <- ifelse(predictions > 0.5, 1, 0)  
  
# Evaluate the model  
confusion\_matrix <- table(  
 qol\_test$response,  
 predicted\_classes  
 )  
  
accuracy\_ols <- sum(diag(confusion\_matrix)) / sum(confusion\_matrix)  
# Extract coefficients  
coefficients <- summary(ols\_model)$coefficients  
  
# Calculate importance (absolute value of coefficients)  
feature\_importance <- abs(coefficients[, "Estimate"])  
  
# Create a data frame for better visualization  
importance\_df <- data.frame(  
 Feature = rownames(coefficients),  
 Importance = feature\_importance  
 )  
  
# Sort by importance  
importance\_df <- importance\_df[order(-importance\_df$Importance), ]  
  
print(importance\_df)

## Feature Importance  
## (Intercept) (Intercept) 6.065686e-01  
## region.Northeast region.Northeast 2.247162e-01  
## region.Midwest region.Midwest 2.005283e-01  
## pct\_adult\_smokers pct\_adult\_smokers 1.695130e-01  
## pct\_hispanic pct\_hispanic 5.788575e-02  
## pct\_voters pct\_voters 5.504464e-02  
## days\_over\_90\_f days\_over\_90\_f 4.660694e-02  
## region.South region.South 4.197146e-02  
## pct\_food\_insecurities pct\_food\_insecurities 3.745090e-02  
## pct\_some\_college pct\_some\_college 3.702241e-02  
## pct\_obese\_adults pct\_obese\_adults 3.467994e-02  
## pct\_binge\_drinkers pct\_binge\_drinkers 3.235476e-02  
## dentist\_pt dentist\_pt 2.639298e-02  
## pa\_pt pa\_pt 2.620384e-02  
## median\_drug\_alcohol\_care\_dist median\_drug\_alcohol\_care\_dist 2.522178e-02  
## pct\_male pct\_male 2.496785e-02  
## pct\_other\_race pct\_other\_race 2.426572e-02  
## pct\_under\_65\_no\_health\_insurance pct\_under\_65\_no\_health\_insurance 2.101870e-02  
## pct\_30\_min\_plus\_commute pct\_30\_min\_plus\_commute 1.999765e-02  
## mental\_health\_faciliy\_pt mental\_health\_faciliy\_pt 1.869019e-02  
## pct\_no\_exercise pct\_no\_exercise 1.848760e-02  
## pct\_hh\_internet pct\_hh\_internet 1.825548e-02  
## pct\_high\_housing\_costs pct\_high\_housing\_costs 1.734561e-02  
## water\_quality water\_quality 1.716508e-02  
## pct\_employed pct\_employed 1.626491e-02  
## median\_hh\_income median\_hh\_income 1.537700e-02  
## pct\_hh\_inc\_99999 pct\_hh\_inc\_99999 1.338018e-02  
## air\_polution\_metric air\_polution\_metric 1.293266e-02  
## pct\_home\_owner pct\_home\_owner 1.202414e-02  
## pct\_native\_american pct\_native\_american 1.126768e-02  
## pct\_overcrowded\_hh pct\_overcrowded\_hh 1.042646e-02  
## pct\_rural\_population pct\_rural\_population 9.885690e-03  
## average\_hh\_size average\_hh\_size 9.628259e-03  
## pct\_65\_plus pct\_65\_plus 9.467883e-03  
## median\_pediatric\_icu\_dist median\_pediatric\_icu\_dist 9.413730e-03  
## pct\_grandparents\_as\_guardians pct\_grandparents\_as\_guardians 8.605350e-03  
## pct\_highschool\_diploma pct\_highschool\_diploma 6.251225e-03  
## pct\_asian pct\_asian 6.149321e-03  
## median\_health\_clinic\_dist median\_health\_clinic\_dist 5.405437e-03  
## pct\_white pct\_white 5.326776e-03  
## median\_er\_dist median\_er\_dist 5.246382e-03  
## pct\_w\_medicare pct\_w\_medicare 3.991952e-03  
## social\_clubs\_per\_10k social\_clubs\_per\_10k 3.571101e-03  
## pct\_black pct\_black 2.564668e-03  
## clinical\_nurse\_pt clinical\_nurse\_pt 2.291458e-03  
## weighted\_population weighted\_population 2.271588e-03  
## inequality\_ratio inequality\_ratio 2.040122e-03  
## pct\_single\_parent pct\_single\_parent 9.056815e-04  
## population\_density population\_density 7.783507e-04  
## pct\_hh\_other\_computer pct\_hh\_other\_computer 9.625559e-05

visualize feature importance

# Select the top 20 important features  
top\_20\_features\_ols <- importance\_df %>%  
 arrange(desc(Importance)) %>%  
 head(20)  
  
# Create the bar plot for the top 20 features  
ggplot(top\_20\_features\_ols, aes(x = reorder(Feature, Importance), y = Importance)) +  
 geom\_bar(stat = "identity", fill = "steelblue") +  
 coord\_flip() + # Flip coordinates for better readability  
 labs(title = "Top 20 Feature Importance using ols", x = "Feature", y = "Importance") +  
 theme\_minimal()
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Build ROC curve

# Load necessary libraries  
library(ggplot2)  
library(pROC)  
  
# Calculate ROC curve  
roc\_ols <- roc(qol\_test$response, predictions)

## Setting levels: control = 0, case = 1

## Setting direction: controls < cases

# Create a data frame for ggplot  
roc\_data <- data.frame(  
 specificity = rev(roc\_ols$specificities),  
 sensitivity = rev(roc\_ols$sensitivities)  
)  
  
# Plot ROC curve using ggplot2  
ggplot(roc\_data, aes(x = 1-specificity, y = sensitivity)) +  
 geom\_line(color = "blue") +  
 geom\_abline(linetype = "dashed", color = "red") +  
 labs(title = paste("ROC Curve (AUC =", round(auc(roc\_ols), 2), ")"),  
 x = "1 - Specificity",  
 y = "Sensitivity") +  
 theme\_minimal() +  
 coord\_fixed(ratio = 1)
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# Train a random forest model for classification  
model\_rf <- randomForest::randomForest(  
 as.factor(response) ~ .,  
 data = qol\_train,  
 ntree = 500  
 )  
  
# Predict the response variable for the testing set  
predictions2 <- predict(  
 model\_rf,  
 qol\_test,  
 type = "response"  
 )  
  
# Calculate the accuracy of the random forest model  
accuracy <- mean(qol\_test$response == predictions2)  
print(accuracy)

## [1] 0.9977273

# Calculate the ROC AUC score  
roc\_obj <- roc(  
 qol\_test$response,  
 as.numeric(predictions2)  
 )

## Setting levels: control = 0, case = 1

## Setting direction: controls < cases

auc\_rf <- auc(roc\_obj)  
print(auc\_rf)

## Area under the curve: 0.9975

# Plot the ROC curve using ggplot2  
roc\_df <- data.frame(  
 tpr = roc\_obj$sensitivities,  
 fpr = 1 - roc\_obj$specificities  
)  
  
ggplot(roc\_df, aes(x = fpr, y = tpr)) +  
 geom\_line() +  
 geom\_abline(linetype = "dashed") +  
 xlab("False Positive Rate") +  
 ylab("True Positive Rate") +  
 ggtitle(paste("ROC Curve (AUC =", round(auc\_rf, 2), ")"))
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# Calculate feature importance  
importance\_rf <- randomForest::importance(model\_rf)  
importance\_df <- data.frame(  
 Feature = rownames(importance\_rf),  
 Importance = importance\_rf[, 1])  
  
# Select top 20 important features  
top\_20\_importance <- importance\_df[order(-importance\_df$Importance), ][1:20, ]  
  
# Plot top 20 feature importance using ggplot2  
ggplot(top\_20\_importance, aes(x = reorder(Feature, Importance), y = Importance)) +  
 geom\_bar(stat = "identity") +  
 coord\_flip() +  
 xlab("Feature") +  
 ylab("Importance") +  
 ggtitle("Top 20 Feature Importance from Random Forest Model")
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*Boxcox Analysis*

qol\_data <- qol\_data %>%  
 mutate(response = ifelse(response == "better", 1, 2)) # convert to 1 and 2 for boxcox analysis, log doesn't work on 0

# Initialize the results data frame  
transform\_output <- data.frame(  
 Predictor = character(),  
 Optimal\_Lambda = numeric(),  
 Original\_R\_squared = numeric(),  
 Original\_Adj\_R\_squared = numeric(),  
 Transformed\_R\_squared = numeric(),  
 Transformed\_Adj\_R\_squared = numeric(),  
 stringsAsFactors = FALSE  
)

*Repeat the following:*

# Fit the initial linear model  
lm\_weighted\_pop <- lm(  
 response ~ weighted\_population,  
 qol\_data  
 )  
summary(lm\_weighted\_pop)

##   
## Call:  
## lm(formula = response ~ weighted\_population, data = qol\_data)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.5093 -0.5052 -0.3151 0.4934 1.7315   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 1.509e+00 9.321e-03 161.928 < 2e-16 \*\*\*  
## weighted\_population -1.236e-07 2.678e-08 -4.615 4.09e-06 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.4985 on 3138 degrees of freedom  
## Multiple R-squared: 0.006742, Adjusted R-squared: 0.006425   
## F-statistic: 21.3 on 1 and 3138 DF, p-value: 4.085e-06

# Plot diagnostic plots for the initial model  
par(mfrow = c(2, 2))  
plot(lm\_weighted\_pop)
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original\_r\_squared <- summary(lm\_weighted\_pop)$r.squared  
original\_adj\_r\_squared <- summary(lm\_weighted\_pop)$adj.r.squared  
  
# Perform Box-Cox transformation on the response variable  
par(mfrow = c(1, 1))  
box\_cox\_weighted\_pop <- MASS::boxcox(  
 object = lm\_weighted\_pop  
 )
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# identify the optimal lambda  
optimal\_lambda <- box\_cox\_weighted\_pop$x[which.max(box\_cox\_weighted\_pop$y)]  
print(optimal\_lambda)

## [1] -0.06060606

# add transformed data to dataframe, use log of value if optimal lambda is 0  
qol\_data <- qol\_data %>%   
 mutate(transformed\_weighted\_pop = weighted\_population^optimal\_lambda)  
  
  
# Fit a new linear model with the transformed predictor variable  
transformed\_lm <- lm(response ~ transformed\_weighted\_pop, qol\_data)  
summary(transformed\_lm)

##   
## Call:  
## lm(formula = response ~ transformed\_weighted\_pop, data = qol\_data)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.6904 -0.4902 -0.3883 0.4976 0.6529   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 1.00059 0.09969 10.037 < 2e-16 \*\*\*  
## transformed\_weighted\_pop 0.92059 0.18432 4.994 6.22e-07 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.4982 on 3138 degrees of freedom  
## Multiple R-squared: 0.007886, Adjusted R-squared: 0.00757   
## F-statistic: 24.94 on 1 and 3138 DF, p-value: 6.224e-07

transformed\_r\_squared <- summary(transformed\_lm)$r.squared  
transformed\_adj\_r\_squared <- summary(transformed\_lm)$adj.r.squared  
  
print(transformed\_r\_squared)

## [1] 0.007886352

print(transformed\_adj\_r\_squared)

## [1] 0.007570191

# Store the results in the results data frame  
results <- rbind(transform\_output, data.frame(  
 Predictor = "weighted\_population",  
 Optimal\_Lambda = optimal\_lambda,  
 Original\_R\_squared = original\_r\_squared,  
 Original\_Adj\_R\_squared = original\_adj\_r\_squared,  
 Transformed\_R\_squared = transformed\_r\_squared,  
 Transformed\_Adj\_R\_squared = transformed\_adj\_r\_squared  
))  
  
# Print the results  
print(results)

## Predictor Optimal\_Lambda Original\_R\_squared Original\_Adj\_R\_squared  
## 1 weighted\_population -0.06060606 0.006741906 0.00642538  
## Transformed\_R\_squared Transformed\_Adj\_R\_squared  
## 1 0.007886352 0.007570191

*repeat*

# Fit the initial linear model  
lm\_hh\_size <- lm(  
 response ~ average\_hh\_size,  
 qol\_data  
 )  
summary(lm\_hh\_size)

##   
## Call:  
## lm(formula = response ~ average\_hh\_size, data = qol\_data)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -1.0931 -0.4485 -0.2485 0.4904 0.8103   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 0.32390 0.07942 4.078 4.65e-05 \*\*\*  
## average\_hh\_size 0.47053 0.03168 14.853 < 2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.4834 on 3138 degrees of freedom  
## Multiple R-squared: 0.06568, Adjusted R-squared: 0.06538   
## F-statistic: 220.6 on 1 and 3138 DF, p-value: < 2.2e-16

# Plot diagnostic plots for the initial model  
par(mfrow = c(2, 2))  
plot(lm\_hh\_size)
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original\_r\_squared2 <- summary(lm\_hh\_size)$r.squared  
original\_adj\_r\_squared2 <- summary(lm\_hh\_size)$adj.r.squared  
  
# Perform Box-Cox transformation on the response variable  
par(mfrow = c(1, 1))  
box\_cox\_hh\_size <- MASS::boxcox(  
 object = lm\_hh\_size  
 )
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# identify the optimal lambda  
optimal\_lambda2 <- box\_cox\_hh\_size$x[which.max(box\_cox\_hh\_size$y)]  
print(optimal\_lambda2)

## [1] -0.06060606

# add transformed data to dataframe, use log of value if optimal lambda is 0  
qol\_data <- qol\_data %>%   
 mutate(transformed\_hh\_size = average\_hh\_size^optimal\_lambda2)  
  
# Fit a new linear model with the transformed predictor variable  
transformed\_lm <- lm(response ~ transformed\_hh\_size, qol\_data)  
summary(transformed\_lm)

##   
## Call:  
## lm(formula = response ~ transformed\_hh\_size, data = qol\_data)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -1.0249 -0.4503 -0.1971 0.4817 0.8886   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 22.663 1.372 16.52 <2e-16 \*\*\*  
## transformed\_hh\_size -22.363 1.449 -15.43 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.4822 on 3138 degrees of freedom  
## Multiple R-squared: 0.07052, Adjusted R-squared: 0.07023   
## F-statistic: 238.1 on 1 and 3138 DF, p-value: < 2.2e-16

transformed\_r\_squared2 <- summary(transformed\_lm)$r.squared  
transformed\_adj\_r\_squared2 <- summary(transformed\_lm)$adj.r.squared  
  
print(transformed\_r\_squared2)

## [1] 0.0705244

print(transformed\_adj\_r\_squared2)

## [1] 0.0702282

# Store the results in the results data frame  
# Store the results in the results data frame  
temp\_results <- rbind(results, data.frame(  
 Predictor = "average\_hh\_size",  
 Optimal\_Lambda = optimal\_lambda2,  
 Original\_R\_squared = original\_r\_squared2,  
 Original\_Adj\_R\_squared = original\_adj\_r\_squared2,  
 Transformed\_R\_squared = transformed\_r\_squared2,  
 Transformed\_Adj\_R\_squared = transformed\_adj\_r\_squared2  
))  
  
results <- temp\_results  
# Print the results  
print(results)

## Predictor Optimal\_Lambda Original\_R\_squared Original\_Adj\_R\_squared  
## 1 weighted\_population -0.06060606 0.006741906 0.00642538  
## 2 average\_hh\_size -0.06060606 0.065681275 0.06538353  
## Transformed\_R\_squared Transformed\_Adj\_R\_squared  
## 1 0.007886352 0.007570191  
## 2 0.070524399 0.070228199

*repeat*

# Fit the initial linear model  
lm\_initial <- lm(  
 response ~ pct\_male,  
 qol\_data  
 )  
summary(lm\_initial)

##   
## Call:  
## lm(formula = response ~ pct\_male, data = qol\_data)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.5224 -0.4961 -0.4916 0.5043 0.5136   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 1.434307 0.180861 7.930 3.01e-15 \*\*\*  
## pct\_male 0.001241 0.003606 0.344 0.731   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.5001 on 3138 degrees of freedom  
## Multiple R-squared: 3.777e-05, Adjusted R-squared: -0.0002809   
## F-statistic: 0.1185 on 1 and 3138 DF, p-value: 0.7307

# Plot diagnostic plots for the initial model  
par(mfrow = c(2, 2))  
plot(lm\_initial)
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original\_r\_squared3 <- summary(lm\_initial)$r.squared  
original\_adj\_r\_squared3 <- summary(lm\_initial)$adj.r.squared  
  
# Perform Box-Cox transformation on the response variable  
par(mfrow = c(1, 1))  
box\_initial\_lm <- MASS::boxcox(  
 object = lm\_initial  
 )
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# identify the optimal lambda  
optimal\_lambda3 <- box\_initial\_lm$x[which.max(box\_initial\_lm$y)]  
print(optimal\_lambda3)

## [1] -0.06060606

# add transformed data to dataframe, use log of value if optimal lambda is 0  
qol\_data <- qol\_data %>%   
 mutate(transformed\_male = pct\_male^optimal\_lambda3)  
  
# Fit a new linear model with the transformed predictor variable  
transformed\_lm <- lm(response ~ transformed\_male, qol\_data)  
summary(transformed\_lm)

##   
## Call:  
## lm(formula = response ~ transformed\_male, data = qol\_data)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.5053 -0.4968 -0.4892 0.5029 0.5198   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)  
## (Intercept) 0.6725 3.1560 0.213 0.831  
## transformed\_male 1.0445 4.0006 0.261 0.794  
##   
## Residual standard error: 0.5001 on 3138 degrees of freedom  
## Multiple R-squared: 2.172e-05, Adjusted R-squared: -0.0002969   
## F-statistic: 0.06817 on 1 and 3138 DF, p-value: 0.794

transformed\_r\_squared3 <- summary(transformed\_lm)$r.squared  
transformed\_adj\_r\_squared3 <- summary(transformed\_lm)$adj.r.squared  
  
print(transformed\_r\_squared3)

## [1] 2.172349e-05

print(transformed\_adj\_r\_squared3)

## [1] -0.0002969439

# Store the results in the results data frame  
# Store the results in the results data frame  
temp\_results <- rbind(results, data.frame(  
 Predictor = "pct\_male",  
 Optimal\_Lambda = optimal\_lambda3,  
 Original\_R\_squared = original\_r\_squared3,  
 Original\_Adj\_R\_squared = original\_adj\_r\_squared3,  
 Transformed\_R\_squared = transformed\_r\_squared3,  
 Transformed\_Adj\_R\_squared = transformed\_adj\_r\_squared3  
))  
  
results <- temp\_results  
# Print the results  
print(results)

## Predictor Optimal\_Lambda Original\_R\_squared Original\_Adj\_R\_squared  
## 1 weighted\_population -0.06060606 6.741906e-03 0.0064253797  
## 2 average\_hh\_size -0.06060606 6.568127e-02 0.0653835315  
## 3 pct\_male -0.06060606 3.776962e-05 -0.0002808927  
## Transformed\_R\_squared Transformed\_Adj\_R\_squared  
## 1 7.886352e-03 0.0075701913  
## 2 7.052440e-02 0.0702281994  
## 3 2.172349e-05 -0.0002969439

*repeat*

# Fit the initial linear model  
lm\_initial <- lm(  
 response ~ pct\_hh\_internet,  
 qol\_data  
 )  
summary(lm\_initial)

##   
## Call:  
## lm(formula = response ~ pct\_hh\_internet, data = qol\_data)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -1.27132 -0.36472 -0.09233 0.39635 0.95214   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 4.0331461 0.0738832 54.59 <2e-16 \*\*\*  
## pct\_hh\_internet -0.0321033 0.0009301 -34.52 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.4258 on 3138 degrees of freedom  
## Multiple R-squared: 0.2752, Adjusted R-squared: 0.275   
## F-statistic: 1191 on 1 and 3138 DF, p-value: < 2.2e-16

# Plot diagnostic plots for the initial model  
par(mfrow = c(2, 2))  
plot(lm\_initial)
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original\_r\_squared4 <- summary(lm\_initial)$r.squared  
original\_adj\_r\_squared4 <- summary(lm\_initial)$adj.r.squared  
  
# Perform Box-Cox transformation on the response variable  
par(mfrow = c(1, 1))  
box\_initial\_lm <- MASS::boxcox(  
 object = lm\_initial  
 )
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# identify the optimal lambda  
optimal\_lambda4 <- box\_initial\_lm$x[which.max(box\_initial\_lm$y)]  
print(optimal\_lambda4)

## [1] -0.06060606

# add transformed data to dataframe, use log of value if optimal lambda is 0  
qol\_data <- qol\_data %>%   
 mutate(transformed\_internet = pct\_hh\_internet^optimal\_lambda4)

# Fit a new linear model with the transformed predictor variable  
transformed\_lm <- lm(response ~ transformed\_internet, qol\_data)  
summary(transformed\_lm)

##   
## Call:  
## lm(formula = response ~ transformed\_internet, data = qol\_data)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -1.4925 -0.3705 -0.1414 0.4196 0.8852   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -35.946 1.138 -31.59 <2e-16 \*\*\*  
## transformed\_internet 48.777 1.482 32.91 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.4312 on 3138 degrees of freedom  
## Multiple R-squared: 0.2566, Adjusted R-squared: 0.2563   
## F-statistic: 1083 on 1 and 3138 DF, p-value: < 2.2e-16

transformed\_r\_squared4 <- summary(transformed\_lm)$r.squared  
transformed\_adj\_r\_squared4 <- summary(transformed\_lm)$adj.r.squared  
  
print(transformed\_r\_squared4)

## [1] 0.2565791

print(transformed\_adj\_r\_squared4)

## [1] 0.2563422

# Store the results in the results data frame  
# Store the results in the results data frame  
temp\_results <- rbind(results, data.frame(  
 Predictor = "pct\_hh\_internet",  
 Optimal\_Lambda = optimal\_lambda4,  
 Original\_R\_squared = original\_r\_squared4,  
 Original\_Adj\_R\_squared = original\_adj\_r\_squared4,  
 Transformed\_R\_squared = transformed\_r\_squared4,  
 Transformed\_Adj\_R\_squared = transformed\_adj\_r\_squared4  
))  
  
results <- temp\_results  
# Print the results  
print(results)

## Predictor Optimal\_Lambda Original\_R\_squared Original\_Adj\_R\_squared  
## 1 weighted\_population -0.06060606 6.741906e-03 0.0064253797  
## 2 average\_hh\_size -0.06060606 6.568127e-02 0.0653835315  
## 3 pct\_male -0.06060606 3.776962e-05 -0.0002808927  
## 4 pct\_hh\_internet -0.06060606 2.751841e-01 0.2749530727  
## Transformed\_R\_squared Transformed\_Adj\_R\_squared  
## 1 7.886352e-03 0.0075701913  
## 2 7.052440e-02 0.0702281994  
## 3 2.172349e-05 -0.0002969439  
## 4 2.565791e-01 0.2563421874

*repeat*

# Fit the initial linear model  
lm\_initial <- lm(  
 response ~ pct\_employed,  
 qol\_data  
 )  
summary(lm\_initial)

##   
## Call:  
## lm(formula = response ~ pct\_employed, data = qol\_data)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -1.5005 -0.4138 -0.1441 0.4526 0.9171   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 9.038096 0.298929 30.23 <2e-16 \*\*\*  
## pct\_employed -0.079552 0.003152 -25.24 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.456 on 3138 degrees of freedom  
## Multiple R-squared: 0.1687, Adjusted R-squared: 0.1685   
## F-statistic: 637 on 1 and 3138 DF, p-value: < 2.2e-16

# Plot diagnostic plots for the initial model  
par(mfrow = c(2, 2))  
plot(lm\_initial)
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original\_r\_squared5 <- summary(lm\_initial)$r.squared  
original\_adj\_r\_squared5 <- summary(lm\_initial)$adj.r.squared  
  
# Perform Box-Cox transformation on the response variable  
par(mfrow = c(1, 1))  
box\_initial\_lm <- MASS::boxcox(  
 object = lm\_initial  
 )
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# identify the optimal lambda  
optimal\_lambda5 <- box\_initial\_lm$x[which.max(box\_initial\_lm$y)]  
print(optimal\_lambda5)

## [1] -0.06060606

# add transformed data to dataframe, use log of value if optimal lambda is 0  
qol\_data <- qol\_data %>%   
 mutate(transformed\_employed = pct\_employed^optimal\_lambda5)

# Fit a new linear model with the transformed predictor variable  
transformed\_lm <- lm(response ~ transformed\_employed, qol\_data)  
summary(transformed\_lm)

##   
## Call:  
## lm(formula = response ~ transformed\_employed, data = qol\_data)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -1.7435 -0.4149 -0.1634 0.4575 0.8912   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -117.579 4.800 -24.49 <2e-16 \*\*\*  
## transformed\_employed 156.898 6.325 24.81 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.4573 on 3138 degrees of freedom  
## Multiple R-squared: 0.1639, Adjusted R-squared: 0.1637   
## F-statistic: 615.3 on 1 and 3138 DF, p-value: < 2.2e-16

transformed\_r\_squared5 <- summary(transformed\_lm)$r.squared  
transformed\_adj\_r\_squared5 <- summary(transformed\_lm)$adj.r.squared  
  
print(transformed\_r\_squared5)

## [1] 0.1639411

print(transformed\_adj\_r\_squared5)

## [1] 0.1636747

# Store the results in the results data frame  
# Store the results in the results data frame  
temp\_results <- rbind(results, data.frame(  
 Predictor = "pct\_employed",  
 Optimal\_Lambda = optimal\_lambda5,  
 Original\_R\_squared = original\_r\_squared5,  
 Original\_Adj\_R\_squared = original\_adj\_r\_squared5,  
 Transformed\_R\_squared = transformed\_r\_squared5,  
 Transformed\_Adj\_R\_squared = transformed\_adj\_r\_squared5  
))  
  
results <- temp\_results  
# Print the results  
print(results)

## Predictor Optimal\_Lambda Original\_R\_squared Original\_Adj\_R\_squared  
## 1 weighted\_population -0.06060606 6.741906e-03 0.0064253797  
## 2 average\_hh\_size -0.06060606 6.568127e-02 0.0653835315  
## 3 pct\_male -0.06060606 3.776962e-05 -0.0002808927  
## 4 pct\_hh\_internet -0.06060606 2.751841e-01 0.2749530727  
## 5 pct\_employed -0.06060606 1.687333e-01 0.1684683737  
## Transformed\_R\_squared Transformed\_Adj\_R\_squared  
## 1 7.886352e-03 0.0075701913  
## 2 7.052440e-02 0.0702281994  
## 3 2.172349e-05 -0.0002969439  
## 4 2.565791e-01 0.2563421874  
## 5 1.639411e-01 0.1636746853

*repeat*

# Fit the initial linear model  
lm\_initial <- lm(  
 response ~ pct\_obese\_adults,  
 qol\_data  
 )  
summary(lm\_initial)

##   
## Call:  
## lm(formula = response ~ pct\_obese\_adults, data = qol\_data)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.89865 -0.37026 0.04482 0.34668 1.09522   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -0.78102 0.05657 -13.80 <2e-16 \*\*\*  
## pct\_obese\_adults 6.29030 0.15497 40.59 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.405 on 3138 degrees of freedom  
## Multiple R-squared: 0.3443, Adjusted R-squared: 0.3441   
## F-statistic: 1648 on 1 and 3138 DF, p-value: < 2.2e-16

# Plot diagnostic plots for the initial model  
par(mfrow = c(2, 2))  
plot(lm\_initial)
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original\_r\_squared5 <- summary(lm\_initial)$r.squared  
original\_adj\_r\_squared5 <- summary(lm\_initial)$adj.r.squared  
  
# Perform Box-Cox transformation on the response variable  
par(mfrow = c(1, 1))  
box\_initial\_lm <- MASS::boxcox(  
 object = lm\_initial  
 )
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# identify the optimal lambda  
optimal\_lambda5 <- box\_initial\_lm$x[which.max(box\_initial\_lm$y)]  
print(optimal\_lambda5)

## [1] -0.06060606

# add transformed data to dataframe, use log of value if optimal lambda is 0  
qol\_data <- qol\_data %>%   
 mutate(transformed\_obese = pct\_obese\_adults^optimal\_lambda5)

# Fit a new linear model with the transformed predictor variable  
transformed\_lm <- lm(response ~ transformed\_obese, qol\_data)  
summary(transformed\_lm)

##   
## Call:  
## lm(formula = response ~ transformed\_obese, data = qol\_data)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.8491 -0.3986 0.0897 0.3494 1.1086   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 35.4687 0.8801 40.3 <2e-16 \*\*\*  
## transformed\_obese -31.9251 0.8270 -38.6 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.4118 on 3138 degrees of freedom  
## Multiple R-squared: 0.322, Adjusted R-squared: 0.3217   
## F-statistic: 1490 on 1 and 3138 DF, p-value: < 2.2e-16

transformed\_r\_squared5 <- summary(transformed\_lm)$r.squared  
transformed\_adj\_r\_squared5 <- summary(transformed\_lm)$adj.r.squared  
  
print(transformed\_r\_squared5)

## [1] 0.3219628

print(transformed\_adj\_r\_squared5)

## [1] 0.3217467

# Store the results in the results data frame  
# Store the results in the results data frame  
temp\_results <- rbind(results, data.frame(  
 Predictor = "pct\_obese\_adults",  
 Optimal\_Lambda = optimal\_lambda5,  
 Original\_R\_squared = original\_r\_squared5,  
 Original\_Adj\_R\_squared = original\_adj\_r\_squared5,  
 Transformed\_R\_squared = transformed\_r\_squared5,  
 Transformed\_Adj\_R\_squared = transformed\_adj\_r\_squared5  
))  
  
results <- temp\_results  
# Print the results  
print(results)

## Predictor Optimal\_Lambda Original\_R\_squared Original\_Adj\_R\_squared  
## 1 weighted\_population -0.06060606 6.741906e-03 0.0064253797  
## 2 average\_hh\_size -0.06060606 6.568127e-02 0.0653835315  
## 3 pct\_male -0.06060606 3.776962e-05 -0.0002808927  
## 4 pct\_hh\_internet -0.06060606 2.751841e-01 0.2749530727  
## 5 pct\_employed -0.06060606 1.687333e-01 0.1684683737  
## 6 pct\_obese\_adults -0.06060606 3.442706e-01 0.3440616529  
## Transformed\_R\_squared Transformed\_Adj\_R\_squared  
## 1 7.886352e-03 0.0075701913  
## 2 7.052440e-02 0.0702281994  
## 3 2.172349e-05 -0.0002969439  
## 4 2.565791e-01 0.2563421874  
## 5 1.639411e-01 0.1636746853  
## 6 3.219628e-01 0.3217467135

*repeat*

# Fit the initial linear model  
lm\_initial <- lm(  
 response ~ pct\_white,  
 qol\_data  
 )  
summary(lm\_initial)

##   
## Call:  
## lm(formula = response ~ pct\_white, data = qol\_data)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -1.1677 -0.4013 -0.3295 0.4945 0.6814   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 2.2980989 0.0415222 55.35 <2e-16 \*\*\*  
## pct\_white -0.0098042 0.0004973 -19.71 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.4718 on 3138 degrees of freedom  
## Multiple R-squared: 0.1102, Adjusted R-squared: 0.1099   
## F-statistic: 388.7 on 1 and 3138 DF, p-value: < 2.2e-16

# Plot diagnostic plots for the initial model  
par(mfrow = c(2, 2))  
plot(lm\_initial)
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original\_r\_squared6 <- summary(lm\_initial)$r.squared  
original\_adj\_r\_squared6 <- summary(lm\_initial)$adj.r.squared  
  
# Perform Box-Cox transformation on the response variable  
par(mfrow = c(1, 1))  
box\_initial\_lm <- MASS::boxcox(  
 object = lm\_initial  
 )
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# identify the optimal lambda  
optimal\_lambda6 <- box\_initial\_lm$x[which.max(box\_initial\_lm$y)]  
print(optimal\_lambda6)

## [1] -0.06060606

# add transformed data to dataframe, use log of value if optimal lambda is 0  
qol\_data <- qol\_data %>%   
 mutate(transformed\_white = pct\_white^optimal\_lambda6)

# Fit a new linear model with the transformed predictor variable  
transformed\_lm <- lm(response ~ transformed\_white, qol\_data)  
summary(transformed\_lm)

##   
## Call:  
## lm(formula = response ~ transformed\_white, data = qol\_data)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -1.4049 -0.4259 -0.3916 0.5152 0.6167   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -6.4756 0.4646 -13.94 <2e-16 \*\*\*  
## transformed\_white 10.3884 0.6053 17.16 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.4782 on 3138 degrees of freedom  
## Multiple R-squared: 0.08581, Adjusted R-squared: 0.08552   
## F-statistic: 294.6 on 1 and 3138 DF, p-value: < 2.2e-16

par(mfrow = c(2, 2))  
plot(transformed\_lm)
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transformed\_r\_squared6 <- summary(transformed\_lm)$r.squared  
transformed\_adj\_r\_squared6 <- summary(transformed\_lm)$adj.r.squared  
  
print(transformed\_r\_squared6)

## [1] 0.08581412

print(transformed\_adj\_r\_squared6)

## [1] 0.08552279

# Store the results in the results data frame  
# Store the results in the results data frame  
temp\_results <- rbind(results, data.frame(  
 Predictor = "pct\_white",  
 Optimal\_Lambda = optimal\_lambda6,  
 Original\_R\_squared = original\_r\_squared6,  
 Original\_Adj\_R\_squared = original\_adj\_r\_squared6,  
 Transformed\_R\_squared = transformed\_r\_squared6,  
 Transformed\_Adj\_R\_squared = transformed\_adj\_r\_squared6  
))  
  
results <- temp\_results  
# Print the results  
print(results)

## Predictor Optimal\_Lambda Original\_R\_squared Original\_Adj\_R\_squared  
## 1 weighted\_population -0.06060606 6.741906e-03 0.0064253797  
## 2 average\_hh\_size -0.06060606 6.568127e-02 0.0653835315  
## 3 pct\_male -0.06060606 3.776962e-05 -0.0002808927  
## 4 pct\_hh\_internet -0.06060606 2.751841e-01 0.2749530727  
## 5 pct\_employed -0.06060606 1.687333e-01 0.1684683737  
## 6 pct\_obese\_adults -0.06060606 3.442706e-01 0.3440616529  
## 7 pct\_white -0.06060606 1.102106e-01 0.1099270372  
## Transformed\_R\_squared Transformed\_Adj\_R\_squared  
## 1 7.886352e-03 0.0075701913  
## 2 7.052440e-02 0.0702281994  
## 3 2.172349e-05 -0.0002969439  
## 4 2.565791e-01 0.2563421874  
## 5 1.639411e-01 0.1636746853  
## 6 3.219628e-01 0.3217467135  
## 7 8.581412e-02 0.0855227922

*repeat*

# Fit the initial linear model  
lm\_initial <- lm(  
 response ~ pct\_adult\_smokers,  
 qol\_data  
 )  
summary(lm\_initial)

##   
## Call:  
## lm(formula = response ~ pct\_adult\_smokers, data = qol\_data)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -1.0694 -0.3439 -0.0087 0.3200 1.2163   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -0.0005877 0.0352377 -0.017 0.987   
## pct\_adult\_smokers 7.4694609 0.1722499 43.364 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.3955 on 3138 degrees of freedom  
## Multiple R-squared: 0.3747, Adjusted R-squared: 0.3745   
## F-statistic: 1880 on 1 and 3138 DF, p-value: < 2.2e-16

# Plot diagnostic plots for the initial model  
par(mfrow = c(2, 2))  
plot(lm\_initial)
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original\_r\_squared7 <- summary(lm\_initial)$r.squared  
original\_adj\_r\_squared7 <- summary(lm\_initial)$adj.r.squared  
  
# Perform Box-Cox transformation on the response variable  
par(mfrow = c(1, 1))  
box\_initial\_lm <- MASS::boxcox(  
 object = lm\_initial  
 )
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# identify the optimal lambda  
optimal\_lambda7 <- box\_initial\_lm$x[which.max(box\_initial\_lm$y)]  
print(optimal\_lambda6)

## [1] -0.06060606

# add transformed data to dataframe, use log of value if optimal lambda is 0  
qol\_data <- qol\_data %>%   
 mutate(transformed\_smokers = pct\_adult\_smokers^optimal\_lambda7)

# Fit a new linear model with the transformed predictor variable  
transformed\_lm <- lm(response ~ transformed\_smokers, qol\_data)  
summary(transformed\_lm)

##   
## Call:  
## lm(formula = response ~ transformed\_smokers, data = qol\_data)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -0.8255 -0.3725 0.0537 0.3202 1.3791   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 24.2471 0.5515 43.97 <2e-16 \*\*\*  
## transformed\_smokers -20.6097 0.4995 -41.26 <2e-16 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.4027 on 3138 degrees of freedom  
## Multiple R-squared: 0.3517, Adjusted R-squared: 0.3515   
## F-statistic: 1702 on 1 and 3138 DF, p-value: < 2.2e-16

par(mfrow = c(2, 2))  
plot(transformed\_lm)

![](data:image/png;base64,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)

transformed\_r\_squared7 <- summary(transformed\_lm)$r.squared  
transformed\_adj\_r\_squared7 <- summary(transformed\_lm)$adj.r.squared  
  
print(transformed\_r\_squared7)

## [1] 0.3516808

print(transformed\_adj\_r\_squared7)

## [1] 0.3514742

# Store the results in the results data frame  
# Store the results in the results data frame  
temp\_results <- rbind(results, data.frame(  
 Predictor = "pct\_adult\_smokers",  
 Optimal\_Lambda = optimal\_lambda7,  
 Original\_R\_squared = original\_r\_squared7,  
 Original\_Adj\_R\_squared = original\_adj\_r\_squared7,  
 Transformed\_R\_squared = transformed\_r\_squared7,  
 Transformed\_Adj\_R\_squared = transformed\_adj\_r\_squared6  
))  
  
results <- temp\_results  
# Print the results  
print(results)

## Predictor Optimal\_Lambda Original\_R\_squared Original\_Adj\_R\_squared  
## 1 weighted\_population -0.06060606 6.741906e-03 0.0064253797  
## 2 average\_hh\_size -0.06060606 6.568127e-02 0.0653835315  
## 3 pct\_male -0.06060606 3.776962e-05 -0.0002808927  
## 4 pct\_hh\_internet -0.06060606 2.751841e-01 0.2749530727  
## 5 pct\_employed -0.06060606 1.687333e-01 0.1684683737  
## 6 pct\_obese\_adults -0.06060606 3.442706e-01 0.3440616529  
## 7 pct\_white -0.06060606 1.102106e-01 0.1099270372  
## 8 pct\_adult\_smokers -0.06060606 3.747065e-01 0.3745072798  
## Transformed\_R\_squared Transformed\_Adj\_R\_squared  
## 1 7.886352e-03 0.0075701913  
## 2 7.052440e-02 0.0702281994  
## 3 2.172349e-05 -0.0002969439  
## 4 2.565791e-01 0.2563421874  
## 5 1.639411e-01 0.1636746853  
## 6 3.219628e-01 0.3217467135  
## 7 8.581412e-02 0.0855227922  
## 8 3.516808e-01 0.0855227922

# Convert the dataframe to a tibble for better printing  
boxcox\_tbl <- as\_tibble(results)  
  
# Print the tibble  
print(boxcox\_tbl)

## # A tibble: 8 × 6  
## Predictor Optimal\_Lambda Original\_R\_squared Original\_Adj\_R\_squared  
## <chr> <dbl> <dbl> <dbl>  
## 1 weighted\_population -0.0606 0.00674 0.00643   
## 2 average\_hh\_size -0.0606 0.0657 0.0654   
## 3 pct\_male -0.0606 0.0000378 -0.000281  
## 4 pct\_hh\_internet -0.0606 0.275 0.275   
## 5 pct\_employed -0.0606 0.169 0.168   
## 6 pct\_obese\_adults -0.0606 0.344 0.344   
## 7 pct\_white -0.0606 0.110 0.110   
## 8 pct\_adult\_smokers -0.0606 0.375 0.375   
## # ℹ 2 more variables: Transformed\_R\_squared <dbl>,  
## # Transformed\_Adj\_R\_squared <dbl>