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### 1. Цель работы

* Освоить основные черты по нейронным сетям.
* Приобрести основные навыки работы с нейронными сетями в R

### 2. Задачи

* Углубить и закрепить знания по нейронным сетям.
* Научить реализовать нейроннуые сети в R
* Совершенствовать навыки самостоятельной работы.

### 3. План выполнения работы

### 3.1 Теория нейронной сети

* Что такое нейронная сеть?
* Как бывают нейронные сети?
* Для чего нужны нейронные сети?

Классификация

Предсказание

Распознавание

* Как работает нейронная сеть?
* ….

### 3.2 Реализация нейронной сети в

Для реализации нейронной сети в R используем пакет neuralnet

**Пример 1**: Рассмотри простой набор данных (квадратов чисел), который использован для обучения в R и потом проверим точность построенной нейронной сети:

## input output  
## 1 0 0  
## 2 1 1  
## 3 2 4  
## 4 3 9  
## 5 4 16  
## 6 5 25  
## 7 6 36  
## 8 7 49  
## 9 8 64  
## 10 9 81  
## 11 10 100

Наша задача состоит в том, чтобы модолировать функцию зависимости между входом и выходом, котоую можно использовать в будущем для определения выхода на основе входа.

**Решение:**

library(neuralnet)  
  
# 1. creating the initial data  
mydata <- data.frame (  
 input = c(0, 1, 2, 3, 4, 5, 6, 7, 8, 9, 10),  
 output = c(0, 1, 4, 9, 16, 25, 36, 49, 64, 81, 100)  
)  
  
attach(mydata)  
names(mydata)

## [1] "input" "output"

# Train the model based on output from input  
  
model <- neuralnet(formula = output~input,   
 data = mydata, hidden = 10,   
 threshold = 0.01)  
  
print(model)

## $call  
## neuralnet(formula = output ~ input, data = mydata, hidden = 10,   
## threshold = 0.01)  
##   
## $response  
## output  
## 1 0  
## 2 1  
## 3 4  
## 4 9  
## 5 16  
## 6 25  
## 7 36  
## 8 49  
## 9 64  
## 10 81  
## 11 100  
##   
## $covariate  
## [,1]  
## [1,] 0  
## [2,] 1  
## [3,] 2  
## [4,] 3  
## [5,] 4  
## [6,] 5  
## [7,] 6  
## [8,] 7  
## [9,] 8  
## [10,] 9  
## [11,] 10  
##   
## $model.list  
## $model.list$response  
## [1] "output"  
##   
## $model.list$variables  
## [1] "input"  
##   
##   
## $err.fct  
## function (x, y)   
## {  
## 1/2 \* (y - x)^2  
## }  
## <environment: 0x00000000170fd5e8>  
## attr(,"type")  
## [1] "sse"  
##   
## $act.fct  
## function (x)   
## {  
## 1/(1 + exp(-x))  
## }  
## <environment: 0x00000000170fd5e8>  
## attr(,"type")  
## [1] "logistic"  
##   
## $linear.output  
## [1] TRUE  
##   
## $data  
## input output  
## 1 0 0  
## 2 1 1  
## 3 2 4  
## 4 3 9  
## 5 4 16  
## 6 5 25  
## 7 6 36  
## 8 7 49  
## 9 8 64  
## 10 9 81  
## 11 10 100  
##   
## $net.result  
## $net.result[[1]]  
## [,1]  
## 1 -0.0193064002  
## 2 1.0437693436  
## 3 3.9531622721  
## 4 9.0395263891  
## 5 15.9733355388  
## 6 25.0149728781  
## 7 35.9915613691  
## 8 49.0049094571  
## 9 63.9968143846  
## 10 81.0017987930  
## 11 99.9990552892  
##   
##   
## $weights  
## $weights[[1]]  
## $weights[[1]][[1]]  
## [,1] [,2] [,3] [,4] [,5]  
## [1,] -14.014806641 -13.527125632 2.890037275 8.646238137 7.179310457  
## [2,] 1.459051759 1.418981821 -1.252381629 -1.282015979 -1.451029211  
## [,6] [,7] [,8] [,9]  
## [1,] -4.136808267 -10.252163107 7.829423263 1.979288506971  
## [2,] 1.061339301 1.351915612 -1.328910909 -0.001289219952  
## [,10]  
## [1,] 0.14744237433  
## [2,] -0.09938079676  
##   
## $weights[[1]][[2]]  
## [,1]  
## [1,] 15.276099429  
## [2,] 28.235056119  
## [3,] 19.859203513  
## [4,] -8.098759696  
## [5,] -9.986507993  
## [6,] -7.945436233  
## [7,] 14.777246589  
## [8,] 23.186152441  
## [9,] -9.318107721  
## [10,] 15.066747580  
## [11,] 11.446811386  
##   
##   
##   
## $startweights  
## $startweights[[1]]  
## $startweights[[1]][[1]]  
## [,1] [,2] [,3] [,4] [,5]  
## [1,] -1.755032801 -1.5190675918 -0.07377975808 0.3006970308 0.4422788674  
## [2,] 1.819383199 0.9556236564 -1.37223689860 -0.6255553979 -0.2221892604  
## [,6] [,7] [,8] [,9] [,10]  
## [1,] 0.7645163928 -0.04719651882 1.4573820176 0.7861480834 0.3695627032  
## [2,] 0.3989495678 1.11469420756 0.2332748973 -1.6087141550 0.6261123340  
##   
## $startweights[[1]][[2]]  
## [,1]  
## [1,] 0.7147615101  
## [2,] 1.1424965383  
## [3,] 0.5317841278  
## [4,] -1.1928691780  
## [5,] -1.7511826078  
## [6,] -0.6835172603  
## [7,] -0.7307695128  
## [8,] 0.6111128340  
## [9,] -1.2636666845  
## [10,] 0.1197091445  
## [11,] -1.2877590216  
##   
##   
##   
## $generalized.weights  
## $generalized.weights[[1]]  
## [,1]  
## 1 -24.431370144458  
## 2 -39.970785437804  
## 3 -0.347655126217  
## 4 -0.082753676962  
## 5 -0.033183498574  
## 6 -0.016797924987  
## 7 -0.009437769448  
## 8 -0.006026783888  
## 9 -0.003881508657  
## 10 -0.002907782965  
## 11 -0.001713047809  
##   
##   
## $result.matrix  
## 1  
## error 0.003544685414  
## reached.threshold 0.009286198969  
## steps 29909.000000000000  
## Intercept.to.1layhid1 -14.014806640892  
## input.to.1layhid1 1.459051759085  
## Intercept.to.1layhid2 -13.527125632249  
## input.to.1layhid2 1.418981821433  
## Intercept.to.1layhid3 2.890037275400  
## input.to.1layhid3 -1.252381628645  
## Intercept.to.1layhid4 8.646238137287  
## input.to.1layhid4 -1.282015979092  
## Intercept.to.1layhid5 7.179310457041  
## input.to.1layhid5 -1.451029210710  
## Intercept.to.1layhid6 -4.136808266896  
## input.to.1layhid6 1.061339300671  
## Intercept.to.1layhid7 -10.252163106970  
## input.to.1layhid7 1.351915611977  
## Intercept.to.1layhid8 7.829423263203  
## input.to.1layhid8 -1.328910909423  
## Intercept.to.1layhid9 1.979288506971  
## input.to.1layhid9 -0.001289219952  
## Intercept.to.1layhid10 0.147442374333  
## input.to.1layhid10 -0.099380796760  
## Intercept.to.output 15.276099429464  
## 1layhid.1.to.output 28.235056119176  
## 1layhid.2.to.output 19.859203512509  
## 1layhid.3.to.output -8.098759696406  
## 1layhid.4.to.output -9.986507992587  
## 1layhid.5.to.output -7.945436232781  
## 1layhid.6.to.output 14.777246589488  
## 1layhid.7.to.output 23.186152440676  
## 1layhid.8.to.output -9.318107720977  
## 1layhid.9.to.output 15.066747579794  
## 1layhid.10.to.output 11.446811386262  
##   
## attr(,"class")  
## [1] "nn"

# Lets plot and see layers  
plot(model)  
  
# Check the data - actual and predicted  
  
final\_output = cbind(input, output, as.data.frame(model$net.result))  
colnames(final\_output) = c("input", "expected output", "neural net output")  
  
print(final\_output)

## input expected output neural net output  
## 1 0 0 -0.0193064002  
## 2 1 1 1.0437693436  
## 3 2 4 3.9531622721  
## 4 3 9 9.0395263891  
## 5 4 16 15.9733355388  
## 6 5 25 25.0149728781  
## 7 6 36 35.9915613691  
## 8 7 49 49.0049094571  
## 9 8 64 63.9968143846  
## 10 9 81 81.0017987930  
## 11 10 100 99.9990552892

**Пример 2**: Прелагаю такую простую задачу: необходимо на языке R реализовать нейронную сеть для предсказания размера пенсии в зависимости средней зарплаты. У нас есть два ряда данных - средняя зарплата по городу за последние 10 лет и средняя пенсия за последние 10 лет. Эти данные используются для обучения нейронной сети:

**Решение:**

library(neuralnet)  
  
# 1. creating the initial data, plotting  
data <- data.frame (  
 input = c(0.225, 690, 2313, 2931, 4061, 4937, 5809, 7096, 8803, 10095, 12229, 13572),  
 output = c(0.118, 274, 949, 1270, 1668, 2001, 2434, 3028, 3393, 4519, 5594, 7610)  
)  
plot(data$output ~ data$input, main="Distribution of the pension relative to the salary", xlab="Salary", ylab="Pension")

![](data:image/png;base64,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)

# 2. normalizing the data, plotting  
min.input <- min(data$input)  
min.output <- min(data$output)  
range.input <- diff(range(data$input))  
range.output <- diff(range(data$output))  
data.norm <- data.frame (  
 input = (data$input - min.input) / range.input,  
 output = (data$output - min.output) / range.output  
)  
plot(data.norm$output ~ data.norm$input, main="Distribution of the pension relative to the salary (normalized)", xlab="Salary", ylab="Pension")
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# 3. neural network  
net <- neuralnet(output ~ input, data.norm)  
  
# 4. test the output  
testdata <- seq(0, 25000, by=500)  
testdata.norm <- (testdata - min.input) / range.input  
result <- round(compute(net, testdata.norm)$net.result \* range.output + min.output)  
plot(testdata, result, main="Predicred outcome", xlab="Salary", ylab="Pension")
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