**Assignment 1**

**Programming Assignment - Uninformed Search**
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Figure 1: Visual representation of [input1.txt](http://omega.uta.edu/~gopikrishnav/classes/2018/spring/4308_5360/assmts/assmt1_files/input1.txt)

Implement a search algorithm that can find a route between any two cities. Your program will be called find\_route, and will take exactly three commandline arguments, as follows:  
  
***find\_route input\_filename origin\_city destination\_city***  
  
An example command line is:  
  
find\_route input1.txt Munich Berlin  
  
Argument input\_filename is the name of a text file such as [input1.txt](http://omega.uta.edu/~gopikrishnav/classes/2018/spring/4308_5360/assmts/assmt1_files/input1.txt), that describes road connections between cities in some part of the world. For example, the road system described by file input1.txt can be visualized in Figure 1 shown above. You can assume that the input file is formatted in the same way as [input1.txt](http://omega.uta.edu/~gopikrishnav/classes/2018/spring/4308_5360/assmts/assmt1_files/input1.txt): each line contains three items. The last line contains the items "END OF INPUT", and that is how the program can detect that it has reached the end of the file. The other lines of the file contain, in this order, a source city, a destination city, and the length in kilometers of the road connecting directly those two cities. Each city name will be a single word (for example, we will use New\_York instead of New York), consisting of upper and lowercase letters and possibly underscores.  
  
**IMPORTANT NOTE**: MULTIPLE INPUT FILES WILL BE USED TO GRADE THE ASSIGNMENT, FILE [input1.txt](http://omega.uta.edu/~gopikrishnav/classes/2018/spring/4308_5360/assmts/assmt1_files/input1.txt) IS JUST AN EXAMPLE. YOUR CODE SHOULD WORK WITH ANY INPUT FILE FORMATTED AS SPECIFIED ABOVE.  
  
The program will compute a route between the origin city and the destination city, and will print out both the length of the route and the list of all cities that lie on that route. For example,  
  
find\_route input1.txt Bremen Frankfurt  
  
should have the following:  
  
distance: 455 km  
route:   
Bremen to Dortmund, 234 km   
Dortmund to Frankfurt, 221 km   
  
and  
  
find\_route input1.txt London Frankfurt  
  
should have the following output:  
  
distance: infinity  
route:   
none  
  
For full credit, you should produce outputs identical in format to the above two examples.

**Suggestions**

The code needs to run on omega. If you have not even tried logging in on omega until the last day, there is a high probability that something will go wrong. You may find it convenient to do the code development and testing on your own laptop or home machine, but it is highly recommended that you log in to omega and compile a toy program ASAP, and that you compile and run an intermediate version of your code well before the deadline. Notify the instructor for any problems you may have.   
  
Pay close attention to all specifications on this page, including specifications about output format, submission format. Even in cases where the program works correctly, points will be taken off for non-compliance with the instructions given on this page (such as a different format for the program output, wrong compression format for the submitted code, and so on). The reason is that non-compliance with the instructions makes the grading process significantly (and unnecessarily) more time consuming.

**Grading**

The assignments will be graded out of 100 points.

* 40 points: The program always finds a route between the origin and the destination, as long as such a route exists.
* 30 points: The program terminates and reports that no route can be found when indeed no route exists that connects source and destination (e.g., if source is London and destination is Berlin, in the above example).
* 30 points: In addition to the above requirements, the program always returns optimal routes. In other words, no shorter route exists than the one reported by the program.
* Negative points: penalty points will be awarded by the instructor and TA generously and at will, for issues such as: code not running on omega, submission not including precise and accurate instructions for how to run the code, wrong compression format for the submission, or other failures to comply with the instructions given for this assignment. Partial credit for incorrect solutions will be given ONLY for code that is well designed and well documented. Code that is badly designed and badly documented can still get full credit as long as it accomplishes the required tasks.

**How to submit**

Implementations in C, C++, Java, and Python will be accepted. If you would like to use another language, make sure it will compile on omega and clear it with the instructor beforehand. Points will be taken off for failure to comply with this requirement.  
The assignment should be submitted via [Blackboard](http://elearn.uta.edu/). Submit a ZIPPED directory called assignment1\_<net-id>.zip (no other forms of compression accepted, contact the instructor or TA if you do not know how to produce .zip files). The directory should contain source code. Including binaries that work on omega (for Java and C++) is optional. The submission should also contain a file called readme.txt, which should specify precisely:

* Name and UTA ID of the student.
* What programming language is used.
* How the code is structured.
* How to run the code, including very specific compilation instructions, if compilation is needed. Instructions such as "compile using g++" are NOT considered specific.
* Insufficient or unclear instructions will be penalized by up to 10 points.
* **Code that does not run on omega machines gets AT MOST 75 points**.

**Submission checklist**

Is the code running on omega?  
Does the submission include a readme.txt file, as specified?

**Assignment 4**

**Programming Assignment - Game Playing Algorithms**

**Task**

The task in this programming assignment is to implement an agent that plays the Max-Connect4 game using search. Figure 1 shows the first few moves of a game. The game is played on a 6x7 grid, with six rows and seven columns. There are two players, player A (red) and player B (green). The two players take turns placing pieces on the board: the red player can only place red pieces, and the green player can only place green pieces.  
  
It is best to think of the board as standing upright. We will assign a number to every row and column, as follows: columns are numbered from left to right, with numbers 1, 2, ..., 7. Rows are numbered from bottom to top, with numbers 1, 2, ..., 6. When a player makes a move, the move is completely determined by specifying the COLUMN where the piece will be placed. If all six positions in that column are occupied, then the move is invalid, and the program should reject it and force the player to make a valid move. In a valid move, once the column is specified, the piece is placed on that column and "falls down", until it reaches the lowest unoccupied position in that column.  
  
The game is over when all positions are occupied. Obviously, every complete game consists of 42 moves, and each player makes 21 moves. The score, at the end of the game is determined as follows: consider each quadruple of four consecutive positions on board, either in the horizontal, vertical, or each of the two diagonal directions (from bottom left to top right and from bottom right to top left). The red player gets a point for each such quadruple where all four positions are occupied by red pieces. Similarly, the green player gets a point for each such quadruple where all four positions are occupied by green pieces. The player with the most points wins the game.  
  
Your program will run in two modes: an interactive mode, that is best suited for the program playing against a human player, and a one-move mode, where the program reads the current state of the game from an input file, makes a single move, and writes the resulting state to an output file. The one-move mode can be used to make programs play against each other. Note that THE PROGRAM MAY BE EITHER THE RED OR THE GREEN PLAYER, THAT WILL BE SPECIFIED BY THE STATE, AS SAVED IN THE INPUT FILE.  
  
As part of this assignment, you will also need to measure and report the time that your program takes, as a function of the number of moves it explores. All time measurements should report CPU time, not total time elapsed. CPU time does not depend on other users of the system, and thus is a meaningful measurement of the efficiency of the implementation.

![Sample Max-Connect Game](data:image/gif;base64,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)  
Figure 1: Sample Max-Connect Game (15 moves in)

**Interactive Mode**

In the interactive mode, the game should run from the command line with the following arguments (assuming a Java implementation, with obvious changes for C++ or other implementations):  
  
***java maxconnect4 interactive [input\_file] [computer-next/human-next] [depth]***  
  
For example:  
  
*java maxconnect4 interactive input1.txt computer-next 7*

* Argument interactive specifies that the program runs in interactive mode.
* Argument [input\_file] specifies an input file that contains an initial board state. This way we can start the program from a non-empty board state. If the input file does not exist, the program should just create an empty board state and start again from there.
* Argument [computer-first/human-first] specifies whether the computer should make the next move or the human.
* Argument [depth] specifies the number of moves in advance that the computer should consider while searching for its next move. In other words, this argument specifies the depth of the search tree. Essentially, this argument will control the time takes for the computer to make a move.

After reading the input file, the program gets into the following loop:

1. If computer-next, goto 2, else goto 5.
2. Print the current board state and score. If the board is full, exit.
3. Choose and make the next move.
4. Save the current board state in a file called computer.txt (in same format as input file).
5. Print the current board state and score. If the board is full, exit.
6. Ask the human user to make a move (make sure that the move is valid, otherwise repeat request to the user).
7. Save the current board state in a file called human.txt (in same format as input file).
8. Goto 2.

**One-Move Mode**

The purpose of the one-move mode is to make it easy for programs to compete against each other, and communicate their moves to each other using text files. The one-move mode is invoked as follows:  
  
***java maxconnect4 one-move [input\_file] [output\_file] [depth]***  
  
For example:  
  
*java maxconnect4 one-move red\_next.txt green\_next.txt 5*  
  
In this case, the program simply makes a single move and terminates. In particular, the program should:

* Read the input file and initialize the board state and current score, as in interactive mode.
* Print the current board state and score. If the board is full, exit.
* Choose and make the next move.
* Print the current board state and score.
* Save the current board state to the output file **IN EXACTLY THE SAME FORMAT THAT IS USED FOR INPUT FILES**.
* Exit

**Sample code**

The sample code needs an input file to run. Sample input files that you can download are [input1.txt](http://omega.uta.edu/~gopikrishnav/classes/2018/spring/4308_5360/assmts/assmt4_files/input1.txt) and [input2.txt](http://omega.uta.edu/~gopikrishnav/classes/2018/spring/4308_5360/assmts/assmt4_files/input2.txt). You are free to make other input files to experiment with, as long as they follow the same format. In the input files, a 0 stands for an empty spot, a 1 stands for a piece played by the first player, and a 2 stands for a piece played by the second player. The last number in the input file indicates which player plays NEXT (and NOT which player played last). Sample code is available in:

* Java: download files [maxconnect4.java](http://omega.uta.edu/~gopikrishnav/classes/2018/spring/4308_5360/assmts/assmt4_files/maxconnect4.java), [GameBoard.java](http://omega.uta.edu/~gopikrishnav/classes/2018/spring/4308_5360/assmts/assmt4_files/GameBoard.java), and [AiPlayer.java](http://omega.uta.edu/~gopikrishnav/classes/2018/spring/4308_5360/assmts/assmt4_files/AiPlayer.java). Compile on omega using:  
    
  *javac maxconnect4.java GameBoard.java AiPlayer.java*  
    
  An example command line that runs the program (assuming that you have input1.txt saved in the same directory) is:  
    
  *java maxconnect4 one-move input1.txt output1.txt 10*
* C++: download file [maxconnect4.cpp](http://omega.uta.edu/~gopikrishnav/classes/2018/spring/4308_5360/assmts/assmt4_files/maxconnect4.cpp). Compile on omega using:  
    
  *g++ -o maxconnect4 maxconnect.cpp*  
    
  An example command line that runs the program (assuming that you have input1.txt saved in the same directory) is:  
    
  *maxconnect4 one-move input1.txt output1.txt 10*
* Python (Version 2.4): download file [maxconnect4.py](http://omega.uta.edu/~gopikrishnav/classes/2018/spring/4308_5360/assmts/assmt4_files/maxconnect4.py) and [MaxConnect4Game.py](http://omega.uta.edu/~gopikrishnav/classes/2018/spring/4308_5360/assmts/assmt4_files/MaxConnect4Game.py).   
    
  An example command line that runs the program (assuming that you have input1.txt saved in the same directory) is:  
    
  *./maxconnect4.py one-move input1.txt output1.txt 10*

The sample code implements a system playing max-connect4 (in one-move mode only) by making random moves. While the AI part of the sample code leaves much to be desired (your assignment is to fix that), the code can get you started by showing you how to represent and generate board states, how to save/load the game state to and from files in the desired format, and how to count the score (though faster score-counting methods are possible).

**Measuring Execution Time**

You can measure the execution time for your program on omega by inserting the word "time" in the beginning of your command line. For example, if you want to measure how much time it takes for your system to make one move with the depth parameter set to 10, try this:  
  
time java maxconnect4 one-move red\_next.txt green\_next.txt 10  
  
Your output will look something like:  
*real    0m0.003s  
    user    0m0.002s  
    sys     0m0.001s*  
  
Out of the above three lines, the **user** line is what you should report.

**Grading**

The assignments will be graded out of 100 points. There is also upto 15 possible extra credit points.

* 40 points: Implementing plain minimax.
* 25 points: Implementing alpha-beta pruning (if correctly implemented, will algo get 40 points for plain minimax, **you don't need to have separate implementation for it**)
* 20 points: Implementing the depth-limited version of minimax (if correctly implemented, and includes alpha-beta pruning, you also get the 40 points for plain minimax and 25 points for alpha-beta search, **you don't need to have separate implementations for those**).
  + For full credit, you obviously need to come up with a reasonable evaluation function to be used in the context of depth-limited search.
  + A "reasonable" evaluation function is defined to be an evaluation function that allows your program to consistently beat a player who just plays randomly.
* 5 points: Include a file, **eval\_explanation.txt (can also use .pdf, .doc or .docx)**, that explains the evaluation function used for depth-limited search.
* 10 points: Include in your submission an accurate table of depth limit vs CPU runtime (for making a single move using one move mode) when the board is empty. Document the number of measurements for each entry on the table. All measurements should be performed on omega. Your table should include every single depth, until (and including) the first depth for which the time exceeds one minute.

**How to submit**

Implementations in C, C++, Java, and Python will be accepted. If you would like to use another language, make sure it will compile on omega and clear it with the instructor beforehand. Points will be taken off for failure to comply with this requirement.  
The assignment should be submitted via [Blackboard](http://elearn.uta.edu/). Submit a ZIPPED directory called assignment4\_<net-id>.zip (no other forms of compression accepted, contact the instructor or TA if you do not know how to produce .zip files). The directory should contain source code. Including binaries that work on omega (for Java and C++) is optional. The submission should also contain a file called readme.txt, which should specify precisely:

* Name and UTA ID of the student.
* What programming language is used.
* How the code is structured.
* How to run the code, including very specific compilation instructions, if needed. Instructions such as "compile using g++" are NOT considered specific.
* Do you want to participate in the tournament (Make sure your code is eleigible. **Invalid code will be Penalized!!**).
* Insufficient or unclear instructions will be penalized by up to 10 points.
* **Code that does not run on omega machines gets MAX of 75 points**.

**Submission checklist**

Is the code running on omega?  
Does the submission include eval\_explanation.txt?  
Does the submission include the table of depth limit vs runtime?  
Does the submission include a readme.txt file, as specified?

**Assignment 6**

**Programming Assignment - Propositional Logic**

**Task**

The task in this programming assignment is to implement, a knowledge base and an inference engine for the wumpus world. First of all, you have to create a knowledge base (stored as a text file) storing the rules of the wumpus world, i.e., what we know about pits, monsters, breeze, and stench. Second, you have to create an inference engine, that given a knowledge base and a statement determines if, based on the knowledge base, the statement is definitely true, definitely false, or of unknown truth value.

**Command-line Arguments**

The program should be invoked from the commandline as follows:  
  
check\_true\_false wumpus\_rules.txt [additional\_knowledge\_file] [statement\_file]  
  
For example:  
  
check\_true\_false wumpus\_rules.txt kb1.txt statement1.txt

* Argument wumpus\_rules.txt specifies the location of a text file containing the wumpus rules, i.e., the rules that are true in any possible wumpus world, as specified above (once again, note that the specifications above are not identical to the ones in the book).
* Argument [additional\_knowledge\_file] specifies an input file that contains additional information, presumably collected by the agent as it moves from square to square. For example, see [kb3.txt](http://omega.uta.edu/~gopikrishnav/classes/2018/spring/4308_5360/assmts/assmt6_files/kb3.txt).
* Argument [statement\_file] specifies an input file that contains a single logical statement. The program should check if, given the information in wumpus\_rules.txt and [additional\_knowledge\_file], the statement in [statement\_file] is definitely true, definitely false, or none of the above.

**Output**

Your program should create a text file called "result.txt". Depending on what your inference algorithm determined about the statement being true or false, the output file should contain one of the following four outputs:

* **definitely true**. This should be the output if the knowledge base entails the statement, and the knowledge base does not entail the negation of the statement.
* **definitely false**. This should be the output if the knowledge base entails the negation of the statement, and the knowledge base does not entail the statement.
* **possibly true, possibly false**. This should be the output if the knowledge base entails neither the statement nor the negation of the statement.
* **both true and false**. This should be the output if the knowledge base entails both the statement and the the negation of the statement. This happens when the knowledge base is always false (i.e., when the knowledge base is false for every single row of the truth table).

Note that by "knowledge base" we are referring to the conjunction of all statements contained in wumpus\_rules.txt AND in the additional knowledge file.

Also note that the sample code provided below stores the words "result unknown" to the result.txt file. Also, the "both true and false" output should be given when the knowledge base (i.e., the info stored in wumpus\_rules.txt AND in the additional knowledge file) entails both the statement from statement\_file AND the negation of that statement.

**Syntax**

The wumpus rules file and the additional knowledge file contain multiple lines. Each line contains a logical statement. The knowledge base constructed by the program should be a conjunction of all the statements contained in the two files. The sample code (as described later) already does that. The statement file contains a single line, with a single logical statement.  
Statements are given in prefix notation. Some examples of prefix notation are:  
  
(or M\_1\_1 B\_1\_2)  
(and M\_1\_2 S\_1\_1 (not (or M\_1\_3 M\_1\_4)))  
(if M\_1\_1 (and S\_1\_2 S\_1\_3))  
(iff M\_1\_2 (and S\_1\_1 S\_1\_3 S\_2\_2))  
(xor B\_2\_2 P\_1\_2)  
P\_1\_1  
B\_3\_4  
(not P\_1\_1)  
  
Statements can be nested, as shown in the above examples.  
  
Note that:

* Any open parenthesis that is not the first character of a text line must be preceded by white space.
* Any open parenthesis must be immediately followed by a connective (without any white space in between).
* Any close parenthesis that is not the last character of a text line must be followed by white space.
* If the logical expression contains just a symbol (and no connectives), the symbol should NOT be enclosed in parentheses. For example, (P\_1\_1) is not legal, whereas (not P\_1\_1) is legal. See also the example statements given above.
* Each logical expression should be contained in a single line.
* The wumpus rules file and the additional knowledge file contain a set of logical expressions. The statement file should contain a single logical expression. If it contains more than one logical expression, only the first one is read.
* Lines starting with # are treated as comment lines, and ignored.
* You can have empty lines, but they must be totally empty. If a line has a single space on it (and nothing more) the program will complain and not read the file successfully.

There are six connectives: and, or, xor, not, if, iff. No other connectives are allowed to be used in the input files. Here is some additional information:

* A statement can consist of either a single symbol, or a connective connecting multiple (sub)statements. Notice that this is a recursive definition. In other words, statements are symbols or more complicated statements that we can make by connecting simpler statements with one of the six connectives.
* Connectives "and", "or", and "xor" can connect any number of statements, including 0 statements. It is legal for a statement consisting of an "and", "or", or "xor" connective to have no substatements, e.g., (and). An "and" statement with zero substatements is true. An "or" or "xor" statement with zero substatements is false. An "xor" statement is true if exactly 1 substatement is true (no more, no fewer).
* Connectives "if" and "iff" require exactly two substatements.
* Connective "not" requires exactly one substatement.

The only symbols that are allowed to be used are:

* M\_i\_j (standing for "there is a monster at square (i, j)).
* S\_i\_j (standing for "there is a stench at square (i, j)).
* P\_i\_j (standing for "there is a pit at square (i, j)).
* B\_i\_j (standing for "there is a breeze at square (i, j)).

**NO OTHER SYMBOLS ARE ALLOWED**. Also, note that i and j can take values 1, 2, 3, and 4. In other words, there will be 16 unique symbols of the form M\_i\_j, 16 unique symbols of the form S\_i\_j, 16 unique symbols of the form P\_i\_j, and 16 unique symbols of the form B\_i\_j, for a total of 64 unique symbols.

**The Wumpus Rules**

Here is what we know to be true in any wumpus world, for the purposes of this assignment (**NOTE THAT THESE RULES ARE NOT IDENTICAL TO THE ONES IN THE TEXTBOOK**):

* If there is a monster at square (i,j), there is stench at all adjacent squares.
* If there is stench at square (i,j), there is a monster at one of the adjacent squares.
* If there is a pit at square (i,j), there is breeze at all adjacent squares.
* If there is breeze at square (i,j), there is a pit at one or more of the adjacent squares.
* There is one and only one monster (no more, no fewer).
* Squares (1,1), (1,2), (2,1), (2,2) have no monsters and no pits.
* The number of pits can be between 1 and 11.
* We don't care about gold, glitter, and arrows, there will be no information about them in the knowledge base, and no reference to them in the statement.

**Sample code**

The following code implements, in Java and C++, a system that reads text files containing information for the knowledge base and the statement whose truth we want to check. Feel free to use that code and build on top of it. Also feel free to ignore that code and start from scratch.

* Java: files [CheckTrueFalse.java](http://omega.uta.edu/~gopikrishnav/classes/2018/spring/4308_5360/assmts/assmt6_files/CheckTrueFalse.java) and [LogicalExpression.java](http://omega.uta.edu/~gopikrishnav/classes/2018/spring/4308_5360/assmts/assmt6_files/LogicalExpression.java)
* C++: files [check\_true\_false.cpp](http://omega.uta.edu/~gopikrishnav/classes/2018/spring/4308_5360/assmts/assmt6_files/check_true_false.cpp) and [check\_true\_false.h](http://omega.uta.edu/~gopikrishnav/classes/2018/spring/4308_5360/assmts/assmt6_files/check_true_false.h)
* Python (ver 2.4): [check\_true\_false.py](http://omega.uta.edu/~gopikrishnav/classes/2018/spring/4308_5360/assmts/assmt6_files/check_true_false.py) and [logical\_expression.py](http://omega.uta.edu/~gopikrishnav/classes/2018/spring/4308_5360/assmts/assmt6_files/logical_expression.py)

You can test this code, by compiling on omega, and running on input files [a.txt](http://omega.uta.edu/~gopikrishnav/classes/2018/spring/4308_5360/assmts/assmt6_files/a.txt), [b.txt](http://omega.uta.edu/~gopikrishnav/classes/2018/spring/4308_5360/assmts/assmt6_files/b.txt), and [c.txt](http://omega.uta.edu/~gopikrishnav/classes/2018/spring/4308_5360/assmts/assmt6_files/c.txt). For example, for the Java code you can run it as:  
  
javac \*.java  
java CheckTrueFalse a.txt b.txt c.txt  
  
and for C++, you can do:  
  
g++ -o check\_true\_false check\_true\_false.cpp  
./check\_true\_false a.txt b.txt c.txt

**Efficiency**

Brute-force enumeration of the 264 possible assignments to the 64 Boolean variables will be too inefficient to produce answers in a reasonable amount of time. Because of that, we will only be testing your solutions with cases where the additional knowledge file contains specific information about at least 48 of the symbols.

For example, suppose that the agent has already been at square (2,3). Then, the agent knows for that square that:

* There is no monster (otherwise the agent would have died).
* There is no pit (otherwise the agent would have died).

Furthermore, the agent knows whether or not there is stench and/or breeze at that square. Suppose that, in our example, there is breeze and no stench.

Then, the additional knowledge file would contain these lines for square 2,3:

(not M\_2\_3)  
(not P\_2\_3)  
B\_2\_3  
(not S\_2\_3)

You can assume that, in all our test cases, there will be at least 48 lines like these four lines shown above, specifying for at least 48 symbols whether they are true or false. Assuming that you implement the TT-Entails algorithm, your program should identify those symbols and their values right at the beginning. You can identify those symbols using these guidelines:

* Note that the sample code stores the knowledge base as a LogicalExpression object, whose connective at the root is an AND. Let's call this LogicalExpression object knowledge\_base.
* Suppose that you have a line such as "B\_2\_3" in the additional knowledge file. Such a line generates a child of knowledge\_base that is a leaf, and has its "symbol" variable set to "B\_2\_3". You can write code that explicitly looks for such children of knowledge\_base.
* Suppose that you have a line such as "(not M\_2\_3") in the additional knowledge file. Such a line generates a child of knowledge\_base whose connective is NOT, and whose only child is a leaf with its "symbol" variable set to "M\_2\_3". You can write code that explicitly looks for such children of knowledge\_base.

This way, your program will be able to initialize the model that TT-Entails passes to TT-Check-All with boolean assignments for at least 48 symbols, as opposed to passing an empty model. The list of symbols passed from TT-Entails to TT-Check-All should obviously NOT include the symbols that have been assigned values in the initial model. This way, at most 16 symbols will have unspecified values, and TT-Check-All will need to check at most 216 rows in the truth table, which is quite doable in a reasonable amount of time (a few seconds).

**Grading**

The assignment will be graded out of 100 points. 

* 40 points: submitting an appropriate wumpus\_rules.txt file that can be used as the first command-line input to the program, according to the propositional logic syntax and symbols defined above. The file should contain logical statements corresponding to the wumpus rules stated above. For each of the 8 rules, you need to determine if you need to add any statements to wumpus\_rules.txt because of that rule, and if so, what statements to add. Correct handling of any of the eight rules is worth 5 points.
* 12 points: satisfying the efficiency requirement, terminating in less than 120 seconds when the additional knowledge file specifies values for at least 48 of the 64 symbols.
* 48 points: correctness of results. In particular, 12 points will be allocated for each of the four output cases, and you get those 12 points if your program always produces the correct output for each of those four cases

**How to submit**

Implementations in C, C++, Java, and Python will be accepted. If you would like to use another language, make sure it will compile on omega and clear it with the instructor beforehand. Points will be taken off for failure to comply with this requirement.  
The assignment should be submitted via [Blackboard](http://elearn.uta.edu/). Submit a ZIPPED directory called assignment6\_<net-id>.zip (no other forms of compression accepted, contact the instructor or TA if you do not know how to produce .zip files). The directory should contain source code and the wumpus\_rules.txt file. Including binaries that work on omega (for Java and C++) is optional. The submission should also contain a file called readme.txt, which should specify precisely:

* Name and UTA ID of the student.
* What programming language is used.
* How the code is structured.
* How to run the code, including very specific compilation instructions, if compilation is needed. Instructions such as "compile using g++" are NOT considered specific.
* Insufficient or unclear instructions will be penalized by up to 10 points.
* **Code that does not run on omega machines gets AT MOST 75 points**.

**Submission checklist**

* **DID YOU INCLUDE THE wumpus\_rules.txt file**?
* Is the code running on omega?
* Does the attachment include a readme.txt file, as specified?