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# **Basic Concepts of Object Oriented Programming**

The main aim of OOP is to bind together the data and the functions that operates on them so that no other part of code can access this data except that function.

Let us start by learning the different basic characteristics of an OO language

**Object**: Objects are basic run-time entities in an object oriented system, objects are instances of a class these are defined user defined data types.Object take up space in memory and have an associated address like a record in pascal or structure or union in C.When a program is executed the objects interact by sending messages to one another. Each object contains data and code to manipulate the data. Objects can interact without having to know details of each others data or code, it is sufficient to know the type of message accepted and type of response returned by the objects.

**Class**: Class is a blueprint of data and functions or methods. Class does not take any space. Class is a uiser defined data type like structures or unions in C.

**Encapsulation and Data abstraction:** Wrapping up(combing) of data and functions into a single unit is known as encapsulation. The data is not accessible to the outside world and only those functions which are wrapping in the class can access it. This insulation of the data from direct access by the program is called data hiding or information hiding.

Data abstraction refers to, providing only needed information to the outside world and hiding implementation details. For example, consider a class Complex with public functions as getReal() and getImag(). We may implement the class as an array of size 2 or as two variables. The advantage of abstractions is, we can change implementation at any point, users of Complex class wont’t be affected as out method interface remains same. Had our implementation be public, we would not have been able to change it.  
  
**Inheritance:** inheritance is the process by which objects of one class acquire the properties of objects of another class. It supports the concept of hierarchical classification. Inheritance provides re usability. This means that we can add additional features to an existing class without modifying it.  
  
**Polymorphism:** polymorphism means ability to take more than one form. An operation may exhibit different behaviors in different instances. The behavior depends upon the types of data used in the operation.  
C++ supports operator overloading and function overloading.  
Operator overloading is the process of making an operator to exhibit different behaviors in different instances is known as operator overloading.  
Function overloading is using a single function name to perform different types of tasks.  
Polymorphism is extensively used in implementing inheritance.

**Dynamic Binding:** In dynamic binding, the code to be executed in response to function call is decided at runtime. C++ has [virtual functions](https://www.geeksforgeeks.org/virtual-functions-and-runtime-polymorphism-in-c-set-1-introduction/) to support this.

**Message Passing:** Objects communicate with one another by sending and receiving information to each other. A message for an object is a request for execution of a procedure and therefore will invoke a function in the receiving object that generates the desired results. Message passing involves specifying the name of the object, the name of the function and the information to be sent.

# Classes and Objects.

* A Class is a user defined data-type which have data members and member functions.
* Data members are the data variables and member functions are the functions used to manipulate these variables and together these data members and member functions defines the properties and behavior of the objects in a Class.

When a class is defined no memory is allocated. When it is instantiated i.e an object is created only then memory is allocated.

Note that all the member functions defined inside the class definition are by default **inline**, but you can also make any non-class function inline by using keyword inline with them. Inline functions are actual functions, which are copied everywhere during compilation, like pre-processor macro, so the overhead of function calling is reduced.

# Access Modifiers in C plus plus

There are 3 access modifiers in C ++, private protected and public. If we do not specify any access modifiers for the members inside the class then by default the access modifier for the members will be **Private**.

Let us now look at each one these access modifiers in details:

* **Public**: All the class members declared under public will be available to everyone. The data members and member functions declared public can be accessed by other classes too. The public members of a class can be accessed from anywhere in the program using the direct member access operator (.) with the object of that class.

// C++ program to demonstrate public

// access modifier

#include<iostream>

using namespace std;

// class definition

class Circle

{

    public:

        double radius;

        double  compute\_area()

        {

            return 3.14\*radius\*radius;

        }

};

// main function

int main()

{

    Circle obj;

    // accessing public datamember outside class

    obj.radius = 5.5;

    cout << "Radius is:" << obj.radius << "\n";

    cout << "Area is:" << obj.compute\_area();

    return 0;

}

* **Private**: The class members declared as **private** can be accessed only by the functions inside the class. They are not allowed to be accessed directly by any object or function outside the class. Only the member functions or the [friend functions](https://www.geeksforgeeks.org/friend-class-function-cpp/) are allowed to access the private data members of a class.

// C++ program to demonstrate private

// access modifier

#include<iostream>

using namespace std;

class Circle

{

    // private data member

    private:

        double radius;

    // public member function

    public:

        double  compute\_area(double r)

        {   // member function can access private

            // data member radius

            radius = r;

            double area = 3.14\*radius\*radius;

            cout << "Radius is:" << radius << endl;

            cout << "Area is: " << area;

        }

};

// main function

int main()

{

    // creating object of the class

    Circle obj;

    // trying to access private data member

    // directly outside the class

    obj.compute\_area(1.5);

    return 0;

}

* **Protected**: Protected access modifier is similar to that of private access modifiers, the **difference is that the class member declared as Protected are inaccessible outside** the class but they can be accessed by any subclass(derived class) of that class.

|  |
| --- |
| // C++ program to demonstrate  // protected access modifier  #include <bits/stdc++.h>  using namespace std;    // base class  class Parent  {      // protected data members      protected:      int id\_protected;    };    // sub class or derived class  class Child : public Parent  {          public:      void setId(int id)      {            // Child class is able to access the inherited          // protected data members of base class            id\_protected = id;        }        void displayId()      {          cout << "id\_protected is:" << id\_protected << endl;      }  };    // main function  int main() {        Child obj1;        // member function of derived class can      // access the protected data members of base class        obj1.setId(81);      obj1.displayId();      return 0;  } |

# **Inheritance in C++**

The capability of a class to derive properties and characteristics from another class is called **Inheritance**. Inheritance is one of the most important feature of Object Oriented Programming. It avoids duplication of data and increases reusability.   
**Sub Class:** The class that inherits properties from another class is called Sub class or Derived Class.  
**Super Class:**The class whose properties are inherited by sub class is called Base Class or Super class

NOTE: Private member of base class will never get inherited into the sub class.
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**Modes of Inheritance**

1. **Public mode**: If we derive a sub class from a public base class. Then the public member of the base class will become public in the derived class and protected members of the base class will become protected in derived class. Private members of the base class will never get inherited in sub class.
2. **Protected mode**: If we derive a sub class from a Protected base class. Then both public member and protected members of the base class will become protected in derived class. Private members of the base class will never get inherited in sub class.
3. **Private mode**: If we derive a sub class from a Private base class. Then both public member and protected members of the base class will become Private in derived class. Private members of the base class will never get inherited in sub clas

**Types of Inheritance in C++**
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   **Syntax**:

class subclass\_name : access\_mode base\_class

{

//body of subclass

};
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   **Syntax**:

class subclass\_name : access\_mode base\_class1, access\_mode base\_class2, ....

{

//body of subclass

};

Here, the number of base classes will be separated by a comma (‘, ‘) and access mode for every base class must be specified.
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|  |
| --- |
| // C++ program to implement  // Multilevel Inheritance  #include <iostream>  using namespace std;    // base class  class Vehicle  {    public:      Vehicle()      {        cout << "This is a Vehicle" << endl;      }  };  class fourWheeler: public Vehicle  {  public:      fourWheeler()      {        cout<<"Objects with 4 wheels are vehicles"<<endl;      }  };  // sub class derived from two base classes  class Car: public fourWheeler{     public:       car()       {         cout<<"Car has 4 Wheels"<<endl;       }  };    // main function  int main()  {      //creating object of sub class will      //invoke the constructor of base classes      Car obj;      return 0;  } |

output:

This is a Vehicle

Objects with 4 wheels are vehicles

Car has 4 Wheels
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|  |
| --- |
| // C++ program to implement  // Hierarchical Inheritance  #include <iostream>  using namespace std;    // base class  class Vehicle  {    public:      Vehicle()      {        cout << "This is a Vehicle" << endl;      }  };      // first sub class  class Car: public Vehicle  {    };    // second sub class  class Bus: public Vehicle  {    };    // main function  int main()  {      // creating object of sub class will      // invoke the constructor of base class      Car obj1;      Bus obj2;      return 0;  } |

Run on IDE

Output:

This is a Vehicle

This is a Vehicle

5. **Hybrid (Virtual) Inheritance**: Hybrid Inheritance is implemented by combining more than one type of inheritance. For example: Combining Hierarchical inheritance and Multiple Inheritance.  
Below image shows the combination of hierarchical and multiple inheritance:![http://cdncontribute.geeksforgeeks.org/wp-content/uploads/Hybrid-Inheritance.png](data:image/png;base64,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)

|  |
| --- |
| // C++ program for Hybrid Inheritance    #include <iostream>  using namespace std;    // base class  class Vehicle  {    public:      Vehicle()      {        cout << "This is a Vehicle" << endl;      }  };    //base class  class Fare  {      public:      Fare()      {          cout<<"Fare of Vehicle\n";      }  };    // first sub class  class Car: public Vehicle  {    };    // second sub class  class Bus: public Vehicle, public Fare  {    };    // main function  int main()  {      // creating object of sub class will      // invoke the constructor of base class      Bus obj2;      return 0;  } |

Run on IDE

Output:

This is a Vehicle

Fare of Vehicle

If the code is changed to class Bus: public Fare, public Vehicle, then the output will be

Fare of Vehicle

This is a Vehicle

# **Polymorphism in C++**

**In C++ polymorphism is mainly divided into two types:**

* Compile time Polymorphism
* Runtime Polymorphism

**Compile time polymorphism**: This type of polymorphism is achieved by function overloading or operator overloading.

[**Runtime polymorphism**](https://www.geeksforgeeks.org/virtual-functions-and-runtime-polymorphism-in-c-set-1-introduction/): This type of polymorphism is achieved by Function Overriding.

* **Function overriding** on the other hand occurs when a derived class has a definition for one of the member functions of the base class. That base function is said to be **overridden**.

|  |
| --- |
| // C++ program for function overriding    #include <bits/stdc++.h>  using namespace std;    // Base class  class Parent  {      public:      void print()      {          cout << "The Parent print function was called" << endl;      }  };    // Derived class  class Child : public Parent  {      public:        // definition of a member function already present in Parent      void print()      {          cout << "The child print function was called" << endl;      }    };    //main function  int main()  {      //object of parent class      Parent obj1;        //object of child class      Child obj2 = Child();          // obj1 will call the print function in Parent      obj1.print();        // obj2 will override the print function in Parent      // and call the print function in Child      obj2.print();      return 0;  } |

Output:

The Parent print function was called

The child print function was called

# **Encapsulation in C++**

In normal terms **Encapsulation**is defined as wrapping up of data and information under a single unit. In Object Oriented Programming, Encapsulation is defined as binding together the data and the functions that manipulates them.  
Consider a real life example of encapsulation, in a company there are different sections like the accounts section, finance section, sales section etc. The finance section handles all the financial transactions and keep records of all the data related to finance. Similarly the sales section handles all the sales related activities and keep records of all the sales. Now there may arise a situation when for some reason an official from finance section needs all the data about sales in a particular month. In this case, he is not allowed to directly access the data of sales section. He will first have to contact some other officer in the sales section and then request him to give the particular data. This is what encapsulation is. Here the data of sales section and the employees that can manipulate them are wrapped under a single name “sales section”.  
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Encapsulation also lead to data abstraction or hiding. As using encapsulation also hides the data. In the above example the data of any of the section like sales, finance or accounts is hidden from any other section.

# **Abstraction in C++**

Data abstraction is one of the most essential and important feature of object oriented programming in C++. Abstraction means displaying only essential information and hiding the details. Data abstraction refers to providing only essential information about the data to the outside world, hiding the background details or implementation.

Consider a real life example of a man driving a car. The man only knows that pressing the accelerators will increase the speed of car or applying brakes will stop the car but he does not know about how on pressing accelerator the speed is actually increasing, he does not know about the inner mechanism of the car or the implementation of accelerator, brakes etc in the car. This is what abstraction is.  
 **Abstraction using Classes:** We can implement Abstraction in C++ using classes. Class helps us to group data members and member functions using available access specifiers. A Class can decide which data member will be visible to outside world and which is not.

**Abstraction in Header files:**One more type of abstraction in C++ can be header files. For example, consider the pow() method present in math.h header file. Whenever we need to calculate power of a number, we simply call the function pow() present in the math.h header file and pass the numbers as arguments without knowing the underlying algorithm according to which the function is actually calculating power of numbers.

Access specifiers are the main pillar of implementing abstraction in C++. We can use access specifiers to enforce restrictions on class members.

**Advantages of Data Abstraction**:

* Helps the user to avoid writing the low level code
* Avoids code duplication and increases reusability.
* Can change internal implementation of class independently without affecting the user.
* Helps to increase security of an application or program as only important details are provided to the user.

# **Friend class and function in C++**

**Friend Class** A friend class can access private and protected members of other class in which it is declared as friend. It is sometimes useful to allow a particular class to access private members of other class. For example a LinkedList class may be allowed to access private members of Node.

|  |
| --- |
| class Node  {  private:    int key;    Node \*next;    /\* Other members of Node Class \*/      friend class LinkedList; // Now class  LinkedList can                             // access private members of Node  } |

**Friend Function** Like friend class, a friend function can be given special grant to access private and protected members. A friend function can be:  
a) A method of another class  
b) A global function

class Node

{

private:

  int key;

  Node \*next;

  /\* Other members of Node Class \*/

  friend int LinkedList::search(); // Only search() of linkedList

                                  // can access internal members

};

Following are some important points about friend functions and classes:  
**1)** Friends should be used only for limited purpose. too many functions or external classes are declared as friends of a class with protected or private data, it lessens the value of encapsulation of separate classes in object-oriented programming.

**2)** Friendship is not mutual. If a class A is friend of B, then B doesn’t become friend of A automatically.

**3)** Friendship is not inherited (See [this](https://www.geeksforgeeks.org/g-fact-34/)for more details)

**4)** The concept of friends is not there in Java.

# **Local Classes in C++**

A class declared inside a function becomes local to that function and is called Local Class in C++. For example, in the following program, Test is a local class in fun().

|  |
| --- |
| #include<iostream>  using namespace std;  void fun()  {        class Test  // local to fun        {          /\* members of Test class \*/        };  }    int main()  {      return 0;  } |

<https://www.geeksforgeeks.org/local-class-in-c/>

**Following are some interesting facts about local classes.**  
***1)*** A local class type name can only be used in the enclosing function.

***2)*** All the methods of Local classes must be defined inside the class only.

***3)*** A Local class cannot contain static data members. It may contain static functions though

***4)*** Member methods of local class can only access static and enum variables of the enclosing function. Non-static variables of the enclosing function are not accessible inside local classes.

***5)*** Local classes can access global types, variables and functions. Also, local classes can access other local classes of same function..

# **Nested Classes in C++**

A nested class is a class which is declared in another enclosing class. A nested class is a member and as such has the same access rights as any other member. The members of an enclosing class have no special access to members of a nested class; the usual access rules shall be obeyed. Also, except by using explicit pointers, references, and object names, declarations in a nested class shall not use nonstatic data members or non-static member functions from the enclosing class. This restriction applies in all constructs including the operands of the sizeof operator.

References: <http://www.open-std.org/jtc1/sc22/wg21/docs/papers/2005/n1905.pdf>

For example, program 1 compiles without any error and program 2 fails in compilation.

**Program 1**

|  |
| --- |
| #include<iostream>    using namespace std;     /\* start of Enclosing class declaration \*/  class Enclosing {       int x;       /\* start of Nested class declaration \*/     class Nested {        int y;        void NestedFun(Enclosing \*e) {          cout<<e->x;  // works fine: nested class can access                       // private members of Enclosing class        }     }; // declaration Nested class ends here  }; // declaration Enclosing class ends here    int main()  {    } |

Run on IDE

**Program 2**

|  |
| --- |
| #include<iostream>    using namespace std;     /\* start of Enclosing class declaration \*/  class Enclosing {       int x;       /\* start of Nested class declaration \*/     class Nested {        int y;     }; // declaration Nested class ends here       void EnclosingFun(Nested \*n) {          cout<<n->y;  // Compiler Error: y is private in Nested     }  }; // declaration Enclosing class ends here    int main()  {    } |

# **Multiple Inheritance in C++**

Multiple Inheritance is a feature of C++ where a class can inherit from more than one classes.

The constructors of inherited classes are called in the same order in which they are inherited. For example, in the following program, B’s constructor is called before A’s constructor.

|  |
| --- |
| #include<iostream>  using namespace std;    class A  {  public:    A()  { cout << "A's constructor called" << endl; }  };    class B  {  public:    B()  { cout << "B's constructor called" << endl; }  };    class C: public B, public A  // Note the order  {  public:    C()  { cout << "C's constructor called" << endl; }  };    int main()  {      C c;      return 0;  } |

Run on IDE

Output:

B's constructor called

A's constructor called

C's constructor called

The destructors are called in reverse order of constructors.

**The diamond problem**  
The diamond problem occurs when two superclasses of a class have a common base class. For example, in the following diagram, the TA class gets two copies of all attributes of Person class, this causes ambiguities.
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For example, consider the following program.

|  |
| --- |
| #include<iostream>  using namespace std;  class Person {     // Data members of person  public:      Person(int x)  { cout << "Person::Person(int ) called" << endl;   }  };    class Faculty : public Person {     // data members of Faculty  public:      Faculty(int x):Person(x)   {         cout<<"Faculty::Faculty(int ) called"<< endl;      }  };    class Student : public Person {     // data members of Student  public:      Student(int x):Person(x) {          cout<<"Student::Student(int ) called"<< endl;      }  };    class TA : public Faculty, public Student  {  public:      TA(int x):Student(x), Faculty(x)   {          cout<<"TA::TA(int ) called"<< endl;      }  };    int main()  {      TA ta1(30);  } |

Run on IDE

Person::Person(int ) called

Faculty::Faculty(int ) called

Person::Person(int ) called

Student::Student(int ) called

TA::TA(int ) called

In the above program, constructor of ‘Person’ is called two times. Destructor of ‘Person’ will also be called two times when object ‘ta1’ is destructed. So object ‘ta1’ has two copies of all members of ‘Person’, this causes ambiguities. The solution to this problem is ‘virtual’ keyword. We make the classes ‘Faculty’ and ‘Student’ as virtual base classes to avoid two copies of ‘Person’ in ‘TA’ class. For example, consider the following program.

|  |
| --- |
| #include<iostream>  using namespace std;  class Person {  public:      Person(int x)  { cout << "Person::Person(int ) called" << endl;   }      Person()     { cout << "Person::Person() called" << endl;   }  };    class Faculty : virtual public Person {  public:      Faculty(int x):Person(x)   {         cout<<"Faculty::Faculty(int ) called"<< endl;      }  };    class Student : virtual public Person {  public:      Student(int x):Person(x) {          cout<<"Student::Student(int ) called"<< endl;      }  };    class TA : public Faculty, public Student  {  public:      TA(int x):Student(x), Faculty(x)   {          cout<<"TA::TA(int ) called"<< endl;      }  };    int main()  {      TA ta1(30);  } |

Run on IDE

Output:

Person::Person() called

Faculty::Faculty(int ) called

Student::Student(int ) called

TA::TA(int ) called

In the above program, constructor of ‘Person’ is called once. One important thing to note in the above output is, the default constructor of ‘Person’ is called. When we use ‘virtual’ keyword, the default constructor of grandparent class is called by default even if the parent classes explicitly call parameterized constructor.

**How to call the parameterized constructor of the ‘Person’ class?**The constructor has to be called in ‘TA’ class. For example, see the following program.

|  |
| --- |
| #include<iostream>  using namespace std;  class Person {  public:      Person(int x)  { cout << "Person::Person(int ) called" << endl;   }      Person()     { cout << "Person::Person() called" << endl;   }  };    class Faculty : virtual public Person {  public:      Faculty(int x):Person(x)   {         cout<<"Faculty::Faculty(int ) called"<< endl;      }  };    class Student : virtual public Person {  public:      Student(int x):Person(x) {          cout<<"Student::Student(int ) called"<< endl;      }  };    class TA : public Faculty, public Student  {  public:      TA(int x):Student(x), Faculty(x), Person(x)   {          cout<<"TA::TA(int ) called"<< endl;      }  };    int main()  {      TA ta1(30);  } |

Run on IDE

Output:

Person::Person(int ) called

Faculty::Faculty(int ) called

Student::Student(int ) called

TA::TA(int ) called

In general, it is not allowed to call the grandparent’s constructor directly, it has to be called through parent class. It is allowed only when ‘virtual’ keyword is used.

# **Some interesting facts about static member functions in C++**

**1)** static member functions do not have [this pointer](http://publib.boulder.ibm.com/infocenter/comphelp/v8v101/index.jsp?topic=%2Fcom.ibm.xlcpp8a.doc%2Flanguage%2Fref%2Fcplr035.htm).  
For example following program fails in compilation with error “`this’ is unavailable for static member functions “

|  |
| --- |
| #include<iostream>  class Test {     static Test \* fun() {       return this; // compiler error     }  };  int main()  {     getchar();     return 0;  } |

**2)**A static member function cannot be virtual (See [this](https://www.geeksforgeeks.org/?p=8413)G-Fact)

**3)**Member function declarations with the same name and the name parameter-type-list cannot be overloaded if any of them is a static member function declaration.  
For example, following program fails in compilation with error “‘void Test::fun()’ and `static void Test::fun()’ cannot be overloaded ”

|  |
| --- |
| #include<iostream>  class Test {     static void fun() {}     void fun() {} // compiler error  };    int main()  {     getchar();     return 0;  } |

**4)** A static member function can not be declared const, volatile, or const volatile.  
For example, following program fails in compilation with error “static member function `static void Test::fun()’ cannot have `const’ method qualifier ”

|  |
| --- |
| #include<iostream>  class Test {     static void fun() const { // compiler error       return;     }  };    int main()  {     getchar();     return 0;  } |

References:  
<http://www.open-std.org/jtc1/sc22/wg21/docs/papers/2005/n1905.pdf>

# **Static data members in C++**

Predict the output of following C++ program:

|  |
| --- |
| #include <iostream>  using namespace std;  class A  {  public:      A() { cout << "A's Constructor Called " << endl;  }  };    class B  {      static A a;  public:      B() { cout << "B's Constructor Called " << endl; }  };  int main()  {      B b;      return 0;  } |

Output:

B's Constructor Called

The above program calls only B’s constructor, it doesn’t call A’s constructor. The reason for this is simple, static members are only declared in class declaration, not defined. They must be explicitly defined outside the class using scope resolution operator.  
If we try to access static member ‘a’ without explicit definition of it, we will get compilation error. For example, following program fails in compilation.

|  |
| --- |
| #include <iostream>  using namespace std;    class A  {      int x;  public:      A() { cout << "A's constructor called " << endl;  }  };    class B  {      static A a;  public:      B() { cout << "B's constructor called " << endl; }      static A getA() { return a; }  };    int main()  {      B b;      A a = b.getA();      return 0;  } |

Run on IDE

Output:

Compiler Error: undefined reference to `B::a'

If we add definition of a, the program will works fine and will call A’s constructor. See the following program.

|  |
| --- |
| #include <iostream>  using namespace std;    class A  {      int x;  public:      A() { cout << "A's constructor called " << endl;  }  };    class B  {      static A a;  public:      B() { cout << "B's constructor called " << endl; }      static A getA() { return a; }  };    A B::a;  // definition of a    int main()  {      B b1, b2, b3;      A a = b1.getA();        return 0;  } |

Run on IDE

Output:

A's constructor called

B's constructor called

B's constructor called

B's constructor called

Note that the above program calls B’s constructor 3 times for 3 objects (b1, b2 and b3), but calls A’s constructor only once. The reason is, static members are shared among all objects. That is why they are also known as class members or class fields. Also, static members can be accessed without any object, see the below program where static member ‘a’ is accessed without any object.

|  |
| --- |
| #include <iostream>  using namespace std;    class A  {      int x;  public:      A() { cout << "A's constructor called " << endl;  }  };    class B  {      static A a;  public:      B() { cout << "B's constructor called " << endl; }      static A getA() { return a; }  };    A B::a;  // definition of a    int main()  {      // static member 'a' is accessed without any object of B      A a = B::getA();        return 0;  } |

Output:

A's constructor called

# **Can a C++ class have an object of self type?**

A class declaration can contain static object of self type, it can also have pointer to self type, but it cannot have a non-static object of self type.

For example, following program works fine.

|  |
| --- |
| // A class can have a static member of self type  #include<iostream>    using namespace std;    class Test {    static Test self;  // works fine      /\* other stuff in class\*/    };    int main()  {    Test t;    getchar();    return 0;  } |

And following program also works fine.

|  |
| --- |
| // A class can have a pointer to self type  #include<iostream>  using namespace std;    class Test {    Test \* self; //works fine      /\* other stuff in class\*/  };    int main()  {    Test t;    getchar();    return 0;  } |

But following program generates compilation error “field `self’ has incomplete type”

|  |
| --- |
| // A class cannot have non-static object(s) of self type.  #include<iostream>  using namespace std;    class Test {    Test self; // Error    /\* other stuff in class\*/  };    int main()  {    Test t;    getchar();    return 0;  } |

If a non-static object is member then declaration of class is incomplete and compiler has no way to find out size of the objects of the class.  
Static variables do not contribute to the size of objects. So no problem in calculating size with static variables of self type.  
For a compiler, all pointers have a fixed size irrespective of the data type they are pointing to, so no problem with this also.

# **Why is the size of an empty class not zero in C++?**

Predict the output of following program?

|  |
| --- |
| #include<iostream>  using namespace std;    class Empty {};    int main()  {    cout << sizeof(Empty);    return 0;  } |

Run on IDE

Output:

1

Size of an empty class is not zero. It is 1 byte generally. It is nonzero to ensure that the two different objects will have different addresses. See the following example.

|  |
| --- |
| #include<iostream>  using namespace std;    class Empty { };    int main()  {      Empty a, b;        if (&a == &b)        cout << "impossible " << endl;      else        cout << "Fine " << endl;       return 0;  } |

Run on IDE

Output:

Fine

For the same reason (different objects should have different addresses), “new” always returns pointers to distinct objects. See the following example.

|  |
| --- |
| #include<iostream>  using namespace std;    class Empty { };    int main()  {      Empty\* p1 = new Empty;      Empty\* p2 = new Empty;        if (p1 == p2)          cout << "impossible " << endl;      else          cout << "Fine " << endl;        return 0;  } |

Run on IDE

Output:

Fine

Now guess the output of following program (This is tricky)

|  |
| --- |
| #include<iostream>  using namespace std;    class Empty { };    class Derived: Empty { int a; };    int main()  {      cout << sizeof(Derived);      return 0;  } |

Run on IDE

Output (with GCC compiler. See [this](http://ideone.com/JFoX8)):

4

Note that the output is not greater than 4. There is an interesting rule that says that an empty base class need not be represented by a separate byte. So compilers are free to make optimization in case of empty base classes. As an excercise, try the following program on your compiler.

|  |
| --- |
| // Thanks to Venki for suggesting this code.  #include <iostream>  using namespace std;    class Empty  {};    class Derived1 : public Empty  {};    class Derived2 : virtual public Empty  {};    class Derived3 : public Empty  {      char c;  };    class Derived4 : virtual public Empty  {      char c;  };    class Dummy  {      char c;  };    int main()  {      cout << "sizeof(Empty) " << sizeof(Empty) << endl;      cout << "sizeof(Derived1) " << sizeof(Derived1) << endl;      cout << "sizeof(Derived2) " << sizeof(Derived2) << endl;      cout << "sizeof(Derived3) " << sizeof(Derived3) << endl;      cout << "sizeof(Derived4) " << sizeof(Derived4) << endl;      cout << "sizeof(Dummy) " << sizeof(Dummy) << endl;        return 0;  } |

Run on IDE

**Source:**  
<http://www2.research.att.com/~bs/bs_faq2.html>

# **Why is the size of an empty class not zero in C++?**

Predict the output of following program?

|  |
| --- |
| #include<iostream>  using namespace std;    class Empty {};    int main()  {    cout << sizeof(Empty);    return 0;  } |

Run on IDE

Output:

1

Size of an empty class is not zero. It is 1 byte generally. It is nonzero to ensure that the two different objects will have different addresses. See the following example.

|  |
| --- |
| #include<iostream>  using namespace std;    class Empty { };    int main()  {      Empty a, b;        if (&a == &b)        cout << "impossible " << endl;      else        cout << "Fine " << endl;       return 0;  } |

Run on IDE

Output:

Fine

For the same reason (different objects should have different addresses), “new” always returns pointers to distinct objects. See the following example.

|  |
| --- |
| #include<iostream>  using namespace std;    class Empty { };    int main()  {      Empty\* p1 = new Empty;      Empty\* p2 = new Empty;        if (p1 == p2)          cout << "impossible " << endl;      else          cout << "Fine " << endl;        return 0;  } |

Output: Fine

Now guess the output of following program (This is tricky)

|  |
| --- |
| #include<iostream>  using namespace std;    class Empty { };    class Derived: Empty { int a; };    int main()  {      cout << sizeof(Derived);      return 0;  } |

Output (with GCC compiler. See [this](http://ideone.com/JFoX8)):

4

Note that the output is not greater than 4. There is an interesting rule that says that an empty base class need not be represented by a separate byte. So compilers are free to make optimization in case of empty base classes. As an excercise, try the following program on your compiler.

|  |
| --- |
| // Thanks to Venki for suggesting this code.  #include <iostream>  using namespace std;    class Empty  {};    class Derived1 : public Empty  {};    class Derived2 : virtual public Empty  {};    class Derived3 : public Empty  {      char c;  };    class Derived4 : virtual public Empty  {      char c;  };    class Dummy  {      char c;  };    int main()  {      cout << "sizeof(Empty) " << sizeof(Empty) << endl;      cout << "sizeof(Derived1) " << sizeof(Derived1) << endl;      cout << "sizeof(Derived2) " << sizeof(Derived2) << endl;      cout << "sizeof(Derived3) " << sizeof(Derived3) << endl;      cout << "sizeof(Derived4) " << sizeof(Derived4) << endl;      cout << "sizeof(Dummy) " << sizeof(Dummy) << endl;        return 0;  }  Output:  sizeof(Empty) 1  sizeof(Derived1) 1  sizeof(Derived2) 8  sizeof(Derived3) 1  sizeof(Derived4) 16  sizeof(Dummy) 1 |

**Source:**  
<http://www2.research.att.com/~bs/bs_faq2.html>

# **Simulating final class in C++**

Ever wondered how can you design a class in C++ which can’t be inherited. Java and C# programming languages have this feature built-in. You can use [final](http://en.wikipedia.org/wiki/Final_%28Java%29#Final_classes)keyword in java, [sealed](http://msdn.microsoft.com/en-us/library/88c54tsw%28v=vs.71%29.aspx)in C# to make a class non-extendable.

Below is a mechanism using which we can achieve the same behavior in C++. It makes use of private constructor, virtual inheritance and friend class.

In the following code, we make the Final class non-inheritable. When a class Derived tries to inherit from it, we get compilation error.

An extra class MakeFinal (whose default constructor is private) is used for our purpose. Constructor of Final can call private constructor of MakeFinal as Final is a friend of MakeFinal .

Note that MakeFinal is also a virtual base class. The reason for this is to call the constructor of MakeFinal through the constructor of Derived, not Final (The constructor of a virtual base class is not called by the class that inherits from it, instead the constructor is called by the constructor of the concrete class).

|  |
| --- |
| /\* A program with compilation error to demonstrate that Final class cannot     be inherited \*/  #include<iostream>  using namespace std;    class Final;  // The class to be made final    class MakeFinal // used to make the Final class final  {  private:      MakeFinal() { cout << "MakFinal constructor" << endl; }  friend class Final;  };    class Final : virtual MakeFinal  {  public:      Final() { cout << "Final constructor" << endl; }  };    class Derived : public Final // Compiler error  {  public:      Derived() { cout << "Derived constructor" << endl; }  };    int main(int argc, char \*argv[])  {      Derived d;      return 0;  } |

Run on IDE

Output: Compiler Error

In constructor 'Derived::Derived()':

error: 'MakeFinal::MakeFinal()' is private

In the above example, Derived‘s constructor directly invokes MakeFinal’s constructor, and the constructor of MakeFinal is private, therefore we get the compilation error.

You can create the object of Final class as it is friend class of MakeFinal and has access to its constructor. For example, the following program works fine.

|  |
| --- |
| /\* A program without any compilation error to demonstrate that instances of     the Final class can be created \*/  #include<iostream>  using namespace std;    class Final;    class MakeFinal  {  private:      MakeFinal() { cout << "MakeFinal constructor" << endl; }      friend class Final;  };    class Final : virtual MakeFinal  {  public:      Final() { cout << "Final constructor" << endl; }  };    int main(int argc, char \*argv[])  {      Final f;      return 0;  } |

Run on IDE

Output: Compiles and runs fine

MakeFinal constructor

Final constructor

# **Structure vs class in C++**

In C++, a structure is same as class except the following differences:

1) Members of a class are private by default and members of struct are public by default.  
For example program 1 fails in compilation and program 2 works fine.

|  |
| --- |
| // Program 1  #include <stdio.h>    class Test {      int x; // x is private  };  int main()  {    Test t;    t.x = 20; // compiler error because x is private    getchar();    return 0;  } |

Run on IDE

|  |
| --- |
| // Program 2  #include <stdio.h>    struct Test {      int x; // x is public  };  int main()  {    Test t;    t.x = 20; // works fine because x is public    getchar();    return 0;  } |

Run on IDE

2) When deriving a struct from a class/struct, default access-specifier for a base class/struct is public. And when deriving a class, default access specifier is private.  
For example program 3 fails in compilation and program 4 works fine.

|  |
| --- |
| // Program 3  #include <stdio.h>    class Base {  public:      int x;  };    class Derived : Base { }; // is equilalent to class Derived : private Base {}    int main()  {    Derived d;    d.x = 20; // compiler error becuase inheritance is private    getchar();    return 0;  } |

Run on IDE

|  |
| --- |
| // Program 4  #include <stdio.h>    class Base {  public:      int x;  };    struct Derived : Base { }; // is equilalent to struct Derived : public Base {}    int main()  {    Derived d;    d.x = 20; // works fine becuase inheritance is public    getchar();    return 0;  } |

# **Difference between C structures and C++ structures**

In C++, struct and class are exactly the same things, except for that struct defaults to public visibility and class defaults to private visibility.  
**Some important differences between the C and C++ structures:**

1. **Member functions inside structure**: Structures in C cannot have member functions inside structure but Structures in C++ can have member functions along with data members.
2. **Direct Initialization:** We cannot directly initialize structure data members in C but we can do it in C++.
   * C

#include<iostream>

struct Record

{

    int x = 7; //Compiler error

};

* + C++

|  |
| --- |
| // CPP program to initialize data member in c++  #include<iostream>  using namespace std;  struct Record  {      int x = 7;  }; |

1. **Using struct keyword:** In C, we need to use struct to declare a struct variable. In C++, struct is not necessary. For example, let there be a structure for Record. In C, we must use “struct Record” for Record variables. In C++, we need not use struct and using ‘Record‘ only would work.
2. **Static Members:** C structures cannot have static members but is allowed in C++.
   * C
   * C++

|  |
| --- |
| // C program with structure static member  struct Record  {      static int x;  };    // Driver program  int main()  {      return 0;  }  /\* 6:5: error: expected specifier-qualifier-list     before 'static'       static int x;       ^\*/ |

This will generate an error in C but no error in C++.

1. **sizeof operator:**This operator will generate **0** for an empty structure in C whereas **1** for an empty structure in C++.

|  |
| --- |
| // C program to illustrate empty structure  #include<stdio.h>  //empty structure  struct Record  {  };  //Driver program  int main()  {      struct Record s;      printf("%d\n",sizeof(s));      return 0;  } |

Output in C: 0

Output in C++: 1

1. **Data Hiding:** C structures does not allow concept of Data hiding but is permitted in C++ as C++ is an object oriented language whereas C is not.
2. **Access Modifiers:** C structures does not have access modifiers as these modifiers are not suppoted by the language. C++ structures can have this concept as it is inbuilt in the language.

# **C/C++ Preprocessors**

As the name suggests Preprocessors are programs that processes our source code before compilation. There are a number of steps involved between writing a program and executing a program in C / C++. Let us have a look at these steps before we actually start learning about Preprocessors.  
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You can see the intermediate steps in the above diagram. The source code written by programmers is stored in the file program.c. This file is then processed by preprocessors and an expanded source code file is generated named program. This expanded file is compiled by the compiler and an object code file is generated named program.obj . Finally the linker links this object code file to the object code of the library functions to generate the executable file program.exe .

Preprocessor programs provides preprocessors directives which tell the compiler to preprocess the source code before compiling. All of these preprocessor directive begins with a ‘#’ (hash) symbol. This (‘#’) symbol at the beginning of a statement in a C/C++ program indicates that it is a pre-processor directive. We can place these pre processor directives anywhere in our program. Examples of some preprocessor directives are: #include , #define, #ifndef etc.

**There are 4 main types of preprocessor directives:**

1. Macros
2. File Inclusion
3. Conditional Compilation
4. Other directives

Let us now learn about each of these directives in details.

* **Macros**: Macros are piece of code in a program which is given some name. Whenever this name is encountered by the compiler the compiler replaces the name with the actual piece of code. The ‘#define’ directive is used to define a macro. Let us now understand macro definition with the help of a program:

|  |
| --- |
| #include<iostream>    //macro definition  #define LIMIT 5  int main()  {      for(int i=0; i < LIMIT; i++)      {          std::cout<<i<<"\n";      }        return 0;  } |

Output:

0

1

2

3

4

* In the above program, when the compiler executes the word LIMIT it replaces it with 5. The word ‘LIMIT’ in macro definition is called macro template and ‘5’ is macro expansion.  
  **Note**: There is no semi-colon(‘;’) at the end of macro definition. Macro definitions do not need a semi-colon to end.
* **Macros with arguments**: We can also pass arguments to macros. Macros defined with arguments works similarly as functions. Let us understand this with a program:

|  |
| --- |
| #include<iostream>    //macro with parameter  #define AREA(l,b) (l\*b)  int main()  {      int l1 = 10, l2=5, area;        area = AREA(l1,l2);        std::cout<<"Area of rectangle is: "<<area;        return 0;  } |

Output:

Area of rectangle is: 50

We can see from the above program that whenever the compiler finds AREA(l,b) in the program it replaces it with the statement (l\*b) . Not only this, the values passed to the macro template AREA(l,b) will also be replaced in the statement (l\*b). Therefore AREA(10,5) will be equal to 10\*5.

* **File Inclusion**: This type of preprocessor directive tells the compiler to include a file in the source code program. There are two types of files which can be included by the user in the program:
  1. **Header File or Standard files**: These files contains definition of pre-defined functions like printf(), scanf() etc. These files must be included for working with these functions. Different function are declared in different header files. For example standard I/O funuctions are in ‘iostream’ file whereas functions which perform string operations are in ‘string’ file.  
     **Syntax**:

#include< file\_name >

where file\_name is the name of file to be included. The ‘<‘ and ‘>’ brackets tells the compiler to look for the file in standard directory.

* 1. **user defined files**: When a program becomes very large, it is good practice to divide it into smaller files and include whenever needed. These types of files are user defined files. These files can be included as:

#include"filename"

* **Conditional Compilation**: Conditional Compilation directives are type of directives which helps to compile a specific portion of the program or to skip compilation of some specific part of the program based on some conditions. This can be done with the help of two preprocessing commands ‘**ifdef**‘ and ‘**endif**‘.  
  **Syntax**:

ifdef macro\_name

statement1;

statement2;

statement3;

.

.

.

statementN;

endif

If the macro with name as ‘macroname‘ is defined then the block of statements will execute normally but if it is not defined, the compiler will simply skip this block of statements.

* **Other directives**: Apart from the above directives there are two more directives which are not commonly used. These are:
  1. **#undef Directive**: The #undef directive is used to undefine an existing macro. This directive works as:

#undef LIMIT

Using this statement will undefine the existing macro LIMIT. After this statement every “#ifdef LIMIT” statement will evaluate to false.

* 1. **#pragma Directive**: This directive is a special purpose directive and is used to turn on or off some features. This type of directives are compiler-specific i.e., they vary from compiler to compiler. Some of the #pragma directives are discussed below:
     + **#pragma startup** and **#pragma exit**: These directives helps us to specify the functions that are needed to run before program startup( before the control passes to main()) and just before program exit (just before the control returns from main()).  
       **Note:** Below program will not work with GCC compilers.  
       Look at the below program:

|  |
| --- |
| #include<stdio.h>    void func1();  void func2();    #pragma startup func1  #pragma exit func2    void func1()  {      printf("Inside func1()\n");  }    void func2()  {      printf("Inside func2()\n");  }    int main()  {      printf("Inside main()\n");        return 0;  } |

Run on IDE

Output:

Inside func1()

Inside main()

Inside func2()

The above code will produce the output as given below when run on GCC compilers:

Inside main()

This happens because GCC does not supports #pragma startup or exit. However you can use the below code for a similar output on GCC compilers.

|  |
| --- |
| #include<stdio.h>    void func1();  void func2();    void \_\_attribute\_\_((constructor)) func1();  void \_\_attribute\_\_((destructor)) func2();    void func1()  {      printf("Inside func1()\n");  }    void func2()  {      printf("Inside func2()\n");  }    int main()  {      printf("Inside main()\n");        return 0;  } |

* + - **#pragma warn Directive:** This directive is used to hide the warning message which are displayed during compilation.  
      We can hide the warnings as shown below:
      * **#pragma warn -rvl**: This directive hides those warning which are raised when a function which is supposed to return a value does not returns a value.
      * **#pragma warn -par**: This directive hides those warning which are raised when a function does not uses the parameters passed to it.
      * **#pragma warn -rch**: This directive hides those warning which are raised when a code is unreachable. For example: any code written after the returnstatement in a function is unreachable.

# **What happen when we exceed valid range of built-in data types in C++?**

Consider the below programs.  
1) Program to show what happens when we cross range of ‘char’ :

|  |
| --- |
| // C++ program to demonstrate  // the problem with 'char'  #include <iostream>  using namespace std;    int main()  {      for (char a = 0; a <= 225; a++)          cout << a;      return 0;  } |

Run on IDE

Will this code print ‘a’ till it becomes 226? Well the answer is indefinite loop, because here ‘a’ is declared as a char and its valid range is -128 to +127. When ‘a’ become 128 through a++, the range is exceeded and as a result the first number from negative side of the range (i.e. -128) gets assigned to a. Hence the condition “a <= 225” is satisfied and control remains within the loop.

2) Program to show what happens when we cross range of ‘bool’ :

|  |
| --- |
| // C++ program to demonstrate  // the problem with 'bool'  #include <iostream>  using namespace std;    int main()  {      // declaring Boolean      // variable with true value      bool a = true;        for (a = 1; a <= 5; a++)          cout << a;        return 0;  } |

Run on IDE

This code will print ‘1’ infinite time because here ‘a’ is declared as ‘bool’ and it’s valid range is 0 to 1. And for a Boolean variable anything else than 0 is 1 (or true). When ‘a’ tries to become 2 (through a++), 1 gets assigned to ‘a’. The condition a<=5 is satisfied and the control remains with in the loop. See [this](https://www.geeksforgeeks.org/bool-data-type-in-c/)for Bool data type.

3) Program to show what happens when we cross range of ‘short’ :  
Note that short is short for short int. They are synonymous. short, short int, signed short, and signed short int are all the same data-type.

|  |
| --- |
| // C++ program to demonstrate  // the problem with 'short'  #include <iostream>  using namespace std;    int main()  {      // declaring short variable      short a;        for (a = 32767; a < 32770; a++)          cout << a << "\n";        return 0;  } |

Run on IDE

Will this code print ‘a’ till it becomes 32770? Well the answer is indefinite loop, because here ‘a’ is declared as a short and its valid range is -32767 to +32767. When ‘a’ tries to become 32768 through a++, the range is exceeded and as a result the first number from negative side of the range(i.e. -32767) gets assigned to a. Hence the condition “a < 32770" is satisfied and control remains within the loop.

4) Program to show what happens when we cross range of ‘unsigned short’ :

|  |
| --- |
| // C++ program to demonstrate  // the problem with 'unsigned short'  #include <iostream>  using namespace std;    int main()  {      unsigned short a;        for (a = 65532; a < 65536; a++)          cout << a << "\n";        return 0;  } |

Run on IDE

Will this code print ‘a’ till it becomes 65536? Well the answer is indefinite loop, because here ‘a’ is declared as a short and its valid range is 0 to +65535. When ‘a’ tries to become 65536 through a++, the range is exceeded and as a result the first number from the range(i.e. 0) gets assigned to a. Hence the condition “a < 65536” is satisfied and control remains within the loop.

# **C++ string class and its applications**

In C++ we can store string by one of the two ways –

1. [C style strings](https://www.geeksforgeeks.org/storage-for-strings-in-c/)
2. string class (discussed in this post)

In this post, second method is discussed. string class is part of C++ library that supports a lot much functionality over C style strings.  
C++ string class internally uses char array to store character but all memory management, allocation and null termination is handled by string class itself that is why it is easy to use. The length of c++ string can be changed at runtime because of dynamic allocation of memory similar to vectors. As string class is a container class, we can iterate over all its characters using an iterator similar to other containers like vector, set and maps, but generally we use a simple for loop for iterating over the characters and index them using [] operator.  
C++ string class has a lot of functions to handle string easily. Most useful of them are demonstrated in below code.

|  |
| --- |
| // C++ program to demonstrate various function string class  #include <bits/stdc++.h>  using namespace std;    int main()  {      // various constructor of string class        // initialization by raw string      string str1("first string");        // initialization by another string      string str2(str1);        // initialization by character with number of occurence      string str3(5, '#');        // initialization by part of another string      string str4(str1, 6, 6); // from 6th index (second parameter)                               // 6 characters (third parameter)        // initialization by part of another string : iteartor version      string str5(str2.begin(), str2.begin() + 5);        cout << str1 << endl;      cout << str2 << endl;      cout << str3 << endl;      cout << str4 << endl;      cout << str5 << endl;        //  assignment operator      string str6 = str4;        // clear function deletes all character from string      str4.clear();        //  both size() and length() return length of string and      //  they work as synonyms      int len = str6.length(); // Same as "len = str6.size();"        cout << "Length of string is : " << len << endl;        // a particular character can be accessed using at /      // [] operator      char ch = str6.at(2); //  Same as "ch = str6[2];"          cout << "third character of string is : " << ch << endl;        //  front return first character and back returns last charcter      //  of string        char ch\_f = str6.front();  // Same as "ch\_f = str6[0];"      char ch\_b = str6.back();   // Same as below                                 // "ch\_b = str6[str6.length() - 1];"        cout << "First char is : " << ch\_f << ", Last char is : "           << ch\_b << endl;        // c\_str returns null terminated char array version of string      const char\* charstr = str6.c\_str();      printf("%s\n", charstr);        // append add the argument string at the end      str6.append(" extension");      //  same as str6 += " extension"        // another version of appends, which appends part of other      // string      str4.append(str6, 0, 6);  // at 0th position 6 character        cout << str6 << endl;      cout << str4 << endl;        //  find returns index where pattern is found.      //  If pattern is not there it returns predefined      //  constant npos whose value is -1        if (str6.find(str4) != string::npos)          cout << "str4 found in str6 at " << str6.find(str4)               << " pos" << endl;      else          cout << "str4 not found in str6" << endl;        //  substr(a, b) function returns a substring of b length      //  starting from index a      cout << str6.substr(7, 3) << endl;        //  if second argument is not passed, string till end is      // taken as substring      cout << str6.substr(7) << endl;        //  erase(a, b) deletes b character at index a      str6.erase(7, 4);      cout << str6 << endl;        //  iterator version of erase      str6.erase(str6.begin() + 5, str6.end() - 3);      cout << str6 << endl;        str6 = "This is a examples";        //  replace(a, b, str)  replaces b character from a index by str      str6.replace(2, 7, "ese are test");        cout << str6 << endl;        return 0;  } |

Run on IDE

Output :

first string

first string

#####

string

first

Length of string is : 6

third character of string is : r

First char is : s, Last char is : g

string

string extension

string

str4 found in str6 at 0 pos

ext

extension

string nsion

strinion

These are test examples

As seen in above code, we can get length of string by size() as well as length() but length() is preferred for strings. We can concat a string to another string by += or by append(), but += is slightly slower than append() because each time + is called a new string (creation of new buffer) is made which is returned that is a bit overhead in case of many append operation.

**Applications :**  
On basis of above string function some application are written below :

|  |
| --- |
| // C++ program to demonstrate uses of some string function  #include <bits/stdc++.h>  using namespace std;    // this function returns floating point part of a number-string  string returnFloatingPart(string str)  {      int pos = str.find(".");      if (pos == string::npos)          return "";      else          return str.substr(pos + 1);  }    // this function checks whether string contains all digit or not  bool containsOnlyDigit(string str)  {      int l = str.length();      for (int i = 0; i < l; i++)      {          if (str.at(i) < '0' || str.at(i) > '9')              return false;      }      //  if we reach here all character are digits      return true;  }    // this function replaces all single space by %20  // Used in URLS  string replaceBlankWith20(string str)  {      string replaceby = "%20";      int n = 0;        // loop till all space are replaced      while ((n = str.find(" ", n)) != string::npos )      {          str.replace(n, 1, replaceby);          n += replaceby.length();      }      return str;  }    // driver function to check above methods  int main()  {      string fnum = "23.342";      cout << "Floating part is : " << returnFloatingPart(fnum)           << endl;        string num = "3452";      if (containsOnlyDigit(num))          cout << "string contains only digit" << endl;        string urlex = "google com in";      cout << replaceBlankWith20(urlex) << endl;        return 0;  } |

Run on IDE

Output :

Floating part is : 342

string contains only digit

google%20com%20in

# Pointers in C and C++ | Set 1 (Arithmetic and Array**)**

**Pointer Expressions and Pointer Arithmetic**

A limited set of arithmetic operations can be performed on pointers. A pointer may be:

* incremented ( ++ )
* decremented ( — )
* an integer may be added to a pointer ( + or += )
* an integer may be subtracted from a pointer ( – or -= )

Pointer arithmetic is meaningless unless performed on an array.  
Note : Pointers contain addresses. Adding two addresses makes no sense, because there is no idea what it would point to. Subtracting two addresses lets you compute the offset between these two addresses.

**Pointers and Multidimensional Arrays**

Consider pointer notation for the two-dimensional numeric arrays. consider the following declaration

int nums[2][3] = { {16, 18, 20}, {25, 26, 27} };

**In general, nums[i][j] is equivalent to \*(\*(nums+i)+j)**
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# **Multidimensional Pointer Arithmetic in C/C++**

In C/C++, arrays and pointers have similar semantics, except on type information.

As an example, given a 3D array

int buffer[5][7][6];

An element at location [2][1][2] can be accessed as “buffer[2][1][2]” or \*( \*( \*(buffer + 2) + 1) + 2).

Observe the following declaration

T \*p; // p is a pointer to an object of type T

When a pointer p is pointing to an object of type T, the expression \*p is of type T. For example buffer is of type array of 5 two dimensional arrays. The type of the expression \*buffer is “array of arrays (i.e. two dimensional array)”.

Based on the above concept translating the expression \*( \*( \*(buffer + 2) + 1) + 2) step-by-step makes it more clear.

1. buffer – An array of 5 two dimensional arrays, i.e. its type is “array of 5 two dimensional arrays”.
2. buffer + 2 – displacement for 3rd element in the array of 5 two dimensional arrays.
3. \*(buffer + 2) – dereferencing, i.e. its type is now two dimensional array.
4. \*(buffer + 2) + 1 – displacement to access 2nd element in the array of 7 one dimensional arrays.
5. \*( \*(buffer + 2) + 1) – dereferencing (accessing), now the type of expression “\*( \*(buffer + 2) + 1)” is an array of integers.
6. \*( \*(buffer + 2) + 1) + 2 – displacement to get element at 3rd position in the single dimension array of integers.
7. \*( \*( \*(buffer + 2) + 1) + 2) – accessing the element at 3rd position (the overall expression type is int now).

The compiler calculates an “offset” to access array element. The “offset” is calculated based on dimensions of the array. In the above case, offset = 2 \* (7 \* 6) + 1 \* (6) + 2. Those in blue colour are dimensions, note that the higher dimension is not used in offset calculation. During compile time the compiler is aware of dimensions of array. Using offset we can access the element as shown below,

element\_data = \*( (int \*)buffer + offset );

It is not always possible to declare dimensions of array at compile time. Sometimes we need to interpret a buffer as multidimensional array object. For instance, when we are processing 3D image whose dimensions are determined at run-time, usual array subscript rules can’t be used. It is due to lack of fixed dimensions during compile time. Consider the following example,

int \*base;

Where base is pointing large image buffer that represents 3D image of dimension l x b x h where l, b and h are variables. If we want to access an element at location (2, 3, 4) we need to calculate offset of the element as

offset = 2 \* (b x h) + 3 \* (h) + 4 and the element located at base + offset.

Generalizing further, given start address (say base) of an array of size [**l x b x h**] dimensions, we can access the element at an arbitrary location (**a, b, c**) in the following way,

data = \*(base + a \* (***b x h***) + b \* (***h***) + c); // Note that we haven’t used the higher dimension **l**.

The same concept can be applied to any number of dimensions. We don’t need the higher dimension to calculate offset of any element in the multidimensional array. It is the reason behind omitting the higher dimension when we pass multidimensional arrays to functions. The higher dimension is needed only when the programmer iterating over limited number of elements of higher dimension.

A C/C++ puzzle, predict the output of following program

|  |
| --- |
| int main()  {      char arr[5][7][6];      char (\*p)[5][7][6] = &arr;        /\* Hint: &arr - is of type const pointer to an array of         5 two dimensional arrays of size [7][6] \*/        printf("%d\n", (&arr + 1) - &arr);      printf("%d\n", (char \*)(&arr + 1) - (char \*)&arr);      printf("%d\n", (unsigned)(arr + 1) - (unsigned)arr);      printf("%d\n", (unsigned)(p + 1) - (unsigned)p);        return 0;  } |

Run on IDE

**Output:**

1

210

42

210

# **References in C++**

When a variable is declared as reference, it becomes an alternative name for an existing variable. A variable can be declared as reference by putting ‘&’ in the declaration.

|  |
| --- |
| #include<iostream>  using namespace std;    int main()  {    int x = 10;      // ref is a reference to x.    int& ref = x;      // Value of x is now changed to 20    ref = 20;    cout << "x = " << x << endl ;      // Value of x is now changed to 30    x = 30;    cout << "ref = " << ref << endl ;      return 0;  } |

Run on IDE

Output:

x = 20

ref = 30

Following is one more example that uses references to swap two variables.

|  |
| --- |
| #include<iostream>  using namespace std;    void swap (int& first, int& second)  {      int temp = first;      first = second;      second = temp;  }    int main()  {      int a = 2, b = 3;      swap( a, b );      cout << a << " " << b;      return 0;  } |

Run on IDE

Output:

3 2

**References vs Pointers**  
Both references and pointers can be used to change local variables of one function inside another function. Both of them can also be used to save copying of big objects when passed as arguments to functions or returned from functions, to get efficiency gain.  
Despite above similarities, there are following differences between references and pointers.

A pointer can be declared as void but a reference can never be void  
For example

int a = 10;

void\* aa = &a;. //it is valid

void &ar = a; // it is not valid

Thanks to Shweta Bansal for adding this point.

References are less powerful than pointers  
1) Once a reference is created, it cannot be later made to reference another object; it cannot be reseated. This is often done with pointers.  
2) References cannot be NULL. Pointers are often made NULL to indicate that they are not pointing to any valid thing.  
3) A reference must be initialized when declared. There is no such restriction with pointers

Due to the above limitations, references in C++ cannot be used for implementing data structures like Linked List, Tree, etc. In Java, references don’t have above restrictions, and can be used to implement all data structures. References being more powerful in Java, is the main reason Java doesn’t need pointers.

References are safer and easier to use:  
1) Safer: Since references must be initialized, wild references like [wild pointers](https://www.geeksforgeeks.org/archives/4979) are unlikely to exist. It is still possible to have references that don’t refer to a valid location (See questions 5 and 6 in the below exercise )  
2) Easier to use: References don’t need dereferencing operator to access the value. They can be used like normal variables. ‘&’ operator is needed only at the time of declaration. Also, members of an object reference can be accessed with dot operator (‘.’), unlike pointers where arrow operator (->) is needed to access members.

Together with the above reasons, there are few places like copy constructor argument where pointer cannot be used. Reference must be used pass the argument in copy constructor. Similarly references must be used for overloading some operators like ++.  
  
**Exercise:**  
Predict the output of following programs. If there are compilation errors, then fix them.

**Question 1**

|  |
| --- |
| #include<iostream>  using namespace std;  int &fun()  {      static int x = 10;      return x;  }  int main()  {      fun() = 30;      cout << fun();      return 0;  } |

//O/p 30  
**Question 2**

|  |
| --- |
| #include<iostream>  using namespace std;  int fun(int &x)  {      return x;  }  int main()  {      cout << fun(10);      return 0;  } |

//error. Cannot directly assign const 10  
**Question 3**

|  |
| --- |
| #include<iostream>  using namespace std;  void swap(char \* &str1, char \* &str2)  {    char \*temp = str1;    str1 = str2;    str2 = temp;  }    int main()  {    char \*str1 = "GEEKS";    char \*str2 = "FOR GEEKS";    swap(str1, str2);    cout<<"str1 is "<<str1<<endl;    cout<<"str2 is "<<str2<<endl;    return 0;  } |

//swap is done  
**Question 4**

|  |
| --- |
| #include<iostream>  using namespace std;  int main()  {     int x = 10;     int \*ptr = &x;     int &\*ptr1 = ptr;  }//error: cannot declare pointer to 'int&'  int &\*ptr1 = ptr; |

**Question 5**

|  |
| --- |
| #include<iostream>  using namespace std;  int main()  {     int \*ptr = NULL;     int &ref = \*ptr;     cout << ref;  } |

**Question 6**

|  |
| --- |
| #include<iostream>  using namespace std;  int &fun()  {      int x = 10;      return x;  }  int main()  {      fun() = 30;      cout << fun();      return 0;  } |

# **What is Array Decay in C++? How can it be prevented?**

**What is Array Decay?**  
The loss of type and dimensions of an array is known as decay of an array.This generally occurs when we pass the array into function by value or pointer. What it does is, it sends first address to the array which is a pointer, hence the size of array is not the original one, but the one occupied by the pointer in the memory.

|  |
| --- |
| // C++ code to demonstrate array decay  #include<iostream>  using namespace std;    // Driver function to show Array decay  // Passing array by value  void aDecay(int \*p)  {      // Printing size of pointer      cout << "Modified size of array is by "              " passing by value: ";      cout << sizeof(p) << endl;  }    // Function to show that array decay happens  // even if we use pointer  void pDecay(int (\*p)[7])  {      // Printing size of array      cout << "Modified size of array by "              "passing by pointer: ";      cout << sizeof(p) << endl;  }    int main()  {      int a[7] = {1, 2, 3, 4, 5, 6, 7,};        // Printing original size of array      cout << "Actual size of array is: ";      cout << sizeof(a) <<endl;        // Calling function by value      aDecay(a);        // Calling function by pointer      pDecay(&a);        return 0;  } |

Run on IDE

Output:

Actual size of array is: 28

Modified size of array by passing by value: 8

Modified size of array by passing by pointer: 8

In the above code, the actual array has 7 int elements and hence has 28 size. But by calling by value and pointer, array decays into pointer and prints the size of 1 pointer i.e. 8 (4 in 32 bit).

**How to prevent Array Decay?**  
A typical solution to handle decay is to pass size of array also as a parameter and not use sizeof on array parameters (See [this](https://www.geeksforgeeks.org/using-sizof-operator-with-array-paratmeters/) for details)

Another way to prevent array decay is to send the array into functions by reference. This prevents conversion of array into a pointer, hence prevents the decay.

|  |
| --- |
| // C++ code to demonstrate prevention of  // decay of array  #include<iostream>  using namespace std;    // A function that prevents Array decay  // by passing array by reference  void fun(int (&p)[7])  {      // Printing size of array      cout << "Modified size of array by "              "passing by reference: ";      cout << sizeof(p) << endl;  }    int main()  {      int a[7] = {1, 2, 3, 4, 5, 6, 7,};        // Printing original size of array      cout << "Actual size of array is: ";      cout << sizeof(a) <<endl;        // Calling function by reference      fun(a);        return 0;  } |

Run on IDE

Output:

Actual size of array is: 28

Modified size of array by passing by reference: 28

In the above code, passing array by reference solves the problem of decay of array. Sizes in both cases is 28.

# **Namespace in C++ | Set 1 (Introduction)**

Consider following C++ program.

|  |
| --- |
| // A program to demonstrate need of namespace  int main()  {      int value;      value = 0;      double value; // Error here      value = 0.0;  } |

Run on IDE

Output :

Compiler Error:

'value' has a previous declaration as 'int value'

In each scope, a name can only represent one entity. So, there cannot be two variables with the same name in the same scope. Using namespaces, we can create two variables or member functions having the same name.

|  |
| --- |
| // Here we can see that more than one variables  // are being used without reporting any error.  // That is because they are declared in the  // different namespaces and scopes.  #include <iostream>  using namespace std;    // Variable created inside namespace  namespace first  {      int val = 500;  }    // Global variable  int val = 100;    int main()  {      // Local variable      int val = 200;        // These variables can be accessed from      // outside the namespace using the scope      // operator ::      cout << first::val << '\n';        return 0;  } |

Run on IDE

**Output:**

500

**Definition and Creation:**

Namespaces allow us to group named entities that otherwise would have *global scope* into narrower scopes, giving them *namespace scope*. This allows organizing the elements of programs into different logical scopes referred to by names.

* Namespace is a feature added in C++ and not present in C.
* A namespace is a declarative region that provides a scope to the identifiers (names of the types, function, variables etc) inside it.
* Multiple namespace blocks with the same name are allowed. All declarations within those blocks are declared in the named scope.

A namespace definition begins with the keyword **namespace** followed by the namespace name as follows:

namespace namespace\_name

{

int x, y; // code declarations where

// x and y are declared in

// namespace\_name's scope

}

* Namespace declarations appear only at global scope.
* Namespace declarations can be nested within another namespace.
* Namespace declarations don’t have access specifiers. (Public or private)
* No need to give semicolon after the closing brace of definition of namespace.
* We can split the definition of namespace over several units.

|  |
| --- |
| // Creating namespaces  #include <iostream>  using namespace std;  namespace ns1  {      int value()    { return 5; }  }  namespace ns2  {      const double x = 100;      double value() {  return 2\*x; }  }    int main()  {      // Access value function within ns1      cout << ns1::value() << '\n';        // Access value function within ns2      cout << ns2::value() << '\n';        // Access variable x directly      cout << ns2::x << '\n';        return 0;  } |

**Output:**

5

200

100

**Classes and Namespace:**

Following is a simple way to create classes in a name space

|  |
| --- |
| // A C++ program to demonstrate use of class  // in a namespace  #include <iostream>  using namespace std;    namespace ns  {      // A Class in a namespace      class geek      {      public:          void display()          {              cout << "ns::geek::display()\n";          }      };  }    int main()  {      // Creating Object of student Class      ns::geek obj;        obj.display();        return 0;  } |

Run on IDE

Output:

ns::geek::display()

**Class can also be declared inside namespace and defined outside namespace** using following syntax

|  |
| --- |
| // A C++ program to demonstrate use of class  // in a namespace  #include <iostream>  using namespace std;    namespace ns  {      // Only declaring class here      class geek;  }    // Defining class outside  class ns::geek  {  public:      void display()      {          cout << "ns::geek::display()\n";      }  };    int main()  {      //Creating Object of student Class      ns::geek obj;      obj.display();      return 0;  } |

Run on IDE

Output:

ns::geek::display()

We can **define methods also outside the namespace**. Following is an example code.

|  |
| --- |
| // A C++ code to demonstrate that we can define  // methods outside namespace.  #include <iostream>  using namespace std;    // Creating a namespace  namespace ns  {      void display();      class geek      {      public:         void display();      };  }    // Defining methods of namespace  void ns::geek::display()  {      cout << "ns::geek::display()\n";  }  void ns::display()  {      cout << "ns::display()\n";  }    // Driver code  int main()  {      ns::geek obj;      ns::display();      obj.display();      return 0;  } |

Run on IDE

**Output:**

ns::display()

ns::geek::display()

# **namespace in C++ | Set 2 (Extending namespace and Unnamed namespace)**

We have introduced namespaces in below set 1.

[Namespace in C++ | Set 1 (Introduction)](https://www.geeksforgeeks.org/namespace-in-c/)

It is also possible to create more than one namespaces in the global space. This can be done in two ways.

* **namespaces having different names**

|  |
| --- |
| // A C++ program to show more than one namespaces  // with different names.  #include <iostream>  using namespace std;    // first name space  namespace first  {     int func() {  return 5; }  }    // second name space  namespace second  {     int func() { return 10; }  }    int main()  {     // member function of namespace     // accessed using scope resolution operator     cout << first::func() <<"\n";     cout << second::func() <<"\n";     return 0;  } |

* Run on IDE
* Output:
* 5
* 10
* **Extending namespaces (Using same name twice)**  
  It is also possible to create two namespace blocks having the same name. The second namespace block is nothing but actually the continuation of the first namespace. In simpler words, we can say that both the namespaces are not different but actually the same, which are being defined in parts.

|  |
| --- |
| // C++ program to demonstrate namespace exntension  #include <iostream>  using namespace std;    // first name space  namespace first  {     int val1 = 500;  }    // rest part of the first namespace  namespace  first  {     int val2 = 501;  }    int main()  {     cout << first::val1 <<"\n";     cout << first::val2 <<"\n";     return 0;  } |

* Run on IDE
* Output:
* 500
* 501

**Unnamed Namespaces**

* They are directly usable in the same program and are used for declaring unique identifiers.
* In unnamed namespaces, name of the namespace in not mentioned in the declaration of namespace.
* The name of the namespace is uniquely generated by the compiler.
* The unnamed namespaces you have created will only be accessible within the file you created it in.
* Unnamed namespaces are the replacement for the static declaration of variables.

|  |
| --- |
| // C++ program to demonstrate working of unnamed  // namespaces  #include <iostream>  using namespace std;    // unnamed namespace declaration  namespace  {     int rel = 300;  }    int main()  {     cout << rel << "\n"; // prints 300     return 0;  } |

Run on IDE

Output:

300

# **Namespace in C++ | Set 3 (Accessing, creating header, nesting and aliasing)**

[Namespace in C++ | Set 1 (Introduction)](https://www.geeksforgeeks.org/namespace-in-c/)  
[Namespace in C++ | Set 2 (Extending namespace and Unnamed namespace)](https://www.geeksforgeeks.org/namespace-in-c-set-2-extending-namespace-and-unnamed-namespace/)

**Different ways to access namespace**

In C++, there are two ways of accessing namespace variables and functions.

1. **Normal way**

|  |
| --- |
| // C++ program to demonstrate accessing of variables  // in normal way, i.e., using "::"  #include <iostream>  using namespace std;    namespace geek  {      int rel = 300;  }    int main()  {      // variable ‘rel’ accessed      // using scope resolution operator      cout << geek::rel << "\n";  // prints 300        return 0;  } |

1. Run on IDE
2. Output :
3. 300
4. **“using” directive**

|  |
| --- |
| // C++ program to demonstrate accessing of variables  // in normal way, i.e., using "using" directive  #include <iostream>  using namespace std;    namespace geek  {      int rel = 300;  }    // use of ‘using’ directive  using namespace geek;    int main()  {     // variable ‘rel’ accessed     // without using scope resolution variable     cout << rel << "\n";        //prints 300       return 0;  } |

1. Run on IDE
2. Output:
3. 300

**Using namespace in header files**

We can create namespace in one file and access contents using another program. This is done in the following manner.

* We need to create two files. One containing the namespace and all the data members and member functions we want to use later.
* And the other program can directly call the first program to use all the data members and member functions in it.

**File 1**

|  |
| --- |
| // file1.h  namespace foo  {      int value()      {         return 5;      }  } |

Run on IDE

**File 2**

|  |
| --- |
| // file2.cpp - Not to be executed online  #include <iostream>  #include “file1.h” // Including file1  using namespace std;    int main ()  {      cout << foo::value();      return 0;  } |

Run on IDE

Here we can see that the namespace is created in file1.h and the value() of that namespace is getting called in file2.cpp.

**Nested Namespaces**

In C++, namespaces can also be nested i.e., one namespace inside another. The resolution of namespace variables is hierarchical.

|  |
| --- |
| // C++ program to demonstrate nesting of namespaces  #include <iostream>  using namespace std;    // Nested namespace  namespace out  {    int val = 5;    namespace in    {        int val2 = val;    }  }    // Driver code  int main()  {    cout << out::in::val2;   // prints 5    return 0;  } |

Run on IDE

OUTPUT :

5

**Namespace Aliasing**

In C++, you can use an alias name for your namespace name, for ease of use. Existing namespaces can be aliased with new names, with the following syntax:

namespace new\_name = current\_name;

|  |
| --- |
| #include <iostream>    namespace name1  {      namespace name2      {           namespace name3           {               int var = 42;           }      }  }    // Aliasing  namespace alias = name1::name2::name3;    int main()  {      std::cout << alias::var << '\n';  } |

Run on IDE

Output :

42

# **Inline namespaces and usage of the “using” directive inside namespaces**

Prerequisite : [Namespaces in C++](https://www.geeksforgeeks.org/namespace-in-c/)

An inline namespace is a namespace that uses the optional keyword inline in its original-namespace-definition.

|  |
| --- |
| // C++ program to demonstrate working of  // inline namespaces  #include <iostream>  using namespace std;    namespace ns1  {     inline namespace ns2     {         int var = 10;     }  }    int main()  {     cout << ns1::var;     return 0;  } |

Run on IDE

Output:

10

We can see from above example that members of an inline namespace are treated as if they are members of the enclosing namespace in many situations (listed below). This property is transitive: if a namespace N contains an inline namespace M, which in turn contains an inline namespace O, then the members of O can be used as though they were members of M or N.

|  |
| --- |
| // C++ program to demonstrate working of  // inline namespaces inside inline namespaces    #include <iostream>  using namespace std;    namespace ns1  {      inline namespace ns2      {          inline namespace ns3          {              int var = 10;          }      }  }    int main()  {      cout << ns1::var;      return 0;  } |

Run on IDE

Output:

10

The inline specifier makes the declarations from the nested namespace appear exactly as if they had been declared in the enclosing namespace. This means it drags out the declaration (“var” in the above example) from a nested namespace to the containing namespace.

Advantages of using inline namespaces:

* **Avoid verbose :**Consider the above code, if you want to print “var”, you write:

cout << ns1::ns2::ns3::var;

This looks good only if namespace's names are short as in the above example. But by using inline with namespaces there is no need to type the entire namespace as given above or use the "using" directive.

* **Support of Library :**The inline namespace mechanism is intended to support library evolution by providing a mechanism that supports a form of versioning. Refer [this](http://www.stroustrup.com/C++11FAQ.html#inline-namespace) for details.

**"Using" directive**

This same behavior (same as inline namesapces) can also be achieved by using the "using" declarative inside namespaces. A using-directive that names the inline namespace is implicitly inserted in the enclosing namespace (similar to the implicit using-directive for the unnamed namespace). Consider the following C++ code:

|  |
| --- |
| // C++ program to demonstrate working  // of "using" to get the same effect as  // inline.  #include <iostream>  using namespace std;    namespace ns1  {      namespace ns2      {          namespace ns3          {              int var = 10;          }          using namespace ns3;      }        using namespace ns2;  }    int main()  {      cout << ns1::var;      return 0;  } |

Run on IDE

Output :

10

Here again, the using directive makes the declarations from the nested namespace appear exactly as if they had been declared in the enclosing namespace.

In C++, [namespaces](https://www.geeksforgeeks.org/namespace-in-c/) can be nested, and resolution of namespace variables is hierarchical. For example, in the following code, namespace inner is created inside namespace outer, which is inside the global namespace. In the line “int z = x”, x refers to outer::x. If x would not have been in outer then this x would have referred to x in global namespace.

|  |
| --- |
| #include <iostream>    int x = 20;  namespace outer {    int x = 10;    namespace inner {      int z = x; // this x refers to outer::x    }  }    int main()  {    std::cout<<outer::inner::z; //prints 10    getchar();    return 0;  } |

Run on IDE

Output of the above program is 10.

On a side node, unlike C++ namespaces, Java packages are not hierarchical.

# **Default Arguments in C++**

A default argument is a value provided in function declaration that is automatically assigned by the compiler if caller of the function doesn’t provide a value for the argument with default value.

Following is a simple C++ example to demonstrate use of default arguments. We don’t have to write 3 sum functions, only one function works by using default values for 3rd and 4th arguments.

|  |
| --- |
| #include<iostream>  using namespace std;    // A function with default arguments, it can be called with  // 2 arguments or 3 arguments or 4 arguments.  int sum(int x, int y, int z=0, int w=0)  {      return (x + y + z + w);  }    /\* Drier program to test above function\*/  int main()  {      cout << sum(10, 15) << endl;      cout << sum(10, 15, 25) << endl;      cout << sum(10, 15, 25, 30) << endl;      return 0;  } |

Run on IDE

Output:

25

50

80

**Key Points:**

* Default arguments are different from constant arguments as constant arguments can’t be changed whereas default arguments can be overwritten if required.
* Default arguments are overwritten when calling function provides values for them. For example, calling of function sum(10, 15, 25, 30) overwrites the value of z and w to 25 and 30 respectively.
* During calling of function, arguments from calling function to called function are copied from left to right. Therefore, sum(10, 15, 25) will assign 10, 20 and 25 to x, y and z. Therefore, default value is used for w only.
* Once default value is used for an argument in function definition, all subsequent arguments to it must have default value. It can also be stated as default arguments are assigned from right to left. For example, the following function definition is invalid as subsequent argument of default variable z is not default.

|  |
| --- |
| // Invalid because z has default value, but w after it  // doesn't have default value  int sum(int x, int y, int z=0, int w) |

# **Inline Functions in C++**

Inline function is one of the important feature of C++. So, let’s first understand why inline functions are used and what is the purpose of inline function?

When the program executes the function call instruction the CPU stores the memory address of the instruction following the function call, copies the arguments of the function on the stack and finally transfers control to the specified function. The CPU then executes the function code, stores the function return value in a predefined memory location/register and returns control to the calling function. This can become overhead if the execution time of function is less than the switching time from the caller function to called function (callee). For functions that are large and/or perform complex tasks, the overhead of the function call is usually insignificant compared to the amount of time the function takes to run. However, for small, commonly-used functions, the time needed to make the function call is often a lot more than the time needed to actually execute the function’s code. This overhead occurs for small functions because execution time of small function is less than the switching time.

C++ provides an inline functions to reduce the function call overhead. Inline function is a function that is expanded in line when it is called. When the inline function is called whole code of the inline function gets inserted or substituted at the point of inline function call. This substitution is performed by the C++ compiler at compile time. Inline function may increase efficiency if it is small.  
The syntax for defining the function inline is:

inline return-type function-name(parameters)

{

// function code

}

Remember, inlining is only a request to the compiler, not a command. Compiler can ignore the request for inlining. Compiler may not perform inlining in such circumstances like:  
1) If a function contains a loop. (for, while, do-while)  
2) If a function contains static variables.  
3) If a function is recursive.  
4) If a function return type is other than void, and the return statement doesn’t exist in function body.  
5) If a function contains switch or goto statement.

**Inline functions provide following advantages:**  
1) Function call overhead doesn’t occur.  
2) It also saves the overhead of push/pop variables on the stack when function is called.  
3) It also saves overhead of a return call from a function.  
4) When you inline a function, you may enable compiler to perform context specific optimization on the body of function. Such optimizations are not possible for normal function calls. Other optimizations can be obtained by considering the flows of calling context and the called context.  
5) Inline function may be useful (if it is small) for embedded systems because inline can yield less code than the function call preamble and return.

**Inline function disadvantages:**  
1) The added variables from the inlined function consumes additional registers, After in-lining function if variables number which are going to use register increases than they may create overhead on register variable resource utilization. This means that when inline function body is substituted at the point of function call, total number of variables used by the function also gets inserted. So the number of register going to be used for the variables will also get increased. So if after function inlining variable numbers increase drastically then it would surely cause an overhead on register utilization.

2) If you use too many inline functions then the size of the binary executable file will be large, because of the duplication of same code.

3) Too much inlining can also reduce your instruction cache hit rate, thus reducing the speed of instruction fetch from that of cache memory to that of primary memory.

4) Inline function may increase compile time overhead if someone changes the code inside the inline function then all the calling location has to be recompiled because compiler would require to replace all the code once again to reflect the changes, otherwise it will continue with old functionality.

5) Inline functions may not be useful for many embedded systems. Because in embedded systems code size is more important than speed.

6) Inline functions might cause thrashing because inlining might increase size of the binary executable file. Thrashing in memory causes performance of computer to degrade.

The following program demonstrates the use of use of inline function.

|  |
| --- |
| #include <iostream>  using namespace std;  inline int cube(int s)  {      return s\*s\*s;  }  int main()  {      cout << "The cube of 3 is: " << cube(3) << "\n";      return 0;  } //Output: The cube of 3 is: 27 |

Run on IDE

**Inline function and classes:**  
It is also possible to define the inline function inside the class. In fact, all the functions defined inside the class are implicitly inline. Thus, all the restrictions of inline functions are also applied here. If you need to explicitly declare inline function in the class then just declare the function inside the class and define it outside the class using inline keyword.  
For example:

|  |
| --- |
| class S  {  public:      inline int square(int s) // redundant use of inline      {          // this function is automatically inline          // function body      }  }; |

Run on IDE

The above style is considered as a bad programming style. The best programming style is to just write the prototype of function inside the class and specify it as an inline in the function definition.  
For example:

|  |
| --- |
| class S  {  public:      int square(int s); // declare the function  };    inline int S::square(int s) // use inline prefix  {    } |

Run on IDE

The following program demonstrates this concept:

|  |
| --- |
| #include <iostream>  using namespace std;  class operation  {      int a,b,add,sub,mul;      float div;  public:      void get();      void sum();      void difference();      void product();      void division();  };  inline void operation :: get()  {      cout << "Enter first value:";      cin >> a;      cout << "Enter second value:";      cin >> b;  }    inline void operation :: sum()  {      add = a+b;      cout << "Addition of two numbers: " << a+b << "\n";  }    inline void operation :: difference()  {      sub = a-b;      cout << "Difference of two numbers: " << a-b << "\n";  }    inline void operation :: product()  {      mul = a\*b;      cout << "Product of two numbers: " << a\*b << "\n";  }    inline void operation ::division()  {      div=a/b;      cout<<"Division of two numbers: "<<a/b<<"\n" ;  }    int main()  {      cout << "Program using inline function\n";      operation s;      s.get();      s.sum();      s.difference();      s.product();      s.division();      return 0;  } |

Run on IDE

Output:

Enter first value: 45

Enter second value: 15

Addition of two numbers: 60

Difference of two numbers: 30

Product of two numbers: 675

Division of two numbers: 3

**What is wrong with macro?**  
Readers familiar with the C language knows that C language uses macro. The preprocessor replace all macro calls directly within the macro code. It is recommended to always use inline function instead of macro. According to Dr. Bjarne Stroustrup the creator of C++ that macros are almost never necessary in C++ and they are error prone. There are some problems with the use of macros in C++. Macro cannot access private members of class. Macros looks like function call but they are actually not.  
Example:

|  |
| --- |
| #include <iostream>  using namespace std;  class S  {      int m;  public:  #define MAC(S::m)    // error  }; |

Run on IDE

C++ compiler checks the argument types of inline functions and necessary conversions are performed correctly. Preprocessor macro is not capable for doing this. One other thing is that the macros are managed by preprocessor and inline functions are managed by C++ compiler.

Remember: It is true that all the functions defined inside the class are implicitly inline and C++ compiler will perform inline call of these functions, but C++ compiler cannot perform inlining if the function is virtual. The reason is call to a virtual function is resolved at runtime instead of compile time. Virtual means wait until runtime and inline means during compilation, if the compiler doesn’t know which function will be called, how it can perform inlining?

One other thing to remember is that it is only useful to make the function inline if the time spent during a function call is more compared to the function body execution time. An example where inline function has no effect at all:

|  |
| --- |
| inline void show()  {      cout << "value of S = " << S << endl;  } |

Run on IDE

The above function relatively takes a long time to execute. In general function which performs input output (I/O) operation shouldn’t be defined as inline because it spends a considerable amount of time. Technically inlining of show() function is of limited value because the amount of time the I/O statement will take far exceeds the overhead of a function call.

Depending upon the compiler you are using the compiler may show you warning if the function is not expanded inline. Programming languages like Java & C# doesn’t support inline functions.  
But in Java, the compiler can perform inlining when the small final method is called, because final methods can’t be overridden by sub classes and call to a final method is resolved at compile time. In C# JIT compiler can also optimize code by inlining small function calls (like replacing body of a small function when it is called in a loop).

Last thing to keep in mind that inline functions are the valuable feature of C++. An appropriate use of inline function can provide performance enhancement but if inline functions are used arbitrarily then they can’t provide better result. In other words don’t expect better performance of program. Don’t make every function inline. It is better to keep inline functions as small as possible.

**References:**  
1) [Effective C++ , Scott Meyers](http://www.flipkart.com/effective-c-55-specific-ways-improve-your-programs-designs-3rd/p/itmczzfe2gfvfuch?pid=9788131714805&affid=sandeepgfg)  
2) <http://www.parashift.com/c++-faq/inline-and-perf.html>  
3) <http://www.cplusplus.com/forum/articles/20600/>  
4) [Thinking in C++, Volume 1, Bruce Eckel](http://www.flipkart.com/thinking-c-volume-1-with-cd/p/itmdwuafcz75hzjy?pid=9788131706619&affid=sandeepgfg).  
5) [C++ the complete reference, Herbert Schildt](http://www.flipkart.com/c-complete-reference/p/itmdwxz7nyaxabtj?pid=9780070532465&affid=sandeepgfg)

# **Return from void functions in C++**

Void functions are “void” due to the fact that they are not supposed to return values. True, but not completely. We cannot return values but there is something we can surely return from void functions. Some of cases are listed below.

**A void function can do return**  
We can simply write return statement in a void fun(). In-fact it is considered a good practice (for readability of code) to write return; statement to indicate end of function.

|  |
| --- |
| #include <iostream>  using namespace std;    void fun()  {     cout << "Hello";       // We can write return in void     return;  }    int main()  {     fun();     return 0;  } |

Run on IDE

Output :

Hello

**A void fun() can return another void function**

|  |
| --- |
| // C++ code to demonstrate void()  // returning void()  #include<iostream>  using namespace std;    // A sample void function  void work()  {      cout << "The void function has returned "              " a void() !!! \n";  }    // Driver void() returning void work()  void test()  {      // Returning void function      return work();  }    int main()  {      // Calling void function      test();      return 0;  } |

Run on IDE

Output:

The void function has returned a void() !!!

The above code explains how void() can actually be useful to return void functions without giving error.

**A void() can return a void value.**  
A void() cannot return a value that can be used. But it can return a value which is void without giving an error.

|  |
| --- |
| // C++ code to demonstrate void()  // returning a void value  #include<iostream>  using namespace std;    // Driver void() returning a void value  void test()  {      cout << "Hello";        // Returning a void value      return (void)"Doesn't Print";  }  int main()  {      test();      return 0;  } |

Run on IDE

Output:

Hello

# **Returning multiple values from a function using Tuple and Pair in C++**

There can be some instances where you need to return multiple values (may be of different data types ) while solving a problem. One method to do the same is by using pointers, structures or global variables, already discussed [here](https://www.geeksforgeeks.org/how-can-i-return-multiple-values-from-a-function/)  
There is another interesting method to do the same without using the above methods,  using tuples (for returning multiple values ) and pair (for two values).

We can declare the function with return type as pair or tuple (whichever required) and can pack the values to be returned and return the packed set of values. The returned values can be unpacked in the calling function.

**Tuple**

* A tuple is an object capable to hold a collection of elements where each element can be of a different type.
* Class template std::tuple is a fixed-size collection of heterogeneous values

**Pair**

* This class couples together a pair of values, which may be of different types
* A pair is a specific case of a std::tuple with two elements

Note : Tuple can also be used to return two values instead of using pair .

|  |
| --- |
| #include<bits/stdc++.h>  using namespace std;    // A Method that returns multiple values using  // tuple in C++.  tuple<int, int, char> foo(int n1, int n2)  {      // Packing values to return a tuple      return make\_tuple(n2, n1, 'a');  }    // A Method returns a pair of values using pair  std::pair<int, int> foo1(int num1, int num2)  {      // Packing two values to return a pair      return std::make\_pair(num2, num1);  }    int main()  {      int a,b;      char cc;        // Unpack the elements returned by foo      tie(a, b, cc) = foo(5, 10);        // Storing  returned values in a pair      pair<int, int> p = foo1(5,2);        cout << "Values returned by tuple: ";      cout << a << " " << b << " " << cc << endl;        cout << "Values returned by Pair: ";      cout << p.first << " " << p.second;      return 0;  } |

Run on IDE

Output:

Values returned by tuple: 10 5 a

Values returned by Pair: 2 5

# **Difference between “int fun()” and “int fun(void)” in C/C++?**

Consider the following two definitions of main().

|  |
| --- |
| int main()  {     /\*  \*/     return 0;  } |

Run on IDE

and

|  |
| --- |
| int main(void)  {     /\*  \*/     return 0;  } |

Run on IDE

What is the difference?

In C++, there is no difference, both are same.

Both definitions work in C also, but the second definition with void is considered technically better as it clearly specifies that main can only be called without any parameter.  
In C, if a function signature doesn’t specify any argument, it means that the function can be called with any number of parameters or without any parameters.

In C++, func() is equivalent to func(void)  
In C, func() is equivalent to func(…)

For example, try to compile and run following two C programs (remember to save your files as .c). Note the difference between two signatures of fun().

|  |
| --- |
| // Program 1 (Compiles and runs fine in C, but not in C++)  void fun() {  }  int main(void)  {      fun(10, "GfG", "GQ");      return 0;  } |

Run on IDE

The above program compiles and runs fine (See [this](http://ideone.com/AQoVZW)), but the following program fails in compilation (see [this](http://ideone.com/IXojiK))

|  |
| --- |
| // Program 2 (Fails in compilation in both C and C++)  void fun(void) {  }  int main(void)  {      fun(10, "GfG", "GQ");      return 0;  } |

Run on IDE

Unlike C, in C++, both of the above programs fails in compilation. In C++, both fun() and fun(void) are same.

So the difference is, in C, int main() can be called with any number of arguments, but int main(void)can only be called without any argument. Although it doesn’t make any difference most of the times, using “int main(void)” is a recommended practice in C.

**Exercise:**  
Predict the output of following **C** programs.

**Question 1**

|  |
| --- |
| #include <stdio.h>  int main()  {      static int i = 5;      if (--i){          printf("%d ", i);          main(10);      }  } |

Output: 4 3 2 1

**Question 2**

|  |
| --- |
| #include <stdio.h>  int main(void)  {      static int i = 5;      if (--i){          printf("%d ", i);          main(10);      }  } |

Output: error. Too many arguments to funcion main()

# **Functors in C++**

Please note that the title is **Functors** (Not Functions)!!

Consider a function that takes only one argument. However, while calling this function we have a lot more information that we would like to pass to this function, but we cannot as it accepts only one parameter. What can be done?

One obvious answer might be global variables. However, good coding practices do not advocate the use of global variables and say they must be used only when there is no other alternative.

**Functors** are objects that can be treated as though they are a function or function pointer. Functors are most commonly used along with STLs in a scenario like following:

Below program uses [transform() in STL](https://www.geeksforgeeks.org/transform-c-stl-perform-operation-elements/) to add 1 to all elements of arr[].

|  |
| --- |
| // A C++ program uses transform() in STL to add  // 1 to all elements of arr[]  #include <bits/stdc++.h>  using namespace std;    int increment(int x) {  return (x+1); }    int main()  {      int arr[] = {1, 2, 3, 4, 5};      int n = sizeof(arr)/sizeof(arr[0]);        // Apply increment to all elements of      // arr[] and store the modified elements      // back in arr[]      transform(arr, arr+n, arr, increment);        for (int i=0; i<n; i++)          cout << arr[i] << S" ";        return 0;  } |

Run on IDE

Output:

2 3 4 5 6

This code snippet adds only one value to the contents of the arr[]. Now suppose, that we want to add 5 to contents of arr[].

See what’s happening? As transform requires a unary function(a function taking only one argument) for an array, we cannot pass a number to increment(). And this would, in effect, make us write several different functions to add each number. What a mess. This is where functors come into use.

A functor (or function object) is a C++ class that acts like a function. Functors are called using the same old function call syntax. To create a functor, we create a object that overloads the operator().

**The line,**

MyFunctor(10);

**Is same as**

MyFunctor.operator()(10);

Let’s delve deeper and understand how this can actually be used in conjunction with STLs.

|  |
| --- |
| // C++ program to demonstrate working of  // functors.  #include <bits/stdc++.h>  using namespace std;    // A Functor  class increment  {  private:      int num;  public:      increment(int n) : num(n) {  }        // This operator overloading enables calling      // operator function () on objects of increment      int operator () (int arr\_num) const {          return num + arr\_num;      }  };    // Driver code  int main()  {      int arr[] = {1, 2, 3, 4, 5};      int n = sizeof(arr)/sizeof(arr[0]);      int to\_add = 5;        transform(arr, arr+n, arr, increment(to\_add));        for (int i=0; i<n; i++)          cout << arr[i] << " ";  } |

Run on IDE

Output:

6 7 8 9 10

Thus, here, Increment is a functor, a c++ class that acts as a function.

**The line,**

transform(arr, arr+n, arr, increment(to\_add));

**is the same as writing below two lines,**

// Creating object of increment

increment obj(to\_add);

// Calling () on object

transform(arr, arr+n, arr, obj);

Thus, an object a is created that overloads the operator(). Hence, functors can be used effectively in conjunction with C++ STLs.

# **Const member functions in C++**

A function becomes const when const keyword is used in function’s declaration. The idea of const functions is not allow them to modify the object on which they are called. It is recommended practice to make as many functions const as possible so that accidental changes to objects are avoided.

Following is a simple example of const function.

|  |
| --- |
| #include<iostream>  using namespace std;    class Test {      int value;  public:      Test(int v = 0) {value = v;}        // We get compiler error if we add a line like "value = 100;"      // in this function.      int getValue() const {return value;}  };    int main() {      Test t(20);      cout<<t.getValue();      return 0;  } |

Run on IDE

Output:

20

When a function is declared as const, it can be called on any type of object. Non-const functions can only be called by non-const objects.

For example the following program has compiler errors.

|  |
| --- |
| #include<iostream>  using namespace std;    class Test {      int value;  public:      Test(int v = 0) {value = v;}      int getValue() {return value;}  };    int main() {      const Test t;      cout << t.getValue();      return 0;  } |

Run on IDE

Output:

passing 'const Test' as 'this' argument of 'int

Test::getValue()' discards qualifiers

# **The C++ Standard Template Library (STL)**

The Standard Template Library (STL) is a set of C++ template classes to provide common programming data structures and functions such as lists, stacks, arrays, etc. It is a library of container classes, algorithms and iterators. It is a generalized library and so, its components are parameterized. A working knowledge of [template classes](https://www.geeksforgeeks.org/template-specialization-c/) is a prerequisite  for working with STL.

**STL has four components**

* Algorithms
* Containers
* Functions
* Iterators

**Algorithms**

The header algorithm defines a collection of functions especially designed to be used on ranges of elements.They act on containers and provide means for various operations  for the contents of the containers.

* Algorithm
  + [Sorting](http://quiz.geeksforgeeks.org/sort-algorithms-the-c-standard-template-library-stl/)
  + [Searching](http://quiz.geeksforgeeks.org/binary-search-algorithms-the-c-standard-template-library-stl/)
  + [Important STL Algorithms](https://www.geeksforgeeks.org/c-magicians-stl-algorithms/)
  + [Useful Array algorithms](https://www.geeksforgeeks.org/useful-array-algorithms-in-c-stl/)
  + [Partition Operations](https://www.geeksforgeeks.org/stdpartition-in-c-stl/)
* Numeric
  + valarray class

**Containers**

Containers or container classes store objects and data. There are in total seven standard “first-class” container classes  and three container adaptor classes and only seven header files that provide access to these containers or container adaptors.

* Sequence Containers:  implement data structures which can be accessed in a sequential manner.
  + [vector](http://quiz.geeksforgeeks.org/vector-sequence-containers-the-c-standard-template-library-stl-set-1/)
  + [list](http://quiz.geeksforgeeks.org/list-sequence-containers-the-c-standard-template-library-stl/)
  + [deque](http://quiz.geeksforgeeks.org/deque-sequence-containers-the-c-standard-template-library-stl/)
  + [arrays](https://www.geeksforgeeks.org/array-class-c/)
  + [forward\_list](https://www.geeksforgeeks.org/forward-list-c-set-1-introduction-important-functions/)( Introduced in C++11)
* Container Adaptors :  provide a different interface for sequential containers.
  + [queue](http://quiz.geeksforgeeks.org/queue-container-adaptors-the-c-standard-template-library-stl/)
  + [priority\_queue](http://quiz.geeksforgeeks.org/priority-queue-container-adaptors-the-c-standard-template-library-stl/)
  + [stack](http://quiz.geeksforgeeks.org/stack-container-adaptors-the-c-standard-template-library-stl/)
* Associative Containers :  implement sorted data structures that can be quickly searched (O(log n) complexity).
  + [set](http://quiz.geeksforgeeks.org/set-associative-containers-the-c-standard-template-library-stl/)
  + [multiset](http://quiz.geeksforgeeks.org/multiset-associative-containers-the-c-standard-template-library-stl/)
  + [map](http://quiz.geeksforgeeks.org/map-associative-containers-the-c-standard-template-library-stl/)
  + [multimap](http://quiz.geeksforgeeks.org/multimap-associative-containers-the-c-standard-template-library-stl/)

**Functions**

The STL includes classes that overload the function call operator. Instances of such classes are called function objects or functors. Functors allow the working of the associated function to be customized with the help of parameters to be passed.

* [Functors](https://www.geeksforgeeks.org/functors-in-cpp/)

**Iterators**

As the name suggests, iterators are used for working upon a sequence of values. They are the major feature that allow generality in STL.

* [Iterators](https://www.geeksforgeeks.org/iterators-c-stl/)

**Utility Library**

Defined under <utility header>

* [pair](http://quiz.geeksforgeeks.org/pair-simple-containers-the-c-standard-template-library-stl/)

**References:**

* http://en.cppreference.com/w/cpp/
* http://cs.stmarys.ca/~porter/csc/ref/stl/headers.html

# **Sort in C++ Standard Template Library (STL)**

Sorting is one of the most basic functions applied on data.  
The prototype for sort is :

sort(startaddress, endaddress)

|  |
| --- |
| #include <iostream>  #include <algorithm>    using namespace std;    void show(int a[])  {      for(int i = 0; i < 10; ++i)          cout << '\t' << a[i];  }    int main()  {      int a[10]= {1, 5, 8, 9, 6, 7, 3, 4, 2, 0};      cout << "\n The array before sorting is : ";      show(a);        sort(a, a+10);        cout << "\n\n The array after sorting is : ";      show(a);        return 0;    } |

Run on IDE

The outut of the above program is :

The array before sorting is : 1 5 8

9 6 7 3 4 2 0

The array after sorting is : 0 1 2

3 4 5 6 7 8 9

# **Binary Search in C++ Standard Template Library (STL)**

Binary search is a widely used searching algorithm that requires the array to be sorted before search is applied.  
   
The prototype for binary search is :

binary\_search(startaddress, endaddress, valuetofind)

|  |
| --- |
| #include <iostream>  #include <algorithm>    using namespace std;    void show(int a[], int arraysize)  {      for(int i = 0; i < arraysize; ++i)          cout << '\t' << a[i];  }      int main()  {      int a[]= {1, 5, 8, 9, 6, 7, 3, 4, 2, 0};      int asize = sizeof(a) / sizeof(a[0]);      cout << "\n The array is : ";      show(a, asize);        cout << "\n\nLet's say we want to search for 2 in the array";      cout << "\n So, we first sort the array";      sort(a, a + 10);      cout << "\n\n The array after sorting is : ";      show(a, asize);      cout << "\n\nNow, we do the binary search";      if (binary\_search(a, a + 10, 2))         cout << "\nElement found in the array";      else         cout << "\nElement not found in the array";        cout << "\n\nNow, say we want to search for 10";       if (binary\_search(a, a + 10, 10))         cout << "\nElement found in the array";      else         cout << "\nElement not found in the array";        return 0;    } |

Run on IDE

The output of the above program is :

The array is : 1 5 8 9

6 7 3 4 2 0

Let's say we want to search for 2 in the array

So, we first sort the array

The array after sorting is : 0 1 2

3 4 5 6 7 8 9

Now, we do the binary search

Element found in the array

Now, say we want to search for 10

Element not found in the array

# **std::bsearch in C++**

std::bsearch searches for an element in a sorted array. Finds an element equal to element pointed to by key in an array pointed to by ptr.  
If the array contains several elements that comp would indicate as equal to the element searched for, then it is unspecified which element the function will return as the result.  
**Syntax :**

**void\* bsearch( const void\* key, const void\* ptr, std::size\_t count,**

**std::size\_t size, \* comp );**

**Parameters :**

key - element to be found

ptr - pointer to the array to examine

count - number of element in the array

size - size of each element in the array in bytes

comp - comparison function which returns ?a negative integer value if

the first argument is less than the second,

a positive integer value if the first argument is greater than the second

and zero if the arguments are equal.

**Return value :**

Pointer to the found element or null pointer if the element has not been found.

**Implementing the binary predicate comp :**

|  |
| --- |
| // Binary predicate which returns 0 if numbers found equal  int comp(int\* a, int\* b)  {        if (\*a < \*b)          return -1;        else if (\*a > \*b)          return 1;        // elements found equal      else          return 0;  } |

**Implementation**

|  |
| --- |
| // CPP program to implement  // std::bsearch  #include <bits/stdc++.h>    // Binary predicate  int compare(const void\* ap, const void\* bp)  {      // Typecasting      const int\* a = (int\*)ap;      const int\* b = (int\*)bp;        if (\*a < \*b)          return -1;      else if (\*a > \*b)          return 1;      else          return 0;  }    // Driver code  int main()  {      // Given array      int arr[] = { 1, 2, 3, 4, 5, 6, 7, 8 };        // Size of array      int ARR\_SIZE = sizeof(arr) / sizeof(arr[0]);        // Element to be found      int key1 = 4;        // Calling std::bsearch      // Typecasting the returned pointer to int      int\* p1 = (int\*)std::bsearch(&key1, arr, ARR\_SIZE, sizeof(arr[0]), compare);        // If non-zero value is returned, key is found      if (p1)          std::cout << key1 << " found at position " << (p1 - arr) << '\n';      else          std::cout << key1 << " not found\n";        // Element to be found      int key2 = 9;        // Calling std::bsearch      // Typecasting the returned pointer to int      int\* p2 = (int\*)std::bsearch(&key2, arr, ARR\_SIZE, sizeof(arr[0]), compare);        // If non-zero value is returned, key is found      if (p2)          std::cout << key2 << " found at position " << (p2 - arr) << '\n';      else          std::cout << key2 << " not found\n";  } |

Run on IDE

Output:

4 found at position 3

9 not found

**Where to use :**Binary search can be used on sorted data where a key is to be found. It can be used in cases like computing frequency of a key in a sorted list.

**Why Binary Search?**  
Binary search is much more effective than linear search because it halves the search space at each step. This is not significant for our array of length 9. Here, linear search takes at most 9 steps and binary search takes at most 4 steps. But consider an array with 1000 elements, here linear search takes at most 1000 steps, while binary search takes at most 10 steps.  
For 1 billion elements, binary search will find our key in at most 30 steps.

# **Pair in C++ Standard Template Library (STL)**

The pair container is a simple container defined in **<utility>** header consisting of two data elements or objects.

* The first element is referenced as ‘first’ and the second element as ‘second’ and the order is fixed (first, second).
* Pair is used to combine together two values which may be different in type. Pair provides a way to store two heterogeneous objects as a single unit.
* Pair can be assigned, copied and compared. The array of objects allocated in a map or hash\_map are of type ‘pair’ by default in which all the ‘first’ elements are unique keys associated with their ‘second’ value objects.
* To access the elements, we use variable name followed by dot operator followed by the keyword first or second.

**Syntax :**

pair (data\_type1, data\_type2) Pair\_name;

|  |
| --- |
| //CPP program to illustrate pair STL  #include <iostream>  #include <utility>  using namespace std;    int main()  {      pair <int, char> PAIR1 ;        PAIR1.first = 100;      PAIR1.second = 'G' ;        cout << PAIR1.first << " " ;      cout << PAIR1.second << endl ;        return 0;  } |

Run on IDE

Output:

100 G

**Initializing a pair**

We can also initialize a pair.  
Syntax :

pair (data\_type1, data\_type2) Pair\_name (value1, value2) ;

Different ways to initialize pair:

pair g1; //default

pair g2(1, 'a'); //initialized, different data type

pair g3(1, 10); //initialized, same data type

pair g4(g3); //copy of g3

Another way to initialize a pair is by using the make\_pair() function.

g2 = make\_pair(1, 'a');

|  |
| --- |
| //CPP program to illustrate Initializing of pair STL  #include <iostream>  #include <utility>  using namespace std;    int main()  {      pair <string,double> PAIR2 ("GeeksForGeeks", 1.23);        cout << PAIR2.first << " " ;      cout << PAIR2.second << endl ;    return 0;  } |

Run on IDE

Output:

GeeksForGeeks 1.23

**Note:** If not initialized, the first value of the pair gets automatically initialized.

|  |
| --- |
| //CPP program to illustrate auto-initializing of pair STL  #include <iostream>  #include <utility>    using namespace std;    int main()  {      pair <int, double> PAIR1 ;      pair <string, char> PAIR2 ;        cout << PAIR1.first ;  //it is initialised to 0      cout << PAIR1.second ; //it is initialised to 0        cout << " ";        cout << PAIR2.first ;  //it prints nothing i.e NULL      cout << PAIR2.second ; //it prints nothing i.e NULL        return 0;  } |

Run on IDE

Output:

00

**Member Functions**

1. **make\_pair()** : This template function allows to create a value pair without writing the types explicitly.  
   Syntax :

Pair\_name = make\_pair (value1,value2);

|  |
| --- |
| #include <iostream>  #include <utility>  using namespace std;    int main()  {      pair <int, char> PAIR1 ;      pair <string, double> PAIR2 ("GeeksForGeeks", 1.23) ;      pair <string, double> PAIR3 ;        PAIR1.first = 100;      PAIR1.second = 'G' ;        PAIR3 = make\_pair ("GeeksForGeeks is Best",4.56);        cout << PAIR1.first << " " ;      cout << PAIR1.second << endl ;        cout << PAIR2.first << " " ;      cout << PAIR2.second << endl ;        cout << PAIR3.first << " " ;      cout << PAIR3.second << endl ;        return 0;  } |

Run on IDE

Output:

100 G

GeeksForGeeks 1.23

GeeksForGeeks is Best 4.56

1. **operators(=, ==, !=, >=, <=) :** We can use operators with pairs as well.
   * **using equal(=) :** It assigns new object for a pair object.  
     Syntax :

pair& operator= (const pair& pr);

This Assigns pr as the new content for the pair object. The first value is assigned the first value of pr and the second value is assigned the second value of pr .

* + **Comparison (==) operator with pair :** For given two pairs say pair1 and pair2, the comparison operator compares the first value and second value of those two pairs i.e. if pair1.first is equal to pair2.first or not AND if pair1.second is equal to pair2.second or not .
  + **Not equal (!=) operator with pair :** For given two pairs say pair1 and pair2, the != operator compares the first values of those two pairs i.e. if pair1.first is equal to pair2.first or not, if they are equal then it checks the second values of both.
  + **Logical( >=, <= )operators with pair :** For given two pairs say pair1 and pair2, the =, >, can be used with pairs as well.

.

|  |
| --- |
| //CPP code to illustrate operators in pair  #include <iostream>  #include<utility>  using namespace std;    int main()  {      pair<int, int>pair1 = make\_pair(1, 12);      pair<int, int>pair2 = make\_pair(9, 12);          cout << (pair1 == pair2) << endl;      cout << (pair1 != pair2) << endl;      cout << (pair1 >= pair2) << endl;      cout << (pair1 <= pair2) << endl;      cout << (pair1 > pair2) << endl;      cout << (pair1 < pair2) << endl;        return 0;  } |

Run on IDE

Output:

0

1

0

1

0

1

1. **swap :**This function swaps the contents of one pair object with the contents of another pair object. The pairs must be of same type.  
   Syntax :

pair1.swap(pair2) ;

For two given pairs say pair1 and pair2 of same type, swap function will swap the pair1.first with pair2.first and pair1.second with pair2.second.

|  |
| --- |
| #include <iostream>  #include<utility>    using namespace std;    int main()  {      pair<char, int>pair1 = make\_pair('A', 1);      pair<char, int>pair2 = make\_pair('B', 2);        cout << "Before swapping:\n " ;      cout << "Contents of pair1 = " << pair1.first << " " << pair1.second ;      cout << "Contents of pair2 = " << pair2.first << " " << pair2.second ;      pair1.swap(pair2);        cout << "\nAfter swapping:\n ";      cout << "Contents of pair1 = " << pair1.first << " " << pair1.second ;      cout << "Contents of pair2 = " << pair2.first << " " << pair2.second ;        return 0;  } |

Run on IDE

Output:

Before swapping:

Contents of pair1 = (A, 1)

Contents of pair2 = (B, 2)

After swapping:

Contents of pair1 = (B, 2)

Contents of pair2 = (A, 1)

# **Vector in C++ STL**

# Vector

Vectors are same as dynamic arrays with the ability to resize itself automatically when an element is inserted or deleted, with their storage being handled automatically by the container. Vector elements are placed in contiguous storage so that they can be accessed and traversed using iterators. In vectors, data is inserted at the end. Inserting at the end takes differential time, as sometimes there may be a need of extending the array.Removing the last element takes only constant time, because no resizing happens. Inserting and erasing at the beginning or in the middle is linear in time.

Certain functions are associated with vector :  
**Iterators**  
1. begin() – Returns an iterator pointing to the first element in the vector  
2. end() – Returns an iterator pointing to the theoretical element that follows last element in the vector  
3. rbegin() – Returns a reverse iterator pointing to the last element in the vector (reverse beginning). It moves from last to first element  
4. rend() – Returns a reverse iterator pointing to the theoretical element preceding the first element in the vector (considered as reverse end)

|  |
| --- |
| #include <iostream>  #include <vector>    using namespace std;    int main()  {      vector <int> g1;      vector <int> :: iterator i;      vector <int> :: reverse\_iterator ir;        for (int i = 1; i <= 5; i++)          g1.push\_back(i);        cout << "Output of begin and end\t:\t";      for (i = g1.begin(); i != g1.end(); ++i)          cout << \*i << '\t';        cout << endl << endl;      cout << "Output of rbegin and rend\t:\t";      for (ir = g1.rbegin(); ir != g1.rend(); ++ir)          cout << '\t' << \*ir;        return 0;    } |

Run on IDE

The output of the above program is :

Output of begin and end : 1 2 3 4 5

Output of rbegin and rend : 5 4 3 2 1

**Capacity**  
1. size() – Returns the number of elements in the vector  
2. max\_size() – Returns the maximum number of elements that the vector can hold  
3. capacity() – Returns the size of the storage space currently allocated to the vector expressed as number of elements  
4. resize(size\_type g) – Resizes the container so that it contains ‘g’ elements  
5. empty() – Returns whether the container is empty

|  |
| --- |
| #include <iostream>  #include <vector>    using namespace std;    int main()  {      vector <int> g1;        for (int i = 1; i <= 5; i++)          g1.push\_back(i);        cout << "Size : " << g1.size();      cout << "\nCapacity : " << g1.capacity();      cout << "\nMax\_Size : " << g1.max\_size();        return 0;    } |

Run on IDE

The output of the above program is :

Size : 5

Capacity : 8

Max\_Size : 4611686018427387903

**Accessing the elements**  
1. reference operator [g] – Returns a reference to the element at position ‘g’ in the vector  
2. at(g) – Returns a reference to the element at position ‘g’ in the vector  
3. front() – Returns a reference to the first element in the vector  
4. back() – Returns a reference to the last element in the vector

|  |
| --- |
| #include <iostream>  #include <vector>  #include <string>  using namespace std;    int main()  {      vector <int> g1;        for (int i = 1; i <= 10; i++)          g1.push\_back(i \* 10);        cout << "Reference operator [g] : g1[2] = " << g1[2];      cout << endl;      cout << "at : g1.at(4) = " << g1.at(4);      cout << endl;      cout << "front() : g1.front() = " << g1.front();      cout << endl;      cout << "back() : g1.back() = " << g1.back();      cout << endl;        return 0;    } |

Run on IDE

The output of the above program is :

Reference operator [g] : g1[2] = 30

at : g1.at(4) = 50

front() : g1.front() = 10

back() : g1.back() = 100

# **Ways to copy a vector in C++**

In case of arrays, there is no much choice to copy an array into other, other than iterative method i.e running a loop to copy each element at respective index. But Vector classes has more than one methods to copy entire vector into other in easier ways.There are basically two types of copying :-

**Method 1 : Iterative method.**  
This method is a general method to copy, in this method a loop is used to push\_back() the old vector elements into new vector.They are deeply copied

|  |
| --- |
| // C++ code to demonstrate copy of vector  // by iterative method.  #include<iostream>  #include<vector>  using namespace std;    int main()  {      // Initializing vector with values      vector<int> vect1{1, 2, 3, 4};        // Declaring new vector      vector<int> vect2;        // A loop to copy elements of      // old vector into new vector      // by Iterative method      for (int i=0; i<vect1.size(); i++)          vect2.push\_back(vect1[i]);        cout << "Old vector elements are : ";      for (int i=0; i<vect1.size(); i++)          cout << vect1[i] << " ";      cout << endl;        cout << "New vector elements are : ";      for (int i=0; i<vect2.size(); i++)          cout << vect2[i] << " ";      cout<< endl;        // Changing value of vector to show that a new      // copy is created.      vect1[0] = 2;        cout << "The first element of old vector is :";      cout << vect1[0] << endl;      cout << "The first element of new vector is :";      cout << vect2[0] <<endl;        return 0;  } |

Run on IDE

Output:

Old vector elements are : 1 2 3 4

New vector elements are : 1 2 3 4

The first element of old vector is : 2

The first element of new vector is : 1

In the above code, on changing the value at one vector did not alter value at other vector, hence they are not allocated at same address, hence deep copy.  
**Method 2 : By**[**assignment “=” operator**](http://quiz.geeksforgeeks.org/operators-in-c-set-1-arithmetic-operators/)**.**  
Simply assigning the new vector to old one copies the vector. This way of assignment is not possible in case of arrays.

|  |
| --- |
| // C++ code to demonstrate copy of vector  // by iterative method.  #include<iostream>  #include<vector>  using namespace std;    int main()  {      // Initializing vector with values      vector<int> vect1{1, 2, 3, 4};        // Declaring new vector      vector<int> vect2;        // Using assignment operator to copy one      // vector to other      vect2 = vect1;        cout << "Old vector elements are : ";      for (int i=0; i<vect1.size(); i++)          cout << vect1[i] << " ";      cout << endl;        cout << "New vector elements are : ";      for (int i=0; i<vect2.size(); i++)          cout << vect2[i] << " ";      cout<< endl;        // Changing value of vector to show that a new      // copy is created.      vect1[0] = 2;        cout << "The first element of old vector is :";      cout << vect1[0] << endl;      cout << "The first element of new vector is :";      cout << vect2[0] <<endl;        return 0;  } |

Run on IDE

Output:

Old vector elements are : 1 2 3 4

New vector elements are : 1 2 3 4

The first element of old vector is : 2

The first element of new vector is : 1

**Method 3 : By passing vector as constructor.** At the time of declaration of vector, passing an old initialized vector, copies the elements of passed vector into the newly declared vector. They are deeply copied.

|  |
| --- |
| // C++ code to demonstrate copy of vector  // by constructor method.  #include<bits/stdc++.h>  using namespace std;    int main()  {      // Initializing vector with values      vector<int> vect1{1, 2, 3, 4};        // Declaring new vector and copying      // element of old vector      // constructor method, Deep copy      vector<int> vect2(vect1);        cout << "Old vector elements are : ";      for (int i=0; i<vect1.size(); i++)          cout << vect1[i] << " ";      cout << endl;        cout << "New vector elements are : ";      for (int i=0; i<vect2.size(); i++)          cout << vect2[i] << " ";      cout<< endl;        // Changing value of vector to show that a new      // copy is created.      vect1[0] = 2;        cout << "The first element of old vector is :";      cout << vect1[0] << endl;      cout << "The first element of new vector is :";      cout << vect2[0] <<endl;        return 0;  } |

Run on IDE

Output:

Old vector elements are : 1 2 3 4

New vector elements are : 1 2 3 4

The first element of old vector is :2

The first element of new vector is :1

**Method 4 : By using inbuilt functions**

* **copy(first\_iterator\_o, last\_iterator\_o, back\_inserter())** :- This is another way to copy old vector into new one. This function takes 3 arguments, first, the first iterator of old vector, second, the last iterator of old vector and third is back\_inserter function to insert values from back. This also  
  generated a deep copy.

|  |
| --- |
| // C++ code to demonstrate copy of vector  // by assign() and copy().  #include<iostream>  #include<vector> // for vector  #include<algorithm> // for copy() and assign()  #include<iterator> // for back\_inserter  using namespace std;  int main()  {      // Initializing vector with values      vector<int> vect1{1, 2, 3, 4};        // Declaring new vector      vector<int> vect2;        // Copying vector by copy function      copy(vect1.begin(), vect1.end(), back\_inserter(vect2));        cout << "Old vector elements are : ";      for (int i=0; i<vect1.size(); i++)          cout << vect1[i] << " ";      cout << endl;        cout << "New vector elements are : ";      for (int i=0; i<vect2.size(); i++)          cout << vect2[i] << " ";      cout<< endl;        // Changing value of vector to show that a new      // copy is created.      vect1[0] = 2;        cout << "The first element of old vector is :";      cout << vect1[0] << endl;      cout << "The first element of new vector is :";      cout << vect2[0] <<endl;        return 0;  } |

* Run on IDE
* Output :
* Old vector elements are : 1 2 3 4
* New vector elements are : 1 2 3 4
* The first element of old vector is :2
* The first element of new vector is :1
* **assign(first\_iterator\_o, last\_iterator\_o)** :- This method assigns the same values to new vector as old one. This takes 2 arguments, first iterator to old vector and last iterator to old vector.This generates a deep copy.

|  |
| --- |
| // C++ code to demonstrate copy of vector  // by assign()  #include<iostream>  #include<vector> // for vector  #include<algorithm> // for copy() and assign()  #include<iterator> // for back\_inserter  using namespace std;    int main()  {      // Initializing vector with values      vector<int> vect1{1, 2, 3, 4};        // Declaring another vector      vector<int> vect2;        // Copying vector by assign function      vect2.assign(vect1.begin(), vect1.end());        cout << "Old vector elements are : ";      for (int i=0; i<vect1.size(); i++)          cout << vect1[i] << " ";      cout << endl;        cout << "New vector elements are : ";      for (int i=0; i<vect2.size(); i++)          cout << vect2[i] << " ";      cout<< endl;        // Changing value of vector to show that a new      // copy is created.      vect1[0] = 2;        cout << "The first element of old vector is :";      cout << vect1[0] << endl;      cout << "The first element of new vector is :";      cout << vect2[0] <<endl;        return 0;  } |

* Run on IDE
* Output:
* Old vector elements are : 1 2 3 4
* New vector elements are : 1 2 3 4
* The first element of old vector is :2
* The first element of new vector is :1

# **Modifiers for Vector in C++ STL**

Click here for [Set 1](http://quiz.geeksforgeeks.org/vector-sequence-containers-the-c-standard-template-library-stl-set-1) of Vectors.

**Modifiers**  
1.1 assign(input\_iterator first, input\_iterator last) – Assigns new content to vector and resize  
1.2 assign(size\_type n, const value\_type g) – Assigns new content to vector and resize

|  |
| --- |
| #include <iostream>  #include <vector>    using namespace std;    int main()  {      vector <int> g1;      vector <int> g2;      vector <int> g3;        g1.assign(5, 10);   // 5 elements with value 10 each        vector <int> :: iterator it;      it = g1.begin() + 1;        g2.assign(it, g1.end() - 1); // the 3 middle values of g1        int gquiz[] = {1, 2};      g3.assign(gquiz, gquiz + 2);   // assigning from array        cout << "Size of g1: " << int(g1.size()) << '\n';      cout << "Size of g2: " << int(g2.size()) << '\n';      cout << "Size of g3: " << int(g3.size()) << '\n';      return 0;  } |

Run on IDE

The output of the above program is :

Size of g1: 5

Size of g2: 3

Size of g3: 2

2. push\_back(const value\_type g) – Adds a new element ‘g’ at the end of the vector and increases the vector container size by 1  
3. pop\_back() – Removes the element at the end of the vector, i.e., the last element and decreases the vector container size by 1

|  |
| --- |
| #include <iostream>  #include <vector>    using namespace std;    int main()  {    vector <int> gquiz;    int sum = 0;    gquiz.push\_back(10);    gquiz.push\_back(20);    gquiz.push\_back(30);      while (!gquiz.empty())    {      sum += gquiz.back();      gquiz.pop\_back();    }      cout << "The sum of the elements of gquiz is :  "         << sum << '\n';      return 0;  } |

Run on IDE

The output of the above program is :

The sum of the elements of gquiz is : 60

4.1 insert(const\_iterator q, const value\_type g) – Adds element ‘g’ before the element referenced by iterator ‘q’ and returns an iterator that points to the newly added element  
4.2insert(const\_iterator q, size\_type n, const value\_type g) – Adds ‘n’ elements each with value ‘g’ before the element currently referenced by iterator ‘q’ and returns an iterator that points to the first of the newly added elements  
4.3 insert(const\_iterator q, InputIterator first, InputIterator last) – Adds a range of elements starting from first to last, the elements being inserted before the position currently referred by ‘q’

|  |
| --- |
| #include <iostream>  #include <vector>    using namespace std;    int main()  {      vector <int> gquiz1(3, 10);      vector <int> :: iterator it;        it = gquiz1.begin();      it = gquiz1.insert(it, 20);        gquiz1.insert(it, 2, 30);        it = gquiz1.begin();        vector <int> gquiz2(2, 40);      gquiz1.insert(it + 2, gquiz2.begin(), gquiz2.end());        int gq [] = {50, 60, 70};      gquiz1.insert(gquiz1.begin(), gq, gq + 3);        cout << "gquiz1 contains : ";      for (it = gquiz1.begin(); it < gquiz1.end(); it++)          cout << \*it << '\t';        return 0;  } |

Run on IDE

The output of the above program is :

gquiz1 contains : 50 60 70 30 30

40 40 20 10 10 10

5.1 erase(const\_iterator q) – Deletes the element referred by ‘q’ and returns an iterator to the element followed by the deleted element  
5.2 erase(const\_iterator first, const\_iterator last) – Deletes the elements in the range first to last, with the first iterator included in the range and the last iterator not included, and returns an iterator to the element followed by the last deleted element

|  |
| --- |
| #include <iostream>  #include <vector>  using namespace std;    int main ()  {      vector <int> gquiz;        for (int i = 1; i <= 10; i++)          gquiz.push\_back(i \* 2);        // erase the 5th element      gquiz.erase(gquiz.begin() + 4);        // erase the first 5 elements:      gquiz.erase(gquiz.begin(), gquiz.begin() + 5);        cout << "gquiz contains :";      for (int i = 0; i < gquiz.size(); ++i)          cout << gquiz[i] << '\t';        return 0;  } |

Run on IDE

The output of the above program is :

gquiz contains :14 16 18 20

6. swap(vector q, vector r) – Swaps the contents of ‘q’ and ‘r’  
7. clear() – Removes all elements from the vector

|  |
| --- |
| #include <iostream>  #include <vector>    using namespace std;    int main()  {      vector <int> gquiz1;      vector <int> gquiz2;      vector <int> :: iterator i;        gquiz1.push\_back(10);      gquiz1.push\_back(20);        gquiz2.push\_back(30);      gquiz2.push\_back(40);        cout << "Before Swapping, \n"           <<"Contents of vector gquiz1 : ";        for (i = gquiz1.begin(); i != gquiz1.end(); ++i)          cout << \*i << '\t';        cout << "\nContents of vector gquiz2 : ";      for (i = gquiz2.begin(); i != gquiz2.end(); ++i)          cout << \*i << '\t';        swap(gquiz1, gquiz2);        cout << "\n\nAfter Swapping, \n";      cout << "Contents of vector gquiz1 : ";      for (i = gquiz1.begin(); i != gquiz1.end(); ++i)          cout << \*i << '\t';        cout << "\nContents of vector gquiz2 : ";      for (i = gquiz2.begin(); i != gquiz2.end(); ++i)          cout << \*i << '\t';        cout << "\n\nNow, we clear() and then add "           << "an element 1000 to vector gquiz1 : ";      gquiz1.clear();      gquiz1.push\_back(1000);      cout << gquiz1.front();        return 0;  } |

Run on IDE

The output of the above program is :

Before Swapping,

Contents of vector gquiz1 : 10 20

Contents of vector gquiz2 : 30 40

After Swapping,

Contents of vector gquiz1 : 30 40

Contents of vector gquiz2 : 10 20

Now, we clear() and then add an element 1000 to vector gquiz1 : 1000

# **Passing vector to a function in C++**

When we [pass an array to a function](https://www.geeksforgeeks.org/how-arrays-are-passed-to-functions-in-cc/), a pointer is actually passed.

When a [vector](https://www.geeksforgeeks.org/vector-in-cpp-stl/) is passed to a function, a copy of the vector is created. For example, we can see below program, changes made inside the function are not reflected outside because function has a copy.

|  |
| --- |
| // C++ program to demonstrate that when vectors  // are passed to functions without &, a copy is  // created.  #include<bits/stdc++.h>  using namespace std;    // The vect here is a copy of vect in main()  void func(vector<int> vect)  {     vect.push\_back(30);  }    int main()  {      vector<int> vect;      vect.push\_back(10);      vect.push\_back(20);        func(vect);        // vect remains unchanged after function      // call      for (int i=0; i<vect.size(); i++)         cout << vect[i] << " ";        return 0;  } |

Run on IDE

Output:

10 20

The above style of passing might also take a lot of time in cases of large vectors. So it is a good idea to pass by reference.

|  |
| --- |
| // C++ program to demonstrate how vectors  // can be passed by reference.  #include<bits/stdc++.h>  using namespace std;    // The vect is passed by reference and changes  // made here reflect in main()  void func(vector<int> &vect)  {     vect.push\_back(30);  }    int main()  {      vector<int> vect;      vect.push\_back(10);      vect.push\_back(20);        func(vect);        for (int i=0; i<vect.size(); i++)         cout << vect[i] << " ";        return 0;  } |

Run on IDE

Output:

10 20 30

If we do not want a function to modify a vector, we can pass it as a const reference.

|  |
| --- |
| // C++ program to demonstrate how vectors  // can be passed by reference with modifications  // restricted.  #include<bits/stdc++.h>  using namespace std;    // The vect is passed by constant reference  // and cannot be changed by this function.  void func(const vector<int> &vect)  {      // vect.push\_back(30);  // Uncommenting this line would                               // below error      // "prog.cpp: In function 'void func(const std::vector<int>&)':      // prog.cpp:9:18: error: passing 'const std::vector<int>'      // as 'this' argument discards qualifiers [-fpermissive]"        for (int i=0; i<vect.size(); i++)         cout << vect[i] << " ";  }    int main()  {      vector<int> vect;      vect.push\_back(10);      vect.push\_back(20);        func(vect);        return 0;  } |

Run on IDE

Output:

10 20

# **List in C++ Standard Template Library (STL)**

# List

Lists are sequence containers that allow non-contiguous memory allocation. As compared to vector, list has slow traversal, but once a position has been found, insertion and deletion are quick. Normally, when we say a List, we talk about doubly linked list. For implementing a singly linked list, we use forward list.

Functions used with List :  
front() – Returns reference to the first element in the list  
back() – Returns reference to the last element in the list  
push\_front(g) – Adds a new element ‘g’ at the beginning of the list  
push\_back(g) – Adds a new element ‘g’ at the end of the list  
pop\_front() – Removes the first element of the list, and reduces size of the list by 1  
pop\_back() – Removes the last element of the list, and reduces size of the list by 1  
begin() – Returns an iterator pointing to the first element of the list  
end() – Returns an iterator pointing to the theoretical last element which follows the last element  
empty() – Returns whether the list is empty(1) or not(0)  
insert() – Inserts new elements in the list before the element at a specified position  
erase() – Removes a single element or a range of elements from the list  
assign() – Assigns new elements to list by replacing current elements and resizes the list  
remove() – Removes all the elements from the list, which are equal to given element  
reverse() – Reverses the list  
size() – Returns the number of elements in the list  
sort() – Sorts the list in increasing order

|  |
| --- |
| #include <iostream>  #include <list>  #include <iterator>  using namespace std;    //function for printing the elements in a list  void showlist(list <int> g)  {      list <int> :: iterator it;      for(it = g.begin(); it != g.end(); ++it)          cout << '\t' << \*it;      cout << '\n';  }    int main()  {        list <int> gqlist1, gqlist2;          for (int i = 0; i < 10; ++i)      {          gqlist1.push\_back(i \* 2);          gqlist2.push\_front(i \* 3);      }      cout << "\nList 1 (gqlist1) is : ";      showlist(gqlist1);        cout << "\nList 2 (gqlist2) is : ";      showlist(gqlist2);        cout << "\ngqlist1.front() : " << gqlist1.front();      cout << "\ngqlist1.back() : " << gqlist1.back();        cout << "\ngqlist1.pop\_front() : ";      gqlist1.pop\_front();      showlist(gqlist1);        cout << "\ngqlist2.pop\_back() : ";      gqlist2.pop\_back();      showlist(gqlist2);        cout << "\ngqlist1.reverse() : ";      gqlist1.reverse();      showlist(gqlist1);        cout << "\ngqlist2.sort(): ";      gqlist2.sort();      showlist(gqlist2);        return 0;    } |

Run on IDE

The output of the above program is :

List 1 (gqlist1) is : 0 2 4 6

8 10 12 14 16 18

List 2 (gqlist2) is : 27 24 21 18

15 12 9 6 3 0

gqlist1.front() : 0

gqlist1.back() : 18

gqlist1.pop\_front() : 2 4 6 8

10 12 14 16 18

gqlist2.pop\_back() : 27 24 21 18

15 12 9 6 3

gqlist1.reverse() : 18 16 14 12

10 8 6 4 2

gqlist2.sort(): 3 6 9 12

15 18 21 24 27

# **List in C++ | Set 2 (Some Useful Functions)**

We have discussed List and some of its functions in the following article:

[List : Sequence Containers](http://quiz.geeksforgeeks.org/list-sequence-containers-the-c-standard-template-library-stl/)

Some more useful functions are discussed in this article

**1. emplace(position, value)** :- This function is used to **insert** an element at the **position** specified.

**2. emplace\_back(value)** :- This function adds **value at end** of list. It is different from push\_back() by the fact that it directly creates element at position whereas push\_back() first makes a temporary copy and copies from there. emplace\_back() is faster in implementation than push\_back() in most situations.

**3. emplace\_front** :- This function adds **value at beginning** of list. It is different from push\_front() by the fact that it directly creates element at position whereas push\_front() first makes a temporary copy and copies from there. emplace\_front() is faster in implementation than push\_front() in most situations.

|  |
| --- |
| // C++ code to demonstrate the working of  // emplace(), emplace\_front() and emplace\_back()  #include<iostream>  #include<list> // for list functions  using namespace std;  int main()  {      // Declaring a list      list<int> gqlist;        // Initialising list iterator      list<int>::iterator it= gqlist.begin();        // Entering list element using emplace\_back()      for (int i=1; i<=5; i++)      gqlist.emplace\_back(i);        // Displaying list elements      cout << "List after emplace\_back operation is : ";      for (int &x : gqlist) cout << x << " ";      cout << endl;        // Entering list element using emplace\_front()      for (int i=10; i<=50; i+=10)      gqlist.emplace\_front(i);        // Displaying list elements      cout << "List after emplace\_front operation is : ";      for (int &x : gqlist) cout << x << " ";      cout << endl;        // using advance() to advance iterator position      advance(it,2);         // inserting element at 2nd position using emplace()      gqlist.emplace(it,100);         // Displaying list elements      cout << "List after emplace operation is : ";      for (int &x : gqlist) cout << x << " ";      cout << endl;        return 0;    } |

Run on IDE

Output:

List after emplace\_back operation is : 1 2 3 4 5

List after emplace\_front operation is : 50 40 30 20 10 1 2 3 4 5

List after emplace operation is : 50 100 40 30 20 10 1 2 3 4 5

**4. merge(list2)** :- This function is used to **merge list2 with list1**. If both the lists are in sorted order, then the resulting list is also sorted.

**5. remove\_if(condition)** :- This function **removes the element** from list on the **basis of condition**given in its argument.

**The** remove\_if() function is used to remove all the values from the list that correspond true to the *predicate* or condition given as parameter to the function. The function iterates through every member of the list container and removes all the element that return true for the predicate.

**Syntax :**

***listname*.remove\_if(*predicate*)**

**Parameters :**

The predicate in the form of aa function pointer

or function object is passed as the parameter.

**Result :**

Removes all the elements of the container

which return true for the predicate.

Examples:

Input : list list{1, 2, 3, 4, 5};

list.remove\_if(odd);

Output : 2, 4

Input : list list{1, 2, 2, 2, 5, 6, 7};

list.remove\_if(even);

Output : 1, 5, 7

**Errors and Exceptions**

1. Shows no exception throw guarantee if the predicate function feature doesn’t throw any exception.

|  |
| --- |
| // CPP program to illustrate  // Implementation of remove\_if() function  #include <iostream>  #include <list>  using namespace std;    // Predicate implemented as a function  bool even(const int& value) { return (value % 2) == 0; }    // Main function  int main()  {      list<int> mylist{ 1, 2, 2, 2, 5, 6, 7 };      mylist.remove\_if(even);      for (auto it = mylist.begin(); it != mylist.end(); ++it)          cout << ' ' << \*it;  } |

Run on IDE

Output:

1 5 7

**Application :** Given a list of integers, remove all the prime numbers from the list and print the list.

Input : 2, 4, 6, 7, 9, 11, 13

Output : 4, 6, 9

|  |
| --- |
| // CPP program to illustrate  // Application of remove\_if() function  #include <iostream>  #include <list>  using namespace std;    // Predicate implemented as a function  bool prime(const int& value)  {      int i;      for (i = 2; i < value; i++) {          if (value % i == 0) {              return false;              ;              break;          }      }      if (value == i) {          return true;          ;      }  }    // Main function  int main()  {      list<int> mylist{ 2, 4, 6, 7, 9, 11, 13 };      mylist.remove\_if(prime);      for (auto it = mylist.begin(); it != mylist.end(); ++it)          cout << ' ' << \*it;  } |

Run on IDE

Output:

4 6 9

|  |
| --- |
| // C++ code to demonstrate the working of  // merge() and remove\_if()  #include<iostream>  #include<list> // for list functions  using namespace std;  int main()  {      // Initializing list1      list<int> gqlist1 = {1, 2, 3};        // Initializing list2      list<int> gqlist2 = {2, 4, 6};        // using merge() to merge list1 with list2      gqlist1.merge(gqlist2);        // Displaying list elements      cout << "list1 after merge operation is : ";      for (int &x : gqlist1) cout << x << " ";      cout << endl;        // using remove\_if() to remove odd elements      // removes 1 and 3      gqlist1.remove\_if([](int x){return x%2!=0;});        // Displaying list elements      cout << "list1 after remove\_if operation is : ";      for (int &x : gqlist1) cout << x << " ";      cout << endl;        return 0;    } |

Run on IDE

Output:

list1 after merge operation is : 1 2 2 3 4 6

list1 after remove\_if operation is : 2 2 4 6

**6. unique()** :- This function is used to **delete the repeated occurrences** of the number. List has to be**sorted** for this function to get executed.

**7. splice(position, list2)** :- This function is used to **transfer elements**from one list into another.

|  |
| --- |
| // C++ code to demonstrate the working of  // unique() and splice()  #include<iostream>  #include<list> // for list functions  using namespace std;  int main()  {      // Initializing list1      list<int> gqlist1 = {1, 1, 1, 2, 2, 3, 3, 4};        // Initializing list2      list<int> gqlist2 = {2, 4, 6};        // Initializing list1 iterator      list<int>::iterator it = gqlist1.begin();        // using advance() to increment iterator position      advance(it, 3);          // Displaying list elements      cout << "list1 before unique operation is : ";      for (int &x : gqlist1) cout << x << " ";      cout << endl;        // using unique() to remove repeating elements      gqlist1.unique();        // Displaying list elements      cout << "list1 after unique operation is : ";      for (int &x : gqlist1) cout << x << " ";      cout << endl << endl;        // using splice() to splice list2 in list1 at position it      // inserts list2 after 2nd position      gqlist1.splice(it, gqlist2);        // Displaying list elements      cout << "list1 after splice operation is : ";      for (int &x : gqlist1) cout << x << " ";      cout << endl;          return 0;    } |

Run on IDE

Output:

list1 before unique operation is : 1 1 1 2 2 3 3 4

list1 after unique operation is : 1 2 3 4

list1 after splice operation is : 1 2 4 6 2 3 4

**8. swap(list2)** :- This function is used to **swap one list element with other**.

|  |
| --- |
| // C++ code to demonstrate the working of  // swap()  #include<iostream>  #include<list> // for list functions  using namespace std;  int main()  {      // Initializing list1      list<int> gqlist1 = {1, 2, 3, 4};        // Initializing list1      list<int> gqlist2 = {2, 4, 6};         // Displaying list before swapping       cout << "The contents of 1st list "               "before swapping are : ";       for (int &x : gqlist1)           cout << x << " ";       cout << endl;       cout << "The contents of 2nd list "               "before swapping are : ";       for (int &x : gqlist2)           cout << x << " ";       cout << endl;         // Use of swap() to swap the list       gqlist1.swap(gqlist2);         // Displaying list after swapping       cout << "The contents of 1st list "               "after swapping are : ";       for (int &x : gqlist1)           cout << x << " ";       cout << endl;         cout << "The contents of 2nd list "               "after swapping are : ";       for (int &x : gqlist2)           cout << x << " ";       cout << endl;        return 0;    } |

Run on IDE

Output:

The contents of 1st list before swapping are : 1 2 3 4

The contents of 2nd list before swapping are : 2 4 6

The contents of 1st list after swapping are : 2 4 6

The contents of 2nd list after swapping are : 1 2 3 4

# **Forward List in C++ | Set 1 (Introduction and Important Functions)**

Forward list in STL implements singly linked list. Introduced from C++11, forward list are useful than other containers in insertion, removal and moving operations (like sort) and allows time constant insertion and removal of elements.

It differs from [list](http://quiz.geeksforgeeks.org/list-sequence-containers-the-c-standard-template-library-stl/) by the fact that forward list keeps track of location of only next element while list keeps track to both next and previous elements, thus increasing the storage space required to store each element. The drawback of forward list is that it cannot be iterated backwards and its individual elements cannot be accessed directly.

Forward List is preferred over list when only forward traversal is required (same as singly linked list is preferred over doubly linked list) as we can save space. Some example cases are, chaining in hashing, adjacency list representation of graph, etc.

**Operations on Forward List :**  
**1. assign()**:- This function is used to assign values to forward list, its another variant is used to assign repeated elements.

|  |
| --- |
| // C++ code to demonstrate forward list  // and assign()  #include<iostream>  #include<forward\_list>  using namespace std;    int main()  {      // Declaring forward list      forward\_list<int> flist1;        // Declaring another forward list      forward\_list<int> flist2;        // Assigning values using assign()      flist1.assign({1, 2, 3});        // Assigning repeating values using assign()      // 5 elements with value 10      flist2.assign(5, 10);        // Displaying forward lists      cout << "The elements of first forward list are : ";      for (int&a : flist1)          cout << a << " ";      cout << endl;        cout << "The elements of second forward list are : ";      for (int&b : flist2)          cout << b << " ";      cout << endl;        return 0;  } |

Run on IDE

Output:

The elements of first forward list are : 1 2 3

The elements of second forward list are : 10 10 10 10 10

**2. push\_front()** :- This function is used to insert the element at the first position on forward list. The value from this function is copied to the space before first element in the container. The size of forward list increases by 1.

**3. emplace\_front()** :- This function is similar to the previous function but in this no copying operation occurs, the element is created directly at the memory before the first element of the forward list.

**4. pop\_front()** :- This function is used to delete the first element of list.

|  |
| --- |
| // C++ code to demonstrate working of  // push\_front(), emplace\_front() and pop\_front()  #include<iostream>  #include<forward\_list>  using namespace std;    int main()  {      // Initializing forward list      forward\_list<int> flist = {10, 20, 30, 40, 50};        // Inserting value using push\_front()      // Inserts 60 at front      flist.push\_front(60);        // Displaying the forward list      cout << "The forward list after push\_front operation : ";      for (int&c : flist)          cout << c << " ";      cout << endl;        // Inserting value using emplace\_front()      // Inserts 70 at front      flist.emplace\_front(70);        // Displaying the forward list      cout << "The forward list after emplace\_front operation : ";      for (int&c : flist)         cout << c << " ";      cout << endl;        // Deleting first value using pop\_front()      // Pops 70      flist.pop\_front();        // Displaying the forward list      cout << "The forward list after pop\_front operation : ";      for (int&c : flist)          cout << c << " ";      cout << endl;        return 0;  } |

Run on IDE

Output:

The forward list after push\_front operation : 60 10 20 30 40 50

The forward list after emplace\_front operation : 70 60 10 20 30 40 50

The forward list after pop\_front operation : 60 10 20 30 40 50

**4. insert\_after()** This function gives us a choice to insert elements at any position in forward list. The arguments in this function are copied at the desired position.

**5. emplace\_after()** This function also does the same operation as above function but the elements are directly made without any copy operation.

**6. erase\_after()**This function is used to erase elements from a particular position in the forward list.

|  |
| --- |
| // C++ code to demonstrate working of  // insert\_after(), emplace\_after() and erase\_after()  #include<iostream>  #include<forward\_list>  using namespace std;    int main()  {      // Initializing forward list      forward\_list<int> flist = {10, 20, 30} ;        // Declaring a forward list iterator      forward\_list<int>::iterator ptr;        // Inserting value using insert\_after()      // starts insertion from second position      ptr =  flist.insert\_after(flist.begin(), {1, 2, 3});        // Displaying the forward list      cout << "The forward list after insert\_after operation : ";      for (int&c : flist)          cout << c << " ";      cout << endl;        // Inserting value using emplace\_after()      // inserts 2 after ptr      ptr = flist.emplace\_after(ptr,2);        // Displaying the forward list      cout << "The forward list after emplace\_after operation : ";      for (int&c : flist)          cout << c << " ";      cout << endl;        // Deleting value using erase.after Deleted 2      // after ptr      ptr = flist.erase\_after(ptr);        // Displaying the forward list      cout << "The forward list after erase\_after operation : ";      for (int&c : flist)          cout << c << " ";      cout << endl;        return 0;  } |

Run on IDE

Output:

The forward list after insert\_after operation : 10 1 2 3 20 30

The forward list after emplace\_after operation : 10 1 2 3 2 20 30

The forward list after erase\_after operation : 10 1 2 3 2 30

**7. remove()** :- This function removes the particular element from the forward list mentioned in its argument.

**8. remove\_if()** :- This function removes according to the condition in its argument.

|  |
| --- |
| // C++ code to demonstrate working of remove() and  // remove\_if()  #include<iostream>  #include<forward\_list>  using namespace std;    int main()  {      // Initializing forward list      forward\_list<int> flist = {10, 20, 30, 25, 40, 40};        // Removing element using remove()      // Removes all occurrences of 40      flist.remove(40);        // Displaying the forward list      cout << "The forward list after remove operation : ";      for (int&c : flist)          cout << c << " ";      cout << endl;        // Removing according to condition. Removes      // elements greater than 20. Removes 25 and 30      flist.remove\_if([](int x){ return x>20;});        // Displaying the forward list      cout << "The forward list after remove\_if operation : ";      for (int&c : flist)         cout << c << " ";      cout << endl;        return 0;    } |

Run on IDE

Output:

The forward list after remove operation : 10 20 30 25

The forward list after remove\_if operation : 10 20

**9. splice\_after()** :- This function transfers elements from one forward list to other.

|  |
| --- |
| // C++ code to demonstrate working of  // splice\_after()  #include<iostream>  #include<forward\_list> // for splice\_after()  using namespace std;    int main()  {      // Initializing forward list      forward\_list<int> flist1 = {10, 20, 30};        // Initializing second list      forward\_list<int> flist2 = {40, 50, 60};        // Shifting elements from first to second      // forward list after 1st position      flist2.splice\_after(flist2.begin(),flist1);        // Displaying the forward list      cout << "The forward list after splice\_after operation : ";      for (int&c : flist2)         cout << c << " ";      cout << endl;        return 0;  } |

Run on IDE

Output:

The forward list after splice\_after operation : 40 10 20 30 50 60

# **Forward List in C++ | Set 2 (Manipulating Functions)**

[Forward List in C++ | Set 1 (Introduction and Important Functions)](https://www.geeksforgeeks.org/forward-list-c-set-1-introduction-important-functions/)

More functions are discussed in this article

Some of the operations other than insertions and deletions that can be used in forward lists are as follows :

**1. merge()** :- This function is used to merge one forward list with other. If both the lists are sorted then the resulted list returned is also sorted.

**2. operator “=”**:- This operator copies one forward list into other. The copy made in this case is deep copy.

|  |
| --- |
| // C++ code to demonstrate the working of  // merge() and operator=  #include<iostream>  #include<forward\_list>  using namespace std;    int main()  {       // Initializing 1st forward list       forward\_list<int> flist1 = {1, 2, 3};         // Declaring 2nd forward list       forward\_list<int> flist2;         // Creating deep copy using "="       flist2 = flist1;         // Displaying flist2       cout << "The contents of 2nd forward list"               " after copy are : ";       for (int &x : flist2)           cout << x << " ";       cout << endl;         // Using merge() to merge both list in 1       flist1.merge(flist2);         // Displaying merged forward list       // Prints sorted list       cout << "The contents of forward list "               "after merge are : ";       for (int &x : flist1)          cout << x << " ";       cout << endl;         return 0;  } |

Run on IDE

Output:

The contents of 2nd forward list after copy are : 1 2 3

The contents of forward list after merge are : 1 1 2 2 3 3

**3. sort()** :- This function is used to sort the forward list.

**4. unique()** :- This function deletes the multiple occurrences of a number and returns a forward list with unique elements. The forward list should be sorted for this function to execute successfully.

|  |
| --- |
| // C++ code to demonstrate the working of  // sort() and unique()  #include<iostream>  #include<forward\_list> // for sort() and unique()  using namespace std;    int main()  {       // Initializing 1st forward list       forward\_list<int> flist1 = {1, 2, 3, 2, 3, 3, 1};         // Sorting the forward list using sort()       flist1.sort();         // Displaying sorted forward list       cout << "The contents of forward list after "               "sorting are : ";       for (int &x : flist1)           cout << x << " ";       cout << endl;         // Use of unique() to remove repeated occurrences       flist1.unique();         // Displaying forward list after using unique()       cout << "The contents of forward list after "               "unique operation are : ";       for (int &x : flist1)           cout << x << " ";       cout << endl;         return 0;  } |

Run on IDE

Output:

The contents of forward list after sorting are : 1 1 2 2 3 3 3

The contents of forward list after unique operation are : 1 2 3

**5. reverse()** :- This function is used to reverse the forward list.

**6. swap()** :- This function swaps the content of one forward list with other.

|  |
| --- |
| // C++ code to demonstrate the working of  // reverse() and swap()  #include<iostream>  #include<forward\_list> // for reverse() and swap()  using namespace std;  int main()  {       // Initializing 1st forward list       forward\_list<int> flist1 = {1, 2, 3,};         // Initializing 2nd forward list       forward\_list<int> flist2 = {4, 5, 6};         // Using reverse() to reverse 1st forward list       flist1.reverse();         // Displaying reversed forward list       cout << "The contents of forward list after"               " reversing are : ";       for (int &x : flist1)           cout << x << " ";       cout << endl << endl;         // Displaying forward list before swapping       cout << "The contents of 1st forward list "               "before swapping are : ";       for (int &x : flist1)           cout << x << " ";       cout << endl;       cout << "The contents of 2nd forward list "               "before swapping are : ";       for (int &x : flist2)           cout << x << " ";       cout << endl;         // Use of swap() to swap the list       flist1.swap(flist2);         // Displaying forward list after swapping       cout << "The contents of 1st forward list "               "after swapping are : ";       for (int &x : flist1)           cout << x << " ";       cout << endl;         cout << "The contents of 2nd forward list "               "after swapping are : ";       for (int &x : flist2)           cout << x << " ";       cout << endl;         return 0;  } |

Run on IDE

Output:

The contents of forward list after reversing are : 3 2 1

The contents of 1st forward list before swapping are : 3 2 1

The contents of 2nd forward list before swapping are : 4 5 6

The contents of 1st forward list after swapping are : 4 5 6

The contents of 2nd forward list after swapping are : 3 2 1

**7. clear()** :- This function clears the contents of forward list. After this function, the forward list becomes empty.

**8. empty()** :- This function returns true if the list is empty otherwise false.

|  |
| --- |
| // C++ code to demonstrate the working of  // clear() and empty()  #include<iostream>  #include<forward\_list> // for clear() and empty()  using namespace std;  int main()  {       // Initializing  forward list       forward\_list<int> flist1 = {1, 2, 3,};         // Displaying forward list before clearing       cout << "The contents of forward list  are : ";       for (int &x : flist1)           cout << x << " ";       cout << endl;         // Using clear() to clear the forward list       flist1.clear();         // Displaying reversed forward list       cout << "The contents of forward list after "            << "clearing are : ";       for (int &x : flist1)           cout << x << " ";       cout << endl;         // Checking if list is empty       flist1.empty() ? cout << "Forward list is empty" :                        cout << "Forward list is not empty";         return 0;  } |

Run on IDE

Output:

The contents of forward list are : 1 2 3

The contents of forward list after clearing are :

Forward list is empty