HTML5-ben a menü kialakításához a **<nav>** tag-et használhatjuk. A **<nav>** tag egy szemantikus elem, amelyet a navigációs linkek, menük és hasonló navigációs elemek csoportosítására használhatunk. Például:

<nav> <ul> <li><a href="#">Főoldal</a></li> <li><a href="#">Rólunk</a></li> <li><a href="#">Termékek</a></li> <li><a href="#">Kapcsolat</a></li> </ul> </nav>

Ez egy egyszerű példa egy vízszintes menüre, ahol a menüelemeket (**<li>**) tartalmazó lista (**<ul>**) van beágyazva a **<nav>** tag-be. A menüelemeket aztán linkek (**<a>**) képviselik, amelyeket a megfelelő oldalakra mutatnak (**href** attribútummal).

Íme néhány példa néhány további kétbetűs HTML elemre és azok jelentésére:

1. **<br>**: Ez a tag egy újsor karaktert helyez el a dokumentumban. Használható az elválasztott sorok vagy bekezdések közötti tér létrehozására.

Példa:

<p>Ez egy bekezdés.<br>Ez egy új sor.</p>

1. **<em>**: Az "em" tag dőlt betűkkel jeleníti meg a tartalmát. A tartalomra hangsúlyt helyez, jelölve annak fontosságát.

Példa:

<p>Ez egy <em>fontos</em> szövegrész.</p>

1. **<ol>**: Az "ol" (ordered list) tag egy rendezett lista elejét jelzi. A **<li>** (list item) tag-okat tartalmazza, amelyek az egyes elemeket reprezentálják.

Példa:

<ol> <li>Első elem</li> <li>Második elem</li> <li>Harmadik elem</li> </ol>

1. **<li>**: Az "li" (list item) tag egy lista elemét jelöli. Rendezett listában (**<ol>**) vagy rendezetlen listában (**<ul>**) található.

Példa rendezett listával:

<ol> <li>Első elem</li> <li>Második elem</li> <li>Harmadik elem</li> </ol>

Példa rendezetlen listával:

<ul> <li>Első elem</li> <li>Második elem</li> <li>Harmadik elem</li> </ul>

Íme néhány további kétbetűs HTML elem és azok jelentése:

1. **<ul>**: Az "ul" (unordered list) tag egy rendezetlen lista elejét jelzi. A **<li>** (list item) tag-okat tartalmazza, amelyek az egyes elemeket reprezentálják.

Példa:

<ul> <li>Első elem</li> <li>Második elem</li> <li>Harmadik elem</li> </ul>

1. **<hr>**: Az "hr" (horizontal rule) tag egy vízszintes elválasztó vonalat jelenít meg a dokumentumban. Általában logikai elválasztást jelöl.

Példa:

<p>Ez egy bekezdés.</p> <hr> <p>Ez egy másik bekezdés.</p>

1. **<tt>**: A "tt" tag egyírásos betűtípust használ a tartalom megjelenítésére. Gyakran használták monospace szövegek megjelenítésére.

Példa:

<p>Ez egy <tt>monospace</tt> szöveg.</p>

1. **<dt>** és **<dd>**: Az "dt" (definition term) és "dd" (definition description) tag-okat együtt használják egy definíciós lista létrehozásához. Az "dt" tartalmazza a definíció címét, míg az "dd" tartalmazza a definíció leírását.

Példa:

<dl> <dt>Elem 1</dt> <dd>Elem 1 leírása.</dd> <dt>Elem 2</dt> <dd>Elem 2 leírása.</dd> </dl>

**<th>**: A "th" (table header) tag egy táblázat fejlécét jelöli. Általában a táblázat oszlopcímeit tartalmazza, és vizuálisan kiemeli ezeket a cellákat a táblázatban.

Példa:

htmlCopy code

<table> <tr> <th>Oszlop 1</th> <th>Oszlop 2</th> <th>Oszlop 3</th> </tr> <tr> <td>Adat 1</td> <td>Adat 2</td> <td>Adat 3</td> </tr> </table>

JavaScriptben az aszinkron függvényeket többféleképpen definiálhatjuk. Itt van egy példa az **async**/**await** módszerre és a **Promise** alapú módszerre:

1. **async**/**await** módszer:

async function fetchData() {

try {

const response = await fetch('https://api.example.com/data');

const data = await response.json();

console.log(data);

} catch (error) {

console.log('Hiba történt:', error);

}

}

fetchData();

Ebben a példában az **async** kulcsszóval jelöljük az aszinkron függvényt, majd az **await** kulcsszóval várakozunk a Promise végrehajtására. Az **await** blokkolja az aszinkron műveleteket, amíg az eredmény vissza nem érkezik.

1. **Promise** alapú módszer:

function fetchData() {

return new Promise((resolve, reject) => {

fetch('https://api.example.com/data')

.then(response => response.json())

.then(data => {

console.log(data);

resolve(data);

})

.catch(error => {

console.log('Hiba történt:', error);

reject(error);

});

});

}

fetchData();

Ebben a példában egy **Promise** objektumot hozunk létre, amely megadja a végrehajtandó műveleteket. Az **resolve** metódussal a Promise sikeres teljesítését jelöljük, míg a **reject** metódussal hibás kimenetel esetén jelezzük a hibát.

Mindkét módszer lehetővé teszi az aszinkron műveletek során a blokkolásmentes kódolást, és lehetővé teszi a könnyebb kezelést az aszinkronitás során. Az **async**/**await** módszer átláthatóbb, olvashatóbb kódot eredményez, míg a **Promise** alapú módszer erősebb kontrollt biztosít a Promise állapotának kezelésére.

Rövid magyarázatok és példák a következő SQL parancsokra:

1. UNIQUE: Az UNIQUE kulcsszó segítségével egy adott oszlopban vagy oszlopok kombinációjában csak egyedi értékek engedélyezettek. Ez azt jelenti, hogy az adott oszlopban nem lehetnek azonos értékek. Példa:

CREATE TABLE Users ( ID INT PRIMARY KEY, Email VARCHAR(255) UNIQUE, Name VARCHAR(100) );

1. JOIN: A JOIN parancsot két vagy több tábla összekapcsolására használjuk, hogy összehangoljuk a kapcsolódó adatokat. Az összekapcsolás alapja lehet a táblák közötti kapcsolat, például egy közös oszlop vagy kulcs. Példa:

SELECT Orders.OrderID, Customers.CustomerName FROM Orders JOIN Customers ON Orders.CustomerID = Customers.CustomerID;

1. LIMIT: A LIMIT parancs segítségével meghatározhatjuk, hogy hány eredményt szeretnénk visszakapni egy lekérdezésből. Ez hasznos lehet, ha csak az első néhány eredményre van szükségünk. Példa:

SELECT \* FROM Products LIMIT 5;

1. DISTINCT: A DISTINCT kulcsszó segítségével eltávolíthatjuk az ismétlődő értékeket az adatok közül, így csak egyedi értékeket kapunk eredményül. Példa:

SELECT DISTINCT Country FROM Customers;

1. PRIMARY KEY: A PRIMARY KEY egy olyan oszlop vagy oszlopok kombinációja, amely egyedi azonosítót jelent egy adott táblában. Ez a kulcs azonosítja a rekordokat, és garantálja a rekordok egyediségét. Példa:

CREATE TABLE Customers ( CustomerID INT PRIMARY KEY, CustomerName VARCHAR(255), Email VARCHAR(100) );

1. FOREIGN KEY: A FOREIGN KEY egy oszlop, amely hivatkozik egy másik tábla PRIMARY KEY mezőjére, hogy kapcsolatot teremtsen a két tábla között. Ez segít a relációs adatbázisban a táblák közötti összekapcsolásban. Példa:

CREATE TABLE Orders ( OrderID INT PRIMARY KEY, CustomerID INT, OrderDate DATE, FOREIGN KEY (CustomerID) REFERENCES Customers(CustomerID) );

1. INNER JOIN: Az INNER JOIN a JOIN parancs egy típusa, amely csak azokat a rekordokat adja vissza, amelyeknek van illeszkedő rekordjuk mindkét összekapcsolt táblában. Példa:

SELECT Orders.OrderID, Customers.CustomerName FROM Orders INNER JOIN Customers ON Orders.CustomerID = Customers.CustomerID;

Íme példák a következő osztálytagtípusokra az Objektum Orientált Programozásban:

1. Jellemző (property, member variable):

public class Person { private String name; // jellemző vagy adattag private int age; public String getName() { // getter metódus return name; } public void setName(String name) { // setter metódus this.name = name; } public int getAge() { return age; } public void setAge(int age) { this.age = age; } }

A fenti példában a **Person** osztály két jellemzőt tartalmaz: **name** és **age**. A jellemzők adataihoz getter és setter metódusokon keresztül lehet hozzáférni.

1. Konstruktor (constructor):

public class Car { private String brand; private String color; public Car(String brand, String color) { // konstruktor this.brand = brand; this.color = color; } public String getBrand() { return brand; } public String getColor() { return color; } }

A fenti példában a **Car** osztály egy konstruktora van, amely a **brand** és **color** jellemzők inicializálására szolgál.

1. Dinamikus változó (instance variable):

public class Counter { private int count; public void increment() { count++; } public int getCount() { return count; } }

A fenti példában a **Counter** osztály egy dinamikus változót tartalmaz, amelyet **count**-nak nevezünk. A dinamikus változó az osztály példányain keresztül elérhető, és azok állapotát tárolja.

1. Statikus változó (static variable):

public class MathUtils { public static final double PI = 3.14159; // statikus változó public static int add(int a, int b) { return a + b; } }

A fenti példában a **MathUtils** osztály egy statikus változót tartalmaz, amely a **PI** értékét tárolja. A statikus változó osztályszintű, azaz az osztályhoz tartozik, és az összes példány között megosztott. A statikus változókhoz osztályszintű metódusokon keresztül lehet hozzáférni.