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1. **Introduction** (What did you do in this project and why?)

For this project, we used Python through Visual Studio Code and the command line to run and compile the program. This project is using a genetic algorithm and wisdom of crowds to find an optimal moves to complete I used Python because it is what I am most familiar with for projects like this. This is the same language I used for the last projects, so a lot of the code was reused such as the file parsing code and the GUI formatting functions.

1. **Approach** (Describe algorithm you are using for this project)

My approach to the problem was so strip out the data from the files provided, make an object based on a class I made that holds the number, the x, and the y coordinates for each of the cities. I reused the parsing method and functions from the previous projects. I first made an initial population of a set amount of paths. I then sorted them by distance and calculated the fitness score of each. I then took a percent of the best in the list. I played around with the amount I took but ended up using the best 25% in the list. After I found the best 25%, I then picked two random cities from it and bred them during this breading process, to cut down on the number of mutations and to avoid excessive fluctuation, I added a while loop that checks if the child that was just bred has a distance greater than the previous generation. If it does, it will bread again until it is less than the previous population. It will, however, pass if it is the distance is the same as the previous generation. If it is for a certain amount of times, it will stop. I used the crossover method which takes a random length from the first parent and puts it into the child then the second parent populates the rest of the child. After repopulating the new population of bred member, I then put it through mutation. I tried many mutation rates, but I found 5% to be the most efficient with my algorithm. Originally, I had it at 10% but it took a lot longer to get to a good result or messed up the results resulting in changing the best path to a path that had a higher distance. After I was done with mutation, I repeated the process of finding the best, breading a new population, and mutating that population. For wisdom of crowds, I ran it 10 times, each time storing the population it returns. I then took a top percentage of each, combined them, and continued. Depending on the number of cities, I changed the amount of generations I ran. For example, with smaller sample sizes, a large amount of generations was not needed. After I found the best path, I used the matplotlib library to return a visual representation of the path. I also took the distance over time array and plotted a simple x y graph also using matplotlib to show the improvement over the generations.

1. **Results** (How well did the algorithm perform?)
   1. **Data**

**Results**

1. **Discussion** (Talk about the results you got and answer any specific questions mentioned in the assignment.)
2. **References** (If you used any sources in addition to lectures please include them here.)

Matplotlib library and documentation: <https://matplotlib.org/>