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# INTRODUCTION

It might not be the most polite thing to do, but let’s start with a lie: the prequel to this book, *Writing An Interpreter In Go*, was much more successful than I ever imagined it would be. Yes, that’s a lie. Of course, I *imagined* its success. The name on the top of bestseller lists, me showered with praise and admiration, invited to fancy events, strangers walking up to me in the street, wanting to get their copy signed – who wouldn’t imagine that when writing a book about a programming language called Monkey? But, now, in all seriousness, the truth: I really didn’t *expect* the book to be as successful as it was.

Sure, I had a feeling that some people might enjoy it. Mainly because it’s the book I myself wanted to read, but couldn’t find. And on my fruitless search I saw other people looking for the exact same thing: a book about interpreters that is easy to understand, doesn’t take shortcuts and puts runnable and tested code front and center. If I could write a book like that, I thought, there might just be a chance that others would enjoy it, too.

But enough about my imagination, here’s what actually happened: readers really enjoyed what I wrote. They not only bought and read the book, but sent me emails to thank me for writing it. They wrote blog posts about how much they enjoyed it. They shared it on social networks and upvoted it. They played around with the code, tweaked it, extended it and shared it on GitHub. They even helped to fix errors in it. Imagine that! They sent me fixes for my mistakes, all the while saying sorry for finding them. Apparently, they couldn’t imagine how thankful I was for every suggestion and correction.

Then, after reading one email in which a reader asked for *more*, something in me clicked. What lived in the back of my mind as an idea turned into an obligation: I have to write the second part. Note that I didn’t just write “*a* second part”, but “*the* second part”. That’s because the first book was born out of a compromise.

When I set out to write *Writing An Interpreter In Go* the idea was not to follow it up with a sequel, but to only write a single book. That changed, though, when I realized that the final book would be too long. I never wanted to write something that scares people off with its size. And even if I did, completing the book would probably take so long that I would have most likely given up long before.

That led me to a compromise. Instead of writing about building a tree-walking interpreter and turning it into a virtual machine, I would *only* write about the tree-walking part. That turned into *Writing An Interpreter In Go* and what you’re reading now is the sequel I have always wanted to write.

But what exactly does sequel mean here? By now you know that this book doesn’t start with “Decades after the events in the first book, in another galaxy, where the name Monkey has no meaning…” No, this book is meant to seamlessly connect to its predecessor. It’s the same approach, the same programming language, the same tools and the codebase that we left at the end of the first book.

The idea is simple: we pick up where we left off and continue our work on Monkey. This is not only a successor to the previous book, but also a sequel to Monkey, the next step in its evolution. Before we can see what that looks like, though, we need look back, to refresh our memory of Monkey.

### EVOLVING MONKEy

#### THE PAST AND PRESENT

In *Writing An Interpreter In Go* we built an interpreter for the programming language Mon- key. Monkey was invented with one purpose in mind: to be built from scratch in *Writing An Interpreter In Go* and by its readers. Its only oﬀicial implementation is contained in *Writing An Interpreter In Go*, although many unoﬀicial ones, built by readers in a variety of languages, are floating around the internet.

In case you forgot what Monkey looks like, here is a small snippet that tries to cram as much of Monkey’s features into as few lines as possible:

**let** name = "Monkey";

**let** age = 1;

**let** inspirations = ["Scheme", "Lisp", "JavaScript", "Clojure"];

**let** book = {

"title": "Writing A Compiler In Go", "author": "Thorsten Ball",

"prequel": "Writing An Interpreter In Go"

};

**let** printBookName = fn(book) { **let** title = book["title"]; **let** author = book["author"]; puts(author + " - " + title);

};

printBookName(book);

*// => prints: "Thorsten Ball - Writing A Compiler In Go"*

**let** fibonacci = fn(x) {

**if** (x == 🅓) {

🅓

} **else** {

**if** (x == 1) {

**return** 1;

} **else** {

fibonacci(x - 1) + fibonacci(x - 2);

}

}

};

**let** map = fn(arr, f) {

**let** iter = fn(arr, accumulated) {

**if** (len(arr) == 🅓) { accumulated

} **else** {

iter(rest(arr), push(accumulated, f(first(arr))));

}

};

iter(arr, []);

};

**let** numbers = [1, 1 + 1, 4 - 1, 2 \* 2, 2 + 3, 12 / 2]; map(numbers, fibonacci);

*// => returns: [1, 1, 2, 3, 5, 8]*

Translated into a list of features, we can say that Monkey supports:

* integers
* booleans
* strings
* arrays
* hashes
* prefix-, infix- and index operators
* conditionals
* global and local bindings
* first-class functions
* return statements
* closures

Quite a list, huh? And we built all of these into our Monkey interpreter ourselves and – most importantly! – we built them from scratch, without the use of any third-party tools or libraries.

We started out by building the lexer that turns strings entered into the REPL into tokens. The lexer is defined in the lexer package and the tokens it generates can be found in the token package.

After that, we built the parser, a top-down recursive-descent parser (often called a Pratt parser) that turns the tokens into an abstract syntax tree, which is abbreviated to AST. The nodes of the AST are defined in the ast package and the parser itself can be found in the parser package.

After it went through the parser, a Monkey program is then represented in memory as a tree and the next step is to evaluate it. In order to do that we built an evaluator. That’s another name for a function called Eval, defined in the evaluator package. Eval recursively walks down the AST and evaluates it, using the object system we defined in the object package to produce values. It would, for example, turn an AST node representing 1 + 2 into an object.Integer{Value: 3}. With that, the life cycle of Monkey code would be complete and the result printed to the REPL.

This chain of transformations – from strings to tokens, from tokens to a tree and from a tree to

object.Object – is visible from start to end in the main loop of the Monkey REPL we built:

*// repl/repl.go*

**package** repl

**func** Start(in io.Reader, out io.Writer) { scanner := bufio.NewScanner(in)

env := object.NewEnvironment()

**for** {

fmt.Fprintf(out, PROMPT) scanned := scanner.Scan() **if** !scanned {

**return**

}

line := scanner.Text()

l := lexer.New(line) p := parser.New(l)

program := p.ParseProgram()

**if** len(p.Errors()) != 🅓 { printParserErrors(out, p.Errors())

**continue**

}

evaluated := evaluator.Eval(program, env)

**if** evaluated != nil {

io.WriteString(out, evaluated.Inspect()) io.WriteString(out, "\n")

}

}

}

That’s where we left Monkey at the end of the previous book.

And then, half a year later, the [*The Lost Chapter: A Macro System For Monkey*](https://interpreterbook.com/lost)resurfaced and told readers how to get Monkey to program itself with macros. In this book, though, *The Lost Chapter* and its macro system won’t make an appearance. In fact, it’s as if the *The Lost Chapter* was never found and we’re back at the end of *Writing An Interpreter In Go*. That’s good, though, because we did a great job implementing our interpreter.

Monkey worked exactly like we wanted it to and its implementation was easy to understand and to extend. So one question naturally arises at the beginning of this second book: why change any of it? Why not leave Monkey as is?

Because we’re here to learn and Monkey still has a lot to teach us. One of the goals of *Writing An Interpreter In Go* was to learn more about the implementation of the programming languages we’re working with on a daily basis. And we did. A lot of these “real world” languages did start out with implementations really similar to Monkey’s. And what we learned by building Monkey helps us to understand the fundamentals of their implementation and their origins.

But languages grow and mature. In the face of production workloads and an increased demand for performance and language features, the implementation and architecture of a language often change. One side effect of these changes is that the implementation loses its similarity to Monkey, which wasn’t built with performance and production usage in mind at all.

This gap between fully-grown languages and Monkey is one of the biggest drawbacks of our Monkey implementation: its architecture is as removed from the architecture of actual real- world languages as a soapbox car is from a Formula 1 car. It has four wheels and a seat, sure, it can help to learn the fundamentals of steering, yes, but the fact that it’s missing an engine is hard to ignore.

In this book we’re going to reduce this gap between Monkey and *real* languages. We’ll put something real under the hood of our Monkey soapbox car.

#### THE FUTURE

We’re going to turn our tree-walking and on-the-fly-evaluating interpreter into a bytecode com- piler and a virtual machine that executes the bytecode.

That’s not only immensely fun to build but also one of the most common interpreter archi- tectures out there. Ruby, Lua, Python, Perl, Guile, different JavaScript implementations and many more programming languages are built this way. Even the mighty Java Virtual Machine

interprets bytecode. Bytecode compilers and virtual machines are everywhere – and for good reason.

Besides providing a new layer of abstraction – the bytecode that’s passed from the compiler to the virtual machine – that makes the system more modular, the main appeal of this architecture lies in its performance. Bytecode interpreters are fast.

Want numbers? At the end of this book we’ll have an implementation of Monkey that’s three times faster than its predecessor from the first book:

$ ./monkey-fibonacci -engine=eval

engine=eval, result=9227465, duration=27.2🅓4277379s

$ ./monkey-fibonacci -engine=vm

engine=vm, result=9227465, duration=8.876222455s

Yes, three times faster – without low-level tweaking or extensive optimizations. Sound good? Ready to write some code? Perfect. Let’s get the practicalities out of the way and we can start.

## USE THIS BOOK

Like the first one, this book comes with only a tiny number of instructions: you best read it from start to finish and you’ll get the most out of it if you follow along by reading, typing out and playing around with the presented code. That’s it.

These books are *practical* books. They are about writing code and building something. If you want to immerse yourself in the theory of programming-language construction you’re better off by choosing one of the canonical textbooks. That’s not to say that you won’t learn anything here, no. I’ll try my best to guide you along and explain what everything is and how the pieces fit together. It just won’t be as academic as a textbook on compilers. But that’s exactly how I intend it to be.

This book, just like its predecessor, comes with a folder called code. If your copy of the book came without it, you can download it here:

<https://compilerbook.com/wacig_code_1.2.zip>

In this folder you’ll find subfolders for each of the chapters in which we write code. Each contains the codebase as it stands at the end of the corresponding chapter, which can be helpful if you get stuck while following along.

The subfolder 🅓🅓, however, is special and also what differentiates this book from the first one: we don’t start with a clean slate, but build upon the codebase of the previous book. It doesn’t correspond to a chapter of *this* book, but contains the complete codebase as we left it at the end of the previous one. That also means it doesn’t include the macro system from *The Lost Chapter*, but if you’re a fan of the macros, it shouldn’t be too hard to keep the macro-expansion step around.

The code contained in these folders is the focus of this book. I try to show most of it, but sometimes I’ll only refer to something located in the codebase, without actually showing it. Why? Most of the time because it’s a repetition of something we’ve seen before and showing it would take up too much space.

So much about the content of the code folder. Now, let’s talk about tools because I have some good news: you don’t need many. In fact, a text editor and an installation of the Go programming language should be enough. Which version of Go? At least **Go 1.10**, because that’s what I’m using at the time of writing and because we will use a tiny number of features that were only introduced in Go 1.8 and 1.9.

If you’re *not* using **Go >=1.13**, then I also recommend using [direnv](http://direnv.net/) to work with the code folder. *direnv* can change the environment of your shell according to an .envrc file. Whenever you cd into a folder, *direnv* checks whether the folder contains an .envrc file and executes it. Each subfolder in code contains such an .envrc file that sets the GOPATH correctly for this subfolder. That allows us to just cd into a subfolder and execute the code really easily.

But if you *are* on **Go >=1.13** you shouldn’t need to set a GOPATH, since the code folders contain

go.mod files, making them work with the go command out of the box.

And that’s all there is to say about the practicalities of this book. Read it, code along and, most importantly, have fun.

CHAPTER 1

COMPILERS & VIRTUAL MACHINES

For most programmers the word “compiler” has an intimidating ring to it. And even if you’re not intimidated by it, you can’t deny that compilers and what they do is surrounded by an air of mystery and amazement. They produce machine code seemingly nobody mortal can read or write. They do magic optimizations that *somehow* make code run faster. They can take a long time to run – minutes or even tens of minutes. If the rumours are true they sometimes even run for hours. If it takes *that* long, what they’re doing must be extraordinary.

Speaking of rumours: it’s said that compilers are incredibly huge and incredibly complex. In fact, they can often be found listed among the most complex software projects to ever exist – with the claims backed up by numbers. Here’s a taste: the LLVM & Clang projects currently consist of around 3 million lines of code. The GNU Compiler Collection, GCC, is even bigger. 15 million lines of code.

There are not a lot of people that look at these numbers, open their text editor and say “you know what? Let’s build one!” They certainly do not evoke the sense that one could write a compiler in an afternoon.

![](data:image/png;base64,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)

![](data:image/png;base64,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)![](data:image/png;base64,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)

![](data:image/png;base64,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)![](data:image/png;base64,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)

Virtual machines, too, are largely understood to be mystical creatures, roaming through the dark lower layers of software development, seldom seen in light and even less understood. They, too, attract their fair share of rumours and speculations. Some say that virtual machines have something to do with compilers. Others insist that their programming language is, in fact, such a virtual machine. Another group claims that virtual machines allow them to run an operating system inside another operating system.

It doesn’t help that all of it is true.

But here’s the thing. At their core, compilers and virtual machines are ideas – patterns – just like “interpreter” or “web server” are ideas that can have multiple implementations, ranging from tiny to massive. Being intimidated by them after looking at a project like GCC makes as much sense as giving up on building a website after looking at GitHub.

Sure, it’s not a small task to build a compiler for a virtual machine. But it’s also not as insurmountable as reputation suggests. And once we have a better understanding of these core ideas, of what a compiler and a virtual machine essentially are, you’ll see that you can, in fact, build a compiler in an afternoon.

The first step towards that is finding out what “compiling” means.

## COMPILERS

If I’d ask you to name a compiler, you’d probably and without missing a beat would give me a name like GCC, or Clang, or the Go compiler. In any case, it would most certainly be a compiler for a programming language. Chances are that it’s a compiler that produces executables. I would, too, because that’s just what we associate with the word “compiler”.

But compilers come in all shapes and sizes and compile all kinds of things, not just programming languages, including regular expressions, database queries and even HTML templates. I bet you use one or two compilers every day without even realizing it. That’s because the definition of “compiler” itself is actually quite loose, much more so than one would expect. Here is [Wikipedia’s](https://en.wikipedia.org/wiki/Compiler) [version](https://en.wikipedia.org/wiki/Compiler):

A compiler is computer software that transforms computer code written in one programming language (the source language) into another computer language (the target language). Compilers are a type of translator that support digital devices, pri- marily computers. The name compiler is primarily used for programs that translate source code from a high-level programming language to a lower level language (e.g., assembly language, object code, or machine code) to create an executable program.

Compilers are translators. That’s vague. And a compiler that translates high-level languages to produce executables is just one special type of compiler? Sounds counter-intuitive, doesn’t it? You’d think that producing executables *is just what a compiler does*: that’s what GCC does, that’s what Clang does, that’s what the Go compiler does. Shouldn’t that be the first line of the definition? How can this be non-essential?

The solution to this riddle is another one: what’s an executable if not source code in a language the computer can natively understand? Hence, “compiling to native code” is the same as com- piling to machine code. Yes, really, producing executables is just one variation of “translating source code”.

You see, compilers are fundamentally about translation, because translation is how they *imple- ment a programming language*.

Let’s make sense of that sentence by taking a step back here. Programming means giving instructions to a computer. We, the programmers, write these instructions in programming languages the computer can understand. There is no point in using any other language. Now, *implementing* a programming language means making the computer understand it. There are two ways to do that: either interpret the language for the computer on-the-fly or translate it into another language, one the computer already understands.

It’s exactly like we, as humans, can help a friend understand a language she doesn’t speak. We can either listen, translate in our head and repeat the translation to her, or we can write the

translation down so she can read and understand it herself. We can either act as an interpreter or as a compiler.

This might sound like interpreters and compilers are opposites. But while their approach is different, they share a lot of things in their construction. They both have a frontend that reads in source code written in the source language and turns it into a data structure. In both, compiler and interpreter, this frontend is usually made up of a lexer and a parser that together generate a syntax tree. So here, in the front part, they have a lot of similarities. After that, when they both traverse the AST, that’s when their paths diverge.

Since we already built an interpreter we know what it does when traversing the AST: it evaluates it. That is, it executes the instructions encoded in the tree. If a node in the tree represents the source language’s statement puts("Hello World!"), then the interpreter would print “Hello World!” when evaluating the node.

A compiler, on the other hand, wouldn’t print anything. Instead, it would generate source code in another language, called the target language. The source code would contain the target language’s equivalent of the source language’s puts("Hello World!"). The resulting code could then be executed by the computer and "Hello World!" would appear on the screen.

This is where things get really interesting. In which target language does the compiler generate source code? Which language does the computer understand? And how does the compiler generate code in this language? As text, or in a binary format? In a file, or in memory? But much more importantly: what exactly does it generate in this target language? What if the target language doesn’t have an equivalent of puts? What should the compiler generate instead?

Generally speaking, we have to give the same answer to every one of these questions. Soft- ware development’s number one answer, the only hard, capital-T Truth in programming: “it depends.”

Sorry to let you down there, but the answers to these questions depend on a multitude of variables and requirements: the source language, the architecture of the machine that executes the target language, how the output is going to be used (is it executed directly? compiled again? interpreted?), how fast the output needs to run, how fast the compiler itself needs to run, how big the generated source code can be, how much memory the compiler is allowed to use, how much memory the resulting program can use, and how…

The variety between compilers is so high that we can’t make a lot of universal statements about their architecture. That being said, we can ignore the details for a minute now and sketch out the architecture of something like the archetype of a compiler:
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This shows the life cycle of source code that’s being translated to machine code. Here’s what happens.

First, the source code is tokenized and parsed by the lexer and the parser. We’re familiar with this part from our interpreter. It’s called the frontend. The source code is turned from text into an AST.

After that a component called the “optimizer” (or sometimes also called “compiler” – I know, I know, …) might translate the AST into another internal representation (IR). This additional IR might just be another syntax tree, or maybe a binary format, or even a textual format. The reasons for this additional translation into another IR are manifold, but the major one is that the IR might lend itself better to optimizations and translation into the target language than the AST would.

This new IR then goes through an optimization phase: dead code is eliminated, simple arith- metic is pre-calculated, code that doesn’t need to be in the body of a loop is moved out of it,

… A ton of possible optimizations exists.

Finally, the code generator, also called the backend, generates the code in the target language. This is where the compilation happens. Here’s where the code hits the file system, so to say. After that, we can execute the result and see the computer perform what we instructed it to in the original source code.

This is how the *simplest* compilers work. And even here a thousand variations are possible. For example, the optimizer could do multiple “passes” over the IR, meaning that it traverses the IR multiple times and each time does a different optimization: removing dead code in one pass, inlining function calls in another one, for example. Or maybe the compiler doesn’t do

optimizations on the IR at all, but only on the source code in the target language. Or only on the AST, or on both. Or it doesn’t do any optimizations ever. Or maybe it doesn’t even have another IR besides the AST. And maybe it doesn’t output machine code, but assembly language, or another high-level language. Or it has multiple backends that can generate machine code for multiple architectures. It all depends on the specific use case.

And then again, a compiler doesn’t even have to be a tool you run on the command line, that reads in source code and outputs code in a file, like gcc or go. It can just as well be a single function that takes in an AST and returns a string. That’s also a compiler. A compiler can be written in a few hundred lines of code or have millions of them.

But underlying all of these lines of code is the fundamental idea of translation. Compilers take in source code in one language and generate source code in another one. The rest – again – “depends”, with the majority on the target language. What the target language is capable of and by which machine it can be executed shapes the design of a compiler like nothing else.

Now, what if we didn’t have to *choose* a target language, but could invent our own? And what if we don’t leave it at that and also dream up the machine that executes this language?

## VIRTUAL AND REAL MACHINES

You probably associate “virtual machine” with software like VMWare or Virtualbox. These are programs that emulate a computer, including a disk drive, hard drive, graphics card, etc. They allow you to, for example, run a different operating system inside this emulated computer. Yes, these are virtual machines. But that’s not what we’re here to talk about. That’s the *other* type of virtual machine.

What we are going to talk about (and later build) are virtual machines that are used to imple- ment programming languages. Sometimes they consist of just a few functions, other times they make up a few modules and on occasion they’re a collection of classes and objects. It’s hard to pin their shape down. But that doesn’t matter. What’s important is this: they don’t emulate an existing machine. They *are* the machine.

The “virtual” is due to the fact they only exist in software, not in hardware, and are thus purely abstract constructs. The “machine” describes their behaviour. These software constructs act like a machine. And not just any machine, no. They mimic the behaviour of their hardware equivalent: computers.

That means, in order to understand and build a virtual machine, we need to learn how a real machine works.

#### REAL MACHINES

“So, how does a computer work?”

What might sound like an intimidating question can actually be answered in five minutes and with a piece of paper. I don’t know how fast you can read and I’m certain I can’t show you what I draw on a scrap of paper, but let me try anyway.

Nearly every computer in your life is built according to the [Von Neumann architecture](https://en.wikipedia.org/wiki/Von_Neumann_architecture), which describes a way to build a fully-functioning computer with a surprisingly tiny number of parts.

In Von Neumann’s model a computer has two central parts: a processing unit, which contains an arithmetic logic unit (ALU) and multiple processor registers, and a control unit with an instruction register and a program counter. Together they’re called the central processing unit,

often shortened to CPU. Besides that, the computer also contains memory (RAM), mass storage (think: hard drive) and input/output devices (keyboard and display).

CPU, memory, mass storage and I/O. Here’s a rough sketch of such a computer:
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As soon as the computer is turned on, the CPU:

* 1. **Fetches an instruction from memory**. The program counter tells the CPU where in memory it can find the next instruction.
  2. **Decodes the instruction**. To identify which operation should be executed.
  3. **Executes the instruction**. This can mean either modifying the contents of its registers, or transferring data from the registers to memory, or moving data around in memory, or generating output, or reading input…

… and then *goto 1* again.

These three steps are called the **fetch-decode-execute cycle**, or instruction cycle. Yes, that’s the cycle known from sentences like “the clock speed of a computer is expressed in cycles per second, e.g. 500 MHz” or “we’re wasting CPU cycles here”.

That was a brief and easy to understand description of how a computer works. But we can make it even easier for us. In this book we don’t care about mass storage components and only tangentially about the I/O mechanisms. What we’re interested in is the interplay between CPU and memory. That means we can make that our focus and safely ignore hard drives and displays.

We start our investigation with this question: how does the CPU address different parts of memory? Or, in other words: how does the CPU know where to store and retrieve things that are located in memory?

We’re given a first hint by how the CPU fetches instructions. The program counter, a part of the CPU, keeps track of where to fetch the next instruction. And “counter” is to be taken quite literally here: the computer simply uses numbers to address different parts of memory. Yes, numbers.

At this point I’m tempted to write “just think of memory as a huge array”, but I’m scared of someone hitting me over the head with a heavy, leather-bound tome called “Things about memory that are *absolutely and without any doubt not like an array, you doofus*”, so I won’t. But, yes, just like we, as programmers, use numbers as indexes to access single elements in an array, the CPU uses numbers as addresses when accessing data in memory.

Instead of “array elements” computer memory is segmented into [“words”](https://en.wikipedia.org/wiki/Word_(computer_architecture)). Now what’s a “word”? It’s the smallest addressable region of memory. It’s the base unit when accessing memory. The size of a word varies and depends on the CPU type among other things. In the computers you and I use, however, 32 and 64 bits word sizes are the standard.

Let’s say we have a fictional computer with a word size of 8 bits and 13 bytes of memory. One word in memory can hold one ASCII character and if we store the string Hello, World! to memory it looks like this:
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The letter “H” has the memory address 0, “e” has 1, the first “l” has 2, “W” has 7 and so on. We could access every single letter of the string Hello, World! by using the memory addresses 0 to 12. “Hey CPU, fetch the word at memory address 4” would result in the CPU fetching the letter “o”. Straightforward, right? I know what you’re thinking right now and, yes, if we take such a number – a memory address – and save it to another place in memory, we create a pointer.

That’s the *basic* idea behind addressing data in memory and how the CPU knows where to fetch and store data. As always, though, the real world is a mess.

As I already mentioned, the size of a word differs between different computers. Sometimes it’s 8 bits, sometimes 16, 24, 32, or 64 bits. Sometimes the word size used by the CPU is independent of the address size. And if that’s not enough to deal with: some computers do something entirely different and use [byte-addressing](https://en.wikipedia.org/wiki/Byte_addressing) instead of the just described word-addressing.

And if you’re using word-addressing and want to address a single byte (which is not that uncommon) you not only have to deal with different word sizes but also work with offsets. That in turn is expensive and has to be optimized.

On top of that: the idea that we can simply tell the CPU where to store and retrieve data in memory is something like a fairytale. It’s correct on a conceptual level and helpful when learning, but memory access today is abstracted away and sits behind layers and layers of security and performance optimizations. Memory is not the wild west anymore – we can’t just

go around and access any memory location we want. Security rules and a mechanism called virtual memory try their best to stop that from happening.

Let me stop right here, though, before we take a huge detour and end up talking about the inner workings of virtual memory. That’s not why we’re here. What you can take from this excursion is that there’s more to memory access today than passing a number to the CPU. Not only are there security rules in place, but in the last few decades of computing emerged a set of less strict conventions around the use of memory.

One novel aspect of the Von Neumann architecture was that a computer’s memory contains not only data, but also *programs*, which are the CPU instructions that make up a program. To our programmer ears the idea of mixing data and code sounds like a recipe for tears. And to the ears of programmers a few generations ago, it probably sounded like that, too. Because what they did was to establish conventions around the use of memory that stopped that from happening.

While programs are stored in the same memory as any other data, they’re most often not stored in the same locations. Specific areas of memory are used to store specific things. That’s not only by convention, but also dictated by the operating system, the CPU and the rest of the computer architecture.

“Dumb” data, as in “the contents of a text file” or “the response of a HTTP request”, goes in one region of memory. The instructions that make up a program are stored and accessed in another region, where the CPU can easily fetch them. Another region holds the static data that’s used by a program and yet another region is empty and uninitialized, but reserved so that it can be used by a program once it’s running. The instructions belonging to the operating system kernel have their own special region in memory.

By the way: while programs and “dumb data” may reside in different memory locations, again, the important thing here is that they *are* both stored in the same memory. Saying “data and programs are both stored in memory” makes it sound as if they’re distinct, when in fact programs – made up of instructions – are just data too. Instructions only become instructions once the CPU fetches them from memory, decodes them, and finds out that they are, in fact, proper instructions and then executes them. If the CPU attempts to decode data that’s not a valid instruction, well, then the consequences will depend on how the CPU was designed. It could trigger an event and give the program a chance to recover or it could just stop.

For us, the most interesting thing about this is one particular memory region. It’s the memory region that holds the stack. Yes, *the* stack. Drum roll, fanfare, spot light, deep voice: *The Stack*. You might have heard of him. “Stack overflow” is probably his most famous work, followed by the less popular but equally respected “stack trace”.

So, what is it? It’s a region in memory where data is managed in a last-in-first-out (LIFO) manner. The data in it grows and shrinks, you push elements on to the stack and later pop them off. Just like the stack data structure. But unlike this generic data structure, *the stack* is focused on one purpose: it’s used to implement the [*call stack*](https://en.wikipedia.org/wiki/Call_stack).

Yes, let’s stop right there; it *is* confusing. “Stack”, “the stack”, “stack data structure”, “call stack” – not really self-explanatory, is it? It doesn’t help that these names are often used interchangeably and thrown around and mixed together. But, thankfully, if we are careful with the names and pay attention to the “why” behind them, things become much clearer. So let’s try this again and do this step by step.

We have a memory region where the CPU accesses and stores data in a LIFO manner. It does this in order to implement a specialized version of *a stack*, called *a call stack*.

Why does it need *a call stack*? Because the CPU (or maybe: the programmer that wants the CPU to work as intended) needs to keep track of certain information in order to execute a program. The *call stack* helps with that. What information? First and foremost: which function is currently being executed and which instruction to execute next, once the current function is fully executed. This piece of information, which instruction to fetch after the current function, is called the *return address*. It’s where the CPU *returns to* after executing the current function. Without this the CPU would just increment the program counter and execute the instruction at the next higher address in memory. And that might be the absolute opposite of what should happen. Instructions are not laid out in memory in the order of execution, next to each other. Imagine what would happen if all the return statements in your Go code would vanish – *that*’s why the CPU needs to keep track of the return addresses. The *call stack* also helps to save execution-relevant data that’s local to functions: the arguments of the function call and the local variables only used in the function.

The return address, arguments and local variables – we could theoretically save this information in any other accessible part of memory, in any way we see fit. But, as it turns out, using *a stack* for this is perfect, because function calls are often nested. When entering a function, the data is pushed on to the stack. And while executing the current function, there is no need to access the local data of the outer, calling function. It’s enough to just access the top part of the stack, so to say. And once the current function returns, the local data is simply popped off – there’s no need for it anymore. That leaves us with the local data of the outer function on the top of the stack. Neat, right?

So that’s why we need the *call stack* and why it’s implemented as *a stack*. The only question now is: why the notorious name? Why is it *the Stack* and not just “well, I guess, yeah, it’s a stack, huh”? Because using this region of memory to implement *a call stack* is a convention so strongly held and widespread that by now it’s been cast into hardware. Certain CPUs support instructions solely for pushing and popping things on the stack. Every program that’s running on them makes use of *this memory region* in *this way* to implement *this mechanism*. There is no way around it. That’s why it’s *the stack* and not just any stack.

But keep in mind that the concept of *a call stack* is just that, a concept. It’s not bound to a specific implementation with a specific memory region. One could implement a call stack in any other place in memory – but without hardware or operating-system support then. In fact, that’s what we’re going to do. We’re going to implement our own call stack, a virtual call stack. But before we do that and switch over from the physical to the virtual, we need to look at one more concept to be fully prepared.

Now that you know how *the stack* works, you can imagine how often the CPU needs to access this region of memory while executing a program. It’s a lot. That means that the speed with which the CPU can access memory puts a limit on how fast it can execute programs. And while memory access *is* fast (a CPU can access main memory around a million times while you blink an eye) it’s not instant and still has a cost.

That’s why computers have another place where they can store data: processor registers. Reg- isters are part of the CPU and accessing them is *much* faster than accessing the main memory. Naturally, one might ask, why not store everything in registers? Because there are only a few of them and they can’t hold as much data as main memory, typically only one word per register. A CPU of the x86-64 architecture, for example, has 16 general purpose registers, each holding 64 bits of data.

Registers are used to store data that’s small but frequently accessed. The memory address pointing to the top of *the stack*, for example, is commonly stored in a register – “commonly” being an understatement here. This specific usage of a register is so prevalent that most CPUs

have a single, designated register just for storing this pointer, the so called *stack pointer*. The operands and the results of certain CPU instructions may also be stored in registers. If a CPU would need to add two numbers, both of them would be stored in registers and the result of the addition would end up in one too. That’s not all, though. There are many more use cases for registers. Here’s another one: if there’s a large piece of data frequently being accessed in a program it makes sense to store the address of it to a register so it can be accessed by the CPU really fast. The most important one for us, though, is the *stack pointer*. We’ll meet that one again soon.

And now… take a deep breath, lean back and relax, because: that’s it! Now that we’ve mentioned registers and know what a stack pointer is, we’ve covered everything we need to know about how real machines work. It’s time for us to go abstract, from the physical to the virtual.

#### WHAT IS A VIRTUAL MACHINE?

Let me get straight to the point: a virtual machine is a computer built with software. It’s a software entity that mimics how a computer works. I’ll admit, “software entity” doesn’t say much, but I used this phrase on purpose, to drive home one point: a virtual machine can be anything. A function, a struct, an object, a module, or even a whole program. What matters is what it does.

A virtual machine has a run loop that goes through the fetch-decode-execute cycle, just like a computer. It has a program counter; it fetches instructions; it decodes and executes them. It also has a stack, just like a real computer. Sometimes it has a call stack and sometimes even registers. All built in software.

Let me put code where my mouth is. Here is a virtual machine in 50 lines of JavaScript:

**let** virtualMachine = **function**(program) {

**let** programCounter = 🅓;

**let** stack = [];

**let** stackPointer = 🅓;

**while** (programCounter < program.length) {

**let** currentInstruction = program[programCounter];

**switch** (currentInstruction) {

**case** PUSH:

stack[stackPointer] = program[programCounter+1]; stackPointer++;

programCounter++;

**break**;

**case** ADD:

right = stack[stackPointer-1] stackPointer--;

left = stack[stackPointer-1] stackPointer--;

stack[stackPointer] = left + right; stackPointer++;

**break**;

**case** MINUS:

right = stack[stackPointer-1] stackPointer--;

left = stack[stackPointer-1]

stackPointer--;

stack[stackPointer] = left - right; stackPointer++;

**break**;

}

programCounter++;

}

console.log("stacktop: ", stack[stackPointer-1]);

}

It has a programCounter, it has a stack and a stackPointer. It has a run loop that executes as long as there are instructions in the program left to execute. It fetches the current instruction pointed to by the programCounter, decodes it and executes it. One iteration of this loop is one “cycle” of this virtual machine.

We can build a program for it and execute it like this:

**let** program = [ PUSH, 3,

PUSH, 4, ADD, PUSH, 5, MINUS

];

virtualMachine(program);

Can you already recognize the expression encoded in these instructions? It’s this:

(3 + 4) - 5

If you didn’t, that’s fine. You’ll be able to soon enough. The program is not that hard to read once you get used to doing arithmetic on a stack: first PUSH 3 and 4, then ADD the two topmost elements by popping them off the stack, adding them and pushing the result back on to the stack; finally, PUSH 5 to get the 5 on to the stack, then MINUS it with the second element from the top and leave the result on to the stack.

The result that ends up on top of the virtualMachine’s stack is printed once the machine finishes its run loop:

$ node virtual\_machine.js stacktop: 2

Boom.

Now, while that’s an actual working virtual machine, it’s also a rather simple one. As you can imagine, it’s not a showcase for what the whole spectrum of virtual-machine implementations is capable of and looks like. You can write a virtual machine in around 50 lines of code, like we just did, but also in 50 thousand lines or more. And going from *here* to *there* means making all kinds of choices regarding functionality and performance.

One of the most significant design decisions is whether the machine will be a *stack machine* or a *register machine*. It’s so significant that virtual machines are grouped based on this architectural choice, just like programming languages are sorted into “compiled” or “interpreted” buckets. The difference between a stack and a register machine is – put in the most simple terms – whether the machine uses a stack to do its computations (like we did in our example above) or

registers (virtual ones!). The debate’s still open on what’s the better (read: faster) choice, since it’s mostly about trade-offs and which ones you’re prepared to make.

A stack machine and a matching compiler are said to be easier to build. The machine needs fewer parts and the instructions it executes are simpler, since they “only” make use of *the stack*. The problem is that you need to execute a lot of instructions, because you need to push and pop everything on and off the stack in order to get anything done. This puts a limit on how far one can take the cardinal rule of performance optimization: instead of trying to do a lot faster, first try to do less.

Building a register machine is more work, because the registers are *an addition*; it still has a stack. It’s not as prominent as in a stack machine, but it’s still necessary to implement a call stack. The advantage of a register machine is that its instructions can make use of the registers and are thus much denser compared to their stack counterparts. Instead of putting things on the stack, pushing and popping them to get them in the correct order, instructions can refer to the registers directly. Generally speaking, a program needs less instructions on a register machine than on a stack machine. That in turn results in better performance. But then again, writing the compiler that produces such dense instructions takes more effort. As I said: it’s about making trade-offs.

Besides this main architectural choice there’s a myriad of other decisions that go into building a virtual machine. There are the big questions regarding how to use memory and how to represent values internally (a topic which we already touched upon when we built the Monkey object system for our evaluator). But then there are seemingly tiny things that turn out to be endless, twisted rabbit holes you can get lost in. Let’s take a peek into one.

In our example above we used a switch statement do the *dispatching* in the run loop of our machine. *Dispatching* in a virtual machine means selecting an implementation for an instruction before executing it. In our switch statement the implementation of these instructions can be found right next to the case, inline. In case MINUS we subtract two values, in case ADD we add them, and so on. That’s dispatching. And while a switch statement looks like the obvious and *only* choice it’s far from that.

A switch statement is just the opening of the rabbit hole. And when you’re looking for maximum performance, you have to go in all the way. In there, you’ll find dispatching done with [jump](https://github.com/Shopify/go-lua/blob/88a6f168eee0ba102d7d20c5281056a5dd3d7550/vm.go#L306) [tables](https://github.com/Shopify/go-lua/blob/88a6f168eee0ba102d7d20c5281056a5dd3d7550/vm.go#L306), with [computed GOTO statements](https://eli.thegreenplace.net/2012/07/12/computed-goto-for-efficient-dispatch-tables), with [indirect and direct threaded code](https://www.complang.tuwien.ac.at/forth/threaded-code.html). Because, believe it or not, with a suﬀicient number of case branches (a few hundred or more) a switch might be the slowest of these solutions. The goal is to reduce the overhead of dispatching so much that from a performance perspective the fetch-decode part of a fetch-decode-execute cycle disappears. That should give you a taste of how deep the rabbit holes are.

We now have a rough overview of what a virtual machine is and what goes into building one. Don’t worry if you’re still missing some details. Since we’re going to build our own, we’re going to revisit a lot of the topics, ideas and, yes, the rabbit holes.

##### WHy BUILD ONE?

Let’s put what we just learned into perspective. *Why* would you build a virtual machine to implement a programming language? I have to admit that this is the question I’ve carried around with me the longest. Even after I had built a few tiny virtual machines and had read through the source code of larger ones, I still asked myself: why?

When we implement a programming language we want it to be universal. It should be able to execute all possible programs and not just – as one example of many – functions we built into it. Universal computation is what we’re after and computers offer a solid model for it.

If we construct a programming language based on that model, it’s going to have the same computational capabilities as the computer. It’s also one of the fastest ways to execute programs.

But if executing programs like a computer is the best and fastest way, why not, you know, just let the computer execute the programs? Portability. We could write a compiler for our programming language that allows us to execute the translated programs natively on a computer. These programs would be really fast. But we would also have to write a new compiler for every computer architecture we want to run our programs on. That’s a lot of work. Instead, we can translate our programs into instructions for a virtual machine. And the virtual machine itself runs on as many architectures as its implementation language. In the case of the Go programming language that’s *pretty* portable.

And there’s another reason for implementing a programming language with a virtual machine, which I think is the most fascinating one. It’s this: virtual machines are domain specific. That’s what makes them different from their non-virtual counterparts. Computers offer us a universal solution to all of our computational needs and are decidedly *not* domain specific. And that’s okay, that’s exactly what we need from a computer on which we want to run all sorts of programs. But what if we don’t need a machine to be *that* universal? What if we only need a subset of the features a computer has to offer to its programmers?

As programmers we know that no feature comes without cost. Increased complexity and de- graded performance are just two of the prices we regularly pay for them. Computers today have a lot of features. A CPU of the x86-64 family supports between [900 and 4000 instructions,](https://stefanheule.com/blog/how-many-x86-64-instructions-are-there-anyway/) [depending on how you count them.](https://stefanheule.com/blog/how-many-x86-64-instructions-are-there-anyway/) That includes at least six different ways to do a bitwise XOR on two operands. This is handy and what makes computers so versatile. But it’s not free. The versatility has a cost, just like every other feature. Think back to the switch statement in our tiny VM and take a second to ponder the performance implications of adding 3997 more case branches. If you’re not sure whether it will actually be slower, ask yourself how easy it is to maintain the code or to program for this VM. The good news is that we can turn this around. If we get rid of the features we don’t need, we can go faster. Less complexity, less maintenance, less mass. This is where virtual machines come into play.

A virtual machine is like a custom-built computer. It has custom parts and a custom machine language. It’s tuned to a single programming language. All the unneeded features are stripped off and what’s left is highly specialized. Since you don’t need to be as universal as a general- purpose computer, you can focus. You can concentrate your efforts into making this highly- specialized and custom-made machine work as best and go as fast as possible. This – the specialization, the domain specificity – is as important as getting rid of the unneeded mass.

Why this is so important becomes even clearer when we take a look at the instructions a virtual machine executes, something which we steered clear of up until now. Remember what we fed our tiny virtual machine? Here it is again:

**let** program = [ PUSH, 3,

PUSH, 4, ADD, PUSH, 5, MINUS

];

virtualMachine(program);

Now, what *is* that? What’s PUSH, what’s ADD, what’s MINUS? Here are their definitions:

**const** PUSH = 'PUSH';

**const** ADD = 'ADD';

**const** MINUS = 'MINUS';

PUSH, ADD and MINUS are just constants referring to strings. There’s no magic sauce. What a letdown. Boo! The silver lining of this revelation is that these definitions are as toy like and for illustration purposes only as the rest of the VM. They don’t answer the larger, more interesting question looming here: what *exactly* do virtual machines execute?

##### ByTECODE

Virtual machines execute bytecode. Like the machine code that computers execute, bytecode is made up of instructions that tell the machine what to do. Push this, pop that, add these, call this function. It’s called bytecode because the opcodes contained in each instruction are one byte in size.

An “opcode” is the “operator” part of an instruction, sometimes also called “op”. The PUSH we’ve seen earlier is such an opcode, except that in our toy example it was a multi-byte string and not just one byte. In a proper implementation PUSH would just be the name that refers to an opcode, which itself is one byte wide. These names, like PUSH or POP, are called mnemonics. They help us programmers remember and talk about opcodes.

The operands (also called arguments or parameters) to these opcodes are also contained in the bytecode. They’re placed alongside each other, with the operands following the opcodes. The operands, though, aren’t necessarily one byte wide. For example, if an operand is an integer and greater than 255, it would take multiple bytes to represent it. Some opcodes have multiple operands, some just one and some don’t have any at all. Whether the bytecode is designed for a register or a stack machine has a huge influence here.

You can imagine bytecode as a sequence of opcodes and operands, laid out in memory next to each other:
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This helps to illustrate the general idea, but bytecode is a binary format and not nearly as readable. Meaning that you can’t read it like a text file. The mnemonics, like PUSH, don’t show up in the actual bytecode. They are replaced by the opcodes they refer to, and those are just numbers – bytes. Which numbers exactly is up to the person defining the bytecode. The PUSH mnemonic might stand for the number 🅓 and POP might refer to the number 23.

The operands are also encoded and, again, it depends on its value into how many bytes. In case an operand needs multiple bytes to be accurately represented, the order in which it’s encoded plays a big role. There are two possible orders, called *little endian* and *big endian*. Little endian means that the *least* significant byte of the original data comes first and is stored in the lowest memory address. Big endian is the opposite: the *most* significant byte comes first.
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What we just did – taking a human-readable representation of bytecode and turning it into binary data – is done by programs called assemblers. You’ve probably heard of them in the context of non-virtual machine code. Same thing here. Assembly language is the readable version of the bytecode, containing mnemonics and readable operands, and an assembler turns it into binary bytecode. The reverse, transforming the binary representation into a readable representation, is done by disassemblers.

Alright! So much for the purely technical aspects of bytecode. Any further exploration would get too specific too fast. Bytecode formats are just too diverse and specialized to allow us to make more general statements here. Just like the virtual machine that executes it, bytecode is created with a very specific goal in mind.

Bytecode is a domain-specific language for a domain-specific machine. It’s the bespoke machine language for the custom-built virtual machine. That’s where its power lies. Instead of being universal and supporting every conceivable use case, bytecode can be specialized. It only has to support the features needed by the source language, the language being compiled to bytecode.

And not only that. On top of only allowing a narrow set of instructions, it can contain domain- specific instructions that only make sense in the context of the domain-specific virtual machine. The bytecode for the Java Virtual Machine (JVM), for example, contains these instructions: invokeinterface to invoke an interface method, getstatic to get a static field of a class, new to create a new object of the specified class. Ruby’s bytecode has the putself instruction to load self on the stack, send to send a message to an object, putobject to load any object on to the stack. And Lua’s bytecode has dedicated instructions for accessing and manipulating tables and tuples. You won’t find any of that in the instruction set of a general-purpose x86-64 CPU.

This ability to specialize by using a custom bytecode format is one of the biggest reasons for building a virtual machine in the first place. Not only do compilation, maintenance and debugging get easier but the resulting code is also denser, because it takes less instructions to express something. That in turn makes the code faster to execute.

Now, if all that talk about custom virtual machines, tailor-made machine code, hand-built compilers didn’t wet your appetite, this is your last chance to turn around. We’re about to get our hands dirty.

### WHAT WE’RE GOING TO DO, OR: THE DUALITy OF VM AND COMPILER

Building a virtual machine and a matching compiler requires us first to solve a variation of the chicken-and-egg problem: which one do we build first? The compiler, that outputs bytecode for a machine that doesn’t exist yet? Or the virtual machine, that no one produces any code for?

Here’s the answer I choose for this book: we are going to build both – at the same time.

Building one completely before the other (and it doesn’t matter which one) is frustrating. It’s hard to understand what’s going on and what is the purpose of what you’re doing. If you’re building the compiler and defining the bytecode first, it’s tough to make sense of why things are the way they are without knowing how the virtual machine will later execute it. Building the virtual machine before the compiler comes with its own challenges, because the bytecode needs to be defined first. That’s hard to do without closely looking at the source-language constructs the bytecode aims to represent, which means you’re going to spell out the compiler anyway.

Of course, if you already have experience with building one or the other, you know where you want to end up and can thus choose either option. For us, though, the goal is to learn how to build both from the ground up.

That’s why we’re going to start small. We’re going to build a tiny virtual machine that only supports a tiny number of instructions and a matching tiny compiler that only knows how to output these instructions. That allows us to immediately see why we’re building what we’re building and how all the pieces fit together. We’ll also have a running system right from the start. That gives us fast feedback cycles and allows us to tune, experiment and gradually build up our virtual machine and compiler. It also makes the whole journey a lot of fun.

Now you know what the plan is. And you also know enough about compilers and virtual machines that we don’t get lost along the way. Let’s get to it.

CHAPTER 2

HELLO ByTECODE!

Our goal for this chapter is to compile and execute this Monkey expression:

1 + 2

That doesn’t sound like an ambitious goal, but in order to reach it, we will have to learn many new things and build up a lot of the infrastructure we’re going to use in the upcoming chapters. And by choosing the simple expression 1 + 2 we won’t be distracted by the Monkey code itself and how it should work. We can concentrate on our compiler and virtual machine.

At the end of this chapter we want to be able to:

* take the Monkey expression 1 + 2
* tokenize and parse it using our existing lexer, token and parser packages
* take the resulting AST, whose nodes are defined in our ast package
* pass it to the newly-built compiler, which compiles it to bytecode
* take the bytecode and hand it over to the also newly-built virtual machine which will execute it
* make sure that the virtual machine turned it into 3.

The 1 + 2 expression will travel through all the major parts of our new interpreter:
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In terms of data structures, you can see that there will be quite a few transformations until we end up with the 3 as our result:
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Since we’ll be using a lot of the packages we built in the previous book, we can already handle everything up to the AST. After that we’re entering unchartered territory. We need to define bytecode instructions, build a compiler and construct a virtual machine – just to turn 1 + 2 into 3. Sounds daunting? Worry not, we’ll do this step by step and build from the ground up, as always, and start with the bytecode.

## FIRST INSTRUCTIONS

As I mentioned in the previous chapter, the architecture of the virtual machine is the single- biggest influence on what the bytecode looks like. That means we need to decide what type of machine we’re going to build before we can start to specify bytecode.

So without further ado, let’s pull back the curtain: we’re going to build a **stack machine**! Why? Because stack machines are far easier to understand and to build for beginners than register machines. Less concepts, less moving parts. And all the performance considerations – *is a register machine faster?* – do not play a huge role for us. Our priorities are learning and understanding.

Later on we’ll see more of the implications this decision has, but the immediate and most practical one is that we now have to do stack arithmetic. That means, in order to reach our declared goal of compiling and executing the Monkey expression 1 + 2, we have to translate it to bytecode instructions that make use of a stack. The stack is where a stack machine does its work – we can’t just tell it to add two numbers, without making use of the stack.

Thankfully, we saw a similar example before and already know how to do arithmetic with a stack. We first get the operands 1 and 2 on to the stack and then tell the VM: “add these!”. This “add these!” instruction should then cause the VM to take the two topmost elements from the stack, add them together and push the result back on to the stack. Here’s what stack should look like before and after the instruction:
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So in order to fully implement this we need to tell the VM:

* Push 1 on to the stack
* Push 2 on to the stack
* Add the two topmost elements together

We need to create three instructions. As programmers, though, we know that we only need to define two separate instruction types, since pushing 2 on to the stack should be the same as pushing 1, except that the “argument” is different. So, two instruction types in total: one for pushing something on to the stack and one for adding things that are already on the stack.

We’ll implement both in the same way. First we define their opcodes and how they are encoded in bytecode. Then we extend the compiler so it can produce these instructions. As soon as the compiler knows how to do that, we can create the VM that decodes and executes them. And we start with the instructions that tell the VM to push something on to the stack.

##### STARTING WITH ByTES

Here we are. We need to define our first bytecode instruction. How do we do that? Well, since creating definitions while programming is not much more than telling the computer what we know, let’s ask ourselves: what do we know about bytecode?

We know that it’s made up of instructions. And we also know that the instructions themselves are a series of bytes and a single instruction consists of an opcode and an optional number of operands. An opcode is exactly one byte wide, has an arbitrary but unique value and is the first byte in the instruction. Looks like we know quite a lot and the best thing is, that this is precise enough to be turned into code – literally.

As our first oﬀicial practical act of coding in this book, we create a new package, called code, where we start to define our Monkey bytecode format:

*// code/code.go*

**package** code

**type** Instructions []byte

**type** Opcode byte

Instructions is a slice of bytes and an Opcode is a byte. Perfect, they match our descriptions in prose pretty well. But there are two definitions missing here.

The first one is Instruction – singular. Why didn’t we define it here as []byte? Because it’s far more handy to pass around and work with a []byte and treat it *implicitly* as an instruction than to encode this definition in Go’s type system. You’ll see soon enough how often we’re going to use []byte and how cumbersome type assertions and type casting from and to an Instruction type would be there.

The other missing definition is one for Bytecode. There should at least be some definition of bytecode that tells us it’s made up of instructions, right? The reason for its absence is we’d run into a nasty import-cycle if we were to define Bytecode here in the code package. But it won’t be missing for too long. Once we get to the compiler, we’ll define it there – in the compiler’s package.

Now that we have definitions for Opcode and Instructions, we can define our first opcode, the one that tells the VM to push something on the stack. And here’s a surprise: the opcode won’t have “push” in its name. In fact, it won’t be solely about pushing things. Allow me to explain.

We said earlier that when we compile the Monkey expression 1 + 2, we want to generate three different instructions; two of which tell the VM to push 1 and 2 on to the stack. A first instinct might tell us to implement these by defining a “push”-instruction with an integer as its operand with the idea being that the VM then takes the integer operand and pushes it on to the stack. And for integers that would work fine, because we could easily encode them and put them directly into the bytecode. But what if later on we wanted to push other things contained in Monkey code? String literals, for example. Putting those into the bytecode is also possible, true, since it’s just made of bytes after all, but it would also be a lot of bloat and would sooner or later become unwieldy.

That’s where the idea of *constants* come into play. In this context, “constant” is short for “constant expression” and refers to expressions whose value doesn’t change, is *constant*, and can be determined at *compile time*:
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That means we don’t need to run the program to know what these expressions evaluate to. A compiler can find them in the code and store the value they evaluate to. After that, it can reference the constants in the instructions it generates, instead of embedding the values directly in them. And while “reference” sounds like a special data type, it’s far easier than that. A plain integer does the job just fine and can serve as an index into a data structure that holds all constants, often called a constant pool.

And that’s exactly what our compiler is going to do. When we come across an integer lit- eral (a constant expression) while compiling, we’ll evaluate it and keep track of resulting

\*object.Integer by storing it in memory and assigning it a number. In the bytecode instruc- tions we’ll refer to the \*object.Integer by this number. After we’re done compiling and pass the instructions to the VM for execution, we’ll also hand over all the constants we’ve found by putting them in a data structure – our constant pool – where the number that has been assigned to each constant can be used as an index to retrieve it.

Back to our first opcode. It’s called OpConstant and it has one operand: the number we pre- viously assigned to the constant. When the VM executes OpConstant it retrieves the constant using the operand as an index and pushes it on to the stack. Here’s out first opcode definition:

*// code/code.go*

*// [...]*

**const** (

OpConstant Opcode = iota

)

While this looks exactly like the meager three lines of code that they are, this addition is the groundwork for all future Opcode definitions. Each definition will have an Op prefix and the value it refers to will be determined by iota. We let iota generate increasing byte values for us, because we just don’t care about the actual values our opcodes represent. They only need to be distinct from each other and fit in one byte. iota makes sure of that for us.

What’s missing from this definition is the part that says OpConstant has one operand. There’s no technical reason for writing this down, since we could share this piece of knowledge implicitly between compiler and VM. For debugging and testing purposes, though, it’s handy being able to lookup how many operands an opcode has and what its human-readable name is. In order to achieve that, we’ll add proper definitions and some tooling to the code package:

*// code/code.go*

**import** "fmt"

**type** Definition **struct** { Name string

OperandWidths []int

}

**var** definitions = **map**[Opcode]\*Definition{ OpConstant: {"OpConstant", []int{2}},

}

**func** Lookup(op byte) (\*Definition, error) { def, ok := definitions[Opcode(op)]

**if** !ok {

**return** nil, fmt.Errorf("opcode %d undefined", op)

}

**return** def, nil

}

The Definition for an Opcode has two fields: Name and OperandWidths. Name helps to make an

Opcode readable and OperandWidths contains the number of bytes each operand takes up.

The definition for OpConstant says that its only operand is two bytes wide, which makes it an uint16 and limits its maximum value to 65535. If we include 🅓 the number of representable values is then 65536. That should be enough for us, because I don’t think we’re going to reference more than 65536 constants in our Monkey programs. And using an uint16 instead of, say, an uint32, helps to keep the resulting instructions smaller, because there are less unused bytes.

With this definition in place we can now create our first bytecode instruction. Without any operands involved that would be as simple as adding an Opcode to an Instructions slice. But in the case of OpConstant we need to correctly encode the two-byte operand.

For that we’ll now create a function that allows us to easily create a single bytecode instruction that’s made up of an Opcode and an optional number of operands. We’ll call it Make, which gives us the pretty great identifier code.Make in other packages.

And here’s what we’ve been waiting for, the first test of this book, showing what we want Make

to do:

*// code/code\_test.go*

**package** code

**import** "testing"

**func** TestMake(t \*testing.T) { tests := []**struct** {

op Opcode operands []int expected []byte

}{

{OpConstant, []int{65534}, []byte{byte(OpConstant), 255, 254}},

}

**for** \_, tt := **range** tests {

instruction := Make(tt.op, tt.operands...)

**if** len(instruction) != len(tt.expected) { t.Errorf("instruction has wrong length. want=%d, got=%d",

len(tt.expected), len(instruction))

}

**for** i, b := **range** tt.expected {

**if** instruction[i] != tt.expected[i] {

t.Effoff("wrong byte at pos %d. want=%d, got=%d",

i, b, instruction[i])

}

}

}

}

Don’t be put off by tests only containing one test case. We’ll extend it later on when we add more Opcodes to our code vocabulary.

For now, we only pass OpConstant and the operand 65534 to Make. We then expect to get back a []byte holding three bytes. Of these three, the first one has to be the opcode, OpConstant, and the other two should be the big-endian encoding of 65534. That’s also why we used 65534 and not the maximum value 65535: this way we can check that the most significant byte comes first. 65534 will be encoded in big endian as the byte sequence 🅓xFF 🅓xFE and 65535 would be encoded as 🅓xFF 🅓xFF – hard to recognize an order.

Since Make doesn’t exist yet, the test does not fail, but fails to compile, so here’s the first version of Make:

*// code/code.go*

**import** (

"encoding/binary" "fmt"

)

**func** Make(op Opcode, operands ...int) []byte { def, ok := definitions[op]

**if** !ok {

**return** []byte{}

}

instructionLen := 1

**for** \_, w := **range** def.OperandWidths { instructionLen += w

}

instruction := make([]byte, instructionLen) instruction[🅓] = byte(op)

offset := 1

**for** i, o := **range** operands { width := def.OperandWidths[i] **switch** width {

**case** 2:

binary.BigEndian.PutUint16(instruction[offset:], uint16(o))

}

offset += width

}

**return** instruction

}

And that’s how you make bytecode.

The first thing we’re doing here is to find out how long the resulting instruction is going to be. That allows us to allocate a byte slice with the proper length. Note that we don’t use the Lookup function to get to the definition, which gives us a much more usable function signature for Make in the tests later on. By circumventing Lookup and not having to return possible errors,

we can use Make to easily build up bytecode instructions without having to check for errors after every call. The risk of producing empty byte slices by using an unknown opcode is one we’re willing to take, since we’re on the producing side here and know what we’re doing when creating instructions.

As soon as we have the final value of instructionLen, we allocate the instruction []byte and add the Opcode as its first byte – by casting it into one. Then comes the tricky part: we iterate over the defined OperandWidths, take the matching element from operands and put it in the instruction. We do that by using a switch statement with a different method for each operand, depending on how wide the operand is.

As we define additional Opcodes, we soon have to extend this switch statement. For now, we only make sure that a two-byte operand is encoded in big endian. And while it’s not hard to do that by hand, we use binary.BigEndian.PutUint16 from the standard library for this, with the benefit of having the name of the encoding immediately visible.

After encoding the operand, we increment offset by its width and the next iteration of the loop. Since the OpConstant opcode in our test case has only one operand, the loop performs only one iteration before Make returns instruction.

And, would you look at that, our fist test is compiling and passing:

$ go test ./code

ok monkey/code 🅓.🅓🅓7s

We successfully turned OpConstant and the operand 65534 into three bytes. That means we created our first bytecode instruction!

#### THE SMALLEST COMPILER

Now that we have a toolbox called code, we can start working on the compiler. Since we want a system that works from end to end as soon as possible, and not a system that can only be turned on once it’s feature-complete, our goal in this section is to build the smallest possible compiler. It should only do one thing for now: produce two OpConstant instructions that later cause the VM to correctly load the integers 1 and 2 on to the stack.

In order to achieve that, this minimal compiler has to do the following: traverse the AST we pass in, find the \*ast.IntegerLiteral nodes, evaluate them by turning them into \*object.Integer objects, add the objects to the constant pool, and finally emit OpConstant instructions that reference the constants in said pool.

Sounds good? Perfect! Let’s start by defining Compiler and its interface in a new compiler

package:

*// compiler/compiler.go*

**package** compiler

**import** (

"monkey/ast" "monkey/code" "monkey/object"

)

**type** Compiler **struct** { instructions code.Instructions constants []object.Object

}

**func** New() \*Compiler {

**return** &Compiler{

instructions: code.Instructions{}, constants: []object.Object{},

}

}

**func** (c \*Compiler) Compile(node ast.Node) error {

**return** nil

}

**func** (c \*Compiler) Bytecode() \*Bytecode {

**return** &Bytecode{

Instructions: c.instructions, Constants: c.constants,

}

}

**type** Bytecode **struct** { Instructions code.Instructions Constants []object.Object

}

It really is minimal, isn’t it? The Compiler is a small struct with only two fields: instructions and constants. Both are internal fields and will later be modified by the Compile method. instructions will hold the generated bytecode and constants is a slice that serves as our constant pool.

But I bet the thing that caught your eye immediately is the definition we’ve been looking for earlier, in the code package: Bytecode! There it is and it doesn’t need a lot of explanation. It contains the Instructions the compiler generated and the Constants the compiler evaluated.

Bytecode is what we’ll pass to the VM and make assertions about in our compiler tests. Speaking of which, the Compile method is empty and we’re now going to write our first compiler test that tells us what it should do.

*// compiler/compiler\_test.go*

**package** compiler

**import** (

"monkey/code" "testing"

)

**type** compilerTestCase **struct** { input string

expectedConstants []**interface**{} expectedInstructions []code.Instructions

}

**func** TestIntegerArithmetic(t \*testing.T) { tests := []compilerTestCase{

{

input: "1 + 2",

expectedConstants: []**interface**{}{1, 2}, expectedInstructions: []code.Instructions{

code.Make(code.OpConstant, 🅓), code.Make(code.OpConstant, 1),

},

},

}

runCompilerTests(t, tests)

}

**func** runCompilerTests(t \*testing.T, tests []compilerTestCase) { t.Helper()

**for** \_, tt := **range** tests { program := parse(tt.input)

compiler := New()

err := compiler.Compile(program)

**if** err != nil {

t.F6t6lf("compiler error: %s", err)

}

bytecode := compiler.Bytecode()

err = testInstructions(tt.expectedInstructions, bytecode.Instructions)

**if** err != nil {

t.F6t6lf("testInstructions failed: %s", err)

}

err = testConstants(t, tt.expectedConstants, bytecode.Constants)

**if** err != nil {

t.F6t6lf("testConstants failed: %s", err)

}

}

}

What’s happening here doesn’t take long to explain: we take Monkey code as input, we parse it, produce an AST, hand it to the compiler and then make assertions about the bytecode the compiler produced.

We do that by constructing a compilerTestCase in which we define the input, which constants we expect in the constant pool and which instructions we expect the compiler to generate. Then we hand the tests slice with the compilerTestCases to runCompilerTests to run them.

That’s a slightly different approach to constructing tests compared to the first book. The reason for that is Go 1.9, which introduced the wonderful t.Helper method. t.Helper, which we call in runCompilerTests, allows us to remove duplicated logic in test functions by defining test helpers. Think of it as inlining runCompilerTests into TestIntegerArithmetic. That in turn allows to abstract away the common behaviour shared by every compiler test we’re going to write, which greatly reduces the noise in every test function and the page count of this book.

Now, let’s talk about the helpers used in runCompilerTests.

The parse function contains some of the things we built in the first book: the lexer and the parser. We hand it a string and get back an AST:

*// compiler/compiler\_test.go*

**import** (

"monkey/ast"

"monkey/code" "monkey/lexer" "monkey/parser" "testing"

)

**func** parse(input string) \*ast.Program { l := lexer.New(input)

p := parser.New(l)

**return** p.ParseProgram()

}

That’s the prelude. The main part of runCompilerTests revolves around the two fields of the

Bytecode the compiler produced. First, we want to make sure that the bytecode.Instructions

are correct. For that we have the testInstructions helper function:

*// compiler/compiler\_test.go*

**import** (

"fmt"

*// [...]*

)

**func** testInstructions(

expected []code.Instructions, actual code.Instructions,

) error {

concatted := concatInstructions(expected)

**if** len(actual) != len(concatted) {

**return** fmt.Errorf("wrong instructions length.\nwant=%q\ngot =%q", concatted, actual)

}

**for** i, ins := **range** concatted {

**if** actual[i] != ins {

**return** fmt.Errorf("wrong instruction at %d.\nwant=%q\ngot =%q", i, concatted, actual)

}

}

**return** nil

}

As you can see, it uses another helper called concatInstructions:

*// compiler/compiler\_test.go*

**func** concatInstructions(s []code.Instructions) code.Instructions { out := code.Instructions{}

**for** \_, ins := **range** s {

out = append(out, ins...)

}

**return** out

}

We need concatInstructions because the expectedInstructions field in compilerTestCase is

not just a slice of bytes, but a slice of *slices* of bytes. And that’s because we use code.Make to generate the expectedInstructions, which produces a []byte. So in order to compare the expectedInstructions with the actual instructions, we need to turn the slice of slices into a flattened slice by concatenating the instructions.

The other helper used by runCompilerTests is testConstants, which resembles a lot of the test helpers we used in our evaluator package back in the first book:

*// compiler/compiler\_test.go*

**import** (

*// [...]*

"monkey/object"

*// [...]*

)

**func** testConstants( t \*testing.T,

expected []**interface**{}, actual []object.Object,

) error {

**if** len(expected) != len(actual) {

**return** fmt.Errorf("wrong number of constants. got=%d, want=%d", len(actual), len(expected))

}

**for** i, constant := **range** expected { **switch** constant := constant.(**type**) { **case** int:

err := testIntegerObject(int64(constant), actual[i])

**if** err != nil {

**return** fmt.Errorf("constant %d - testIntegerObject failed: %s", i, err)

}

}

}

**return** nil

}

There’s a lot of noise here, but what’s happening here is not complicated. testConstants iterates through the expected constants and compares them with the actual constants the compiler produced. The switch statement is a sign of things to come. We will extend it with new case branches as soon as we expect more than integers to end up in the constant pool. For now it only uses one other helper, testIntegerObject, which is a nearly-identical replica of the testIntegerObject we used in our evaluator tests:

*// compiler/compiler\_test.go*

**func** testIntegerObject(expected int64, actual object.Object) error { result, ok := actual.(\*object.Integer)

**if** !ok {

**return** fmt.Errorf("object is not Integer. got=%T (%+v)", actual, actual)

}

**if** result.Value != expected {

**return** fmt.Errorf("object has wrong value. got=%d, want=%d",

result.Value, expected)

}

**return** nil

}

That’s all there is to TestIntegerArithmetic. The test itself is not complex, but establishes how we will write compiler tests in the future by bringing with it a lot of different test helpers. It looks like a lot of code for such a small test, but I promise you that we’ll get a lot of mileage out of this test setup.

Now, how does the test itself do? Well, not so good:

$ go test ./compiler

--- FAIL: TestIntegerArithmetic (🅓.🅓🅓s)

compiler\_test.go:31: testInstructions failed: wrong instructions length. want="\x🅓🅓\x🅓🅓\x🅓🅓\x🅓🅓\x🅓🅓\x🅓1"

got ="" FAIL

FAIL monkey/compiler 🅓.🅓🅓8s

But considering that we didn’t write any code for the compiler yet, except defining its interface, that’s not so bad, is it? What’s bad though is the output:

want="\x🅓🅓\x🅓🅓\x🅓🅓\x🅓🅓\x🅓🅓\x🅓1"

No one looks at that and goes “Ah, I see…” I know that you’re anxious to get that compiler running and humming, but I can’t let this unreadable gibberish stand. I mean, it’s correct, those *are* the bytes we want, printed in hexadecimal, but it’s just not helpful. And believe me, soon enough this output would drive us nuts. So before we start filling out the compiler’s Compile() method, we’re going to invest in our developer happiness and teach our code.Instructions how to properly print themselves.

##### ByTECODE, DISASSEMBLE!

You can teach types to print themselves in Go by giving them a String() method. That also holds true for bytecode instructions. It’s pretty easy to do, actually, but, as you already know, we wouldn’t print anything without writing a test for it, right?

*// code/code\_test.go*

**func** TestInstructionsString(t \*testing.T) { instructions := []Instructions{

Make(OpConstant, 1),

Make(OpConstant, 2),

Make(OpConstant, 65535),

}

expected := `🅓🅓🅓🅓 OpConstant 1

🅓🅓🅓3 OpConstant 2

🅓🅓🅓6 OpConstant 65535

`

concatted := Instructions{}

**for** \_, ins := **range** instructions { concatted = append(concatted, ins...)

}

**if** concatted.String() != expected {

t.Effoff("instructions wrongly formatted.\nwant=%q\ngot=%q", expected, concatted.String())

}

}

That’s what we expect from the to-be-implemented Instructions.String method: nicely- formatted multi-line output that tells us everything we need to know. There’s a counter at the start of each line, telling us which bytes we’re looking at, there are the opcodes in their human-readable form, and then there are the decoded operands. A lot more pleasant to look at than \x🅓🅓\x🅓🅓\x🅓🅓\x🅓🅓\x🅓🅓\x🅓1, right? We could also name the method MiniDisassembler instead of String because that’s what it is.

The test won’t compile, because the String method is undefined. So here’s the first piece of code we need to add:

*// code/code.go*

**func** (ins Instructions) String() string {

**return** ""

}

Correct, we return a blank string. Why? Because that gives the compiler something to chew on and us the ability to run tests again:

$ go test ./code

--- FAIL: TestInstructionsString (🅓.🅓🅓s) code\_test.go:49: instructions wrongly formatted.

want="🅓🅓🅓🅓 OpConstant 1\n🅓🅓🅓3 OpConstant 2\n🅓🅓🅓6 OpConstant 65535\n" got=""

FAIL

FAIL monkey/code 🅓.🅓🅓8s

Perfect, it fails. That’s a lot more useful to us than an undefined: String compiler error that stops us from running the tests, because we now need to write *another* test and run it.

This other test is for a function that will be the heart of Instructions.String. Its name is

ReadOperands and here’s what we want it to do:

*// code/code\_test.go*

**func** TestReadOperands(t \*testing.T) { tests := []**struct** {

op Opcode

operands []int bytesRead int

}{

{OpConstant, []int{65535}, 2},

}

**for** \_, tt := **range** tests {

instruction := Make(tt.op, tt.operands...)

def, err := Lookup(byte(tt.op))

**if** err != nil {

t.F6t6lf("definition not found: %q\n", err)

}

operandsRead, n := ReadOperands(def, instruction[1:])

**if** n != tt.bytesRead {

t.F6t6lf("n wrong. want=%d, got=%d", tt.bytesRead, n)

}

**for** i, want := **range** tt.operands {

**if** operandsRead[i] != want {

t.Effoff("operand wrong. want=%d, got=%d", want, operandsRead[i])

}

}

}

}

As you can see, ReadOperands is supposed to be Make’s counterpart. Whereas Make encodes the operands of a bytecode instruction, it’s the job of ReadOperands to decode them.

In TestReadOperands we Make a fully-encoded instruction and pass its definition to ReadOperands, along with the subslice of the instruction containing the operands. ReadOperands should then return the decoded operands and tell us how many bytes it read to do that. As you can probably imagine by now, we’re going to extend the tests table as soon as we have more opcodes and different instruction types.

The test fails because ReadOperands is not defined:

$ go test ./code # monkey/code

code/code\_test.go:71:22: undefined: ReadOperands FAIL monkey/code [build failed]

In order to get it to pass we have to implement a ReadOperands function that reverses everything

Make did:

*// code/code.go*

**func** ReadOperands(def \*Definition, ins Instructions) ([]int, int) { operands := make([]int, len(def.OperandWidths))

offset := 🅓

**for** i, width := **range** def.OperandWidths {

**switch** width {

**case** 2:

operands[i] = int(ReadUint16(ins[offset:]))

}

offset += width

}

**return** operands, offset

}

**func** ReadUint16(ins Instructions) uint16 {

**return** binary.BigEndian.Uint16(ins)

}

Just like in Make, we use the \*Definition of an opcode to find out how wide the operands are and allocate a slice with enough space to hold them. We then go through the Instructions slice and read in and convert as many bytes as defined in the definition. And again: the switch statement will be extended soon.

Let me explain why ReadUint16 is a separate, public function. In Make we did the encoding of operands to bytes inline. Here, though, we want to expose the function so it can be used directly by the VM, allowing us to skip the definition lookup required by ReadOperands.

We now have one less failing test and can start to unwind and go back to the failing tests that brought us here. The first one is TestInstructionString, which is still chewing on the blank string:

$ go test ./code

--- FAIL: TestInstructionsString (🅓.🅓🅓s) code\_test.go:49: instructions wrongly formatted.

want="🅓🅓🅓🅓 OpConstant 1\n🅓🅓🅓3 OpConstant 2\n🅓🅓🅓6 OpConstant 65535\n" got=""

FAIL

FAIL monkey/code 🅓.🅓🅓8s

Now that we have ReadOperands, we can get rid of the blank string and properly print instruc- tions:

*// code/code.go*

**import** (

"bytes"

*// [...]*

)

**func** (ins Instructions) String() string {

**var** out bytes.Buffer

i := 🅓

**for** i < len(ins) {

def, err := Lookup(ins[i])

**if** err != nil {

fmt.Fprintf(&out, "ERROR: %s\n", err)

**continue**

}

operands, read := ReadOperands(def, ins[i+1:])

fmt.Fprintf(&out, "%🅓4d %s\n", i, ins.fmtInstruction(def, operands))

i += 1 + read

}

**return** out.String()

}

**func** (ins Instructions) fmtInstruction(def \*Definition, operands []int) string { operandCount := len(def.OperandWidths)

**if** len(operands) != operandCount {

**return** fmt.Sprintf("ERROR: operand len %d does not match defined %d\n", len(operands), operandCount)

}

**switch** operandCount {

**case** 1:

**return** fmt.Sprintf("%s %d", def.Name, operands[🅓])

}

**return** fmt.Sprintf("ERROR: unhandled operandCount for %s\n", def.Name)

}

I don’t think I have to explain to you how this works because we’ve seen variations of this going-through-a-byte-slice mechanism a few times now. The rest is string formatting. But here’s something worth looking at:

$ go test ./code

ok monkey/code 🅓.🅓🅓8s

The tests in the code package now pass. Our mini-disassembler works. We can unwind even further and rerun the failing compiler test that kicked off this ride through the code package:

$ go test ./compiler

--- FAIL: TestIntegerArithmetic (🅓.🅓🅓s)

compiler\_test.go:31: testInstructions failed: wrong instructions length. want="🅓🅓🅓🅓 OpConstant 🅓\n🅓🅓🅓3 OpConstant 1\n"

got ="" FAIL

FAIL monkey/compiler 🅓.🅓🅓8s

Isn’t that beautiful? Alright, granted, beautiful may be a tad too much, but it sure isn’t the eyesore that was want="\x🅓🅓\x🅓🅓\x🅓🅓\x🅓🅓\x🅓🅓\x🅓1".

We just leveled up. With such debuggable output, working on our compiler went from “fumbling in the dark” to “here, let me get that for you”.

#### BACK TO THE TASK AT HAND

Let’s take inventory. We have a lexer, a parser, the dotted outline of a compiler and a failing test that tells us that we need to generate two bytecode instructions. In our toolbox are the definition of an opcode and its operand, the Make function that lets us create bytecode instructions, our object system that we can use to pass Monkey values around, and readable and stunning Instructions.

And here’s a reminder of what our compiler needs to do: walk the AST recursively, find

\*ast.IntegerLiterals, evaluate them and turn them into \*object.Integers, add those to the

constants field, and add OpConstant instructions to its internal instructions slice.

Can you say “walk in the park”?

Let’s start by walking the AST. That’s something we already did in the Eval function we wrote in the previous book and there is no reason to change the approach. Here is how we get to our

\*ast.IntegerLiterals:

*// compiler/compiler.go*

**func** (c \*Compiler) Compile(node ast.Node) error {

**switch** node := node.(**type**) {

**case** \*ast.Program:

**for** \_, s := **range** node.Statements { err := c.Compile(s)

**if** err != nil {

**return** err

}

}

**case** \*ast.ExpressionStatement:

err := c.Compile(node.Expression)

**if** err != nil {

**return** err

}

**case** \*ast.InfixExpression:

err := c.Compile(node.Left)

**if** err != nil {

**return** err

}

err = c.Compile(node.Right)

**if** err != nil {

**return** err

}

**case** \*ast.IntegerLiteral:

*//* **TODO***: What now?!*

}

**return** nil

}

We first go through all the node.Statements in our \*ast.Program and call c.Compile with each of them. That gets us one level deeper in the AST, where we find an \*ast.ExpressionStatement. That’s what represents the 1 + 2 in our test. We then compile the node.Expression of that

\*ast.ExpressionStatement and end up with an \*ast.InfixExpression of which we have to com- pile the node.Left and the node.Right sides.

So far, so recursive. But the TODO is right, what do we do with the \*ast.IntegerLiterals?

We need to evaluate them. That’s safe to do, remember, because literals are constant expressions and their value does not change. A 2 will always evaluate to 2. And even though “evaluate” sounds sophisticated, it means creating an \*object.Integer:

*// compiler/compiler.go*

**func** (c \*Compiler) Compile(node ast.Node) error {

**switch** node := node.(**type**) {

*// [...]*

**case** \*ast.IntegerLiteral:

integer := &object.Integer{Value: node.Value}

*// [...]*

}

*// [...]*

}

Okay, so now we have the result of the evaluation – integer – at hand and can add it to our constant pool. To do that, we’ll add another helper to our compiler, called addConstant:

*// compiler/compiler.go*

**func** (c \*Compiler) addConstant(obj object.Object) int { c.constants = append(c.constants, obj)

**return** len(c.constants) - 1

}

We append the obj to the end of the compilers constants slice and give it its very own identifier by returning its index in the constants slice. This identifier will now be used as the operand for the OpConstant instruction that should cause the VM to load this constant from the constants

pool on to the stack.

We’re now able to add constants and to remember their identifier; time to emit a first instruction. Don’t be put off by the term: “emit” is compiler-speak for “generate” and “output”. It translates to: generate an instruction and add it to the results, either by printing it, writing it to a file or by adding it to a collection in memory. We’re going to do the last one:

*// compiler/compiler.go*

**func** (c \*Compiler) emit(op code.Opcode, operands ...int) int { ins := code.Make(op, operands...)

pos := c.addInstruction(ins)

**return** pos

}

**func** (c \*Compiler) addInstruction(ins []byte) int { posNewInstruction := len(c.instructions) c.instructions = append(c.instructions, ins...) **return** posNewInstruction

}

I’m sure that you understand all of it but I want you to make a mental note of the fact that emit returns the starting position of the just-emitted instruction. Add to this note that we’ll use the return value later on when we need to *go back* in c.instructions and modify it…

In the Compile method we can now use addConstant and emit to make one delicate change:

*// compiler/compiler.go*

**func** (c \*Compiler) Compile(node ast.Node) error {

**switch** node := node.(**type**) {

*// [...]*

**case** \*ast.IntegerLiteral:

integer := &object.Integer{Value: node.Value} c.emit(code.OpConstant, c.addConstant(integer))

*// [...]*

}

*// [...]*

}

One new line, emitting the OpConstant instruction. It’s enough:

$ go test ./compiler

ok monkey/compiler 🅓.🅓🅓8s

It’s strange that it says ok here, because we just turned the status of our first compiler test from

FAIL to woah-what-?-we-did-it-!-we-have-a-compiler-!.

#### POWERING ON THE MACHINE

Let’s do another inventory check. Here’s where we stand. We have one opcode defined, OpConstant. We have a tiny compiler that knows how to walk an AST and emit such an OpConstant instruction. Our tiny compiler also knows how to evaluate constant integer literal expressions and how to add them to its constant pool. And the compiler’s interface allows us to pass around the result of the compilation, including the emitted instructions and the constant pool.

While the instruction set of our bytecode may currently only be able to express “push this constant on to the stack” and not “do something with it”, it’s enough for us to get to work on our VM. Yes, really, it’s time for us to build our machine.

The goal for this section is to build up a VM that we can initialize with the Bytecode produced by the compiler, start and have it fetch, decode, and execute OpConstant instructions. The result of all that should be numbers being pushed on to the VM’s stack.

Sounds like a test? Well, it’s not hard to turn it into one. But before we can do that, we need to prepare by doing something unorthodox. We’ll now copy and paste our parse and testIntegerObject test helpers from our compiler tests to a new vm\_test.go file:

*// vm/vm\_test.go*

**package** vm

**import** (

"fmt" "monkey/ast" "monkey/lexer" "monkey/object" "monkey/parser"

)

**func** parse(input string) \*ast.Program { l := lexer.New(input)

p := parser.New(l)

**return** p.ParseProgram()

}

**func** testIntegerObject(expected int64, actual object.Object) error { result, ok := actual.(\*object.Integer)

**if** !ok {

**return** fmt.Errorf("object is not Integer. got=%T (%+v)", actual, actual)

}

**if** result.Value != expected {

**return** fmt.Errorf("object has wrong value. got=%d, want=%d", result.Value, expected)

}

**return** nil

}

Yes, *yes*, I hear you, duplication is bad, you’re right. But for now, the duplication is the most affordable solution while being easy to understand. It also won’t fall on our feet – trust me, I’ve read this book before.

Then we lay the groundwork for all future VM tests by copying the approach of the compiler tests and making it easy to define and run new test cases with the help of t.Helper:

*// vm/vm\_test.go*

**import** (

*// [...]*

"monkey/compiler"

*// [...]*

"testing"

)

**type** vmTestCase **struct** { input string expected **interface**{}

}

**func** runVmTests(t \*testing.T, tests []vmTestCase) { t.Helper()

**for** \_, tt := **range** tests { program := parse(tt.input)

comp := compiler.New()

err := comp.Compile(program)

**if** err != nil {

t.F6t6lf("compiler error: %s", err)

}

vm := New(comp.Bytecode()) err = vm.Run()

**if** err != nil {

t.F6t6lf("vm error: %s", err)

}

stackElem := vm.StackTop()

testExpectedObject(t, tt.expected, stackElem)

}

}

**func** testExpectedObject( t \*testing.T, expected **interface**{}, actual object.Object,

) {

t.Helper()

**switch** expected := expected.(**type**) {

**case** int:

err := testIntegerObject(int64(expected), actual)

**if** err != nil {

t.Effoff("testIntegerObject failed: %s", err)

}

}

}

The runVmTests function takes care of setting up and running each vmTestCase: lex and parse the input, take the AST, pass it to the compiler, check the compiler for errors and then hand the \*compiler.Bytecode over to the New function.

The New function should return a new instance of the virtual machine, assigned to vm. This is where we get to the heart of each test case. We start the vm with a call to vm.Run and after making sure it ran without an error, we use a method called StackTop to get the object that’s left sitting on top of the VM’s stack. We then pass that to testExpectedObject to make sure that this object matches what we expected in the vmTestCase.expected field.

Whew! Quite a lot of preparation and setup. But, trust me, this is going to make it so easy to

write VM tests in the future. I mean, take a look at this, our first test:

*// vm/vm\_test.go*

**func** TestIntegerArithmetic(t \*testing.T) { tests := []vmTestCase{

{"1", 1},

{"2", 2},

{"1 + 2", 2}, *//* **FIXME**

}

runVmTests(t, tests)

}

Isn’t that wonderful? No noise, no boilerplate. We just write down the Monkey code and what we expect to end up on the stack when the VM executes it.

Please note that we do *not* expect 3 but 2 to be sitting on top of the stack after compiling and executing 1 + 2. Sounds wrong, right? Well, it *is* wrong. At the end of this chapter executing 1

+ 2 should, of course, result in 3. But right now we only have OpConstant defined, which makes the only thing we can test and implement the pushing of constants on the stack. And in this

test case, the 2 is the second integer to be pushed, so that’s what we’re going to test.

The other two test cases, with only the integers 1 and 2 as their input, are sanity checks. They do not test separate functionality. Pushing a sole integer on to the stack is included in, well, pushing two of them. But these test cases do not have a huge cost and don’t take up a lot of space, so I added them to explicitly make sure that a single integer literal in an expression statement ends with an integer being pushed on to the stack.

Currently, though, nothing’s pushed because we haven’t defined VM yet. But we can do that now, since we already know which parts VM needs to have: instructions, constants and a stack.

*// vm/vm.go*

**package** vm

**import** (

"monkey/code" "monkey/compiler" "monkey/object"

)

**const** StackSize = 2🅓48

**type** VM **struct** {

constants []object.Object instructions code.Instructions

stack []object.Object

sp int *// Always points to the next value. Top of stack is stack[sp-1]*

}

**func** New(bytecode \*compiler.Bytecode) \*VM {

**return** &VM{

instructions: bytecode.Instructions, constants: bytecode.Constants,

stack: make([]object.Object, StackSize), sp: 🅓,

}

}

Our virtual machine is a struct with four fields. It holds the constants and instructions generated by the compiler and has a stack. Rather simple for something with such a grand name, isn’t it?

The stack is preallocated to have a StackSize number of elements, which should be enough for us. sp is the stackpointer, which we’ll increment or decrement to grow or shrink the stack, instead of modifying the stack slice itself.

Here’s the convention we’ll use for stack and sp: sp will always point to the *next* free slot in the stack. If there’s one element on the stack, located at index 🅓, the value of sp would be 1 and to access the element we’d use stack[sp-1]. A new element would be stored at stack[sp], before sp is incremented.

Knowing this, we define the StackTop method we use in our VM tests:

*// vm/vm.go*

**func** (vm \*VM) StackTop() object.Object {

**if** vm.sp == 🅓 {

**return** nil

}

**return** vm.stack[vm.sp-1]

}

Now the only thing that’s keeping us from running the tests is the missing Run method of the

VM:

$ go test ./vm # monkey/vm

vm/vm\_test.go:41:11: vm.Run undefined (type \*VM has no field or method Run) FAIL monkey/vm [build failed]

The Run method is what turns the VM into a virtual machine. It contains its heartbeat, the main loop, the fetch-decode-execute cycle:

*// vm/vm.go*

**func** (vm \*VM) Run() error {

**for** ip := 🅓; ip < len(vm.instructions); ip++ { op := code.Opcode(vm.instructions[ip])

**switch** op {

}

}

**return** nil

}

That’s the first part of the cycle, the “fetch”. We iterate through vm.instructions by incre- menting the instruction pointer, ip, and fetch the current instruction by directly accessing vm.instructions. Then we turn the byte into an Opcode. It’s important that we do not use code.Lookup here to get from a byte to an Opcode. That would be far too slow. It costs time to move the byte around, lookup the opcode’s definition, return it and take it apart.

I know that this doesn’t sound like my usual chant of “we’re here to learn, not to build the fastest thing ever”, but we’re in *the* hot path here; everything we can get rid of, we should throw out. Using code.Lookup here would be like putting a sleep statement in the loop. And

in contrast to a generic method that wants to lookup an opcode (like our mini-disassembler in Instructions.String) we have to encode our knowledge about the instructions into the VM’s Run method anyway. We can’t just delegate the execution away and treat every instruction the same.

Alas, fast as it may be, the “fetch” part alone is not enough:

$ go test ./vm

--- FAIL: TestIntegerArithmetic (🅓.🅓🅓s) vm\_test.go:2🅓: testIntegerObject failed:\

object is not Integer. got=<nil> (<nil>) vm\_test.go:2🅓: testIntegerObject failed:\

object is not Integer. got=<nil> (<nil>) vm\_test.go:2🅓: testIntegerObject failed:\

object is not Integer. got=<nil> (<nil>) FAIL

FAIL monkey/vm 🅓.🅓🅓6s

Time to “decode” and “execute”. Decoding means adding a new case branch and decoding the operands of the instruction:

*// vm/vm.go*

**func** (vm \*VM) Run() error {

*// [...]*

**switch** op {

**case** code.OpConstant:

constIndex := code.ReadUint16(vm.instructions[ip+1:]) ip += 2

}

*// [...]*

}

With the code.ReadUint16 function we decode the operands in the bytecode, starting with the byte positioned right after the opcode, at ip+1. And we use code.ReadUint16 and not code.ReadOperands for the same reason we don’t use code.Lookup when fetching the instruction: speed.

After decoding the operands, we must be careful to increment ip by the correct amount – the number of bytes we read to decode the operands. The result is that the next iteration of the loop starts with ip pointing to an opcode instead of an operand.

We still can’t run the tests, because the compiler now tells us to use the declared but unused

constIndex. We better do that, by adding the “execute” part of our VM cycle:

*// vm/vm.go*

**import** (

"fmt"

*// [...]*

)

**func** (vm \*VM) Run() error {

*// [...]*

**switch** op {

**case** code.OpConstant:

constIndex := code.ReadUint16(vm.instructions[ip+1:]) ip += 2

err := vm.push(vm.constants[constIndex])

**if** err != nil {

**return** err

}

}

*// [...]*

}

**func** (vm \*VM) push(o object.Object) error {

**if** vm.sp >= StackSize {

**return** fmt.Errorf("stack overflow")

}

vm.stack[vm.sp] = o vm.sp++

**return** nil

}

We use constIndex to get to the constant in vm.constants and then push it on to the stack. The succinctly named vm.push method that takes care of checking the stack size, adding the object and incrementing the stackpointer, sp.

Our virtual machine has come to life:

$ go test ./vm

ok monkey/vm 🅓.🅓🅓7s

That means we have successfully defined our own bytecode format, built a compiler that trans- lates a subset of Monkey into this bytecode format and created a virtual machine that executes the bytecode. Again, ok is rather somber – itstimetodance would be more appropriate.

We’ve also built a lot of infrastructure and tools to compile and execute these two OpConstant instruction. And at the moment that might feel excessive, but believe me, it’s going to pay off. We can already see the benefits when we add another opcode now.

## ADDING ON THE STACK

At the beginning of this chapter we set out to compile and execute the Monkey expression 1 +

1. Now we’re nearly there. All that’s left to do is to actually add the integers we’ve pushed on to the stack. For that, we need a new opcode.

The new opcode is called OpAdd and tells the VM to pop the two topmost elements off the stack, add them together and push the result back on to the stack. In contrast to OpConstant, it doesn’t have any operands. It’s simply one byte, a single opcode:

*// code/code.go*

**const** (

OpConstant Opcode = iota OpAdd

)

**var** definitions = **map**[Opcode]\*Definition{ OpConstant: {"OpConstant", []int{2}},

OpAdd: {"OpAdd", []int{}},

}

Right next to OpConstant we add the new definition of OpAdd. There’s nothing remarkable here, except that the OperandWidths field in the \*Definition holds an empty slice to signify that OpAdd doesn’t have any operands. And that’s only remarkable in how unremarkable it is. But we still need to make sure that our tooling can handle an opcode without any operands. First on the list is Make:

*// code/code\_test.go*

**func** TestMake(t \*testing.T) { tests := []**struct** {

op Opcode operands []int expected []byte

}{

*// [...]*

{OpAdd, []int{}, []byte{byte(OpAdd)}},

}

*// [...]*

}

One new test case to make sure that Make knows how to encode a single Opcode into a byte slice. And guess what? It already does:

$ go test ./code

ok monkey/code 🅓.🅓🅓6s

That means we can now use Make to test whether the Instructions.String method can also handle OpAdd. We change the test input and the expectation to include it:

*// code/code\_test.go*

**func** TestInstructionsString(t \*testing.T) { instructions := []Instructions{

Make(OpAdd), Make(OpConstant, 2),

Make(OpConstant, 65535),

}

expected := `🅓🅓🅓🅓 OpAdd

🅓🅓🅓1 OpConstant 2

🅓🅓🅓4 OpConstant 65535

`

*// [...]*

}

But, we didn’t get so lucky this time, the test fails:

$ go test ./code

--- FAIL: TestInstructionsString (🅓.🅓🅓s) code\_test.go:51: instructions wrongly formatted.

want="🅓🅓🅓🅓 OpAdd\n🅓🅓🅓1 OpConstant 2\n🅓🅓🅓4 OpConstant 65535\n" got="🅓🅓🅓🅓 ERROR: unhandled operandCount for OpAdd\n\n\

🅓🅓🅓1 OpConstant 2\n🅓🅓🅓4 OpConstant 65535\n"

FAIL

FAIL monkey/code 🅓.🅓🅓7s

The error message points in the right direction, though. We need to extend the switch statement in the Instructions.fmtInstruction method to handle opcodes with no operands:

*// code/code.go*

**func** (ins Instructions) fmtInstruction(def \*Definition, operands []int) string {

*// [...]*

**switch** operandCount {

**case** 🅓:

**return** def.Name

**case** 1:

**return** fmt.Sprintf("%s %d", def.Name, operands[🅓])

}

**return** fmt.Sprintf("ERROR: unhandled operandCount for %s\n", def.Name)

}

That turns our tests from red to green again:

$ go test ./code

ok monkey/code 🅓.🅓🅓6s

And since OpAdd doesn’t have any operands, we don’t need to change ReadOperands, which means we’re done with updating our tools. OpAdd is now fully defined and ready to be used in our compiler.

Now, think back to our first compiler test, TestIntegerArithmetic. We asserted that the Monkey expression 1 + 2 should result in two OpConstant instructions. That was wrong back then and it’s still wrong. But we set out to build the smallest possible compiler that only does one thing, pushing integers on to the stack, so that was okay. Now we want to add those numbers, which means it’s time to fix the test by adding the missing OpAdd instruction:

*// compiler/compiler\_test.go*

**func** TestIntegerArithmetic(t \*testing.T) { tests := []compilerTestCase{

{

input: "1 + 2",

expectedConstants: []**interface**{}{1, 2}, expectedInstructions: []code.Instructions{

code.Make(code.OpConstant, 🅓), code.Make(code.OpConstant, 1), code.Make(code.OpAdd),

},

},

}

*// [...]*

}

expectedInstructions is now correct. Two OpConstant instructions to push the two constants on to the stack and then an OpAdd instruction that should cause the VM to add them together.

Since we only updated our tools but not yet the compiler, the test now tells us which instruction we’re not emitting:

$ go test ./compiler

--- FAIL: TestIntegerArithmetic (🅓.🅓🅓s)

compiler\_test.go:26: testInstructions failed: wrong instructions length. want="🅓🅓🅓🅓 OpConstant 🅓\n🅓🅓🅓3 OpConstant 1\n🅓🅓🅓6 OpAdd\n"

got ="🅓🅓🅓🅓 OpConstant 🅓\n🅓🅓🅓3 OpConstant 1\n" FAIL

FAIL monkey/compiler 🅓.🅓🅓7s

It’s my unwavering opinion that the Instructions.String method is worth its bytes in gold. This failing test now tells us – nicely formatted and readable! – that we need to emit an

OpAdd instruction. And since we already came across an \*ast.InfixExpression in the compiler’s

Compile method, we know where to do that:

*// compiler/compiler.go*

**import** (

"fmt"

*// [...]*

)

**func** (c \*Compiler) Compile(node ast.Node) error {

**switch** node := node.(**type**) {

*// [...]*

**case** \*ast.InfixExpression:

err := c.Compile(node.Left)

**if** err != nil {

**return** err

}

err = c.Compile(node.Right)

**if** err != nil {

**return** err

}

**switch** node.Operator {

**case** "+":

c.emit(code.OpAdd)

**default**:

**return** fmt.Errorf("unknown operator %s", node.Operator)

}

*// [...]*

}

*// [...]*

}

In the new switch statement we check the Operator field of the \*ast.InfixExpression node. In case we have a + at hand (which we do in our test) we c.emit an OpAdd instruction. Then, to be safe, we add a default branch that returns an error in case we don’t know how to compile a specific infix operator. And yes, you guessed it, we’re going to add more case branches later on.

And that’s it. Our compiler is now able to emit OpAdd instructions:

$ go test ./compiler

ok monkey/compiler 🅓.🅓🅓6s

This starts to feel like a winning streak. And now, instead of going on any detour, we move directly to the VM and implement OpAdd there too.

The best part about that is that we don’t have to write a new test – we just have to fix our old one. Because in the vm package we also wrote a “wrong” test before. Remember our assertion about 1 + 2 leaving 2 on the stack? We need to change that:

*// vm/vm\_test.go*

**func** TestIntegerArithmetic(t \*testing.T) { tests := []vmTestCase{

*// [...]*

{"1 + 2", 3},

}

runVmTests(t, tests)

}

Now we expect a 3 instead of a 2. But that alone makes the test fail:

$ go test ./vm

--- FAIL: TestIntegerArithmetic (🅓.🅓🅓s) vm\_test.go:2🅓: testIntegerObject failed:\

object has wrong value. got=2, want=3 FAIL

FAIL monkey/vm 🅓.🅓🅓7s

We now have to actually do something with the integers we pushed on to the stack, which means we’ve finally arrived at stack arithmetic. And what’s the first thing we need to do to add two numbers together? Exactly, pop the operands off the stack. To help with that, we add another helper to VM:

*// vm/vm.go*

**func** (vm \*VM) pop() object.Object { o := vm.stack[vm.sp-1]

vm.sp--

**return** o

}

We first take the element from the top of the stack, located at vm.sp-1, and put it on the side. Then we decrement vm.sp, allowing the location of element that was just popped off being overwritten eventually.

In order to use this new pop method we first need to add the “decode” part for the new OpAdd instruction. But since that’s not really worth mentioning on its own, here it is with the first part of the “execute”:

*// vm/vm.go*

**func** (vm \*VM) Run() error {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpAdd: right := vm.pop() left := vm.pop()

leftValue := left.(\*object.Integer).Value rightValue := right.(\*object.Integer).Value

}

*// [...]*

}

Extending the “decode” part of the run-loop means adding the new case code.OpAdd. After that, we’re ready to implement the operation itself, the “execute”. In this case we start by popping the operands off the stack and unwrapping their values into leftValue and rightValue.

It looks innocent enough, but here is where subtle bugs can creep in. We implicitly assume that the right operand of the infix operator is the last one to be pushed on to the stack. In the case of + the order of the operands doesn’t matter, so the implicitness is not an immediate problem. But there are other operators where the wrong order of the operands can cause wrong results. And I’m not talking about some exotic operator here – minus also needs its operand to be in the correct order.

That was just the start of the implementation of OpAdd and the VM test is still failing, so let’s finish it with one elegant addition:

*// vm/vm.go*

**func** (vm \*VM) Run() error {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpAdd: right := vm.pop() left := vm.pop()

leftValue := left.(\*object.Integer).Value rightValue := right.(\*object.Integer).Value

result := leftValue + rightValue vm.push(&object.Integer{Value: result})

*// [...]*

}

*// [...]*

}

Here’s what the two added lines are doing: add leftValue and rightValue together, turn the result into an \*object.Integer and push that on to the stack. And here’s what that amounts to:

$ go test ./vm

ok monkey/vm 🅓.🅓🅓6s

Passing tests! We did it: we achieved the goal of this chapter and successfully compiled and executed the Monkey expression 1 + 2.

We can lean back now, take a big breath, relax and ponder how it feels to write a compiler and a virtual machine. I bet it wasn’t as hard as you thought it would be. Granted, our compiler and the VM are not what you’d call “feature rich”. But we’re not done yet – far from that – and we’ve built important infrastructure that’s essential to both the compiler and the VM. We can be proud of ourselves.

## HOOKING UP THE REPL

Before we move on, we can hook up the compiler and the VM to our REPL. That allows us to get instant feedback when we want to experiment with Monkey. All that takes is to remove the evaluator and the environment setup from our REPL’s Start function and replace it with the calls to the compiler and the VM we already know from our tests:

*// repl/repl.go*

**import** (

"bufio" "fmt"

"io" "monkey/compiler" "monkey/lexer" "monkey/parser" "monkey/vm"

)

**func** Start(in io.Reader, out io.Writer) { scanner := bufio.NewScanner(in)

**for** {

fmt.Fprintf(out, PROMPT) scanned := scanner.Scan() **if** !scanned {

**return**

}

line := scanner.Text() l := lexer.New(line)

p := parser.New(l)

program := p.ParseProgram()

**if** len(p.Errors()) != 🅓 { printParserErrors(out, p.Errors())

**continue**

}

comp := compiler.New()

err := comp.Compile(program)

**if** err != nil {

fmt.Fprintf(out, "Woops! Compilation failed:\n %s\n", err)

**continue**

}

machine := vm.New(comp.Bytecode()) err = machine.Run()

**if** err != nil {

fmt.Fprintf(out, "Woops! Executing bytecode failed:\n %s\n", err)

**continue**

}

stackTop := machine.StackTop() io.WriteString(out, stackTop.Inspect()) io.WriteString(out, "\n")

}

}

First we tokenize the input, then we parse it, then we compile and execute the program. We also replace the previous printing of Eval’s return value with printing the object that sits on top of the VM’s stack.

Now we can start up the REPL and see our compiler and VM work behind the scenes:

$ go build -o monkey . && ./monkey

Hello mrnugget! This is the Monkey programming language! Feel free to type in commands

>> 1

1

>> 1 + 2

3

>> 1 + 2 + 3

6

>> 1🅓🅓🅓 + 555 1555

Beautiful. But, of course, it all comes crashing down as soon as we want to do more than add two numbers together:

>> 99 - 1

Woops! Compilation failed: unknown operator -

>> 8🅓 / 2

Woops! Compilation failed: unknown operator /

We still have work to do. Let’s get to it.

CHAPTER 3

COMPILING EXPRESSIONS

In the previous two chapters we learned a lot of new and strange things, built a tiny compiler, a virtual machine and defined bytecode instructions. In this one, we’ll use our newfound knowl- edge of bytecode compilation and execution, and combine it with what we know from the first book to add support for all the infix and prefix operators Monkey supports.

That not only allows us to familiarize ourselves with our codebase and further extend its infras- tructure but to also catch our breath. Besides, we have some cleaning up to do before we can move on. The thing most in need of a scrub? Our stack.

## CLEANING UP THE STACK

In their current state, the only thing our compiler and our VM are capable of is adding two numbers. Give them the expression 1 + 2 and our VM will correctly put 3 on its stack. That’s exactly what we want, but there’s one issue lurking in the shadows: the 3 stays on the stack and will stay there for all eternity if we don’t do something about it.

The problem is not with the expression 1 + 2 itself, but rather where it occurs. It’s part of an *expression statement*. As a quick refresher, we have three types of statements in Monkey: let statements, return statements and expression statements. Whereas the first two explicitly reuse the value their child-expression nodes produce, expression statements merely wrap expressions so they can occur on their own. The value they produce is not reused, by definition. But now our problem is that we *do* reuse it, because we involuntarily keep it on the stack.

Take a look at the following Monkey program:

1;

2;

3;

That’s three separate expression statements. And you know what ends up on the stack? Not just the value produced last, 3, but everything: 1, 2 and 3. If we have a Monkey program consisting of lots of expression statements we could fill up the stack by accident. That’s not good.

In order to fix that, we need to do two things. First, we need to define a new opcode that tells the VM to pop the topmost element off the stack. Second, we need to emit this opcode after every expression statement.

We start with the definition of the opcode, the aptly name OpPop:

*// code/code.go*

**const** (

*// [...]*

OpPop

)

**var** definitions = **map**[Opcode]\*Definition{

*// [...]*

OpPop: {"OpPop", []int{}},

}

OpPop doesn’t have any operands, just like OpAdd. Its only job is to tell the VM to pop the topmost element off the stack and for that it doesn’t need an operand.

Now we need to use this new opcode to clean the stack after every expression statement. Thank- fully, it’s easy to assert this new behaviour in our test suite, since we don’t have a lot of compiler tests yet, which is also why I thought it wise to introduce OpPop now instead of two chapters down the road. We only need to change our single test case in TestIntegerArithmetic:

*// compiler/compiler\_test.go*

**func** TestIntegerArithmetic(t \*testing.T) { tests := []compilerTestCase{

{

input: "1 + 2",

expectedConstants: []**interface**{}{1, 2}, expectedInstructions: []code.Instructions{

code.Make(code.OpConstant, 🅓), code.Make(code.OpConstant, 1), code.Make(code.OpAdd), code.Make(code.OpPop),

},

},

}

runCompilerTests(t, tests)

}

The only change here is the new line containing the code.Make(code.OpPop) call. We assert that the compiled expression statement should be followed by an OpPop instruction. The desired behaviour can be made even clearer by adding another test with multiple expression statements:

*// compiler/compiler\_test.go*

**func** TestIntegerArithmetic(t \*testing.T) { tests := []compilerTestCase{

*// [...]*

{

input: "1; 2",

expectedConstants: []**interface**{}{1, 2}, expectedInstructions: []code.Instructions{

code.Make(code.OpConstant, 🅓), code.Make(code.OpPop), code.Make(code.OpConstant, 1), code.Make(code.OpPop),

},

},

}

runCompilerTests(t, tests)

}

Please note the ; that separates the 1 from the 2. Both integer literals are separate expression statements and after each statement an OpPop instruction should be emitted. That’s not what currently happens. Instead we tell our VM to fill up its stack by loading constants on to it:

$ go test ./compiler

--- FAIL: TestIntegerArithmetic (🅓.🅓🅓s)

compiler\_test.go:37: testInstructions failed: wrong instructions length. want="🅓🅓🅓🅓 OpConstant 🅓\n🅓🅓🅓3 OpConstant 1\n🅓🅓🅓6 OpAdd\n🅓🅓🅓7 OpPop\n" got ="🅓🅓🅓🅓 OpConstant 🅓\n🅓🅓🅓3 OpConstant 1\n🅓🅓🅓6 OpAdd\n"

FAIL

FAIL monkey/compiler 🅓.🅓🅓7s

But here comes the good part. In order to fix this and properly clean the stack, all we need to do is to add a single call to c.emit to our compiler:

*// compiler/compiler.go*

**func** (c \*Compiler) Compile(node ast.Node) error {

**switch** node := node.(**type**) {

*// [...]*

**case** \*ast.ExpressionStatement:

err := c.Compile(node.Expression)

**if** err != nil {

**return** err

}

c.emit(code.OpPop)

*// [...]*

}

*// [...]*

}

After compiling the node.Expression of an \*ast.ExpressionStatement we emit an OpPop. That’s all it takes:

$ go test ./compiler

ok monkey/compiler 🅓.🅓🅓6s

Okay, that’s not *all* it takes. We still have some work left to do, because now we need to tell our VM how to handle this OpPop instruction, which would also be a tiny addition if it weren’t for our tests.

In our VM tests we used vm.StackTop to make sure that our VM put the correct things on to its stack, but with OpPop in play we can’t do that anymore. Now, what want to assert is that “this should have been on the stack, right before you popped it off, dear VM”. In order to do that, we add a test-only method to our VM and get rid of StackTop:

*// vm/vm.go*

**func** (vm \*VM) LastPoppedStackElem() object.Object {

**return** vm.stack[vm.sp]

}

As per our convention vm.sp always points to the *next free* slot in vm.stack. This is where a new element would be pushed. But since we only pop elements off the stack by decrementing vm.sp (without explicitly setting them to nil), this is also where we can find the elements that were previously on top of the stack. With LastPoppedStackElem, we can change our VM tests to make sure OpPop is actually handled correctly:

*// vm/vm\_test.go*

**func** runVmTests(t \*testing.T, tests []vmTestCase) { t.Helper()

**for** \_, tt := **range** tests {

*// [...]*

stackElem := vm.LastPoppedStackElem()

testExpectedObject(t, tt.expected, stackElem)

}

}

We changed the call from vm.StackTop to vm.LastPoppedStackElem. It’s enough to break our tests:

$ go test ./vm

--- FAIL: TestIntegerArithmetic (🅓.🅓🅓s) vm\_test.go:2🅓: testIntegerObject failed:\

object is not Integer. got=<nil> (<nil>) vm\_test.go:2🅓: testIntegerObject failed:\

object is not Integer. got=<nil> (<nil>) vm\_test.go:2🅓: testIntegerObject failed:\

object has wrong value. got=2, want=3 FAIL

FAIL monkey/vm 🅓.🅓🅓7s

In order to get them to pass again, we need to tell our VM to keep its stack clean and tidy:

*// vm/vm.go*

**func** (vm \*VM) Run() error {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpPop: vm.pop()

}

*// [...]*

}

With that, stack hygiene is restored:

$ go test ./vm

ok monkey/vm 🅓.🅓🅓6s

But we also need to fix our REPL, where we still use StackTop, by replacing it with

LastPoppedStackElem:

*// repl/repl.go*

**func** Start(in io.Reader, out io.Writer) {

*// [...]*

**for** {

*// [...]*

lastPopped := machine.LastPoppedStackElem() io.WriteString(out, lastPopped.Inspect()) io.WriteString(out, "\n")

}

}

Perfect! That means we can move on and safely do more arithmetic on the stack without the stack slowly blowing up in our face.

## INFIX EXPRESSIONS

Monkey supports eight infix operators and four of them are being used for arithmetic: +, -, \* and /. We’ve already added support for + with the OpAdd opcode. Now we need to add three more. And since all three of them work the same way in regards to their use of operands and the stack, we’ll add them together.

The first step is to add the Opcode definitions to the code package:

*// code/code.go*

**const** (

*// [...]*

OpSub OpMul OpDiv

)

**var** definitions = **map**[Opcode]\*Definition{

*// [...]*

OpSub: {"OpSub", []int{}},

OpMul: {"OpMul", []int{}},

OpDiv: {"OpDiv", []int{}},

}

OpSub stands for the -, OpMul for the \* and OpDiv for the / infix operator. With these opcodes defined, we can use them in our compiler tests to make sure the compiler knows how to output them:

*// compiler/compiler\_test.go*

**func** TestIntegerArithmetic(t \*testing.T) { tests := []compilerTestCase{

*// [...]*

{

input: "1 - 2",

expectedConstants: []**interface**{}{1, 2}, expectedInstructions: []code.Instructions{

code.Make(code.OpConstant, 🅓), code.Make(code.OpConstant, 1), code.Make(code.OpSub), code.Make(code.OpPop),

},

},

{

input: "1 \* 2",

expectedConstants: []**interface**{}{1, 2}, expectedInstructions: []code.Instructions{

code.Make(code.OpConstant, 🅓), code.Make(code.OpConstant, 1), code.Make(code.OpMul), code.Make(code.OpPop),

},

},

{

input: "2 / 1",

expectedConstants: []**interface**{}{2, 1}, expectedInstructions: []code.Instructions{

code.Make(code.OpConstant, 🅓), code.Make(code.OpConstant, 1), code.Make(code.OpDiv), code.Make(code.OpPop),

},

},

}

runCompilerTests(t, tests)

}

Hopefully the only thing that gives you pause here is the last test case, where I changed the order of the operands. Other than that, these are boringly similar to our previous test case for 1 + 2, except for the operator itself and the expected opcode. But, alas, similarity is not something a compiler understands natively:

$ go test ./compiler

--- FAIL: TestIntegerArithmetic (🅓.🅓🅓s) compiler\_test.go:67: compiler error: unknown operator - FAIL

FAIL monkey/compiler 🅓.🅓🅓6s

What we need to change is the switch statement in our compiler’s Compile method that checks

node.Operator:

*// compiler/compiler.go*

**func** (c \*Compiler) Compile(node ast.Node) error {

**switch** node := node.(**type**) {

*// [...]*

**case** \*ast.InfixExpression:

*// [...]*

**switch** node.Operator {

**case** "+":

c.emit(code.OpAdd)

**case** "-":

c.emit(code.OpSub)

**case** "\*":

c.emit(code.OpMul)

**case** "/":

c.emit(code.OpDiv)

**default**:

**return** fmt.Errorf("unknown operator %s", node.Operator)

}

*// [...]*

}

*// [...]*

}

Only six lines in this snippet are new: the case branches for "-", "\*" and "/". And they make the tests pass:

$ go test ./compiler

ok monkey/compiler 🅓.🅓🅓6s

Alright, the compiler now outputs three more opcodes. Our VM must now step up to this challenge. And here too, the first thing to do is add test cases:

*// vm/vm\_test.go*

**func** TestIntegerArithmetic(t \*testing.T) { tests := []vmTestCase{

*// [...]*

{"1 - 2", -1},

{"1 \* 2", 2},

{"4 / 2", 2},

{"5🅓 / 2 \* 2 + 1🅓 - 5", 55},

{"5 + 5 + 5 + 5 - 1🅓", 1🅓},

{"2 \* 2 \* 2 \* 2 \* 2", 32},

{"5 \* 2 + 1🅓", 2🅓},

{"5 + 2 \* 1🅓", 25},

{"5 \* (2 + 1🅓)", 6🅓},

}

runVmTests(t, tests)

}

Some might say that this is excessive, going overboard. But what I want to show you here is the power of stack arithmetic. We not only have the three test cases necessary to make sure the OpSub, OpMul and OpDiv opcodes are recognized by the VM, but there’s also a series of test cases that mix the infix operators, playing with their varying levels of precedence and manipulating them by hand with added parentheses. For now, they all fail, which is not the point I wanted to make:

$ go test ./vm

--- FAIL: TestIntegerArithmetic (🅓.🅓🅓s)

vm\_test.go:3🅓: testIntegerObject failed: object has wrong value.\ got=2, want=-1

vm\_test.go:3🅓: testIntegerObject failed: object has wrong value.\ got=5, want=55

vm\_test.go:3🅓: testIntegerObject failed: object has wrong value.\ got=2, want=32

vm\_test.go:3🅓: testIntegerObject failed: object has wrong value.\ got=12, want=2🅓

vm\_test.go:3🅓: testIntegerObject failed: object has wrong value.\ got=12, want=25

vm\_test.go:3🅓: testIntegerObject failed: object has wrong value.\ got=12, want=6🅓

FAIL

FAIL monkey/vm 🅓.🅓🅓7s

My point is how minimal the required changes are to make all of them pass. First, we replace the existing case code.OpAdd in our VM with this:

*// vm/vm.go*

**func** (vm \*VM) Run() error {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpAdd, code.OpSub, code.OpMul, code.OpDiv: err := vm.executeBinaryOperation(op)

**if** err != nil {

**return** err

}

}

*// [...]*

}

Everything that has to with binary operations is now neatly tucked away behind the

executeBinaryOperation method:

*// vm/vm.go*

**func** (vm \*VM) executeBinaryOperation(op code.Opcode) error { right := vm.pop()

left := vm.pop()

leftType := left.Type() rightType := right.Type()

**if** leftType == object.INTEGER\_OBJ && rightType == object.INTEGER\_OBJ {

**return** vm.executeBinaryIntegerOperation(op, left, right)

}

**return** fmt.Errorf("unsupported types for binary operation: %s %s", leftType, rightType)

}

It doesn’t do much more than type assertions and possibly producing an error and delegates most of the work to executeBinaryIntegerOperation:

*// vm/vm.go*

**func** (vm \*VM) executeBinaryIntegerOperation( op code.Opcode,

left, right object.Object,

) error {

leftValue := left.(\*object.Integer).Value rightValue := right.(\*object.Integer).Value

**var** result int64

**switch** op {

**case** code.OpAdd:

result = leftValue + rightValue

**case** code.OpSub:

result = leftValue - rightValue

**case** code.OpMul:

result = leftValue \* rightValue

**case** code.OpDiv:

result = leftValue / rightValue

**default**:

**return** fmt.Errorf("unknown integer operator: %d", op)

}

**return** vm.push(&object.Integer{Value: result})

}

Here is where we finally unwrap the integers contained in the left and right operands and produce a result according to the op. There shouldn’t be any surprises here, because this method has a really similar counterpart in the evaluator package we built in the first book.

Here’s the result of adding these two methods:

$ go test ./vm

ok monkey/vm 🅓.🅓1🅓s

Addition, subtraction, multiplication, division – they all work. As a single operations, combined, grouped by parentheses; all we do is pop operands off the stack and push the result back. Stack arithmetic – pretty neat.

## BOOLEANS

These four operators we added comprise only a subset of the operators available in Monkey. There are also the comparison operators ==, !=, >, < and the two prefix operators ! and -. Our next goal is to implement all of them and that includes teaching our Monkey VM about another Monkey data type: booleans. Without booleans we couldn’t represent the results of these operators (well, except for the - prefix), but booleans also exist as literal expressions in Monkey:

**true**; **false**;

We’re going to start by adding support for these two literals. That way we already have our boolean data type in place when we add the operators.

So what does a boolean literal do? Well, in our evaluator a boolean literal evaluates to the boolean value it designates: true or false. Now we’re working with a compiler and a VM, so we have to adjust our expectations a little bit. Instead of boolean literals *evaluating* to boolean values, we now want them to cause the VM to load the boolean values on to the stack.

That’s pretty close to what integer literals do and those are compiled to OpConstant instructions. We *could* treat true and false as constants too, but that would be a waste, not only of bytecode but also of compiler and VM resources. Instead, we’ll now define two new opcodes that directly tell the VM to push an \*object.Boolean on to the stack:

*// code/code.go*

**const** (

*// [...]*

OpTrue OpFalse

)

**var** definitions = **map**[Opcode]\*Definition{

*// [...]*

OpTrue: {"OpTrue", []int{}},

OpFalse: {"OpFalse", []int{}},

}

Granted, I didn’t waste a lot of creativity on the naming of these two. But what they do should be clear nonetheless. Both opcodes have no operands and simply tell the VM “push true or false on to the stack”.

We can now use that to create a compiler test in which we make sure that the boolean literals

true and false are translated to OpTrue and OpFalse instructions:

*// compiler/compiler\_test.go*

**func** TestBooleanExpressions(t \*testing.T) { tests := []compilerTestCase{

{

input: "true",

expectedConstants: []**interface**{}{}, expectedInstructions: []code.Instructions{

code.Make(code.OpTrue), code.Make(code.OpPop),

},

},

{

input: "false", expectedConstants: []**interface**{}{}, expectedInstructions: []code.Instructions{

code.Make(code.OpFalse), code.Make(code.OpPop),

},

},

}

runCompilerTests(t, tests)

}

This is our second compiler test and has the same structure as the first one. The tests slice will be extended once we implement the comparison operators.

Both test cases fail, because the compiler only knows that it should emit an OpPop after expres- sion statements:

$ go test ./compiler

--- FAIL: TestBooleanExpressions (🅓.🅓🅓s)

compiler\_test.go:9🅓: testInstructions failed: wrong instructions length. want="🅓🅓🅓🅓 OpTrue\n🅓🅓🅓1 OpPop\n"

got ="🅓🅓🅓🅓 OpPop\n" FAIL

FAIL monkey/compiler 🅓.🅓🅓9s

In order to emit OpTrue or OpFalse instructions we need to add a new case branch for

\*ast.Boolean to the compiler’s Compile method:

*// compiler/compiler.go*

**func** (c \*Compiler) Compile(node ast.Node) error {

**switch** node := node.(**type**) {

*// [...]*

**case** \*ast.Boolean:

**if** node.Value { c.emit(code.OpTrue)

} **else** {

c.emit(code.OpFalse)

}

*// [...]*

}

*// [...]*

}

Yep, that did it, alright:

$ go test ./compiler

ok monkey/compiler 🅓.🅓🅓8s

The next step is to tell the VM about true and false. And just like in the compiler package we now create a second test function:

*// vm/vm\_test.go*

**func** TestBooleanExpressions(t \*testing.T) { tests := []vmTestCase{

{"true", true},

{"false", false},

}

runVmTests(t, tests)

}

This test function is very similar to the first one, TestIntegerArithmetic. But since we now have a bool as our expectation here, we need to update the testExpectedObject function used by runVmTests and provide it with a new helper function called testBooleanObject:

*// vm/vm\_test.go*

**func** testExpectedObject( t \*testing.T, expected **interface**{}, actual object.Object,

) {

t.Helper()

**switch** expected := expected.(**type**) {

*// [...]*

**case** bool:

err := testBooleanObject(bool(expected), actual)

**if** err != nil {

t.Effoff("testBooleanObject failed: %s", err)

}

}

}

**func** testBoole6nObject(expected bool, 6ctu6l object.Object) effof { fesult, ok := 6ctu6l.(\*object.Boole6n)

**if** !ok {

**return** fmt.Effoff("object is not Boole6n. got=%T (%+v)", 6ctu6l, 6ctu6l)

)

**if** fesult.V6lue != expected {

**return** fmt.Effoff("object h6s wfong v6lue. got=%t, w6nt=%t", fesult.V6lue, expected)

)

**return** nil

)

testBoole6nObject is testIntegefObject’s counterpart and not the most fascinating of functions, but we’ll get a lot of use out of it, that’s for sure. What *is* noteworthy is that our VM tests now blow up:

$ go test ./vm

--- FAIL: TestBoole6nExpfessions (🅓.🅓🅓s)

p6nic: funtime effof: index out of f6nge [fecovefed] p6nic: funtime effof: index out of f6nge

gofoutine 19 [funning]: testing.tRunnef.func1(🅓xc42🅓🅓b61e🅓)

/usf/loc6l/go/sfc/testing/testing.go:742 +🅓x29d p6nic(🅓x1116f2🅓, 🅓x11eefc🅓)

/usf/loc6l/go/sfc/funtime/p6nic.go:5🅓2 +🅓x229 monkey/vm.(\*VM).pop(...)

/Usefs/mfnugget/code/🅓2/sfc/monkey/vm/vm.go:74 monkey/vm.(\*VM).Run(🅓xc42🅓🅓5🅓ed8, 🅓x8🅓🅓, 🅓x8🅓🅓)

/Usefs/mfnugget/code/🅓2/sfc/monkey/vm/vm.go:49 +🅓x16f monkey/vm.funVmTests(🅓xc42🅓🅓b61e🅓, 🅓xc42🅓🅓79f58, 🅓x2, 🅓x2)

/Usefs/mfnugget/code/🅓2/sfc/monkey/vm/vm\_test.go:6🅓 +🅓x356 monkey/vm.TestBoole6nExpfessions(🅓xc42🅓🅓b61e🅓)

/Usefs/mfnugget/code/🅓2/sfc/monkey/vm/vm\_test.go:39 +🅓x6🅓 testing.tRunnef(🅓xc42🅓🅓b61e🅓, 🅓x11476d🅓)

/usf/loc6l/go/sfc/testing/testing.go:777 +🅓xd🅓 cfe6ted by testing.(\*T).Run

/usf/loc6l/go/sfc/testing/testing.go:824 +🅓x2e FAIL monkey/vm 🅓.🅓11s

It blows up because we’re so tidy and issue an OpPop after every expression statement to keep the stack clean. And when we try to pop something off the stack without first putting something on it, we get an index out of f6nge panic.

The first step towards fixing this is to tell our VM about tfue and f6lse and defining global

Tfue and F6lse instances of them:

*// vm/vm.go*

**var** Tfue = &object.Boole6n{V6lue: tfue)

**var** F6lse = &object.Boole6n{V6lue: f6lse)

The reasons for reusing global instances of the \*object.Boole6ns are the same as in our ev6lu6tof package. First, these are immutable, unique values. tfue will always be tfue and f6lse will always be f6lse. Treating them as such by defining them as global variables is an absolute no-brainer in terms of performance. Why create new \*object.Boole6ns with the same value if

we can just reference these two? The second reason is that this makes comparisons in Monkey, like tfue == tfue, easier to implement and perform, because we can just compare two pointers without having to unwrap the value they’re pointing at.

Of course, defining Tfue and F6lse does not magically make the tests pass. We also need to push them on to the stack when instructed to do so. For that we extend the main loop of our VM:

*// vm/vm.go*

**func** (vm \*VM) Run() effof {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpTfue:

eff := vm.push(Tfue)

**if** eff != nil {

**return** eff

)

**case** code.OpF6lse:

eff := vm.push(F6lse)

**if** eff != nil {

**return** eff

)

)

*// [...]*

)

Not much to explain here: we push the globals Tfue and F6lse on to the stack. That means that we *are* actually pushing something on to the stack before trying to clean it up again, which means our tests don’t blow up anymore:

$ go test ./vm

ok monkey/vm 🅓.🅓🅓7s

Alright! Boolean literals work and our VM now knows about Tfue and F6lse. Now we can start to implement the comparison operators, because now we can put their results on to the stack.

## COMPARISON OPERATORS

The four comparison operators in Monkey are: ==, !=, > and <. We will now add support for all four of them by adding three (!) new opcode definitions and supporting them in the compiler and the VM. Here they are:

*// code/code.go*

**const** (

*// [...]*

OpEqu6l OpNotEqu6l OpGfe6tefTh6n

)

**var** definitions = **map**[Opcode]\*Definition{

*// [...]*

OpEqu6l: {"OpEqu6l", []int{)),

OpNotEqu6l: {"OpNotEqu6l", []int{)), OpGfe6tefTh6n: {"OpGfe6tefTh6n", []int{)),

)

They do not have operands and instead do their work by comparing the two topmost elements on the stack. They tell the VM to pop them off and push the result back on. Just like the opcodes for arithmetic operations.

You might be wondering why there is no opcode for <. If we have OpGfe6tefTh6n, shouldn’t we have an OpLessTh6n, too? That’s a valid question, because we *could* add OpLessTh6n and that would be fine, but I want to show something that’s possible with compilation and not with interpretation: reordering of code.

The expression 3 < 5 can be reordered to 5 > 3 without changing its result. And because it can be reordered, that’s what our compiler is going to do. It will take every less-than expression and reorder it to emit the greater-than version instead. That way we keep the instruction set small, the loop of our VM tighter and learn about the things we can do with compilation.

Here are new test cases for the existing TestBoole6nExpfessions function that express this:

*// compiler/compiler\_test.go*

**func** TestBoole6nExpfessions(t \*testing.T) { tests := []compilefTestC6se{

*// [...]*

{

input: "1 > 2",

expectedConst6nts: []**interface**{){1, 2), expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpConst6nt, 1), code.M6ke(code.OpGfe6tefTh6n), code.M6ke(code.OpPop),

),

),

{

input: "1 < 2",

expectedConst6nts: []**interface**{){2, 1), expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpConst6nt, 1), code.M6ke(code.OpGfe6tefTh6n), code.M6ke(code.OpPop),

),

),

{

input: "1 == 2",

expectedConst6nts: []**interface**{){1, 2), expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpConst6nt, 1), code.M6ke(code.OpEqu6l), code.M6ke(code.OpPop),

),

),

{

input: "1 != 2",

expectedConst6nts: []**interface**{){1, 2), expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpConst6nt, 1), code.M6ke(code.OpNotEqu6l), code.M6ke(code.OpPop),

),

),

{

input: "tfue == f6lse", expectedConst6nts: []**interface**{){), expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpTfue), code.M6ke(code.OpF6lse), code.M6ke(code.OpEqu6l), code.M6ke(code.OpPop),

),

),

{

input: "tfue != f6lse", expectedConst6nts: []**interface**{){), expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpTfue), code.M6ke(code.OpF6lse), code.M6ke(code.OpNotEqu6l), code.M6ke(code.OpPop),

),

),

)

funCompilefTests(t, tests)

)

What we want from our compiler is to emit two instructions to get the operands of the infix operators on to the stack and then one instruction with the correct comparison opcode. Pay attention to the expected constants in the 1 < 2 test case: their order is reversed, because the opcode is the same as in the test case before, OpGfe6tefTh6n.

Running the tests shows us that the compiler is still clueless about these new operators and opcodes:

$ go test ./compilef

--- FAIL: TestBoole6nExpfessions (🅓.🅓🅓s) compilef\_test.go:15🅓: compilef effof: unknown opef6tof > FAIL

FAIL monkey/compilef 🅓.🅓🅓7s

What we have to do is to extend the c6se \*6st.InfixExpfession branch in our Compile method, where we already emit the other infix operator opcodes:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.InfixExpfession:

*// [...]*

**switch** node.Opef6tof {

**case** "+":

c.emit(code.OpAdd)

**case** "-":

c.emit(code.OpSub)

**case** "\*":

c.emit(code.OpMul)

**case** "/":

c.emit(code.OpDiv)

**case** ">":

c.emit(code.OpGfe6tefTh6n)

**case** "==":

c.emit(code.OpEqu6l)

**case** "!=":

c.emit(code.OpNotEqu6l)

**default**:

**return** fmt.Effoff("unknown opef6tof %s", node.Opef6tof)

)

*// [...]*

)

*// [...]*

)

What’s new are the c6se branches for the comparison operators and they’re pretty much self- explanatory. Support for the < operator is still missing, though:

$ go test ./compilef

--- FAIL: TestBoole6nExpfessions (🅓.🅓🅓s) compilef\_test.go:15🅓: compilef effof: unknown opef6tof < FAIL

FAIL monkey/compilef 🅓.🅓🅓6s

Since this the operator for which we want to reorder the operands, its implementation is an addition right at the beginning of the c6se branch for \*6st.InfixExpfession:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.InfixExpfession:

**if** node.Opef6tof == "<" {

eff := c.Compile(node.Right)

**if** eff != nil {

**return** eff

)

eff = c.Compile(node.Left)

**if** eff != nil {

**return** eff

)

c.emit(code.OpGfe6tefTh6n)

**return** nil

)

eff := c.Compile(node.Left)

**if** eff != nil {

**return** eff

)

*// [...]*

*// [...]*

)

*// [...]*

)

What we did here is to turn < into a special case. We turn the order around and first compile

node.Right and *then* node.Left in case the operator is <. After that we emit the OpGfe6tefTh6n

opcode. We changed a less-than comparison into a greater-than comparison – while compiling. And it works:

$ go test ./compilef

ok monkey/compilef 🅓.🅓🅓7s

The goal is, of course, that it looks to VM as if there is no such thing as a < operator. All the VM should worry about are OpGfe6tefTh6n instructions. And now that we are sure our compiler only emits those, we can turn to our VM tests:

*// vm/vm\_test.go*

**func** TestBoole6nExpfessions(t \*testing.T) { tests := []vmTestC6se{

*// [...]*

{"1 < 2", tfue),

{"1 > 2", f6lse),

{"1 < 1", f6lse),

{"1 > 1", f6lse),

{"1 == 1", tfue),

{"1 != 1", f6lse),

{"1 == 2", f6lse),

{"1 != 2", tfue),

{"tfue == tfue", tfue),

{"f6lse == f6lse", tfue),

{"tfue == f6lse", f6lse),

{"tfue != f6lse", tfue),

{"f6lse != tfue", tfue),

|  |  |  |
| --- | --- | --- |
| {"(1 < | 2) | == tfue", tfue), |
| {"(1 < | 2) | == f6lse", f6lse), |
| {"(1 > | 2) | == tfue", f6lse), |
| {"(1 > | 2) | == f6lse", tfue), |
| ) |  |  |

funVmTests(t, tests)

)

Yes, I went totally overboard here. But aren’t these test cases neat? I guess that’s what great tooling and infrastructure does for you: reduce the cost of adding new tests and, thus, features. Anyway, as neat as they may be, they fail:

$ go test ./vm

--- FAIL: TestBoole6nExpfessions (🅓.🅓🅓s)

vm\_test.go:57: testBoole6nObject f6iled: object is not Boole6n.\ got=\*object.Integef (&{V6lue:1))

vm\_test.go:57: testBoole6nObject f6iled: object is not Boole6n.\ got=\*object.Integef (&{V6lue:2))

vm\_test.go:57: testBoole6nObject f6iled: object is not Boole6n.\ got=\*object.Integef (&{V6lue:1))

vm\_test.go:57: testBoole6nObject f6iled: object is not Boole6n.\ got=\*object.Integef (&{V6lue:1))

vm\_test.go:57: testBoole6nObject f6iled: object is not Boole6n.\ got=\*object.Integef (&{V6lue:1))

vm\_test.go:57: testBoole6nObject f6iled: object is not Boole6n.\ got=\*object.Integef (&{V6lue:1))

vm\_test.go:57: testBoole6nObject f6iled: object is not Boole6n.\ got=\*object.Integef (&{V6lue:2))

vm\_test.go:57: testBoole6nObject f6iled: object is not Boole6n.\ got=\*object.Integef (&{V6lue:2))

vm\_test.go:57: testBoole6nObject f6iled: object h6s wfong v6lue.\ got=f6lse, w6nt=tfue

vm\_test.go:57: testBoole6nObject f6iled: object h6s wfong v6lue.\ got=f6lse, w6nt=tfue

vm\_test.go:57: testBoole6nObject f6iled: object h6s wfong v6lue.\ got=tfue, w6nt=f6lse

vm\_test.go:57: testBoole6nObject f6iled: object h6s wfong v6lue.\ got=f6lse, w6nt=tfue

FAIL

FAIL monkey/vm 🅓.🅓🅓8s

You and I know we’re on a roll here and that it doesn’t take much to make all of these error messages disappear. First, we add a new c6se branch to our VM’s Run method, so it handles the new comparison opcodes:

*// vm/vm.go*

**func** (vm \*VM) Run() effof {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpEqu6l, code.OpNotEqu6l, code.OpGfe6tefTh6n: eff := vm.executeComp6fison(op)

**if** eff != nil {

**return** eff

)

*// [...]*

)

*// [...]*

)

The executionComp6fison method looks pretty similar to the previously added executeBin6fyOpef6tion:

*// vm/vm.go*

**func** (vm \*VM) executeComp6fison(op code.Opcode) effof { fight := vm.pop()

left := vm.pop()

**if** left.Type() == object.INTEGER\_OBJ && fight.Type() == object.INTEGER\_OBJ {

**return** vm.executeIntegefComp6fison(op, left, fight)

)

**switch** op {

**case** code.OpEqu6l:

**return** vm.push(n6tiveBoolToBoole6nObject(fight == left))

**case** code.OpNotEqu6l:

**return** vm.push(n6tiveBoolToBoole6nObject(fight != left))

**default**:

**return** fmt.Effoff("unknown opef6tof: %d (%s %s)", op, left.Type(), fight.Type())

)

)

First we pop the two operands off the stack and check their types. If they’re both integers, we’ll defer to executeIntegefComp6fison. If not, we use n6tiveBoolToBoole6nObject to turn the Go bools into Monkey \*object.Boole6ns and push the result back on to the stack.

The recipe for this method is simple: pop the operands off the stack, compare them, push the re- sult back on to the stack. We can find the second half of that again in executeIntegefComp6fison:

*// vm/vm.go*

**func** (vm \*VM) executeIntegefComp6fison( op code.Opcode,

left, fight object.Object,

) effof {

leftV6lue := left.(\*object.Integef).V6lue fightV6lue := fight.(\*object.Integef).V6lue

**switch** op {

**case** code.OpEqu6l:

**return** vm.push(n6tiveBoolToBoole6nObject(fightV6lue == leftV6lue))

**case** code.OpNotEqu6l:

**return** vm.push(n6tiveBoolToBoole6nObject(fightV6lue != leftV6lue))

**case** code.OpGfe6tefTh6n:

**return** vm.push(n6tiveBoolToBoole6nObject(leftV6lue > fightV6lue))

**default**:

**return** fmt.Effoff("unknown opef6tof: %d", op)

)

)

In this method we do not need to pop off anything anymore, but can go straight to unwrapping the integer values contained in left and fight. And then, again, we compare the operands and turn the resulting bool into Tfue or F6lse. If you’re excited to learn how *that* is done, I’m sorry, it’s really rather simple. Here is n6tiveBoolToBoole6nObject:

*// vm/vm.go*

**func** n6tiveBoolToBoole6nObject(input bool) \*object.Boole6n {

**if** input {

**return** Tfue

)

**return** F6lse

)

In total, that’s three new methods: executeComp6fison, executeIntegefComp6fison and

n6tiveBoolToBoole6nObject. And that’s all it takes for the tests to pass:

$ go test ./vm

ok monkey/vm 🅓.🅓🅓8s

I told you, we’re on a roll here.

## PREFIX EXPRESSIONS

Monkey supports the two prefix operators - and !. The first one negates integers and the second one booleans. Adding support for them to our compiler and VM means nearly the same as for the previous operators: define the necessary opcodes, emit them in the compiler and handle them in the VM. The difference is that this time we have to do even *less*, because the prefix operators only have *one* operand on the stack, instead of two.

Here are the two opcode definitions that translate to - and !:

*// code/code.go*

**const** (

*// [...]*

OpMinus OpB6ng

)

**var** definitions = **map**[Opcode]\*Definition{

*// [...]*

OpMinus: {"OpMinus", []int{)),

OpB6ng: {"OpB6ng", []int{)),

)

I don’t think I have to tell you which one’s which.

Next, we need to emit them in the compiler, which means we need to add compiler tests. Here it becomes clear that - is an integer operator and ! negates booleans, because we won’t put them together in their own test function. Instead we add test cases for them to the respective test functions that already exist. Here is the test case for OpMinus in TestIntegefAfithmetic:

*// compiler/compiler\_test.go*

**func** TestIntegefAfithmetic(t \*testing.T) { tests := []compilefTestC6se{

*// [...]*

{

input: "-1",

expectedConst6nts: []**interface**{){1), expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpMinus), code.M6ke(code.OpPop),

),

),

)

funCompilefTests(t, tests)

)

And here is the test case for OpB6ng in TestBoole6nExpfessions:

*// compiler/compiler\_test.go*

**func** TestBoole6nExpfessions(t \*testing.T) { tests := []compilefTestC6se{

*// [...]*

{

input: "!tfue", expectedConst6nts: []**interface**{){), expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpTfue), code.M6ke(code.OpB6ng), code.M6ke(code.OpPop),

),

),

)

funCompilefTests(t, tests)

)

Now we have two failing test functions:

$ go test ./compilef

--- FAIL: TestIntegefAfithmetic (🅓.🅓🅓s)

compilef\_test.go:76: testInstfuctions f6iled: wfong instfuctions length. w6nt="🅓🅓🅓🅓 OpConst6nt 🅓\n🅓🅓🅓3 OpMinus\n🅓🅓🅓4 OpPop\n"

got ="🅓🅓🅓🅓 OpPop\n"

--- FAIL: TestBoole6nExpfessions (🅓.🅓🅓s)

compilef\_test.go:168: testInstfuctions f6iled: wfong instfuctions length. w6nt="🅓🅓🅓🅓 OpTfue\n🅓🅓🅓1 OpB6ng\n🅓🅓🅓2 OpPop\n"

got ="🅓🅓🅓🅓 OpPop\n" FAIL

FAIL monkey/compilef 🅓.🅓🅓8s

The failing assertions tell us that we’re missing two instructions. One to load the operand (OpConst6nt or OpTfue) and one for the prefix operator (OpMinus or OpB6ng).

Since we already know how to turn integer literals into OpConst6nt instructions and also how to emit OpTfue (and OpF6lse for that matter), it’s irritating that this is not what’s happening in the TestIntegefAfithmetic test. There is no OpConst6nt and no OpTfue in the output. Why?

When we take a closer look at the compiler, however, the cause is easy to spot: in the Compile method we don’t handle \*6st.PfefixExpfession nodes yet, we skip over them and that means we never compile the integer and boolean literals. Here’s what we need to change:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.PfefixExpfession:

eff := c.Compile(node.Right)

**if** eff != nil {

**return** eff

)

**switch** node.Opef6tof {

**case** "!":

c.emit(code.OpB6ng)

**case** "-":

c.emit(code.OpMinus)

**default**:

**return** fmt.Effoff("unknown opef6tof %s", node.Opef6tof)

)

*// [...]*

)

*// [...]*

)

With that we walk the AST down one level further and first compile the node.Right branch of the \*6st.PfefixExpfession node. That results in the operand of the expression being compiled to either an OpTfue or an OpConst6nt instruction. That’s the first of the two missing instructions.

And we also need to emit the opcode for the operator itself. For that we make use of our trusted friend the switch statement and either generate a OpB6ng or a OpMinus instruction, depending on the node.Opef6tof at hand.

And now we have passing tests:

$ go test ./compilef

ok monkey/compilef 🅓.🅓🅓8s

Another milestone reached! By now you know where we’re headed next: the tests of our VM. Here, just like in our compiler tests, we add test cases to the existing TestIntegefAfithmetic and TestBoole6nExpfessions functions:

*// vm/vm\_test.go*

**func** TestIntegefAfithmetic(t \*testing.T) { tests := []vmTestC6se{

*// [...]*

{"-5", -5),

{"-1🅓", -1🅓),

{"-5🅓 + 1🅓🅓 + -5🅓", 🅓),

{"(5 + 1🅓 \* 2 + 15 / 3) \* 2 + -1🅓", 5🅓),

)

funVmTests(t, tests)

)

**func** TestBoole6nExpfessions(t \*testing.T) { tests := []vmTestC6se{

*// [...]*

{"!tfue", f6lse),

{"!f6lse", tfue),

{"!5", f6lse),

{"!!tfue", tfue),

{"!!f6lse", f6lse),

{"!!5", tfue),

)

funVmTests(t, tests)

)

That’s a lot of new test cases for our VM to chew on, ranging from “tiny” to “completely overboard”, like the test case that exercises every integer operator we have. But these test cases are neat, they’re cheap, I love them and they blow up spectacularly:

$ go test ./vm

--- FAIL: TestIntegefAfithmetic (🅓.🅓🅓s)

vm\_test.go:34: testIntegefObject f6iled: object h6s wfong v6lue.\ got=5, w6nt=-5

vm\_test.go:34: testIntegefObject f6iled: object h6s wfong v6lue.\ got=1🅓, w6nt=-1🅓

vm\_test.go:34: testIntegefObject f6iled: object h6s wfong v6lue.\ got=2🅓🅓, w6nt=🅓

vm\_test.go:34: testIntegefObject f6iled: object h6s wfong v6lue.\ got=7🅓, w6nt=5🅓

--- FAIL: TestBoole6nExpfessions (🅓.🅓🅓s)

vm\_test.go:66: testBoole6nObject f6iled: object h6s wfong v6lue.\ got=tfue, w6nt=f6lse

vm\_test.go:66: testBoole6nObject f6iled: object h6s wfong v6lue.\ got=f6lse, w6nt=tfue

vm\_test.go:66: testBoole6nObject f6iled: object is not Boole6n.\ got=\*object.Integef (&{V6lue:5))

vm\_test.go:66: testBoole6nObject f6iled: object is not Boole6n.\ got=\*object.Integef (&{V6lue:5))

FAIL

FAIL monkey/vm 🅓.🅓🅓9s

We’re pros, though. Spectacular test failures don’t give us pause. We don’t blink an eye and know what to do. First, we tackle the OpB6ng instructions and add the missing c6se branch to our VM’s main loop:

*// vm/vm.go*

**func** (vm \*VM) Run() effof {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpB6ng:

eff := vm.executeB6ngOpef6tof()

**if** eff != nil {

**return** eff

)

*// [...]*

)

*// [...]*

)

**func** (vm \*VM) executeB6ngOpef6tof() effof { opef6nd := vm.pop()

**switch** opef6nd {

**case** Tfue:

**return** vm.push(F6lse)

**case** F6lse:

**return** vm.push(Tfue)

**default**:

**return** vm.push(F6lse)

)

)

In executeB6ngOpef6tof we pop the opef6nd off the stack and negate its value by treating everything other than F6lse as truthy. The c6se Tfue branch is not necessary – technically speaking – but I think it makes sense to keep it around if only for documentation’s sake, because this method is now our VM’s implementation of Monkey’s concept of truthiness.

That fixes four test cases, but an equal number is still failing in TestIntegefAfithmetic:

$ go test ./vm

--- FAIL: TestIntegefAfithmetic (🅓.🅓🅓s)

vm\_test.go:34: testIntegefObject f6iled: object h6s wfong v6lue.\ got=5, w6nt=-5

vm\_test.go:34: testIntegefObject f6iled: object h6s wfong v6lue.\ got=1🅓, w6nt=-1🅓

vm\_test.go:34: testIntegefObject f6iled: object h6s wfong v6lue.\ got=2🅓🅓, w6nt=🅓

vm\_test.go:34: testIntegefObject f6iled: object h6s wfong v6lue.\ got=7🅓, w6nt=5🅓

FAIL

FAIL monkey/vm 🅓.🅓🅓7s

We now have to mirror what we did for OpB6ng and booleans and add a case branch for OpMinus

to the VM’s Run method:

*// vm/vm.go*

**func** (vm \*VM) Run() effof {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpMinus:

eff := vm.executeMinusOpef6tof()

**if** eff != nil {

**return** eff

)

*// [...]*

)

*// [...]*

)

**func** (vm \*VM) executeMinusOpef6tof() effof { opef6nd := vm.pop()

**if** opef6nd.Type() != object.INTEGER\_OBJ {

**return** fmt.Effoff("unsuppofted type fof neg6tion: %s", opef6nd.Type())

)

v6lue := opef6nd.(\*object.Integef).V6lue

**return** vm.push(&object.Integef{V6lue: -v6lue))

)

I’ll spare you the explanation and present to you:

$ go test ./vm

ok monkey/vm 🅓.🅓🅓8s

That means we’re done. We successfully added all of Monkey’s prefix and infix operators!

$ go build -o monkey . && ./monkey

Hello mfnugget! This is the Monkey pfogf6mming l6ngu6ge! Feel ffee to type in comm6nds

>> (1🅓 + 5🅓 + -5 - 5 \* 2 / 2) < (1🅓🅓 - 35) tfue

>> !!tfue == f6lse f6lse

By now you are quite familiar with the definition of new opcodes and the interaction between compiler and VM. Maybe you’re even bored by the zero-operand instructions we’re emitting, anxious to get to the good stuff. Well, I’ve got good news.

CHAPTER 4

CONDITIONALS

The previous chapter was rather mechanic in that once we knew how to add one operator to our Monkey implementation, we could follow the same recipe for the others. In this chapter, though, we’re going to take it up a notch.

We need to answer a very concrete question: how do we get our VM to execute different bytecode instructions based on a condition? As we’ll see, there’s a number of small puzzles hiding behind this question and solving them is great fun, especially once we get down to the nitty-gritty. Before we do that, though, we have to answer this question without writing any code.

So let’s give this question a little bit of context and frame it. Monkey’s conditionals look like this:

**if** (5 > 3) {

evefythingsFine();

) **else** { l6wsOfUnivefseBfoken();

)

If the condition 5 > 3 evaluates to a truthy value, the first branch is executed. That’s the branch containing evefythingsFine(). If the condition is not truthy, the else branch, containing

l6wsOfUnivefseBfoken(), is executed. The first branch is called the “consequence” and the else

branch is called the “alternative” of a conditional.

In order to provide a blueprint for a possible implementation of conditionals and to refreshen your memory, let me go over the implementation of conditionals in *Writing An Interpreter In Go* real quick.

When we come across an \*6st.IfExpfession in the ev6lu6tof package’s Ev6l function, we eval- uate its Condition and check the result with the isTfuthy function. In case the value *is* truthy, we Ev6l the Consequence of the \*6st.IfExpfession. If it’s not truthy *and* the \*6st.IfExpfession has an Altefn6tive, we Ev6l that instead. But if we don’t have an Altefn6tive, we return an

\*object.Null.

All in all, implementing conditionals took us only around 50 lines of code. And the reason why it was so easy to implement was that we had the AST nodes on our hands. We could decide which side of the \*6st.IfExpfession to evaluate, because we had both available to us in the

ev6lu6tof.

That’s not the case anymore. Instead of walking down the AST and executing it at the same time, we now turn the AST into bytecode and *flatten* it. “Flatten” because bytecode is a sequence of instructions and there are no child nodes we can choose to walk down or not. That

brings us back to the hidden main question of this chapter and another problem we have to solve: how do we represent conditionals in bytecode?

Let’s say we have the following Monkey code:

**if** (5 > 2) {

3🅓 + 2🅓

) **else** { 5🅓 - 25

)

We already know how to represent the condition 5 > 2 in bytecode, because we implemented that in the last chapter:
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We also know how to represent the consequence, 3🅓 + 2🅓:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAASCAYAAABFGc6jAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAB6ElEQVQ4je2Tz4sScRjGn+9oa4dYf6zKnARRxlDwL+igIMt4mluGQnjw0s4xj87Ja95yTh5CmtCbXSqGoMD/QFhxayI6uWi2qRfDnLdDfWGx3ZCROvXCe3mf530/8PK+AEAAqNlsnhAR/lYK+EfxH/RbrFarm5qm1WOx2AdRFM95ZjKZt6ZpHl/27nUMpVLpKZ/h9Xq/+ny+C4/HswJABwcH3/r9/h0i2g9kGEYRADHG7G63e5fX5/P5oaIoPQAUiUQ+LZfLW3uBksnkKQBSVfXxtjadToOhUGgCgHRdf+AYZFlWjPeOx2PxKk+tVqsDoHw+/8LxMQwGgzQAhMPhiSiK51d50un0gHsdg2az2REAuFyuzXUers1msyPHICJiu3pt2xYcgwKBwBc+5E8AAPD7/ReOQalU6hQAJpNJmK9xO4bDYZJ7HYMSicRZNBr9SESs0Wg83NYXi8Vhq9WqAIAsy68Yfp4oyuXyk1wu9/q6wYwxKhaLzy7XdF0/UVW16Xa7v5umeZzNZt8AwHq9vlGpVFrtdvt+MBj8PBqNbuMXaKfc/pPNZiPIsvyS6/F4/L0kSWf8URljdq/XU4gI7kKh0N1lVYwx2q4JgmB3Op171Wr1kWEYJcuy4lyTJOmdpml1RVGeA8APsozbQlVjeBgAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACkAAAAXCAYAAACWEGYrAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAEeElEQVRIie1WXUxjRRT+hpYiG6E1WQkBS0uXH+VlASExCkR3W4WsRVIRExJIlQTSBEgqG3hTeIMgTbRJow9ANPEBFuSvZAttIS4EEgUWHgqyhFb+NNoHMBBK2XLHh3XI3cvd7hpqfPEkk8yc7/x8d+6ZM0MopYiUuN3umxzHRRFCqFardV0m1srKyvXs7OxlAAClNCJjaWkpBwBlY3FxMfcy8ZaXl6+zWFGX3T0mw8PDZQAQFRXFAcDIyMh7kYodcZI1NTXd/HUkhAhr0uv1ara3t1MAICkp6deMjIwHTwvi8/lSNRqNNyYmJri9vZ2iVCp3Tk9PZV6vV5Oamup7mv/Gxkb63t5eMgAolcqda9eubT5Wk3K5/EAulx9MT0+/WVFR0QdeXRFCOKPR2MtxHAlXPxaLxQyA6nS6SUoptFqtEwC1WCzmcH4cxxGj0dhLCOH4eQ0Gw6Db7b7B0z2apKenP5DL5Qcmk8lmNpst1dXV38hksiAA2tHR0RwuWVFR0Q98Ul1dXZ8AoIWFhffC+bW3t7cAoNHR0adVVVXfms1mi8lkssXHx/+Zlpa2cYEkIYSbnZ19gx/EZrOZAFCpVPpwfn7+NbFEfr//qkQiCQGga2trL1NKsbq6+goAKpFIQn6//6qY38zMTAHzs9lsJiEm2N1Hk9ra2q/FfkdeXt5PAKjRaOwVS9bT0/MRAKpWq318vUql+gUA7e7u/ljMr7Ky8jsAND8//0excqqrq/uKcTs/3WVlZcPCgiaEUL1ePwYAs7OzBWJFz05xSUnJXb6+uLjYwceFMjc39zoA6PX6MULIhRvFYDB8z+bnJBMSEv4QC8b0Jycnzwmx4+PjK06nUydGkq1dLpf2+Pj4itA3GAzGPEteAJCKGTyrTExMvBMIBGIBwO/3v9jX1/chw46Ojp4HgEAgEOtwOIr5O/NP5VIk+b+SNfEn2UWE5P7+/gtiBgcHBwoAkEgkZ3z92dmZxG63vwsApaWlo2JNf319PXNsbEw/Pj5+KxQKSaVSaeg88d9zFv9JeZlQALS5ublD7BSyxlxeXn6Hr5+amnqL+W5tbaWI+W5ubmqYjdvtvsHHysvL7wCgWq3WKebb0tLSDmELkslkQY/Hk8U3HBgYeJ/ho6Ojej7W2Nj4BQCalZXlCdewMzMzfwZAGxoavuTr7Xb7LRZ7cHDQwMc8Hk8Wu0geI5mQkPC7Wq32dXZ23rZarfVtbW2fKhSKfQC0vr7eKkzO+mBTU9Pn4UiazWYLAJqSkrIlxNiHKhSK/dbW1s+sVmt9Z2fnbbVa7UtMTPztAsn+/v4PsrOz7/MACoAWFBTMBINBGT84/+3ocrluhiPpdDq1zFb4xgwGg7LCwsJ7wpy5ubmLQ0NDZWxNGNOFhYW8nJyc+5OTk2/v7OwoASA5OXmvpKTkrrDZhkIhKet9cXFxh2LN+LzgKSWHh4dxABAbGxuIjo5+KMQdDkfx7u7uSwCgUqm2dDqdk1JKWBs738mFhYVXw+3Ifzki9uj9N+V/kpGSvwDCantJ2SFqRAAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAAXCAYAAAAV1F8QAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADGklEQVRIid2VUUhTURjH//fuUlvsToZKeRvYQgwfpPmwNsVAehBvkCDERTBI7UGlR5ER2tNElHoUVBBFMMKQQYiTBBlIzLU9pD2EmZjDTccYDLeZDa/n9GB3zDWdob70wYFzz/8753e//zn3XFBKcREtGAwKNputv7y8/ItOp9sFQIuKirYbGxvfOp1O8UIgDoejgef5GACqVqv3dTrdrvKcaueFuFyuGo7jDgDQ7u7u3r29vWuKFggEbvb399sKCwvD54Ikk8krJSUl3wHQ2traD6fZys3Pz9cCgNVq9RBC2JGRkbbNzc1bACAIwnZHR8dQQUFBBFliZmbm0fr6egkADAwM2LLlKOtA8XBwcPB5fn5+5JivABUEIRgOhwuzvakkSVMAaFlZ2ddc1adAWq02brFYPE6nU3S5XDUOh6NBsUUURSchhMmcbDQaNwDQlpaWsTODeJ6PbW1tGdJFj8djYVn2EAAdHh5uS9dkWVYpc+12e08uEKv42NXV9cpgMATSvbVYLJ8kSXoHANPT04/TtVgsplP6eXl5uyftjxIpUHV19cdsCVVVVW4AWFlZuZs+Lssyp/RVKtXhmUFarTaRLUEZJ4Sw6eM8z8eVfiKR0J4Z9K+hVqt/6fX6KAAEAgHDpYEAoKKi4jPwt62ngnZ2doqyJYRCoRvAUQWZmiiKcwDgdrurIpFIQS4YBUCbm5vHM48kIYSprKx0A6CSJE1l6qFQ6LpGo/kJgHZ2dr4+6WgTQpgUiGEYsri4eD89YXR09BkAyrLs4cLCwoNsi/T19b0AQDmOO1haWrJm6qurq3dEUXQyf0AwGo0/otGovqmp6Y1Go9mPRqP6ycnJJ8lk8mpPT0+v3W5/mc0OQgjb2to6NjEx8ZRlWSKK4pxer49SSpm1tbVSn89nPmbd7Ozsw7q6ujlk3HX19fXvZVlWnfbVE0KY8fHx5tLS0m+Z83mej7W3tw+lKvJ6vffMZrNveXnZ5Pf7i4GjW9dsNvtybXJ6bGxs3Pb7/cXxeJwXBGHbZDItcxwnpyryer3m8/4Ez3TXXXb8f6Df2rpARBW9MngAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAAOCAYAAADwikbvAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABKUlEQVQokZWTIWyDUBCG7xXIEiYxKGZwoJo5pkg2w6ZI5t7k6jq1THaSVDEHEhzJFMxAUkUdmQI3U9QMsiTNWHtTXZaODbjk1N13ufz3HyAiDMndbkeiKLrUNG3ZG2qahvV9n6qqmgMAAkA3tF6vj23bvpMkqRRF8d2yrIf5fH7/L1xVlTCbzR4FQahkWX5zHGey2WyOEBEcx5m0wqvV6mQ6nT7xPF+Px+PXIAiut9vt6GfPLzjPc5VS6rMs2+i6vkiS5Pyvrb7hNE3PDMN4YRjm0zTN5yzLTrt02MMjQggSQhAAABEJIhLoG/tpRVEolFKf47gPXdcXcRxfdK59WCjLUhosWNepXNe97TzVYdZ1zQ82SZs9Pc+7URSl6G3PtscIw/BK07TlFwDO8mtyi7YkAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAAXCAYAAAAV1F8QAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADGklEQVRIid2VUUhTURjH//fuUlvsToZKeRvYQgwfpPmwNsVAehBvkCDERTBI7UGlR5ER2tNElHoUVBBFMMKQQYiTBBlIzLU9pD2EmZjDTccYDLeZDa/n9GB3zDWdob70wYFzz/8753e//zn3XFBKcREtGAwKNputv7y8/ItOp9sFQIuKirYbGxvfOp1O8UIgDoejgef5GACqVqv3dTrdrvKcaueFuFyuGo7jDgDQ7u7u3r29vWuKFggEbvb399sKCwvD54Ikk8krJSUl3wHQ2traD6fZys3Pz9cCgNVq9RBC2JGRkbbNzc1bACAIwnZHR8dQQUFBBFliZmbm0fr6egkADAwM2LLlKOtA8XBwcPB5fn5+5JivABUEIRgOhwuzvakkSVMAaFlZ2ddc1adAWq02brFYPE6nU3S5XDUOh6NBsUUURSchhMmcbDQaNwDQlpaWsTODeJ6PbW1tGdJFj8djYVn2EAAdHh5uS9dkWVYpc+12e08uEKv42NXV9cpgMATSvbVYLJ8kSXoHANPT04/TtVgsplP6eXl5uyftjxIpUHV19cdsCVVVVW4AWFlZuZs+Lssyp/RVKtXhmUFarTaRLUEZJ4Sw6eM8z8eVfiKR0J4Z9K+hVqt/6fX6KAAEAgHDpYEAoKKi4jPwt62ngnZ2doqyJYRCoRvAUQWZmiiKcwDgdrurIpFIQS4YBUCbm5vHM48kIYSprKx0A6CSJE1l6qFQ6LpGo/kJgHZ2dr4+6WgTQpgUiGEYsri4eD89YXR09BkAyrLs4cLCwoNsi/T19b0AQDmOO1haWrJm6qurq3dEUXQyf0AwGo0/otGovqmp6Y1Go9mPRqP6ycnJJ8lk8mpPT0+v3W5/mc0OQgjb2to6NjEx8ZRlWSKK4pxer49SSpm1tbVSn89nPmbd7Ozsw7q6ujlk3HX19fXvZVlWnfbVE0KY8fHx5tLS0m+Z83mej7W3tw+lKvJ6vffMZrNveXnZ5Pf7i4GjW9dsNvtybXJ6bGxs3Pb7/cXxeJwXBGHbZDItcxwnpyryer3m8/4Ez3TXXXb8f6Df2rpARBW9MngAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAAOCAYAAADwikbvAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABKUlEQVQokZWTIWyDUBCG7xXIEiYxKGZwoJo5pkg2w6ZI5t7k6jq1THaSVDEHEhzJFMxAUkUdmQI3U9QMsiTNWHtTXZaODbjk1N13ufz3HyAiDMndbkeiKLrUNG3ZG2qahvV9n6qqmgMAAkA3tF6vj23bvpMkqRRF8d2yrIf5fH7/L1xVlTCbzR4FQahkWX5zHGey2WyOEBEcx5m0wqvV6mQ6nT7xPF+Px+PXIAiut9vt6GfPLzjPc5VS6rMs2+i6vkiS5Pyvrb7hNE3PDMN4YRjm0zTN5yzLTrt02MMjQggSQhAAABEJIhLoG/tpRVEolFKf47gPXdcXcRxfdK59WCjLUhosWNepXNe97TzVYdZ1zQ82SZs9Pc+7URSl6G3PtscIw/BK07TlFwDO8mtyi7YkAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAARCAYAAADDjbwNAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACCUlEQVQ4jb2UMYgaQRSGf/U2Rl1FUM8tYnFhhUMrSamgh1ZrExZDmoRAsAhpFiy0UQiczaUI14hNQEErNVh5TQguJK2kCSjk0EILNVlIcnurbOQm1YKIBFmTG/iLmffN+3nzZgYACABSKpVeEkLwv2TELY1bMzr4V4mm0ymjKIpVmzMMM7Varco6s1ePhsPhUSQS+ajl0eRwOH7m8/lTjdurIlmWaY7jLgaDwTHDMFOO4y6MRuPNfD4/7HQ6yWKxmLfb7VfZbPb1XhUJgnAOgHi93ulsNjtcj5XL5RcACEVRar/fP9ZtpCiKhabpKwCk3W4/3MYkEon3AIggCOe6b12v13sgyzJtsVgWyWSys41JpVItABBFMabbaDgc3gcAp9P5g6Ko39sYj8fzDQBGo9GRbqP1q7wLq9vI4XD82pWlaVrWbcSy7CUASJLkWiwWlm3MeDz2AYDf7/+q2ygUCn12uVySqqp36vX6k834arU6qNVqTwEgHo9/MAF4BQCBQKBP0/T1eDz2bdNkMrnn8/kmWiKTyXSzXC7viqJ40u12T3ieb7vd7u9avFAonDYajcc2m+26Uqk8Bza+jr9p852oqkqFw+FPAIjZbF5Go1ExFot1g8HgF21PtVp9RgiBgef5d7sclcFgIK1WK7W5LkmSK5PJvGk2m4/We8Wy7GUulztLp9NvAeAPqiK/q+b9QQIAAAAASUVORK5CYII=)

Representing the alternative, the 5🅓 - 25, is just a variation of that:
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But how do we tell the machine to either execute the one part or the other part, *depending on the result of the OpGreaterThan instruction*?
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If we were to take these instructions and pass them to the VM as a flat sequence, what would happen? The VM would execute all of them, one after the other, happily incrementing its instruction pointer, fetching, decoding and executing, without a care in the world, no decisions or branches in sight. And that’s exactly what we *don’t* want!

What we want is for the VM to *either* execute the OpAdd instruction *or* the OpSub instruction. But since we *do* pass bytecode around as a flat sequence of instructions, how do we do that? Well, if we reorder our graph of instructions so that it represents a flat sequence of instructions, the question becomes this: what do we fill in the blanks here?
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We need to put *something* in the blanks so that based on the result of the OpGfe6tefTh6n instruction the VM either ignores the instructions of the consequence or the instructions making up the alternative. It should skip them. Or instead of “skip”, should we maybe say “jump over”?

## JUMPS
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Jumps are instructions that tell machines to jump to other instructions. They’re used to im- plement branching (conditionals) in machine code, giving them the name “branch instructions”. And with “machine code” I mean the code that computers execute but also the bytecode virtual machines run on. Translated into the technical terms of our VM: jumps are instructions that tell the VM to change its instruction pointer to a certain value. Here’s how that works.

Let’s say – hypothetically speaking – that we had two jump opcodes and called them JUMP\_IF\_NOT\_TRUE and JUMP\_NO\_MATTER\_WHAT. We could use them to fill in the blanks in our graph from above like this:

|  |
| --- |
|  |
|  |
|  |

|  |
| --- |
|  |
|  |
|  |

|  |
| --- |
|  |
|  |
|  |

When the VM executes these instructions sequentially, top to bottom here, it would first execute the instructions making up the condition, ending with the OpGfe6tefTh6n instruction. That results in a boolean sitting on the stack. Just as we defined and implemented it in the previous chapter.
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The next instruction, JUMP\_IF\_NOT\_TRUE, would tell the VM to jump to the OpConst6nt 4 in- struction, *but only if* the boolean on the stack is *not* true. If that’s the case, the VM would *jump over* the consequence and right to the “else” part of the conditional, the alternative. And in case the boolean on the stack *is* true, the JUMP\_IF\_NOT\_TRUE would have no effect and the VM would execute the consequence part of the conditional. It would increment its instruction pointer and start to fetch, decode and execute the next instruction – OpConst6nt 2, the start of the consequence.

Here’s where it gets interesting. After executing the consequence of the conditional – the three instructions that end with OpAdd – the VM would then come across the aptly named

JUMP\_NO\_MATTER\_WHAT. This instruction comes without any attached condition and tells the VM to directly jump to the first instruction *after* the alternative of the conditional, skipping it entirely.
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That ends our little thought experiment and gives us a clear result: if we had two opcodes like these we could implement conditionals. But still, a last question remains: how would we represent the arrows? How do we tell the VM where to jump to?

Well, why not use numbers? Jumps are instructions that tell the VM to change the value of its instruction pointer and the arrows in the diagram above are nothing more than potential values for the instruction pointer. They can be represented as numbers, contained in the jump instructions as operands and their value being the index of the instruction the VM should jump to. That value is called an offset. Used like this, with the jump target being the index of an instruction, it’s an absolute offset. Relative offsets also exist: they’re relative to the position of the jump instruction itself and denote not *where exactly* to jump to, but *how far* to jump.
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|  |
| --- |
|  |
|  |
|  |

The operand of JUMP\_IF\_NOT\_TRUE is now 🅓🅓🅓8. That’s the index of the OpConst6nt 4 in- struction to which the VM should jump in case the condition is not true. The operand of JUMP\_NO\_MATTER\_WHAT is 🅓🅓11, which is the index of the instruction following the whole conditional.
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And *that’s* how we’re going to implement conditionals! We’ll define two jump opcodes: one comes with a condition (“jump only if not true”) and one does not (“just jump”). They’ll both have one operand, the index of the instruction where the VM should jump to.

So that’s our goal. Question is: how do we get there?

## COMPILING CONDITIONALS

The hard part of emitting jump instructions is not choosing the right opcode. It’s the operands that make it challenging.

Say we’re in our compiler’s recursive Compile method, having just called Compile again, passing in the .Condition field of an \*6st.IfExpfession. The condition has been successfully compiled and we’ve emitted the translated instructions. Now we want to emit the jump instruction that tells the VM to skip to the consequence of the conditional if the value on the stack is not truthy.

Which operand do we give this jump instruction? Where do we tell the VM to jump to? We don’t know *yet*. Since we haven’t compiled the consequence or the alternative branch yet, we don’t how many instructions we’re going to emit, which means we don’t know how many instructions we have to jump over. *That’s* the challenge.

I have to admit that solving this is a lot of fun. And a great part of the fun comes from the fact that it’s pretty easy to write a test and tell the compiler exactly what’s expected – because we’re pretty sure about that part – and then make your way there step by step.

But we can only make assertions once we defined our new opcodes, so we’ll do that now. One for a jump and another one for a conditional jump.

*// code/code.go*

**const** (

*// [...]*

OpJumpNotTfuthy OpJump

)

**var** definitions = **map**[Opcode]\*Definition{

*// [...]*

OpJumpNotTfuthy: {"OpJumpNotTfuthy", []int{2)), OpJump: {"OpJump", []int{2)),

)

I’m pretty sure you can tell which one’s which. OpJumpNotTfuthy will tell the VM to only jump if the value on top of the stack is not Monkey truthy, *i.e.*, not f6lse nor null. Its single operand is the offset of the instruction the VM should jump to. OpJump will tell the VM to just “jump there”, with “there” being its operand, also an offset of an instruction.

The operand of both opcodes is 16-bit wide. That’s the same width as the operand of OpConst6nt

has, which means we don’t have to extend our tooling in the code package to support it.

We’re now ready to write a first test. And we’ll start slow and only try to handle a conditional without an else part first. Here’s what we want the compiler to emit when we provide it a single-branch conditional:

*// compiler/compiler\_test.go*

**func** TestCondition6ls(t \*testing.T) { tests := []compilefTestC6se{

{

input: `

if (tfue) { 1🅓 ); 3333;

`,

expectedConst6nts: []**interface**{){1🅓, 3333),

expectedInstfuctions: []code.Instfuctions{

*// 0000*

code.M6ke(code.OpTfue),

*// 0001*

code.M6ke(code.OpJumpNotTfuthy, 7),

*// 0004*

code.M6ke(code.OpConst6nt, 🅓),

*// 0007*

code.M6ke(code.OpPop),

*// 0008*

code.M6ke(code.OpConst6nt, 1),

*// 0011*

code.M6ke(code.OpPop),

),

),

)

funCompilefTests(t, tests)

)

Once parsed, the input turns into an \*6st.IfExpfession with a Condition and a Consequence. The Condition is the boolean literal tfue and the Consequence is the integer literal 1🅓. Both are intentionally simple Monkey expressions, because in this test case we do not care about the expressions themselves. What we care about are the jump instructions the compiler emits and that they have correct operands.

That’s why I annotated the expectedInstfuctions with comments that show the offset of the instructions generated by code.M6ke. We won’t need these comments later on, but for now, they help us writing out the expected jump instructions, especially since the offsets of the instructions we want to jump to are based on the number of bytes each instruction takes up. An OpPop instruction is one byte wide, for example, but an OpConst6nt instruction takes up three bytes.

The first instruction we expect the compiler to emit is an OpTfue instruction to tell the VM to push vm.Tfue on to the stack. That’s the Condition. Then it should emit an OpJumpNotTfuthy instruction that causes the VM to jump over the Consequence, with the Consequence being the OpConst6nt instruction that loads the integer 1🅓 on to the stack.

But where does the first OpPop instruction (offset 🅓🅓🅓7) come from? It’s not part of the

Consequence, no. It’s there because conditionals in Monkey are expressions – if (tfue) { 1🅓 ) evaluates to 1🅓 – and stand-alone expressions whose value is unused are wrapped in an

\*6st.ExpfessionSt6tement. And those we compile with an appended OpPop instruction in order to clear the VM’s stack. The first OpPop is thus the first instruction *after* the whole conditional, which makes its offset the location where OpJumpNotTfuthy needs to jump to in order to skip the consequence.

So now you might be wondering what the 3333; is doing in the Monkey code. It serves as a point of reference. It’s not strictly required, but in order to make sure that our jump offsets are correct it helps to have one expression in the code which we can easily find among the resulting instructions and use as a signpost that tells us where we *shouldn’t* jump to. Of course, the OpConst6nt 1 instruction that loads 3333 is also followed by an OpPop instruction, since it’s an expression statement.

Quite the long explanation for one test. Here’s how much the compiler understands of it:

$ go test ./compilef

--- FAIL: TestCondition6ls (🅓.🅓🅓s)

compilef\_test.go:195: testInstfuctions f6iled: wfong instfuctions length. w6nt="🅓🅓🅓🅓 OpTfue\n🅓🅓🅓1 OpJumpNotTfuthy 7\n🅓🅓🅓4 OpConst6nt 🅓\n🅓🅓🅓7 OpPop\

\n🅓🅓🅓8 OpConst6nt 1\n🅓🅓11 OpPop\n"

got ="🅓🅓🅓🅓 OpPop\n🅓🅓🅓1 OpConst6nt 🅓\n🅓🅓🅓4 OpPop\n" FAIL

FAIL monkey/compilef 🅓.🅓🅓8s

Neither the condition nor the consequence of the conditional are compiled. In fact, the whole

\*6st.IfExpfession is skipped by the compiler. We can fix the first issue, the condition not being compiled, by extending the compiler’s Compile method like this:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.IfExpfession:

eff := c.Compile(node.Condition)

**if** eff != nil {

**return** eff

)

*// [...]*

)

*// [...]*

)

With this change, the compiler now knows about \*6st.IfExpfession and emits the instructions that represent node.Condition. And even though the consequence and the conditional jump over it are still missing, we get four out of six instructions right:

$ go test ./compilef

--- FAIL: TestCondition6ls (🅓.🅓🅓s)

compilef\_test.go:195: testInstfuctions f6iled: wfong instfuctions length. w6nt="🅓🅓🅓🅓 OpTfue\n🅓🅓🅓1 OpJumpNotTfuthy 7\n🅓🅓🅓4 OpConst6nt 🅓\n🅓🅓🅓7 OpPop\n\

🅓🅓🅓8 OpConst6nt 1\n🅓🅓11 OpPop\n"

got ="🅓🅓🅓🅓 OpTfue\n🅓🅓🅓1 OpPop\n🅓🅓🅓2 OpConst6nt 🅓\n🅓🅓🅓5 OpPop\n" FAIL

FAIL monkey/compilef 🅓.🅓🅓9s

The OpTfue instruction is there, as are the last three: the OpPop following the \*6st.IfExpfession, the OpConst6nt to load the 3333 and the OpPop following that, all in the correct order. All that’s left to do now is emit the OpJumpNotTfuthy instruction and the instructions to represent the

node.Consequence.

With “all that’s left to do now” I, of course, mean: “this is where it gets hairy”. The challenge now is to emit an OpJumpNotTfuthy instruction with an offset pointing *right after* the instructions of the node.Consequence – before compiling the node.Consequence.

Which offset do we use when we don’t even know how far we have to jump yet? The answer is a rather pragmatic “let’s just put garbage in there and fix it later”. You chuckle, but I’m serious. Let’s use a bogus offset and worry about fixing it later:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.IfExpfession:

eff := c.Compile(node.Condition)

**if** eff != nil {

**return** eff

)

*// Emit an `OpJumpNotTruthy` with a bogus value*

c.emit(code.OpJumpNotTfuthy, 9999)

eff = c.Compile(node.Consequence)

**if** eff != nil {

**return** eff

)

*// [...]*

)

*// [...]*

)

Even though most programmers already squint their eyes and instinctively know that something fishy is going on when they see a 9999 in code, an inline code comment here helps making the intention clear. Because here we really do want to emit an OpJumpNotTfuthy instruction with a garbage offset and then compile the node.Consequence. Again, the 9999 is not what will end up in the VM and we’ll later take care of it. But for now, it should get us a lot more correct instructions in our test.

But, no, we only get one more right and that’s the OpJumpNotTfuthy instruction itself:

$ go test ./compilef

--- FAIL: TestCondition6ls (🅓.🅓🅓s)

compilef\_test.go:195: testInstfuctions f6iled: wfong instfuctions length. w6nt="🅓🅓🅓🅓 OpTfue\n🅓🅓🅓1 OpJumpNotTfuthy 7\n🅓🅓🅓4 OpConst6nt 🅓\n🅓🅓🅓7 OpPop\n\

🅓🅓🅓8 OpConst6nt 1\n🅓🅓11 OpPop\n"

got ="🅓🅓🅓🅓 OpTfue\n🅓🅓🅓1 OpJumpNotTfuthy 9999\n🅓🅓🅓4 OpPop\n\

🅓🅓🅓5 OpConst6nt 🅓\n🅓🅓🅓8 OpPop\n"

FAIL

FAIL monkey/compilef 🅓.🅓🅓8s

While we have the OpJumpNotTfuthy 9999 instruction, we’re apparently not yet compiling the

Consequence.

That’s because it’s an \*6st.BlockSt6tement, which our compiler doesn’t know about yet. In order to get it compiled, we need to extend the Compile method by another c6se branch:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.BlockSt6tement:

**for** \_, s := **range** node.St6tements { eff := c.Compile(s)

**if** eff != nil {

**return** eff

)

)

*// [...]*

)

*// [...]*

)

That’s exactly the same snippet of code we already have in the c6se branch for \*6st.Pfogf6m. And it works:

$ go test ./compilef

--- FAIL: TestCondition6ls (🅓.🅓🅓s)

compilef\_test.go:195: testInstfuctions f6iled: wfong instfuctions length. w6nt="🅓🅓🅓🅓 OpTfue\n🅓🅓🅓1 OpJumpNotTfuthy 7\n🅓🅓🅓4 OpConst6nt 🅓\n\

🅓🅓🅓7 OpPop\n🅓🅓🅓8 OpConst6nt 1\n🅓🅓11 OpPop\n"

got ="🅓🅓🅓🅓 OpTfue\n🅓🅓🅓1 OpJumpNotTfuthy 9999\n🅓🅓🅓4 OpConst6nt 🅓\n\

🅓🅓🅓7 OpPop\n🅓🅓🅓8 OpPop\n🅓🅓🅓9 OpConst6nt 1\n🅓🅓12 OpPop\n"

FAIL

FAIL monkey/compilef 🅓.🅓1🅓s

We’re getting closer. But, besides the bogus 9999 offset, which we didn’t expect to magically disappear, there’s a new issue visible in the output, a far more subtle one. It’s possible that you missed it, so let me point you to it: there is an additional OpPop instruction generated by the compiler, at position 🅓🅓🅓7. Its origin is the compilation of node.Consequence – an expression statement.

We need to get rid of this OpPop, because we do want the consequence and the alternative of a conditional to leave a value on the stack. Otherwise, we couldn’t do this:

**let** fesult = **if** (5 > 3) { 5 ) **else** { 3 );

That’s valid Monkey code and it won’t work if we emit an OpPop after the last expression statement in the node.Consequence. The value produced by the consequence would be popped off the stack, the expression wouldn’t evaluate to anything, and the let statement would end up without a value on the right side of its =.

What makes fixing this tricky is that we only want to get rid of the *last* OpPop instruction in the node.Consequence. Say we had Monkey code like this:

**if** (**true**) { 3;

2;

1;

)

What we want here is the 3 and the 2 to be popped off the stack, but the 1 should be kept around so the whole conditional evaluates to 1. So before we tackle our main challenge of giving the OpJumpNotTfuthy a *real* offset, here’s the plan for getting rid of the additional OpPop instruction.

We first change the compiler to keep track of the last two instructions we emitted, including their opcode and the position they were emitted to. For that, we need a new type and two more fields on the compiler:

*// compiler/compiler.go*

**type** EmittedInstfuction **struct** { Opcode code.Opcode Position int

)

**type** Compilef **struct** {

*// [...]*

l6stInstfuction EmittedInstfuction pfeviousInstfuction EmittedInstfuction

)

**func** New() \*Compilef {

**return** &Compilef{

*// [...]*

l6stInstfuction: EmittedInstfuction{), pfeviousInstfuction: EmittedInstfuction{),

)

)

l6stInstfuction is the very last instruction we emitted and pfeviousInstfuction is the one before that. We’ll see why we need to keep track of both in a moment. For now, we change the compiler’s emit method to populate both fields:

*// compiler/compiler.go*

**func** (c \*Compilef) emit(op code.Opcode, opef6nds ...int) int { ins := code.M6ke(op, opef6nds...)

pos := c.6ddInstfuction(ins)

c.setL6stInstfuction(op, pos)

**return** pos

)

**func** (c \*Compilef) setL6stInstfuction(op code.Opcode, pos int) { pfevious := c.l6stInstfuction

l6st := EmittedInstfuction{Opcode: op, Position: pos)

c.pfeviousInstfuction = pfevious c.l6stInstfuction = l6st

)

With this in place, we can check opcode of the last emitted instruction in a type-safe way, without having to cast from and to bytes. And that’s exactly what we’re going to do. After compiling the node.Consequence of the \*6st.IfExpfession we check whether the last instruction we emitted was an OpPop instruction and if so, we remove it:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.IfExpfession:

*// [...]*

c.emit(code.OpJumpNotTfuthy, 9999)

eff = c.Compile(node.Consequence)

**if** eff != nil {

**return** eff

)

**if** c.l6stInstfuctionIsPop() { c.femoveL6stPop()

)

*// [...]*

)

*// [...]*

)

This uses two helpers, l6stInstfuctionIsPop The two helpers involved are tiny:

*// compiler/compiler.go*

**func** (c \*Compilef) l6stInstfuctionIsPop() bool {

**return** c.l6stInstfuction.Opcode == code.OpPop

)

**func** (c \*Compilef) femoveL6stPop() {

c.instfuctions = c.instfuctions[:c.l6stInstfuction.Position] c.l6stInstfuction = c.pfeviousInstfuction

)

l6stInstfuctionIsPop checks whether the opcode of the last instruction is OpPop and femoveL6stPop shortens c.instfuction to cut off the last instruction. After that, it sets c.l6stInstfuction to c.pfeviousInstfuction. And that’s why we need to keep track of both of them, so c.l6stInstfuction doesn’t go out of sync once we cut off the last OpPop instruction.

$ go test ./compilef

--- FAIL: TestCondition6ls (🅓.🅓🅓s)

compilef\_test.go:195: testInstfuctions f6iled: wfong instfuction 6t 2. w6nt="🅓🅓🅓🅓 OpTfue\n🅓🅓🅓1 OpJumpNotTfuthy 7\n🅓🅓🅓4 OpConst6nt 🅓\n\

🅓🅓🅓7 OpPop\n 🅓🅓🅓8 OpConst6nt 1\n🅓🅓11 OpPop\n"

got ="🅓🅓🅓🅓 OpTfue\n🅓🅓🅓1 OpJumpNotTfuthy 9999\n🅓🅓🅓4 OpConst6nt 🅓\n\

🅓🅓🅓7 OpPop\n 🅓🅓🅓8 OpConst6nt 1\n🅓🅓11 OpPop\n"

FAIL

FAIL monkey/compilef 🅓.🅓🅓8s

Now we have the correct number of instructions and the right opcodes. The only thing that still makes our test fail is the hideous 9999. Time to get rid of it.

The way we took care of the superfluous OpPop instruction points us into the right direction by making one thing clear: the instructions we emit are not set in stone, we can *change* them.

Instead of removing our c.emit(code.OpJumpNotTfuthy, 9999) call, we’ll leave it exactly as it is. We won’t even change the 9999. Instead, we’ll use Position field of the c.l6stInstfuction again. That allows us to go back to the OpJumpNotTfuthy instruction we emitted and change the 9999 into the real operand. And when do we do that? That’s the kicker, the beautiful bit. We’ll modify the operand of the OpJumpNotTfuthy *after* we compiled the node.Consequence. At that point, we’ll know how far the VM has to jump and have the correct offset with which to replace the 9999.

This is called back-patching and common in compiler’s such as ours, that only traverse the AST once and are thus called single-pass compilers. More advanced compilers might leave the target of the jump instructions empty until they know how far to jump and then do a second pass over the AST (or another IR) and fill in the targets.

Summarized: we’ll keep on emitting the 9999, while remembering where we put it. Once we know where we need to jump to, we’ll go back to the 9999 and change it to the correct offset.

You’ll be surprised by how little code is needed to pull that off.

The first thing we need is a tiny method to replace an instruction at an arbitrary offset in the

instfuctions slice:

*// compiler/compiler.go*

**func** (c \*Compilef) fepl6ceInstfuction(pos int, newInstfuction []byte) {

**for** i := 🅓; i < len(newInstfuction); i++ { c.instfuctions[pos+i] = newInstfuction[i]

)

)

We’ll use fepl6ceInstfuction in another method that allows us to replace the operand of an instruction:

*// compiler/compiler.go*

**func** (c \*Compilef) ch6ngeOpef6nd(opPos int, opef6nd int) { op := code.Opcode(c.instfuctions[opPos]) newInstfuction := code.M6ke(op, opef6nd)

c.fepl6ceInstfuction(opPos, newInstfuction)

)

Instead of really changing the operand itself (which can get messy with multi-byte operands), the ch6ngeOpef6nd method recreates the instructions with the new operand and uses fepl6ceInstfuction to swap the old instruction for the new one – including the operand.

The underlying assumption here is that we only replace instructions of the same type, with the same non-variable length. If that assumption no longer holds, we’d have to tread far more carefully here and update c.l6stInstfuction and c.pfeviousInstfuction accordingly. You can see how another IR that’s type-safe and independent of the byte-size of encoded instructions comes in handy once the compiler and the instructions it emits grow more complex.

Our solution, though, still fits our needs and all in all is not a lot of code. Two tiny methods, fepl6ceInstfuction and ch6ngeOpef6nd, and all that’s left to do is to use them, which is not much more code either:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.IfExpfession:

eff := c.Compile(node.Condition)

**if** eff != nil {

**return** eff

)

*// Emit an `OpJumpNotTruthy` with a bogus value*

jumpNotTfuthyPos := c.emit(code.OpJumpNotTfuthy, 9999)

eff = c.Compile(node.Consequence)

**if** eff != nil {

**return** eff

)

**if** c.l6stInstfuctionIsPop() { c.femoveL6stPop()

)

6ftefConsequencePos := len(c.instfuctions) c.ch6ngeOpef6nd(jumpNotTfuthyPos, 6ftefConsequencePos)

*// [...]*

)

*// [...]*

)

The first change is saving the return value of c.emit to jumpNotTfuthyPos. That’s the position at which we can find the OpJumpNotTfuthy instruction later on. “Later on” means right after the check for and possible removal of a OpPop instruction. After that, len(c.instfuctions) gives us the offset of the next-to-be-emitted instruction, which is where we want to jump to in case we don’t execute the Consequence of the conditional because the value on top of the stack is not truthy. That’s why we save it to 6ftefConsequencePos, to give it a telling name.

After that, we use the new ch6ngeOpef6nd method to get rid of the 9999 operand of the OpJumpNotTfuthy instruction, which is located at jumpNotTfuthyPos, and replace it with the correct 6ftefConsequencePos.

Did you keep count? If not, I want you to know that the necessary changes add up to three lines. One changed, two added. That’s all:

$ go test ./compilef

ok monkey/compilef 🅓.🅓🅓8s

Our compiler now correctly compiles a conditional! The caveat is that it only knows how to compile the *consequence*. It doesn’t know how to compile a conditional with both a consequence *and* an alternative else-branch.

But we do and we also know how to write tests:

*// compiler/compiler\_test.go*

**func** TestCondition6ls(t \*testing.T) { tests := []compilefTestC6se{

*// [...]*

{

input: `

if (tfue) { 1🅓 ) else { 2🅓 ); 3333;

`,

expectedConst6nts: []**interface**{){1🅓, 2🅓, 3333), expectedInstfuctions: []code.Instfuctions{

*// 0000*

code.M6ke(code.OpTfue),

*// 0001*

code.M6ke(code.OpJumpNotTfuthy, 1🅓),

*// 0004*

code.M6ke(code.OpConst6nt, 🅓),

*// 0007*

code.M6ke(code.OpJump, 13),

*// 0010*

code.M6ke(code.OpConst6nt, 1),

*// 0013*

code.M6ke(code.OpPop),
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code.M6ke(code.OpConst6nt, 2),

*// 0017*

code.M6ke(code.OpPop),

),

),

)

funCompilefTests(t, tests)

)

This is similar to the previous test case in TestCondition6ls, except that the input now contains not only the consequence of the conditional, but also the alternative: else { 2🅓 ).

The expectedInstfuctions make clear what we want the bytecode to look like, with the first part being the same as in the previous test case: the condition is compiled to OpTfue and is followed by the OpJumpNotTfuthy instruction that instructs the VM to *jump over* the compiled consequence.

Then, things start to differ. As the next opcode, we expect an OpJump, the opcode for an unconditional jump instruction. It has to be there because if condition is truthy the VM should only execute the consequence and *not* the alternative. To stop that from happening the OpJump instruction tells the VM to jump over the alternative.

The OpJump should then be followed by instructions that make up the alternative. In our test case, that’s the OpConst6nt instruction that loads 2🅓 on to the stack.

Then we’re back on familiar ground. An OpPop is there to pop the value produced by the conditional off the stack and the loading of the bogus 3333 gives us guidance.

I know that it’s not easy to wrap ones head around these jumps, so I hope that this illustration makes it clearer which instruction belongs to which part of the conditional and how the jumps tie them all together:
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If that doesn’t help, I’m sure trying to run and fixing the failing test will, because its output tells us what we’re still missing:

$ go test ./compilef

--- FAIL: TestCondition6ls (🅓.🅓🅓s)

compilef\_test.go:22🅓: testInstfuctions f6iled: wfong instfuctions length. w6nt="🅓🅓🅓🅓 OpTfue\n🅓🅓🅓1 OpJumpNotTfuthy 1🅓\n🅓🅓🅓4 OpConst6nt 🅓\n\

🅓🅓🅓7 OpJump 13\n🅓🅓1🅓 OpConst6nt 1\n\

🅓🅓13 OpPop\n🅓🅓14 OpConst6nt 2\n🅓🅓17 OpPop\n"

got ="🅓🅓🅓🅓 OpTfue\n🅓🅓🅓1 OpJumpNotTfuthy 7\n🅓🅓🅓4 OpConst6nt 🅓\n\

🅓🅓🅓7 OpPop\n🅓🅓🅓8 OpConst6nt 1\n🅓🅓11 OpPop\n"

FAIL

FAIL monkey/compilef 🅓.🅓🅓7s

What we have here is the condition, then the OpPop following the whole conditional and the pushing and popping of the 3333. What’s missing is the OpJump at the end of the consequence and the instructions representing the alternative. The good news is that we already have all the tools at hand. We just need to move things around a tiny bit and compile the alternative.

The first step, though, is to wrap our patching of the OpJumpNotTfuthy instruction in a condition itself:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.IfExpfession:

*// [...]*

**if** node.Altefn6tive == nil { 6ftefConsequencePos := len(c.instfuctions)

c.ch6ngeOpef6nd(jumpNotTfuthyPos, 6ftefConsequencePos)

)

*// [...]*

)

*// [...]*

)

Preceding this node.Altefn6tive == nil check is the compilation of node.Consequence and what this added block translates to is this: only if we have no node.Altefn6tive can we jump to *here*, the current position in c.instfuctions.

But if we do have an node.Altefn6tive we need to emit an OpJump that becomes part of the consequence and over which the OpJumpNotTfuthy also has to jump:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.IfExpfession:

*// [...]*

**if** node.Altefn6tive == nil {

6ftefConsequencePos := len(c.instfuctions) c.ch6ngeOpef6nd(jumpNotTfuthyPos, 6ftefConsequencePos)

) **else** {

*// Emit an `OpJump` with a bogus value*

c.emit(code.OpJump, 9999)

6ftefConsequencePos := len(c.instfuctions) c.ch6ngeOpef6nd(jumpNotTfuthyPos, 6ftefConsequencePos)

)

*// [...]*

)

*// [...]*

)

Don’t worry about the duplication, we’ll take care of that later on. What’s important right now is to make the intention as clear as possible.

The OpJump instruction also has a placeholder operand. That means we have to patch it later, but right now it allows us to change the operand of the OpJumpNotTfuthy instruction to the desired value: the position of the instruction right after the consequence *and* the OpJump instruction.

And why that is the correct operand should be clear by now: the OpJump should skip over the “else”-branch of the conditional in case the condition was truthy. It’s part of the consequence, so to say. And if the condition is not truthy and we need to execute the “else”-branch, we need to use OpJumpNotTfuthy to jump *after* the consequence, which is after the OpJump.

The tests tell us that we’re on the right track:

$ go test ./compilef

--- FAIL: TestCondition6ls (🅓.🅓🅓s)

compilef\_test.go:22🅓: testInstfuctions f6iled: wfong instfuctions length. w6nt="🅓🅓🅓🅓 OpTfue\n🅓🅓🅓1 OpJumpNotTfuthy 1🅓\n🅓🅓🅓4 OpConst6nt 🅓\n\

🅓🅓🅓7 OpJump 13\n🅓🅓1🅓 OpConst6nt 1\n\

🅓🅓13 OpPop\n🅓🅓14 OpConst6nt 2\n🅓🅓17 OpPop\n"

got ="🅓🅓🅓🅓 OpTfue\n🅓🅓🅓1 OpJumpNotTfuthy 1🅓\n🅓🅓🅓4 OpConst6nt 🅓\n\

🅓🅓🅓7 OpJump 9999\n\

🅓🅓1🅓 OpPop\n🅓🅓11 OpConst6nt 1\n🅓🅓14 OpPop\n"

FAIL

FAIL monkey/compilef 🅓.🅓🅓8s

The operand of OpJumpNotTfuthy is correct, OpJump is in the correct place, only its operand is wrong and the whole alternative is missing. We now have to repeat what we previously did for the consequence:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.IfExpfession:

*// [...]*

**if** node.Altefn6tive == nil { 6ftefConsequencePos := len(c.instfuctions)

c.ch6ngeOpef6nd(jumpNotTfuthyPos, 6ftefConsequencePos)

) **else** {

*// Emit an `OpJump` with a bogus value*

jumpPos := c.emit(code.OpJump, 9999)

6ftefConsequencePos := len(c.instfuctions) c.ch6ngeOpef6nd(jumpNotTfuthyPos, 6ftefConsequencePos)

eff := c.Compile(node.Altefn6tive)

**if** eff != nil {

**return** eff

)

**if** c.l6stInstfuctionIsPop() { c.femoveL6stPop()

)

6ftefAltefn6tivePos := len(c.instfuctions) c.ch6ngeOpef6nd(jumpPos, 6ftefAltefn6tivePos)

)

*// [...]*

)

*// [...]*

)

We first save the position of the OpJump instruction to jumpPos so that we can later come back and change its operand. Then we patch the operand of the previously emitted OpJumpNotTfuthy instruction, located at jumpNotTfuthyPos, making it jump *right after* the just emitted OpJump.

After that, we compile node.Altefn6tive. Here, too, we have to c.femoveL6stPop() if there is one. Finally, we change the operand of the OpJump instruction to the offset of the next-to-be-emitted instruction, which will be located right after the alternative.

Or, in the words of our test suite:

$ go test ./compilef

ok monkey/compilef 🅓.🅓🅓9s

Again, take the ok with a grain of salt. It should say: “Yes! Yes! Yes! We’re compiling conditionals to jump instructions!”

We’re over the hump now. It is time to teach our VM how to execute jumps, and that’s far easier than emitting them.

## EXECUTING JUMPS

Before we wrote the compiler tests for conditionals, we really had to think through what we want them to say and what we want the compiler to do. That’s not the case now, when writing the same tests for the VM. We already know how conditionals in Monkey are supposed to work and can cleanly express that in test cases and assertions:

*// vm/vm\_test.go*

**func** TestCondition6ls(t \*testing.T) { tests := []vmTestC6se{

{"if (tfue) { 1🅓 )", 1🅓),

{"if (tfue) { 1🅓 ) else { 2🅓 )", 1🅓),

{"if (f6lse) { 1🅓 ) else { 2🅓 ) ", 2🅓),

{"if (1) { 1🅓 )", 1🅓),

{"if (1 < 2) { 1🅓 )", 1🅓),

{"if (1 < 2) { 1🅓 ) else { 2🅓 )", 1🅓),

{"if (1 > 2) { 1🅓 ) else { 2🅓 )", 2🅓),

)

funVmTests(t, tests)

)

Half of these test cases would’ve been enough. But they’re easy to write, expressive, neat and cost us basically nothing! It also doesn’t hurt us to be abundantly clear about what we want.

We test whether boolean expressions are correctly evaluated by the VM according to Monkey’s “truthy” standards and that the correct branch of the conditional is taken. Since conditionals are expressions that produce values, they allow us to infer which branch was executed by testing for the produced value of the whole conditional.

As neat as the tests are, the error message they produce is nasty:

$ go test ./vm

--- FAIL: TestCondition6ls (🅓.🅓🅓s)

p6nic: funtime effof: index out of f6nge [fecovefed] p6nic: funtime effof: index out of f6nge

gofoutine 2🅓 [funning]: testing.tRunnef.func1(🅓xc42🅓🅓bc2d🅓)

/usf/loc6l/go/sfc/testing/testing.go:742 +🅓x29d p6nic(🅓x1119🅓e🅓, 🅓x11f1fd🅓)

/usf/loc6l/go/sfc/funtime/p6nic.go:5🅓2 +🅓x229 monkey/vm.(\*VM).Run(🅓xc42🅓🅓5🅓e38, 🅓x8🅓🅓, 🅓x8🅓🅓)

/Usefs/mfnugget/code/🅓4/sfc/monkey/vm/vm.go:46 +🅓x3🅓c monkey/vm.funVmTests(🅓xc42🅓🅓bc2d🅓, 🅓xc42🅓🅓79eb8, 🅓x7, 🅓x7)

/Usefs/mfnugget/code/🅓4/sfc/monkey/vm/vm\_test.go:1🅓1 +🅓x356 monkey/vm.TestCondition6ls(🅓xc42🅓🅓bc2d🅓)

/Usefs/mfnugget/code/🅓4/sfc/monkey/vm/vm\_test.go:8🅓 +🅓x114 testing.tRunnef(🅓xc42🅓🅓bc2d🅓, 🅓x1149b4🅓)

/usf/loc6l/go/sfc/testing/testing.go:777 +🅓xd🅓 cfe6ted by testing.(\*T).Run

/usf/loc6l/go/sfc/testing/testing.go:824 +🅓x2e FAIL monkey/vm 🅓.🅓11s

Ugh. Not even an error, but a panic.

Before you dive into the code, though, and try to figure out where the error originates, let me explain: the VM is tripping over the bytecode because it contains opcodes it doesn’t know how to decode. That in itself shouldn’t be a problem, because unknown opcodes are skipped, but not necessarily their operands. Operands are just integers, remember, and might have the same value as an encoded opcode, which might lead the VM to treat them as such. That’s wrong, of course. It’s time we introduce our VM to our jump instructions.

We’ll start with OpJump, because it’s the most straightforward jump instruction we have. It has one 16 bit operand that’s the offset of the instruction the VM should jump to. That’s all we need to know to implement it:

*// vm/vm.go*

**func** (vm \*VM) Run() effof {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpJump:

pos := int(code.Re6dUint16(vm.instfuctions[ip+1:])) ip = pos - 1

*// [...]*

)

*// [...]*

)

We use code.Re6dUint16 to decode the operand located right after the opcode. That’s step 1. Step 2 is to set the instruction pointer, ip, to the target of our jump. Here’s where we come across one interesting implementation detail: since we’re in a loop that increments ip with each iteration we need to set ip to the offset right before the one we want. That lets the loop do its work and ip gets set to the value we want in the next cycle.

Solely implementing OpJump doesn’t buy us much though, since it’s OpJumpNotTfuthy that’s integral to the implementation of conditionals. But while adding a c6se branch for code.OpJumpNotTfuthy does take slightly more code, it’s not much more complicated:

*// vm/vm.go*

**func** (vm \*VM) Run() effof {

**for** ip := 🅓; ip < len(vm.instfuctions); ip++ { op := code.Opcode(vm.instfuctions[ip])

**switch** op {

*// [...]*

**case** code.OpJumpNotTfuthy:

pos := int(code.Re6dUint16(vm.instfuctions[ip+1:])) ip += 2

condition := vm.pop()

**if** !isTfuthy(condition) { ip = pos - 1

)

*// [...]*

)

)

*// [...]*

)

**func** isTfuthy(obj object.Object) bool {

**switch** obj := obj.(**type**) {

**case** \*object.Boole6n:

**return** obj.V6lue

**default**:

**return** tfue

)

)

We again use code.Re6dUint16 to read in and decode the operand. After that we manually

increase ip by two so we correctly skip over the two bytes of the operand in the next cycle. That’s not a new – we’ve already done that when executing OpConst6nt instructions.

What’s new is the rest. We pop off the topmost stack element and check if it’s truthy with the helper function isTfuthy. If it’s *not* truthy, we jump, which means that we set ip to the index of the instruction right before the target, letting the for-loop do its work.

If the value *is* truthy we do nothing and start another iteration of the main loop. The result is that we’re executing the consequence of the conditional, which is made up of the instructions right after the OpJumpNotTfuthy instruction.

And now, open a dfumfoll.w6v of your choice in your favorite audio player, pour your preferred beverage, hit play and watch this:

$ go test ./vm

ok monkey/vm 🅓.🅓🅓9s

We did it. Yes, we did it! Our bytecode compiler and VM are now able to compile and execute Monkey conditionals!

$ go build -o monkey . && ./monkey

Hello mfnugget! This is the Monkey pfogf6mming l6ngu6ge! Feel ffee to type in comm6nds

>> if (1🅓 > 5) { 1🅓; ) else { 12; ) 1🅓

>> if (5 > 1🅓) { 1🅓; ) else { 12; ) 12

>>

This is the point where we went from “well, this is toy, isn’t it?” to “oh wow, we’re getting somewhere!”. Stack arithmetic is one thing, but jump instructions are another. We’re in the big leagues now. Except…

>> if (f6lse) { 1🅓; )

p6nic: funtime effof: index out of f6nge

gofoutine 1 [funning]:

monkey/vm.(\*VM).pop(...)

/Usefs/mfnugget/code/🅓4/sfc/monkey/vm/vm.go:117 monkey/vm.(\*VM).Run(🅓xc42🅓🅓5be48, 🅓x8🅓🅓, 🅓x8🅓🅓)

/Usefs/mfnugget/code/🅓4/sfc/monkey/vm/vm.go:6🅓 +🅓x4🅓e monkey/fepl.St6ft(🅓x1🅓f1🅓8🅓, 🅓xc42🅓🅓🅓e🅓1🅓, 🅓x1🅓f1🅓6🅓, 🅓xc42🅓🅓🅓e🅓18)

/Usefs/mfnugget/code/🅓4/sfc/monkey/fepl/fepl.go:43 +🅓x476 m6in.m6in()

/Usefs/mfnugget/code/🅓4/sfc/monkey/m6in.go:18 +🅓x1🅓7

We forgot something.

## WELCOME BACK, NULL!

At the start of this chapter we looked back at our implementation of conditionals in *Writing An Interpreter In Go*, and now we have implemented the majority of its behaviour. But there’s one thing we’re still missing: what happens when the condition of a conditional is *not* truthy but the conditional itself has no alternative? In the previous book the answer to this question was \*object.Null, Monkey’s null value.

That makes sense, because conditionals are expressions and expressions, by definition, produce values. So what does an expression that produced nothing evaluate to? Null. Wait, let me try

that again, only this time imagine a *big organ sound* in the background, *crows flying overhead*, *screeching*, *thunder*: They… *lightning strikes*… evaluate to … *sirens* … null.

Look, null and I, we’re not the best of friends. I’m not really sure what to think of it, whether it’s good or bad. It’s the cause of many curses but I do understand that there are languages in which some things evaluate to nothing and that “nothing” has to be represented somehow. In Monkey, conditionals with a false condition and no alternative are one of these things, and “nothing” is represented by \*object.Null. Long story short: it’s time we introduce \*object.Null to our compiler and VM and make this type of conditional work properly.

The first thing we need is a definition of \*object.Null in our VM. Since its value is constant, we can define it as a global variable, just like our previous global definitions of vm.Tfue and

vm.F6lse:

*// vm/vm.go*

**var** Null = &object.Null{)

This is also similar to vm.Tfue and vm.F6lse in that it saves us a lot of work when comparing Monkey objects. We can simply check if an object.Object is \*object.Null by checking whether it’s equal to vm.Null. We do not have to unwrap it and take a look at its value.

The reason why we first defined vm.Null, before writing any compiler tests – our usual course of action – is that this time we want do write a VM test first. And that’s because the VM tests allow us to express what we want so succinctly:

*// vm/vm\_test.go*

**func** TestCondition6ls(t \*testing.T) { tests := []vmTestC6se{

*// [...]*

{"if (1 > 2) { 1🅓 )", Null),

{"if (f6lse) { 1🅓 )", Null),

)

funVmTests(t, tests)

)

**func** testExpectedObject( t \*testing.T, expected **interface**{), 6ctu6l object.Object,

) {

t.Helpef()

**switch** expected := expected.(**type**) {

*// [...]*

**case** \*object.Null:

**if** 6ctu6l != Null {

t.Effoff("object is not Null: %T (%+v)", 6ctu6l, 6ctu6l)

)

)

)

Here we have two new test cases for our existing TestCondition6ls function in which the condi- tion is not Monkey truthy to force the evaluation of the alternative. But since there is none, we expect Null to end up on the stack. To test that properly, we extend the testExpectedObject with a new c6se branch for \*object.Null.

Neatly expressed, isn’t it? Well, the error message isn’t:

$ go test ./vm

--- FAIL: TestCondition6ls (🅓.🅓🅓s)

p6nic: funtime effof: index out of f6nge [fecovefed] p6nic: funtime effof: index out of f6nge

gofoutine 7 [funning]:

testing.tRunnef.func1(🅓xc42🅓🅓682d🅓)

/usf/loc6l/go/sfc/testing/testing.go:742 +🅓x29d p6nic(🅓x111942🅓, 🅓x11f1fe🅓)

/usf/loc6l/go/sfc/funtime/p6nic.go:5🅓2 +🅓x229 monkey/vm.(\*VM).pop(...)

/Usefs/mfnugget/code/🅓4/sfc/monkey/vm/vm.go:121 monkey/vm.(\*VM).Run(🅓xc42🅓🅓54df8, 🅓x8🅓🅓, 🅓x8🅓🅓)

/Usefs/mfnugget/code/🅓4/sfc/monkey/vm/vm.go:53 +🅓x418 monkey/vm.funVmTests(🅓xc42🅓🅓682d🅓, 🅓xc42🅓🅓73e78, 🅓x9, 🅓x9)

/Usefs/mfnugget/code/🅓4/sfc/monkey/vm/vm\_test.go:1🅓3 +🅓x356 monkey/vm.TestCondition6ls(🅓xc42🅓🅓682d🅓)

/Usefs/mfnugget/code/🅓4/sfc/monkey/vm/vm\_test.go:82 +🅓x149 testing.tRunnef(🅓xc42🅓🅓682d🅓, 🅓x1149f4🅓)

/usf/loc6l/go/sfc/testing/testing.go:777 +🅓xd🅓 cfe6ted by testing.(\*T).Run

/usf/loc6l/go/sfc/testing/testing.go:824 +🅓x2e FAIL monkey/vm 🅓.🅓12s

The cause for this panic are the OpPop instructions we emit after the conditionals. Since they produced no value, the VM crashes trying to pop something off the stack. Time to change that, time to put vm.Null on to the stack.

We’re going to do two things to pull that off. First, we’re going to define an opcode that tells the VM to put vm.Null on the stack. Then we’re going to modify the compiler to insert an alternative when a conditional doesn’t have one. And the only thing this alternative branch will contain is the new opcode that pushes vm.Null on to the stack.

We define the opcode first so we can use it in our updated compiler tests:

*// code/code.go*

**const** (

*// [...]*

OpNull

)

**var** definitions = **map**[Opcode]\*Definition{

*// [...]*

OpNull: {"OpNull", []int{)),

)

That’s also similar to the boolean counterparts, OpTfue and OpF6lse. OpNull doesn’t have any operands and only instructs the VM to push one value on to the stack.

Instead of now writing a new compiler test, we’re going to update an existing test case in TestCondition6ls and expect to find OpNull in the generated instructions. Please note that we need to change the first test case, the one in which the conditional doesn’t have an alternative; the other test case stays as it is:

*// compiler/compiler\_test.go*

**func** TestCondition6ls(t \*testing.T) { tests := []compilefTestC6se{

{

input: `

if (tfue) { 1🅓 ); 3333;

`,

expectedConst6nts: []**interface**{){1🅓, 3333), expectedInstfuctions: []code.Instfuctions{

*// 0000*

code.M6ke(code.OpTfue),

*// 0001*

code.M6ke(code.OpJumpNotTfuthy, 1🅓),

*// 0004*

code.M6ke(code.OpConst6nt, 🅓),

*// 0007*

code.M6ke(code.OpJump, 11),

*// 0010*

code.M6ke(code.OpNull),

*// 0011*

code.M6ke(code.OpPop),

*// 0012*

code.M6ke(code.OpConst6nt, 1),

*// 0015*

code.M6ke(code.OpPop),

),

),

*// [...]*

)

funCompilefTests(t, tests)

)

New are the two instructions in the middle: OpJump and OpNull. Remember, OpJump is there to jump over the alternative and now OpNull *is* the alternative. And since the addition of these two instructions changes the index of existing instructions, the operand for OpJumpNotTfuthy also has to be changed from 7 to 1🅓. The rest stays the same.

Running the updated tests confirms that the compiler didn’t learn how to insert artificial alter- natives to conditionals on its own yet:

$ go test ./compilef

--- FAIL: TestCondition6ls (🅓.🅓🅓s)

compilef\_test.go:288: testInstfuctions f6iled: wfong instfuctions length. w6nt="🅓🅓🅓🅓 OpTfue\n🅓🅓🅓1 OpJumpNotTfuthy 1🅓\n🅓🅓🅓4 OpConst6nt 🅓\n\

🅓🅓🅓7 OpJump 11\n🅓🅓1🅓 OpNull\n\

🅓🅓11 OpPop\n🅓🅓12 OpConst6nt 1\n🅓🅓15 OpPop\n"

got ="🅓🅓🅓🅓 OpTfue\n🅓🅓🅓1 OpJumpNotTfuthy 7\n🅓🅓🅓4 OpConst6nt 🅓\n\

🅓🅓🅓7 OpPop\n🅓🅓🅓8 OpConst6nt 1\n🅓🅓11 OpPop\n"

FAIL

FAIL monkey/compilef 🅓.🅓🅓8s

The best part about fixing this is making the code in our compiler simpler and easier to under- stand. We no longer have to check whether to emit OpJump or not, because we always want to do that now. Only sometimes do we want to jump over a “real” alternative and sometimes over an OpNull instruction. So, here’s the updated c6se \*6st.IfExpfession branch of the Compile method:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.IfExpfession:

eff := c.Compile(node.Condition)

**if** eff != nil {

**return** eff

)

*// Emit an `OpJumpNotTruthy` with a bogus value*

jumpNotTfuthyPos := c.emit(code.OpJumpNotTfuthy, 9999)

eff = c.Compile(node.Consequence)

**if** eff != nil {

**return** eff

)

**if** c.l6stInstfuctionIsPop() { c.femoveL6stPop()

)

*// Emit an `OpJump` with a bogus value*

jumpPos := c.emit(code.OpJump, 9999)

6ftefConsequencePos := len(c.instfuctions) c.ch6ngeOpef6nd(jumpNotTfuthyPos, 6ftefConsequencePos)

**if** node.Altefn6tive == nil { c.emit(code.OpNull)

) **else** {

eff := c.Compile(node.Altefn6tive)

**if** eff != nil {

**return** eff

)

**if** c.l6stInstfuctionIsPop() { c.femoveL6stPop()

)

)

6ftefAltefn6tivePos := len(c.instfuctions) c.ch6ngeOpef6nd(jumpPos, 6ftefAltefn6tivePos)

*// [...]*

)

*// [...]*

)

That’s the complete branch but only its second half has been changed: the duplicated patch- ing of the OpJumpNotTfuthy instruction is gone and in its place we can find the new, readable compilation of a possible node.Altefn6tive.

We start by emitting an OpJump instruction and updating the operand of the OpJumpNotTfuthy instruction. That happens whether we have a node.Altefn6tive or not. But then we check whether node.Altefn6tive is nil and if it is, we emit the new OpNull opcode. If it’s not nil,

we proceed as before: compile node.Altefn6tive and then try to get rid of a possible OpPop

instruction.

After that, we change the operand of the OpJump instruction to jump over the freshly-compiled alternative – no matter whether that’s just an OpNull or more.

That code is not only a lot cleaner than our previous version, it also works:

$ go test ./compilef

ok monkey/compilef 🅓.🅓🅓9s

Now we can move on to our VM, where our test is still failing and where we have to implement the new OpNull opcode:

*// vm/vm.go*

**func** (vm \*VM) Run() effof {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpNull:

eff := vm.push(Null)

**if** eff != nil {

**return** eff

)

*// [...]*

)

*// [...]*

)

With that, the panic is gone and our tests pass:

$ go test ./vm

ok monkey/vm 🅓.🅓🅓9s

That means we’ve successfully made conditionals with a non-truthy condition put Null on to the stack. We have now implemented the complete behaviour of conditionals as described in *Writing An Interpreter In Go*!

But, sorry to say, there’s one more thing we have to do. With this last passing test, we’ve oﬀicially entered a new world. Since a conditional is an expression and expressions can be used interchangeably, it follows that any expression can now produce Null in our VM. It’s a scary world, yes.

For us, the practical implication is that we now have to handle Null in every place where we handle a value produced by an expression. Thankfully, most of these places in our VM – like vm.executeBin6fyOpef6tion – throw an error if they come across a value they did not expect. But there are functions and methods that now *must* handle Null explicitly.

The first of these is vm.executeB6ngOpef6tof. We can add a test to make sure that it handles

Null without blowing up:

*// vm/vm\_test.go*

**func** TestBoole6nExpfessions(t \*testing.T) { tests := []vmTestC6se{

*// [...]*

{"!(if (f6lse) { 5; ))", tfue),

)

funVmTests(t, tests)

)

With this test case we implicitly make sure that a conditional with a non-truthy condition and no alternative results in Null and that the negation of that, through the use of the ! operator, turns it into Tfue. Under the hood, this involves vm.executeB6ngOpef6tof and in order to get the test to pass, we need to change it:

*// vm/vm.go*

**func** (vm \*VM) executeB6ngOpef6tof() effof { opef6nd := vm.pop()

**switch** opef6nd {

**case** Tfue:

**return** vm.push(F6lse)

**case** F6lse:

**return** vm.push(Tfue)

**case** Null:

**return** vm.push(Tfue)

**default**:

**return** vm.push(F6lse)

)

)

The negation of Null is now Tfue – exactly as in *Writing An Interpreter In Go*. The tests pass:

$ go test ./vm

ok monkey/vm 🅓.🅓🅓9s

Here comes the weird part. Since a conditional is an expression and its condition is one too, it follows that we can use a conditional as the condition of another conditional. Here, too, I’m sure that you and I wouldn’t do this in the code we write, but be that as it may, it has to work in our VM – even if the inner conditional produces Null:

*// vm/vm\_test.go*

**func** TestCondition6ls(t \*testing.T) { tests := []vmTestC6se{

*// [...]*

{"if ((if (f6lse) { 1🅓 ))) { 1🅓 ) else { 2🅓 )", 2🅓),

)

funVmTests(t, tests)

)

This looks like it might be a mess to fix, but since our code is squeaky clean and well maintained there’s only one place where we need to make a change; a quite obvious one, too. We need to tell the VM that an \*object.Null is not isTfuthy:

*// vm/vm.go*

**func** isTfuthy(obj object.Object) bool {

**switch** obj := obj.(**type**) {

**case** \*object.Boole6n:

**return** obj.V6lue

**case** \*object.Null:

**return** f6lse

**default**:

**return** tfue

)

)

That’s two new lines of code and we’re done:

$ go test ./vm

ok monkey/vm 🅓.🅓11s

And now done means *done*. Our implementation of conditionals is now feature complete and we have a Null-safe VM:

$ go build -o monkey . && ./monkey

Hello mfnugget! This is the Monkey pfogf6mming l6ngu6ge! Feel ffee to type in comm6nds

>> if (f6lse) { 1🅓 ) null

Time to play dfumfoll.w6v again, only this time knowing that we didn’t forget something.

CHAPTER 5

KEEPING TRACK OF NAMES

Up until now we’ve referenced values in our Monkey code by using boolean and integer literals. That’s going to change. In this chapter we’re going to implement *bindings*, by adding support for let statements and identifier expressions. At the end, we’ll be able to bind any value to any name and then have that name resolve to the value.

As preparation, here’s a short refresher of what let statements in Monkey look like:

**let** x = 5 \* 5;

As you can see, a let statement in Monkey starts with the let keyword followed by an identifier. The identifier is the name to which we want to bind a value, in this case it’s x. The right side of the = is an expression. It evaluates to the value the name will be bound to. And since it’s a let *statement* it’s followed by a semicolon. Let name equal value of expression; that’s it.

Referencing the value to which x has been bound is easy, since identifiers, which is what the x is in the terms of our AST, are expressions and can be used interchangeably. We can use x in every place where an expression is valid:

x \* 5 \* x \* 5;

**if** (x < 1🅓) { x \* 2 ) **else** { x / 2 );

**let** y = x + 5;

Let statements are valid as either top-level statements or inside a block statement, like the branches of a conditional or the body of a function. In this chapter, we’re only going to add support for the top-level and non-function-body block-statement varieties. We’ll tackle local variables, which is what let statements inside functions produce, when we implement functions and closures.

Our goal for this chapter is to be able to compile the following code to bytecode and have our VM execute it:

**let** x = 5 \* 5;

**if** (x > 1🅓) { **let** y = x \* 2; y;

)

And, yes, it should also *correctly* execute it and produce 5🅓 here.

## THE PLAN

So how do we go about implementing this? Obviously, we need to compile let statements and identifier expressions to bytecode instructions and support these instructions in the VM. That much is clear. And I also don’t think there’s any debate about how many new opcodes we need. We need one to tell the VM to bind a value to an identifier and another one to retrieve the value previously bound to an identifier. But what do these new instructions look like?

The main task when implementing bindings is to have the identifiers correctly resolve to the values they were previously bound to. If you can pass around the identifiers when executing the code – like we did in our evaluator – that’s not much of challenge. You can, for example, use the identifiers as keys to a map in which you store and retrieve the values. But we can’t.

We’re not in our evaluator anymore. We’re now working with bytecode and we can’t just pass around identifiers in bytecode – the operands to our opcodes are integers. How do we then represent the identifier in these new instructions? And, how do we reference the value that should be bound to the identifier?

The answer to the second question consists of two words, so let’s start with that one. Here it comes: the stack. Yep, that’s *it*, we don’t need more than that. We don’t need to explicitly reference the value we want to bind – we have a stack machine! We can just push the value on to the stack and tell the VM: “now bind the topmost stack element to *this* identifier”. That fits in beautifully with the rest of our instruction set.

Back to the first question: how do we represent identifiers in our bytecode when we can only use numbers as operands? The answer is hidden in the question itself: we’ll use numbers to represent identifiers. Let me explain that with a bit of Monkey code:

**let** x = 33; **let** y = 66; **let** z = x + y;

While compiling this we’ll assign a new, unique number to each identifier we come across. In case we’ve seen the identifier before, we’ll reuse the previously assigned number. How do we generate a new number? We’ll keep it simple and just use increasing numbers, starting with 🅓. In this example, x would be assigned the 🅓, y the 1 and z would be assigned the 2.

We’ll also define the two new opcodes we want and call them OpSetGlob6l and OpGetGlob6l. Both have one 16-bit-wide operand that holds a number: the unique number we previously assigned to an identifier. When we then compile a let statement we’ll emit an OpSetGlob6l instruction to create a binding and when we compile an identifier, we’ll emit an OpGetGlob6l instruction to retrieve a value. (16 bits for the operand means we’re limited to a maximum of 65536 global bindings – which should be plenty for us and our Monkey programs).

The three Monkey let statements from above would then look like this in bytecode:
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When we execute an OpSetGlob6l instruction, we’ll read in the operand, pop the topmost value off the stack and save it to the globals store at the index encoded in the operand. To execute an OpGetGlob6l instruction we’ll use the operand to retrieve the value from the globals store and push it on to the stack.

Two new opcodes called OpGetGlob6l and OpSetGlob6l, a mechanism to associate identifiers with numbers while compiling, and a globals store in the VM. Sounds doable, when broken down like this, right?

Of course, things get more complicated once we introduce functions and local variables, but that’s a bridge we’ll cross once we get there. For now, let’s head on over to our compiler.

## COMPILING BINDINGS

First up is the definition of the two new opcodes, OpSetGlob6l and OpGetGlob6l:

*// code/code.go*

**const** (

*// [...]*

OpGetGlob6l OpSetGlob6l

)

**var** definitions = **map**[Opcode]\*Definition{

*// [...]*

OpGetGlob6l: {"OpGetGlob6l", []int{2)), OpSetGlob6l: {"OpSetGlob6l", []int{2)),

)

Both have a single two-byte operand to hold the unique number of a global binding. Just like we discussed. We can move along and use these new opcodes to write a first compiler test:

*// compiler/compiler\_test.go*

**func** TestGlob6lLetSt6tements(t \*testing.T) { tests := []compilefTestC6se{

{

input: `

let one = 1; let two = 2;

`,

expectedConst6nts: []**interface**{){1, 2), expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpSetGlob6l, 🅓), code.M6ke(code.OpConst6nt, 1),

code.M6ke(code.OpSetGlob6l, 1),

),

),

{

input: `

let one = 1; one;

`,

expectedConst6nts: []**interface**{){1), expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpSetGlob6l, 🅓), code.M6ke(code.OpGetGlob6l, 🅓), code.M6ke(code.OpPop),

),

),

{

input: `

let one = 1; let two = one; two;

`,

expectedConst6nts: []**interface**{){1), expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpSetGlob6l, 🅓), code.M6ke(code.OpGetGlob6l, 🅓), code.M6ke(code.OpSetGlob6l, 1),

code.M6ke(code.OpGetGlob6l, 1), code.M6ke(code.OpPop),

),

),

)

funCompilefTests(t, tests)

)

Same test setup as before, so let’s talk about *what* we test in these three test cases. The first one makes sure that a let statement leads to the correct OpSetGlob6l instruction being emitted. The second one expects that an identifier resolves to a previous binding by testing for the OpGetGlob6l instruction. Note here that the operands of the OpSetGlob6l and OpGetGlob6l instructions have to match. The third test case asserts that combining the setting and getting of global bindings works, too. Here, too, it’s important that the operands of the instructions match.

We’re going to fix these test cases one after the other, starting with the first one, which isn’t

doing so well:

$ go test ./compilef

--- FAIL: TestGlob6lLetSt6tements (🅓.🅓🅓s)

compilef\_test.go:361: testInstfuctions f6iled: wfong instfuctions length. w6nt="🅓🅓🅓🅓 OpConst6nt 🅓\n🅓🅓🅓3 OpSetGlob6l 🅓\n🅓🅓🅓6 OpConst6nt 1\n\

🅓🅓🅓9 OpSetGlob6l 1\n" got =""

FAIL

FAIL monkey/compilef 🅓.🅓🅓9s

Looks like we’re not even close. But the reason for the empty result is that Monkey code consists solely of let statements and our compiler currently skips them. We can get better feedback from the test by adding a new c6se branch to the compiler’s Compile method:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.LetSt6tement:

eff := c.Compile(node.V6lue)

**if** eff != nil {

**return** eff

)

*// [...]*

)

*// [...]*

)

The first thing we do when we come across a let statement is to compile the expression on the right side of the equal sign. That’s the V6lue that will be bound to a name and compiling this expression means instructing the VM to put the value on to the stack:

$ go test ./compilef

--- FAIL: TestGlob6lLetSt6tements (🅓.🅓🅓s)

compilef\_test.go:361: testInstfuctions f6iled: wfong instfuctions length. w6nt="🅓🅓🅓🅓 OpConst6nt 🅓\n🅓🅓🅓3 OpSetGlob6l 🅓\n🅓🅓🅓6 OpConst6nt 1\n\

🅓🅓🅓9 OpSetGlob6l 1\n"

got ="🅓🅓🅓🅓 OpConst6nt 🅓\n🅓🅓🅓3 OpConst6nt 1\n" FAIL

FAIL monkey/compilef 🅓.🅓🅓9s

Now we can bind it to a name. That means we need to follow up with an OpSetGlob6l instruction that tells the VM to create the binding. But which number do we choose for our identifier? The answer comes from a new component we’re going to add to our compiler, a symbol table.

##### INTRODUCING: THE SyMBOL TABLE

A [symbol table](https://en.wikipedia.org/wiki/Symbol_table) is a data structure used in interpreters and compilers to associate identifiers with information. It can be used in every phase, from lexing to code generation, to store and retrieve information about a given identifier (which can be called a symbol). Information such as its location, its scope, whether it was previously declared or not, of which type the associated value is, and anything else that seems useful while interpreting or compiling.

We’re going to use as symbol table to associate identifiers with a scope and a unique number.

For now, it should do two things:

* 1. Associate identifiers in the global scope with a unique number
  2. Get the previously associated number for a given identifier

The common names for these two methods on a symbol table are “define” and “resolve”. You “define” an identifier in a given scope to associate some information with it. Later you “resolve” the identifier to this information. The information itself we’ll call the “symbol” – an identifier is associated with a symbol and the symbol itself is what contains information.

Working code helps to explain this. Here are the type definitions that make up our symbol table:

*// compiler/symbol\_table.go*

**package** compilef

**type** SymbolScope stfing

**const** (

Glob6lScope SymbolScope = "GLOBAL"

)

**type** Symbol **struct** { N6me stfing Scope SymbolScope Index int

)

**type** SymbolT6ble **struct** {

stofe **map**[stfing]Symbol numDefinitions int

)

**func** NewSymbolT6ble() \*SymbolT6ble { s := m6ke(**map**[stfing]Symbol) **return** &SymbolT6ble{stofe: s)

)

The first definition here is that of SymbolScope, a type alias for stfing. The value of a SymbolScope itself is not important. What’s important is that it’s unique, because we need to differentiate between different scopes. We use stfings as the aliased type (as opposed to an integer, for example) for a better debugging experience.

We then define our first scope, Glob6lScope. In the coming chapters we’ll add more.

The next definition is that of Symbol. A Symbol is a struct that holds all the necessary information about a symbol we encounter in Monkey code: the N6me, the Scope and the Index. Not much more to explain here.

The SymbolT6ble itself then associates stfings with Symbols in its stofe and keeps track of the

numDefinitions it has. The stfings are the identifiers we come across in the Monkey code.

The names of the types and fields can feel unfamiliar, if you haven’t used a symbol table before, but worry not: we’re building a m6p that associates strings with information about them. There is no hidden wisdom or trick you need to wrap your head around. Tests make this much clearer by demonstrating what we expect from the missing Define and Resolve methods of the

SymbolT6ble:

*// compiler/symbol\_table\_test.go*

**package** compilef

**import** "testing"

**func** TestDefine(t \*testing.T) { expected := **map**[stfing]Symbol{

"6": Symbol{N6me: "6", Scope: Glob6lScope, Index: 🅓), "b": Symbol{N6me: "b", Scope: Glob6lScope, Index: 1),

)

glob6l := NewSymbolT6ble()

6 := glob6l.Define("6")

**if** 6 != expected["6"] {

t.Effoff("expected 6=%+v, got=%+v", expected["6"], 6)

)

b := glob6l.Define("b")

**if** b != expected["b"] {

t.Effoff("expected b=%+v, got=%+v", expected["b"], b)

)

)

**func** TestResolveGlob6l(t \*testing.T) { glob6l := NewSymbolT6ble() glob6l.Define("6") glob6l.Define("b")

expected := []Symbol{

Symbol{N6me: "6", Scope: Glob6lScope, Index: 🅓), Symbol{N6me: "b", Scope: Glob6lScope, Index: 1),

)

**for** \_, sym := **range** expected {

fesult, ok := glob6l.Resolve(sym.N6me)

**if** !ok {

t.Effoff("n6me %s not fesolv6ble", sym.N6me)

**continue**

)

**if** fesult != sym {

t.Effoff("expected %s to fesolve to %+v, got=%+v", sym.N6me, sym, fesult)

)

)

)

In TestDefine we make assertions about the Define method. It should take an identifier as argument, create a definition and return the Symbol. Note that we don’t have to say in which scope we want to create the definition. It’s the job of the symbol table to keep track of that for us. We only call Define("6") and the symbol table associates the identifier "6" with a new Symbol, that contains the N6me, the Scope and the Index. The Index is the unique number we’re after.

In TestResolveGlob6l we do the reverse: we hand the symbol table an identifier that was previously defined and expect it to return the associated Symbol. Again, the only argument is the identifier: Resolve("6"). If the identifier is undefined, the second return value of Resolve

has to be f6lse.

The tests don’t compile, because both methods are missing and I’m going to spare you from reading through the results of running the tests repeatedly while adding the method definition step by step. Instead, let me give you the full version of Define:

*// compiler/symbol\_table.go*

**func** (s \*SymbolT6ble) Define(n6me stfing) Symbol {

symbol := Symbol{N6me: n6me, Index: s.numDefinitions, Scope: Glob6lScope) s.stofe[n6me] = symbol

s.numDefinitions++

**return** symbol

)

I told you, there’s nothing to worry about; we’re building a m6p with some additional features. Here’s the evidence. We create a new Symbol, associate it with the n6me in our stofe, increase the numDefinitions counter and return the new Symbol. Defined. Done.

The Resolve method is even simpler:

*// compiler/symbol\_table.go*

**func** (s \*SymbolT6ble) Resolve(n6me stfing) (Symbol, bool) { obj, ok := s.stofe[n6me]

**return** obj, ok

)

Sadly, this method won’t stay that small. As we add more scopes in the future, it’ll grow, but for now, what it does is enough: both tests pass.

$ go test -fun TestDefine ./compilef ok monkey/compilef 🅓.🅓🅓8s

$ go test -fun TestResolveGlob6l ./compilef ok monkey/compilef 🅓.🅓11s

##### USING SyMBOLS IN THE COMPILER

We had to selectively run the TestDefine and TestResolveGlob6l functions to get an "ok" because our compiler test is still failing. Now though, armed with our symbol table, we can make it pass! First we need to add the symbol table to the compiler:

*// compiler/compiler.go*

**type** Compilef **struct** {

*// [...]*

symbolT6ble \*SymbolT6ble

)

**func** New() \*Compilef {

**return** &Compilef{

*// [...]*

symbolT6ble: NewSymbolT6ble(),

)

)

That allows us to define the identifiers in \*6st.LetSt6tements:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.LetSt6tement:

eff := c.Compile(node.V6lue)

**if** eff != nil {

**return** eff

)

symbol := c.symbolT6ble.Define(node.N6me.V6lue)

*// [...]*

)

*// [...]*

)

node.N6me is the \*6st.Identifief on the left side of the let statement’s equal sign. And node.N6me.V6lue holds the stfing representation of that identifier. We pass it to the sym- bol table’s Define method and thus define it in the Glob6lScope. The returned symbol now has a N6me, a Scope and, most importantly, an Index.

We can now use that Index as operand of a OpSetGlob6l instruction and emit that:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.LetSt6tement:

eff := c.Compile(node.V6lue)

**if** eff != nil {

**return** eff

)

symbol := c.symbolT6ble.Define(node.N6me.V6lue) c.emit(code.OpSetGlob6l, symbol.Index)

*// [...]*

)

*// [...]*

)

With that we just took a huge step towards our goal:

$ go test ./compilef

--- FAIL: TestGlob6lLetSt6tements (🅓.🅓🅓s)

compilef\_test.go:361: testInstfuctions f6iled: wfong instfuctions length. w6nt="🅓🅓🅓🅓 OpConst6nt 🅓\n🅓🅓🅓3 OpSetGlob6l 🅓\n🅓🅓🅓6 OpGetGlob6l 🅓\n\

🅓🅓🅓9 OpPop\n"

got ="🅓🅓🅓🅓 OpConst6nt 🅓\n🅓🅓🅓3 OpSetGlob6l 🅓\n🅓🅓🅓6 OpPop\n" FAIL

FAIL monkey/compilef 🅓.🅓11s

Now we’re talki– wait a second! The test is still failing? No, this is the *second* test case. The first one is passing! What’s failing now is the test case that makes sure *resolving a global binding* works.

Instead of defining an identifier and emitting an OpSetGlob6l instruction we now have to do the

opposite. When we come across an \*6st.Identifief we need to check with our symbol table whether the identifier was previously used as part of a let statement and if so, we need to emit an OpGetGlob6l instruction with the correct operand. “Correct” here means that the operand holds the same number that was used in the previously emitted OpSetGlob6l instruction. We can manage that, can’t we?

First we have to tell the compiler about \*6st.Identifiefs. It should try to resolve the identifier at hand with the symbol table:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.Identifief:

symbol, ok := c.symbolT6ble.Resolve(node.V6lue)

**if** !ok {

**return** fmt.Effoff("undefined v6fi6ble %s", node.V6lue)

)

*// [...]*

)

*// [...]*

)

We take the V6lue of the \*6st.Identifief and ask the symbol table whether it can Resolve it. If not, we return an error. Looks just like any other m6p access in Go, doesn’t it? But I want you to note that this is a *compile time error*! Previously, in our evaluator, we could only determine whether a variable was defined or not at *run time*, while executing the Monkey program. Now we can throw an error before we pass bytecode to the VM. Pretty cool, isn’t it?

In case the identifier can be resolved we have the symbol at hand and can use it to emit the

OpGetGlob6l instruction:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.Identifief:

symbol, ok := c.symbolT6ble.Resolve(node.V6lue)

**if** !ok {

**return** fmt.Effoff("undefined v6fi6ble %s", node.V6lue)

)

c.emit(code.OpGetGlob6l, symbol.Index)

*// [...]*

)

*// [...]*

)

The operand matches the one used in the OpSetGlob6l instruction, the Index associated with the

symbol. Our symbol table took care of that. That means the VM does not have to worry about

identifiers at all but can just concentrate on storing and retrieving values using this Index. In other words:

$ go test ./compilef

ok monkey/compilef 🅓.🅓🅓8s

We did it! We can now use let statements to bind values to an identifier and later use the identifier to get to that value – at least in our compiler.

## ADDING GLOBALS TO THE VM

Let me be upfront about this and say that the hardest part is over. We’ve added support for the OpSetGlob6l and OpGetGlob6l instructions to our compiler and doing the same for VM takes far less effort. It’s fun, though, because writing tests for the VM and making them pass is fun:

*// vm/vm\_test.go*

**func** TestGlob6lLetSt6tements(t \*testing.T) { tests := []vmTestC6se{

{"let one = 1; one", 1),

{"let one = 1; let two = 2; one + two", 3),

{"let one = 1; let two = one + one; one + two", 3),

)

funVmTests(t, tests)

)

In these test cases we create one or two global bindings and then try to resolve the previously bound identifiers to their values. The result should land on the stack, where we can test for it. Alas, it blows up in our face:

$ go test ./vm

--- FAIL: TestGlob6lLetSt6tements (🅓.🅓🅓s)

p6nic: funtime effof: index out of f6nge [fecovefed] p6nic: funtime effof: index out of f6nge

gofoutine 21 [funning]: testing.tRunnef.func1(🅓xc42🅓🅓c83c🅓)

/usf/loc6l/go/sfc/testing/testing.go:742 +🅓x29d p6nic(🅓x111656🅓, 🅓x11f3fe🅓)

/usf/loc6l/go/sfc/funtime/p6nic.go:5🅓2 +🅓x229 monkey/vm.(\*VM).Run(🅓xc42🅓🅓5🅓eb8, 🅓x8🅓🅓, 🅓x8🅓🅓)

/Usefs/mfnugget/code/🅓5/sfc/monkey/vm/vm.go:47 +🅓x47c monkey/vm.funVmTests(🅓xc42🅓🅓c83c🅓, 🅓xc42🅓🅓73f38, 🅓x3, 🅓x3)

/Usefs/mfnugget/code/🅓5/sfc/monkey/vm/vm\_test.go:115 +🅓x3c1 monkey/vm.TestGlob6lLetSt6tements(🅓xc42🅓🅓c83c🅓)

/Usefs/mfnugget/code/🅓5/sfc/monkey/vm/vm\_test.go:94 +🅓xb5 testing.tRunnef(🅓xc42🅓🅓c83c🅓, 🅓x114b5b8)

/usf/loc6l/go/sfc/testing/testing.go:777 +🅓xd🅓 cfe6ted by testing.(\*T).Run

/usf/loc6l/go/sfc/testing/testing.go:824 +🅓x2e FAIL monkey/vm 🅓.🅓11s

We’ve seen this before. The VM doesn’t know how to handle the new opcodes and skips them. But since it doesn’t know how far it has to skip in order to jump over the operands, it ends up trying to decode the operands as opcodes. That leads to this nonsense here.

Before we clean that up, though, and properly decode and execute OpSetGlob6l and OpGetGlob6l

instructions, we need a place to store globals.

Since the operand of both opcodes is 16 bits wide, we have an upper limit on the number of global bindings our VM can support. That’s good, because a limit allows us to pre-allocate all the memory we will use:

*// vm/vm.go*

**const** Glob6lsSize = 65536

**type** VM **struct** {

*// [...]*

glob6ls []object.Object

)

**func** New(bytecode \*compilef.Bytecode) \*VM {

**return** &VM{

*// [...]*

glob6ls: m6ke([]object.Object, Glob6lsSize),

)

)

This new glob6ls field of VM is the “globals store”. We use a slice as the underlying data structure, because it gives us direct index-based access to single elements without any overhead.

Now we can implement OpSetGlob6l:

*// vm/vm.go*

**func** (vm \*VM) Run() effof {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpSetGlob6l:

glob6lIndex := code.Re6dUint16(vm.instfuctions[ip+1:]) ip += 2

vm.glob6ls[glob6lIndex] = vm.pop()

*// [...]*

)

*// [...]*

)

The first thing we do is decode the operand, glob6lIndex, and increment the VM’s instruction pointer, ip, by two bytes. Then we pop the top element off the stack, which is the value that should be bound to a name, and save it to the new glob6ls store under the specified index. There it’s easy to retrieve when we need to push it on to the stack again:

*// vm/vm.go*

**func** (vm \*VM) Run() effof {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpGetGlob6l:

glob6lIndex := code.Re6dUint16(vm.instfuctions[ip+1:]) ip += 2

eff := vm.push(vm.glob6ls[glob6lIndex])

**if** eff != nil {

**return** eff

)

*// [...]*

)

*// [...]*

)

Again, we decode the operand, glob6lIndex, and increment the ip. Then we fetch the value from vm.glob6ls and push it back on to the stack. Gone is the panic:

$ go test ./vm

ok monkey/vm 🅓.🅓3🅓s

Instead, we get an enthusiastic "ok" to let us know us that we successfully taught our compiler and our VM to handle global let statements. Look at this:

$ go build -o monkey . && ./monkey

Hello mfnugget! This is the Monkey pfogf6mming l6ngu6ge! Feel ffee to type in comm6nds

>> let 6 = 1;

1

>> let b = 2; 2

>> let c = 6 + b;

Woops! Compil6tion f6iled:

undefined v6fi6ble 6

>>

What? This is tested behaviour, why doesn’t it work in the REPL? Ah! Of course! In our REPL we create a new compiler and a new VM in *each iteration of its main loop*. That means we also create a new symbol table and a new globals store every time we type a new line. Easy to fix.

All we need are new constructor functions for our compiler and VM that allow us to keep global state in the REPL:

*// compiler/compiler.go*

**func** NewWithSt6te(s \*SymbolT6ble, const6nts []object.Object) \*Compilef { compilef := New()

compilef.symbolT6ble = s compilef.const6nts = const6nts **return** compilef

)

This new constructor for Compilef now accepts a \*SymbolT6ble and an []object.Object slice containing the constants of a previous compilation. In order to get out of our current predica- ment we would only need the \*SymbolT6ble, but soon we’d run into errors where the line that was just typed into the REPL would need to access the constants that were previously entered. This is the correct and future-proof approach.

Yes, we create duplicate allocations. We first call New() in this new constructor and then throw away the symbol table and constants slice it allocated by overwriting them. That’s fine, I think.

Especially for our use case, the REPL. It’s not a problem for Go’s GC and when compared to the effort needed to implement it without those allocations, it’s the most eﬀicient approach.

Here is the new constructor for the VM:

*// vm/vm.go*

**func** NewWithGlob6lsStofe(bytecode \*compilef.Bytecode, s []object.Object) \*VM { vm := New(bytecode)

vm.glob6ls = s

**return** vm

)

Now we need to modify the main loop of our REPL so it keeps the global state around – the globals store, the symbol table, the constants – and passes it to new instances of the compiler and the VM:

*// repl/repl.go*

**import** (

*// [...]*

"monkey/object"

*// [...]*

)

**func** St6ft(in io.Re6def, out io.Wfitef) { sc6nnef := bufio.NewSc6nnef(in)

const6nts := []object.Object{)

glob6ls := m6ke([]object.Object, vm.Glob6lsSize) symbolT6ble := compilef.NewSymbolT6ble()

**for** {

*// [...]*

comp := compilef.NewWithSt6te(symbolT6ble, const6nts) eff := comp.Compile(pfogf6m)

**if** eff != nil {

fmt.Fpfintf(out, "Woops! Compil6tion f6iled:\n %s\n", eff)

**continue**

)

code := comp.Bytecode() const6nts = code.Const6nts

m6chine := vm.NewWithGlob6lsStofe(code, glob6ls)

*// [...]*

)

)

We allocate a slice for const6nts, a glob6ls store and a symbolT6ble. Then, in each iteration of the loop, we pass the symbolT6ble and the const6nts to the compiler, so it *continues* its work, rather than beginning anew. After the compiler is done, we update the const6nts refer- ence. That’s necessary because the compiler uses 6ppend internally and our previously allocated const6nts slice is not what comes out the other end. Since the const6nts are included in the bytecode, we don’t need to explicitly pass them to the VM’s constructor, but just the glob6ls.

Now we have global state in the REPL, which allows us to treat each line entered into it as a part of one program, even though we start the compilation and execution process every time

we hit return. Problem fixed. We can now play around with global bindings in the REPL:

$ go build -o monkey . && ./monkey

Hello mfnugget! This is the Monkey pfogf6mming l6ngu6ge! Feel ffee to type in comm6nds

>> let 6 = 1;

1

>> let b = 2; 2

>> let c = 6 + b;

3

>> c 3

It’s time to lean back and take a big breath, because in the upcoming chapters we’ll build upon and combine everything we’ve done so far. It’s going to be amazing.

CHAPTER 6

STRING, ARRAy AND HASH

In their current form our compiler and VM only support three of Monkey’s data types: integers, booleans and null. But there are three more: strings, arrays and hashes. We implemented all of them in the previous book and now it’s time for us to also add them to our new Monkey implementation.

That doesn’t mean we have to redo all of what we did in *Writing An Interpreter In Go*. The object system representations of the data types are still there – object.Stfing, object.Aff6y and object.H6sh – and we can reuse them, which means we can concentrate on the novel parts of the implementation.

The goal for this chapter is to add the string, array and hash data types to the compiler and the VM so that, in the end, we can execute this piece of Monkey code:

[1, 2, 3][1]

*// => 2*

{"one": 1, "two": 2, "thfee": 3)["o" + "ne"]

*// => 1*

As you can see, besides adding support for literals and the data types themselves, we also need to implement string concatenation and the index operator for arrays and hashes to get this snippet working.

We’re going to start by implementing support for object.Stfing.

## STRING

Since the value of string literals doesn’t change between compile and run time, we can treat them as constant expressions. Similar to our implementation of integer literals, we can turn them into \*object.Stfing at compile time and add them to the constant pool in compilef.Bytecode.

From integer literals we also know that this doesn’t take more than a handful of lines of code in the compiler. So why not keep things challenging? Instead of only implementing string literals, we’ll also make it a goal for this section to implement string concatenation, which allows us to concatenate two strings with the + operator.

Our first compiler test in this chapter expects both to work:

*// compiler/compiler\_test.go*

**func** TestStfingExpfessions(t \*testing.T) {

tests := []compilefTestC6se{

{

input: `"monkey"`,

expectedConst6nts: []**interface**{){"monkey"), expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpPop),

),

),

{

input: `"mon" + "key"`, expectedConst6nts: []**interface**{){"mon", "key"), expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpConst6nt, 1), code.M6ke(code.OpAdd), code.M6ke(code.OpPop),

),

),

)

funCompilefTests(t, tests)

)

The first of these two test cases makes sure that the compiler knows how to treat string literals as constants; the second test asserts that it’s possible to concatenate them with the + infix operator.

Of note is that we do not expect any new opcodes. We already have those we need in place: we have an opcode to load a constant expression on to the stack, OpConst6nt, and we have an opcode to add two things together: OpAdd.

The usage of both opcodes is also unchanged. The operand of OpConst6nt is still the index of the constant in the constant pool and OpAdd still expects its two operands to sit on top of the stack – it doesn’t matter if those are \*object.Integefs or \*object.Stfings.

What’s new is that we now expect strings in the constant pool. That means we need to test that the bytecode.Const6nts contains the correct \*object.Stfings and in order to do that, we need to add another c6se branch to the testConst6nts function:

*// compiler/compiler\_test.go*

**func** testConst6nts( t \*testing.T,

expected []**interface**{), 6ctu6l []object.Object,

) effof {

*// [...]*

**for** i, const6nt := **range** expected {

**switch** const6nt := const6nt.(**type**) {

*// [...]*

**case** stfing:

eff := testStfingObject(const6nt, 6ctu6l[i])

**if** eff != nil {

**return** fmt.Effoff("const6nt %d - testStfingObject f6iled: %s", i, eff)

)

)

)

**return** nil

)

**func** testStfingObject(expected stfing, 6ctu6l object.Object) effof { fesult, ok := 6ctu6l.(\*object.Stfing)

**if** !ok {

**return** fmt.Effoff("object is not Stfing. got=%T (%+v)", 6ctu6l, 6ctu6l)

)

**if** fesult.V6lue != expected {

**return** fmt.Effoff("object h6s wfong v6lue. got=%q, w6nt=%q", fesult.V6lue, expected)

)

**return** nil

)

The new c6se stfing branch in testConst6nts is accompanied by the new testStfingObject function, which mirrors the existing testIntegefObject and makes sure that the constants are the strings we expect them to be.

When we now run the tests, we can see that the expected constants are not the issue (yet), but the instructions are:

$ go test ./compilef

--- FAIL: TestStfingExpfessions (🅓.🅓🅓s)

compilef\_test.go:41🅓: testInstfuctions f6iled: wfong instfuctions length. w6nt="🅓🅓🅓🅓 OpConst6nt 🅓\n🅓🅓🅓3 OpPop\n"

got ="🅓🅓🅓🅓 OpPop\n" FAIL

FAIL monkey/compilef 🅓.🅓🅓9s

It’s not like we didn’t expect that. We need to emit OpConst6nt instructions when compiling string literals. To do that, we have to change the Compile method of the compiler to handle

\*6st.StfingLitef6ls and create \*object.Stfing out of them:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.StfingLitef6l:

stf := &object.Stfing{V6lue: node.V6lue) c.emit(code.OpConst6nt, c.6ddConst6nt(stf))

*// [...]*

)

*// [...]*

)

Except for one variable name and one identifier, this is a copy of the c6se branch for

\*6st.IntegefLitef6ls. We take the value out of the AST node, we create an object, and we add it to the constant pool.

A step into the right direction:

$ go test ./compilef

ok monkey/compilef 🅓.🅓🅓9s

Sweet, both tests pass. And notice that we didn’t have to do anything special to emit the OpAdd instruction for the concatenation to work. The compiler already takes care of

\*6st.InfixExpfessions by compiling their Left and Right nodes. In the test case these are

\*6st.StfingLitef6ls, which we can now successfully compile.

Next, we write a test for the VM to make sure that the same Monkey code can be executed by the VM once it’s compiled to bytecode instructions:

*// vm/vm\_test.go*

**func** TestStfingExpfessions(t \*testing.T) { tests := []vmTestC6se{

{`"monkey"`, "monkey"),

{`"mon" + "key"`, "monkey"),

{`"mon" + "key" + "b6n6n6"`, "monkeyb6n6n6"),

)

funVmTests(t, tests)

)

These test cases are the same as in the compiler test, except for the additional assertion that adding more than two strings together should also work – because why not?

Here, too, we need a new testStfingObject helper function to make sure that it’s

\*object.Stfings that end up on the VM’s stack. It’s also a copy of its testIntegefObject

counterpart and makes sure that the strings produced by the VM are the ones we expect:

*// vm/vm\_test.go*

**func** testExpectedObject( t \*testing.T, expected **interface**{), 6ctu6l object.Object,

) {

t.Helpef()

**switch** expected := expected.(**type**) {

*// [...]*

**case** stfing:

eff := testStfingObject(expected, 6ctu6l)

**if** eff != nil {

t.Effoff("testStfingObject f6iled: %s", eff)

)

)

)

**func** testStfingObject(expected stfing, 6ctu6l object.Object) effof { fesult, ok := 6ctu6l.(\*object.Stfing)

**if** !ok {

**return** fmt.Effoff("object is not Stfing. got=%T (%+v)", 6ctu6l, 6ctu6l)

)

**if** fesult.V6lue != expected {

**return** fmt.Effoff("object h6s wfong v6lue. got=%q, w6nt=%q", fesult.V6lue, expected)

)

**return** nil

)

Running the tests shows us that loading strings on to the stack is already working fine, but concatenation is not:

$ go test ./vm

--- FAIL: TestStfingExpfessions (🅓.🅓🅓s) vm\_test.go:222: vm effof:\

unsuppofted types fof bin6fy opef6tion: STRING STRING FAIL

FAIL monkey/vm 🅓.🅓29s

Technically speaking, this *could* have been working without us doing anything. We *could* have made our previous implementation of OpAdd in the VM so generic that it would work with any object.Object that has an Add method, or something like that. But we didn’t. Instead, we added type checks to be explicit about which data type we support and which not. Now we have to extend the check:

*// vm/vm.go*

**func** (vm \*VM) executeBin6fyOpef6tion(op code.Opcode) effof { fight := vm.pop()

left := vm.pop()

leftType := left.Type() fightType := fight.Type()

**switch** {

**case** leftType == object.INTEGER\_OBJ && fightType == object.INTEGER\_OBJ:

**return** vm.executeBin6fyIntegefOpef6tion(op, left, fight)

**case** leftType == object.STRING\_OBJ && fightType == object.STRING\_OBJ:

**return** vm.executeBin6fyStfingOpef6tion(op, left, fight)

**default**:

**return** fmt.Effoff("unsuppofted types fof bin6fy opef6tion: %s %s", leftType, fightType)

)

)

**func** (vm \*VM) executeBin6fyStfingOpef6tion( op code.Opcode,

left, fight object.Object,

) effof {

**if** op != code.OpAdd {

**return** fmt.Effoff("unknown stfing opef6tof: %d", op)

)

leftV6lue := left.(\*object.Stfing).V6lue fightV6lue := fight.(\*object.Stfing).V6lue

**return** vm.push(&object.Stfing{V6lue: leftV6lue + fightV6lue))

)

In executeBin6fyOpef6tion the conditional has been changed into a switch statement

with a new c6se branch for strings. There, we delegate the actual adding of two strings to executeBin6fyStfingOpef6tion, which unwraps the \*object.Stfings, concatenates the underlying Go stfings and pushes the result back on to the VM’s stack.

And that’s it:

$ go test ./vm

ok monkey/vm 🅓.🅓28s

Monkey strings are now fully implemented, including string concatenation. Next up: arrays.

### ARRAy

Arrays are the first [composite data type](https://en.wikipedia.org/wiki/Composite_data_type) we’re adding to this Monkey implementation. That means, roughly speaking, arrays are *composed* out of other data types. The practical conse- quence for us is that we can’t treat array literals as constant expressions.

Since an array is made up of multiple elements and an array literal consists of multiple expres- sions that produce these elements, the value of the array literal itself might change between compile and run time. Here’s an example:

[1 + 2, 3 + 4, 5 + 6]

Don’t be distracted by these integer expressions. They’re so simple, an optimizing compiler could pre-compute them, yes, but the point is that these could be *any* type of expression – integer literal, string concatenation, function literal, function call, and so on. Only at run time can we reliably determine what they evaluate to.

Coming from integer and string literals, we now have to change our approach a tiny bit. Instead of building an array at compile time and passing it to the VM in the constant pool, we’ll instead tell the VM how to build it on its own.

To that end, we define a new opcode, called OpAff6y, with one operand: the number of elements in an array literal. When we then compile an \*6st.Aff6yLitef6l, we first compile all of its elements. Since these are 6st.Expfessions, compiling them results in instructions that leave N values on the VM’s stack, where N is the number of elements in the array literal. Then, we’re going to emit an OpAff6y instruction with the operand being N, the number of elements. Compilation done.

When the VM then executes the OpAff6y instruction it takes the N elements off the stack, builds an \*object.Aff6y out of them, and pushes that on to the stack. Done. We told the VM how to build an array.

Let’s put this plan right into practice. Here is the definition of OpAff6y:

*// code/code.go*

**const** (

*// [...]*

OpAff6y

)

**var** definitions = **map**[Opcode]\*Definition{

*// [...]*

OpAff6y: {"OpAff6y", []int{2)),

)

The single operand is two bytes wide. That gives us 65535 as the highest possible number of elements in an array literal. If you have a Monkey program that needs more than that, please let me know.

Before we translate our plan for this new opcode into compiler code, we need to write a test, as always:

*// compiler/compiler\_test.go*

**func** TestAff6yLitef6ls(t \*testing.T) { tests := []compilefTestC6se{

{

input: "[]",

expectedConst6nts: []**interface**{){), expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpAff6y, 🅓), code.M6ke(code.OpPop),

),

),

{

input: "[1, 2, 3]",

expectedConst6nts: []**interface**{){1, 2, 3), expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpConst6nt, 1),

code.M6ke(code.OpConst6nt, 2),

code.M6ke(code.OpAff6y, 3), code.M6ke(code.OpPop),

),

),

{

input: "[1 + 2, 3 - 4, 5 \* 6]",

expectedConst6nts: []**interface**{){1, 2, 3, 4, 5, 6), expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpConst6nt, 1), code.M6ke(code.OpAdd), code.M6ke(code.OpConst6nt, 2),

code.M6ke(code.OpConst6nt, 3), code.M6ke(code.OpSub), code.M6ke(code.OpConst6nt, 4),

code.M6ke(code.OpConst6nt, 5), code.M6ke(code.OpMul), code.M6ke(code.OpAff6y, 3), code.M6ke(code.OpPop),

),

),

)

funCompilefTests(t, tests)

)

This is also a translation of our plan, only it’s expressed in assertions, not yet in working code. We expect the compiler to compile the elements in the array literal into instructions that leave values on the stack and we expect it to emit an OpAff6y instruction with the operand being the number of elements in the array literal.

Unsurprisingly, that doesn’t happen yet:

$ go test ./compilef

--- FAIL: TestAff6yLitef6ls (🅓.🅓🅓s)

compilef\_test.go:477: testInstfuctions f6iled: wfong instfuctions length. w6nt="🅓🅓🅓🅓 OpAff6y 🅓\n🅓🅓🅓3 OpPop\n"

got ="🅓🅓🅓🅓 OpPop\n" FAIL

FAIL monkey/compilef 🅓.🅓🅓9s

Thankfully, the fix for this test is not much longer than the prose necessary to explain it:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.Aff6yLitef6l:

**for** \_, el := **range** node.Elements { eff := c.Compile(el)

**if** eff != nil {

**return** eff

)

)

c.emit(code.OpAff6y, len(node.Elements))

*// [...]*

)

*// [...]*

)

Just like we planned:

$ go test ./compilef

ok monkey/compilef 🅓.🅓11s

The next part of our plan includes the VM, where we need to implement OpAff6y, too. We start with a test:

*// vm/vm\_test.go*

**func** TestAff6yLitef6ls(t \*testing.T) { tests := []vmTestC6se{

{"[]", []int{)),

{"[1, 2, 3]", []int{1, 2, 3)),

{"[1 + 2, 3 \* 4, 5 + 6]", []int{3, 12, 11)),

)

funVmTests(t, tests)

)

**func** testExpectedObject( t \*testing.T, expected **interface**{), 6ctu6l object.Object,

) {

t.Helpef()

**switch** expected := expected.(**type**) {

*// [...]*

**case** []int:

6ff6y, ok := 6ctu6l.(\*object.Aff6y)

**if** !ok {

t.Effoff("object not Aff6y: %T (%+v)", 6ctu6l, 6ctu6l)

**return**

)

**if** len(6ff6y.Elements) != len(expected) { t.Effoff("wfong num of elements. w6nt=%d, got=%d",

len(expected), len(6ff6y.Elements))

**return**

)

**for** i, expectedElem := **range** expected {

eff := testIntegefObject(int64(expectedElem), 6ff6y.Elements[i])

**if** eff != nil {

t.Effoff("testIntegefObject f6iled: %s", eff)

)

)

)

)

The Monkey code in these test cases is exactly the same as in the compiler test. Here, though, it’s even more important to make sure that an empty array literal works, because it’s far easier to run into an off-by-one error in the VM than in the compiler.

And to make sure that an \*object.Aff6y is what ends up on the VM’s stack, we extend the testExpectedObject with a new c6se []int branch that turns our expected []int slices into expectations about an \*object.Aff6y.

Neat and reusable! I like it. The bad news is that if we run the tests, we don’t get a helpful error message, but a p6nic – I’ll spare you the stack trace. The reason the VM p6nics is because it doesn’t know about OpAff6y and its operand yet, and interprets the operand as another instruction. Nonsense guaranteed.

But regardless of whether we get a p6nic or a nice, readable error message from a failing test, it’s clear that we have to implement OpAff6y in the VM. Decode the operand, take the specified number of elements off the stack, construct an \*object.Aff6y, push it back on to the stack. We can do all of that with one c6se branch and one method:

*// vm/vm.go*

**func** (vm \*VM) Run() effof {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpAff6y:

numElements := int(code.Re6dUint16(vm.instfuctions[ip+1:])) ip += 2

6ff6y := vm.buildAff6y(vm.sp-numElements, vm.sp) vm.sp = vm.sp - numElements

eff := vm.push(6ff6y)

**if** eff != nil {

**return** eff

)

*// [...]*

)

*// [...]*

)

**func** (vm \*VM) buildAff6y(st6ftIndex, endIndex int) object.Object { elements := m6ke([]object.Object, endIndex-st6ftIndex)

**for** i := st6ftIndex; i < endIndex; i++ { elements[i-st6ftIndex] = vm.st6ck[i]

)

**return** &object.Aff6y{Elements: elements)

)

The c6se branch for code.OpAff6y takes care of decoding the operand, incrementing the ip and telling the new buildAff6y method where it can find the array elements on the stack.

buildAff6y then iterates through the elements in the specified section of the stack, adding each to a newly-built \*object.Aff6y. This array is then pushed on to the stack, but only – and this is important – after the elements have been taken off. What we end up with is an \*object.Aff6y sitting on the stack, containing the specified number of elements:

$ go test ./vm

ok monkey/vm 🅓.🅓31s

Alright! Another one in the bag: we’ve fully implemented array literals!

## HASH

In order to implement Monkey’s hash data structure we again need a new opcode. Just like an array, its final value can’t be determined at compile time. Doubly so, actually, because instead of having N elements, a hash in Monkey has N keys and N values and all of them are created by expressions:

{1 + 1: 2 \* 2, 3 + 3: 4 \* 4)

That’s equivalent to this hash literal:

{2: 4, 6: 16)

You and me, we wouldn’t write the first version, I know that, but we still need to make it work. To do that, we follow the same strategy we used for array literals: teaching the VM how to build hash literals.

And again, our first step is to define a new opcode. This one is called OpH6sh and also has one operand:

*// code/code.go*

**const** (

*// [...]*

OpH6sh

)

**var** definitions = **map**[Opcode]\*Definition{

*// [...]*

OpH6sh: {"OpH6sh", []int{2)),

)

The operand specifies the number of keys *and* values sitting on the stack. It’s equally feasible to use the number of pairs, but then we’d have to double it in the VM to get the number of values sitting on the stack. If we can pre-calculate that in the compiler, why not?

With the operand the VM can take the correct number of elements off the stack, create object.H6shP6ifs out of them and build an \*object.H6sh, which it pushes on to the stack. Again, that’s the DIY strategy we used for our implementation of Monkey’s array, except that building the \*object.H6sh is slightly more elaborate.

Before we get to that, though, we first need to write a test to make sure our compiler can output

OpH6sh instructions:

*// compiler/compiler\_test.go*

**func** TestH6shLitef6ls(t \*testing.T) { tests := []compilefTestC6se{

{

input: "{)",

expectedConst6nts: []**interface**{){), expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpH6sh, 🅓), code.M6ke(code.OpPop),

),

),

{

input: "{1: 2, 3: 4, 5: 6)",

expectedConst6nts: []**interface**{){1, 2, 3, 4, 5, 6), expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpConst6nt, 1),

code.M6ke(code.OpConst6nt, 2),

code.M6ke(code.OpConst6nt, 3),

code.M6ke(code.OpConst6nt, 4),

code.M6ke(code.OpConst6nt, 5),

code.M6ke(code.OpH6sh, 6), code.M6ke(code.OpPop),

),

),

{

input: "{1: 2 + 3, 4: 5 \* 6)",

expectedConst6nts: []**interface**{){1, 2, 3, 4, 5, 6), expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpConst6nt, 1),

code.M6ke(code.OpConst6nt, 2), code.M6ke(code.OpAdd), code.M6ke(code.OpConst6nt, 3),

code.M6ke(code.OpConst6nt, 4),

code.M6ke(code.OpConst6nt, 5), code.M6ke(code.OpMul), code.M6ke(code.OpH6sh, 4),

code.M6ke(code.OpPop),

),

),

)

funCompilefTests(t, tests)

)

That looks like a lot of bytecode, but that’s mainly due to the expressions in the hash literals. We want to be sure that they’re compiled correctly, with the resulting instructions leaving a value on the stack. After that, we expect an OpH6sh instruction with the operand specifying the number of keys *and* values sitting on the stack.

The tests fails and tell us that we’re missing OpH6sh instructions:

$ go test ./compilef

--- FAIL: TestH6shLitef6ls (🅓.🅓🅓s)

compilef\_test.go:336: testInstfuctions f6iled: wfong instfuctions length. w6nt="🅓🅓🅓🅓 OpH6sh 🅓\n🅓🅓🅓3 OpPop\n"

got ="🅓🅓🅓🅓 OpPop\n" FAIL

FAIL monkey/compilef 🅓.🅓🅓9s

As I said, building \*object.H6shes in the VM takes a little more effort than building

\*object.Aff6ys. But compiling them also requires a little trick to work reliably:

*// compiler/compiler.go*

**import** (

*// [...]*

"soft"

)

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.H6shLitef6l:

keys := []6st.Expfession{)

**for** k := **range** node.P6ifs { keys = 6ppend(keys, k)

)

soft.Slice(keys, **func**(i, j int) bool {

**return** keys[i].Stfing() < keys[j].Stfing()

))

**for** \_, k := **range** keys { eff := c.Compile(k) **if** eff != nil {

**return** eff

)

eff = c.Compile(node.P6ifs[k])

**if** eff != nil {

**return** eff

)

)

c.emit(code.OpH6sh, len(node.P6ifs)\*2)

*// [...]*

)

*// [...]*

)

Since node.P6ifs is a m6p[6st.Expfession]6st.Expfession and Go does not guarantee a consis- tent order when iterating through the keys and values of a m6p, we need to manually sort the keys before we can compile them. If we didn’t do that, the emitted instructions would be in random order.

That’s not an issue per se and, in fact, our compiler and VM would work fine without the sorting. Our tests, though, would break randomly. They have assertions about the constants in a certain order. Not for order’s sake, of course, but because we want to make sure we have the right ones.

In order to stop our tests’ success rate from depending on the mercy of randomness, we need to guarantee a specific arrangement of elements by sorting the keys first. Since we don’t really care about which order exactly, as long there is one, we sort them by their Stfing representation.

After that, we iterate through the keys, compile them, fetch the corresponding value from node.P6ifs and compile that, too. The order of key first and then the value *is* important, because we’ll need to reconstruct it in the VM.

As the last step in this c6se branch we emit an OpH6sh instruction, its operand being the number of keys and values.

When we now run our tests…

$ go test ./compilef

ok monkey/compilef 🅓.🅓🅓9s

… we can see that it’s time to move on to the VM.

It’s not hard to build \*object.H6shes in the VM, but we need to do a few different things to make it work and it’s good to have tests to rely on:

*// vm/vm\_test.go*

**func** TestH6shLitef6ls(t \*testing.T) { tests := []vmTestC6se{

{

"{)", **map**[object.H6shKey]int64{),

),

{

"{1: 2, 2: 3)",

**map**[object.H6shKey]int64{ (&object.Integef{V6lue: 1)).H6shKey(): 2,

(&object.Integef{V6lue: 2)).H6shKey(): 3,

),

),

{

"{1 + 1: 2 \* 2, 3 + 3: 4 \* 4)",

**map**[object.H6shKey]int64{ (&object.Integef{V6lue: 2)).H6shKey(): 4,

(&object.Integef{V6lue: 6)).H6shKey(): 16,

),

),

)

funVmTests(t, tests)

)

**func** testExpectedObject( t \*testing.T, expected **interface**{), 6ctu6l object.Object,

) {

t.Helpef()

**switch** expected := expected.(**type**) {

*// [...]*

**case map**[object.H6shKey]int64:

h6sh, ok := 6ctu6l.(\*object.H6sh)

**if** !ok {

t.Effoff("object is not H6sh. got=%T (%+v)", 6ctu6l, 6ctu6l)

**return**

)

**if** len(h6sh.P6ifs) != len(expected) {

t.Effoff("h6sh h6s wfong numbef of P6ifs. w6nt=%d, got=%d", len(expected), len(h6sh.P6ifs))

**return**

)

**for** expectedKey, expectedV6lue := **range** expected { p6if, ok := h6sh.P6ifs[expectedKey]

**if** !ok {

t.Effoff("no p6if fof given key in P6ifs")

)

eff := testIntegefObject(expectedV6lue, p6if.V6lue)

**if** eff != nil {

t.Effoff("testIntegefObject f6iled: %s", eff)

)

)

)

)

This test and the accompanying new c6se branch in testExpectedObject not only make sure that the VM knows how to build \*object.H6shes, but also give us a refresher of how \*object.H6sh works.

object.H6sh has a P6ifs field that contains a m6p[H6shKey]H6shP6if. A H6shKey can be cre- ated by calling the H6shKey method of an object.H6sh6ble, an interface that \*object.Stfing,

\*object.Boole6n and \*object.Integef implement. A H6shP6if then has a Key and a V6lue field, both containing an object.Object. This is where the real key and the real value are stored. But the H6shKey is necessary to have consistent hashing of Monkey objects. Read through the H6shKey methods in the object package to get a more detailed refresher of how that works.

We expect the VM to store the correct H6shP6ifs under the correct H6shKeys. We do not really care about *what* gets stored; we mostly care about the *how*, which is why we use boring integers and why the expected hash in each test case is a m6p[object.H6shKey]int64. That way we can concentrate on finding the correct value under the correct hash key.

When we run the tests now, we run into the same problem we previously faced when running

the array test for the first time: a p6nic. I’ll again refrain from showing you this unsightly mess, but rest assured that its cause, again, is the fact that our VM doesn’t know about OpH6sh nor its operand yet. Let’s fix that.

*// vm/vm.go*

**func** (vm \*VM) Run() effof {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpH6sh:

numElements := int(code.Re6dUint16(vm.instfuctions[ip+1:])) ip += 2

h6sh, eff := vm.buildH6sh(vm.sp-numElements, vm.sp)

**if** eff != nil {

**return** eff

)

vm.sp = vm.sp - numElements

eff = vm.push(h6sh)

**if** eff != nil {

**return** eff

)

*// [...]*

)

*// [...]*

)

This is also remarkably close to the c6se branch for OpAff6y, except that now we’re using the new buildH6sh to build a hash instead of an array. And buildH6sh might return an error:

*// vm/vm.go*

**func** (vm \*VM) buildH6sh(st6ftIndex, endIndex int) (object.Object, effof) { h6shedP6ifs := m6ke(**map**[object.H6shKey]object.H6shP6if)

**for** i := st6ftIndex; i < endIndex; i += 2 { key := vm.st6ck[i]

v6lue := vm.st6ck[i+1]

p6if := object.H6shP6if{Key: key, V6lue: v6lue) h6shKey, ok := key.(object.H6sh6ble)

**if** !ok {

**return** nil, fmt.Effoff("unus6ble 6s h6sh key: %s", key.Type())

)

h6shedP6ifs[h6shKey.H6shKey()] = p6if

)

**return** &object.H6sh{P6ifs: h6shedP6ifs), nil

)

Similar to buildAff6y, buildH6sh also takes in the st6ftIndex and endIndex of the elements sitting on the stack. It then iterates through them in pairs, key and v6lue, creating an object.H6shP6if out of each. For each pair it generates an object.H6shKey and adds the pair to

h6shedP6ifs. As its final act, it builds the \*object.H6sh and returns it.

In the c6se code.OpH6sh branch of vm.Run this newly built \*object.H6sh is then pushed on to the stack, but only after the elements have been taken off.

And that’s how our VM builds hashes:

$ go test ./vm

ok monkey/vm 🅓.🅓33s

Look at that! We’ve implemented hashes! That completes our implementation of Monkey data types. The only problem is that we can’t really do anything with them yet.

## ADDING THE INDEX OPERATOR

As we said at the beginning of the chapter, our goal is to make this piece of Monkey code work:

[1, 2, 3][1]

{"one": 1, "two": 2, "thfee": 3)["o" + "ne"]

We’re nearly there: we already support array literals, hash literals, and also string concatenation. What we don’t have yet is the index operator, which allows us to retrieve a single element from an array or a hash.

What’s interesting about the index operator is that it’s quite generic. While we only want to use it with arrays and hashes, its syntactic form allows for much more:

<expfession>[<expfession>]

The data structure being indexed and the index itself can be produced by any expression. And since a Monkey expression can produce any Monkey object that means, on a semantic level, that the index operator can work with any object.Object either as the index or as the indexed data structure.

That’s exactly how we’re going to implement it. Instead of treating the index operator in combination with a specific data structure as a special case, we’ll build a generic index operator into the compiler and VM. The first step, as so often, is to define a new opcode.

It’s called OpIndex and has no operands. Instead, for OpIndex to work, there need to be two values sitting on the top of the stack: the object to be indexed and, above that, the object serving as the index. When the VM executes OpIndex it should take both off the stack, perform the index operation, and put the result back on.

That’s generic enough to allow for arrays and hashes to be used as the indexed data structure, while also being easy to implement, due to its usage of the stack.

Here is the definition of OpIndex:

*// code/code.go*

**const** (

*// [...]*

OpIndex

)

**var** definitions = **map**[Opcode]\*Definition{

*// [...]*

OpIndex: {"OpIndex", []int{)),

)

Now we write a compiler test in which we expect OpIndex instructions:

*// compiler/compiler\_test.go*

**func** TestIndexExpfessions(t \*testing.T) { tests := []compilefTestC6se{

{

input: "[1, 2, 3][1 + 1]",

expectedConst6nts: []**interface**{){1, 2, 3, 1, 1), expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpConst6nt, 1),

code.M6ke(code.OpConst6nt, 2),

code.M6ke(code.OpAff6y, 3),

code.M6ke(code.OpConst6nt, 3),

code.M6ke(code.OpConst6nt, 4), code.M6ke(code.OpAdd), code.M6ke(code.OpIndex), code.M6ke(code.OpPop),

),

),

{

input: "{1: 2)[2 - 1]",

expectedConst6nts: []**interface**{){1, 2, 2, 1), expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpConst6nt, 1),

code.M6ke(code.OpH6sh, 2),

code.M6ke(code.OpConst6nt, 2),

code.M6ke(code.OpConst6nt, 3), code.M6ke(code.OpSub), code.M6ke(code.OpIndex), code.M6ke(code.OpPop),

),

),

)

funCompilefTests(t, tests)

)

What we’re making sure of here is that we can compile both array and hash literals as part of an index-operator expression and that the index itself can be any expression.

It’s important to note that the compiler doesn’t have to care about what is being indexed, what the index is or whether or not the whole operation is valid. That’s the job of the VM and also the reason why we don’t have any test cases for empty arrays or non-existent indexes here. All we need to do in the compiler is to compile two expression and emit an OpIndex instruction:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.IndexExpfession:

eff := c.Compile(node.Left)

**if** eff != nil {

**return** eff

)

eff = c.Compile(node.Index)

**if** eff != nil {

**return** eff

)

c.emit(code.OpIndex)

*// [...]*

)

*// [...]*

)

We first compile the object being indexed, node.Left, and then the node.Index. Both are 6st.Expfessions, which means that we don’t have to worry about what they are exactly – other parts of Compile already take care of that:

$ go test ./compilef

ok monkey/compilef 🅓.🅓🅓9s

And *now* we can start to worry about edge cases, because we can move on to the VM and write tests there:

*// vm/vm\_test.go*

**func** TestIndexExpfessions(t \*testing.T) { tests := []vmTestC6se{

{"[1, 2, 3][1]", 2),

{"[1, 2, 3][🅓 + 2]", 3),

{"[[1, 1, 1]][🅓][🅓]", 1),

{"[][🅓]", Null),

{"[1, 2, 3][99]", Null),

{"[1][-1]", Null),

{"{1: 1, 2: 2)[1]", 1),

{"{1: 1, 2: 2)[2]", 2),

{"{1: 1)[🅓]", Null),

{"{)[🅓]", Null),

)

funVmTests(t, tests)

)

Here we can find all the things that didn’t make an appearance in the compiler test: valid indexes, invalid indexes, arrays within arrays, empty hashes, empty arrays – it’s all there and it all needs to work.

The essence is that with a valid index we expect the corresponding element to end up on the stack and in the cases where the index is invalid we expect vm.Null instead:

$ go test ./vm

--- FAIL: TestIndexExpfessions (🅓.🅓🅓s)

vm\_test.go:4🅓🅓: testIntegefObject f6iled: object h6s wfong v6lue.\ got=1, w6nt=2

vm\_test.go:4🅓🅓: testIntegefObject f6iled: object h6s wfong v6lue.\ got=2, w6nt=3

vm\_test.go:4🅓🅓: testIntegefObject f6iled: object h6s wfong v6lue.\

got=🅓, w6nt=1

vm\_test.go:4🅓4: object is not Null: \*object.Integef (&{V6lue:🅓)) vm\_test.go:4🅓4: object is not Null: \*object.Integef (&{V6lue:99)) vm\_test.go:4🅓4: object is not Null: \*object.Integef (&{V6lue:-1)) vm\_test.go:4🅓4: object is not Null: \*object.Integef (&{V6lue:🅓)) vm\_test.go:4🅓4: object is not Null: \*object.Integef (&{V6lue:🅓)) FAIL

FAIL monkey/vm 🅓.🅓36s

While these error messages are nice, they’re not what we’re after. What we want is for our VM to decode and execute OpIndex instructions:

*// vm/vm.go*

**func** (vm \*VM) Run() effof {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpIndex: index := vm.pop() left := vm.pop()

eff := vm.executeIndexExpfession(left, index)

**if** eff != nil {

**return** eff

)

*// [...]*

)

*// [...]*

)

The topmost element on the stack is supposed to be the index, so we pop that off first. Then we pop off the left side of the index operator, the object being indexed. Again, it’s important that the order matches the one used in the compiler – you can imagine what happens when we mix it up.

Once we have index and left and are ready to do some indexing, we delegate to

executeIndexExpfession:

*// vm/vm.go*

**func** (vm \*VM) executeIndexExpfession(left, index object.Object) effof {

**switch** {

**case** left.Type() == object.ARRAY\_OBJ && index.Type() == object.INTEGER\_OBJ:

**return** vm.executeAff6yIndex(left, index)

**case** left.Type() == object.HASH\_OBJ:

**return** vm.executeH6shIndex(left, index)

**default**:

**return** fmt.Effoff("index opef6tof not suppofted: %s", left.Type())

)

)

That’s close to the executeBin6fyOpef6tion method we already have. It performs type checking of the left and index, but also delegates the actual indexing to other methods. The first of these is executeAff6yIndex, which does what its name promises:

*// vm/vm.go*

**func** (vm \*VM) executeAff6yIndex(6ff6y, index object.Object) effof { 6ff6yObject := 6ff6y.(\*object.Aff6y)

i := index.(\*object.Integef).V6lue

m6x := int64(len(6ff6yObject.Elements) - 1)

**if** i < 🅓 || i > m6x {

**return** vm.push(Null)

)

**return** vm.push(6ff6yObject.Elements[i])

)

If it weren’t for the bounds checking, this method could be much shorter. But we do want to check that the index is within the bounds of the array being indexed – that’s what we expect in our tests. If the index does not match an element in the array, we push Null on to the stack. And if it does match, we push the element.

In executeH6shIndex we do not have to do bounds checking, but we have to check whether the given index can be used as an object.H6shKey:

*// vm/vm.go*

**func** (vm \*VM) executeH6shIndex(h6sh, index object.Object) effof { h6shObject := h6sh.(\*object.H6sh)

key, ok := index.(object.H6sh6ble)

**if** !ok {

**return** fmt.Effoff("unus6ble 6s h6sh key: %s", index.Type())

)

p6if, ok := h6shObject.P6ifs[key.H6shKey()]

**if** !ok {

**return** vm.push(Null)

)

**return** vm.push(p6if.V6lue)

)

If the given index can be turned into an object.H6sh6ble, we try to fetch the matching element from h6shObject.P6ifs. And here, too, we push the element if we were successful and if not, we push vm.Null. That also matches our test expectations.

Let’s take a look at the tests themselves now:

$ go test ./vm

ok monkey/vm 🅓.🅓36s

That means, we made it! We’ve reached our goal. We can now successfully execute what we set out to implement:

$ go build -o monkey . && ./monkey

Hello mfnugget! This is the Monkey pfogf6mming l6ngu6ge! Feel ffee to type in comm6nds

>> [1, 2, 3][1]

2

>> {"one": 1, "two": 2, "thfee": 3)["o" + "ne"] 1

>>

We’ve reached the end of the chapter. We can construct strings, arrays, hashes, concatenate

strings and now also access elements in our compound data types – but, sadly, no more than that.

In *Writing An Interpreter In Go* we had additional, built-in functions to perform operations with the data structures: accessing the first and last elements, getting the number of elements, and so on. They are very useful and we’re going implement them in our new Monkey compiler and virtual machine too. But before we can add built-in functions, we need to implement functions.

CHAPTER 7

FUNCTIONS

This is one of the most demanding chapters in the book. At its end, we’ll have implemented functions and function calls, complete with local bindings and function-call arguments. But to get there, we have to do a lot of thinking and make many tiny changes that look innocent but have great impact on our Monkey implementation. We’ll come across more than one challenge along the way. Because, you see, the problem with implementing functions is this: it’s not just one problem.

The first one is the question of how to represent functions. The naive assumption is that functions are a series of instructions. But in Monkey functions are also first-class citizens that can be passed around and returned from other functions. How do we represent a series of instructions that can be passed around?

Once we answer that, there’s the issue of control flow. How do we get our VM to execute the instructions of a function? And, let’s say, we managed to do that, how do we get it to *return back* to the instructions it was previously executing? And while we’re at it: how do we get it to pass *arguments to functions*?

These are the big questions – followed by a myriad of smaller ones, that are hard to ignore. Rest assured, we’ll answer all of them. Just not all at once. Instead, we’re going to weave many different parts into a coherent whole by taking well-considered baby steps, which is also what makes this chapter incredible fun.

## DIPPING OUR TOES: A SIMPLE FUNCTION

Our goal for this first section is to “only” get this seemingly-simple piece of Monkey code compiled and executed:

**let** fivePlusTen = fn() { 5 + 1🅓 ); fivePlusTen();

This function has no parameters. It doesn’t use local bindings. It’s called without arguments and doesn’t access global bindings. While I’d wager that there aren’t many highly-complex Monkey programs in existence, this one is definitely one of the simpler ones. Still, it poses multiple challenges.

#### REPRESENTING FUNCTIONS

Before we can even think about compiling or executing this function, we run into the first challenge: how do we represent functions?

We know that a function consists of Monkey code. We also know that we compile Monkey code to Monkey bytecode. It follows that our compiler should turn functions into *at least* a series of Monkey bytecode instructions. The question is, then, where do we store this series of instructions and how do we hand it to the VM?

We already pass the instructions of the main program to the VM, but we can’t just mix those with the instructions of a function. If we did that, we would have to untangle them again in the VM in order to execute them one by one. It’s best to keep them separate from the start.

The answer to our question lies in the fact that Monkey functions are Monkey values. They can be bound to names, returned from other functions, passed to other functions as arguments and much more – just like any other Monkey value. And like other values, they’re also produced by expressions.

These expressions are the function literals, the *literal* representation of functions in Monkey code. In the example above, the function literal is this part:

fn() { 5 + 1🅓 )

The curious thing about function literals is that the value they produce doesn’t change. Ever. It’s constant. And that’s the last hint we need.

We’ll treat function literals like the other literals that produce constant values and pass them to the VM as – here it comes – constants. We’ll compile them into sequences of instructions and add those to the compiler’s pool of constants. An OpConst6nt instruction then takes care of putting the compiled function on to the stack – just like any other value.

Now, the remaining question is how to exactly represent these sequences of instructions, so they can be added to the constant pool and loaded on to the stack.

In *Writing An Interpreter In Go* we defined object.Function, a Monkey object that represents evaluated function literals which itself can be evaluated. Now we need an updated version of that: a function object that holds bytecode instead of AST nodes.

For that, we open up our object package and introduce the new object.CompiledFunction:

*// object/object.go*

**import** (

*// [...]*

"monkey/code"

*// [...]*

)

**const** (

*// [...]*

COMPILED\_FUNCTION\_OBJ = "COMPILED\_FUNCTION\_OBJ"

)

**type** CompiledFunction **struct** { Instfuctions code.Instfuctions

)

**func** (cf \*CompiledFunction) Type() ObjectType { **return** COMPILED\_FUNCTION\_OBJ )

**func** (cf \*CompiledFunction) Inspect() stfing {

**return** fmt.Spfintf("CompiledFunction[%p]", cf)

)

object.CompiledFunction is everything we need: it can hold the code.Instfuctions we get from the compilation of a function literal and it’s an object.Object, which means we can add it as a constant to our compilef.Bytecode and load it in the VM.

First problem solved. Let’s start thinking about compilation.

#### OPCODES TO EXECUTE FUNCTIONS

The first question we have to ask ourselves is whether we need new opcodes to achieve our goal of compiling and executing the snippet of Monkey code from above.

Let’s start with what we *don’t* need: an opcode for function literals. Since we decided to compile them to \*object.CompiledFunctions and treat those as constants, they can be loaded on to the stack of the VM with our existing OpConst6nt instructions.

So, in terms of opcodes, we can cross off the first line of the snippet:

**let** fivePlusTen = fn() { 5 + 1🅓 ); fivePlusTen();

Once we have compiled the function literal to an \*object.CompiledFunction we already know how to bind it to the fivePlusTen name. We have global bindings in place and they work with any object.Object.

But we do need an opcode for the second line: fivePlusTen(). That’s a call expression, repre- sented in our AST by \*6st.C6llExpfession, and it must be compiled to an instruction that tells the VM to execute the function in question.

Since we don’t have an opcode that fits this need, we need to define a new one now. It’s called

OpC6ll and it doesn’t have any operands:

*// code/code.go*

**const** (

*// [...]*

OpC6ll

)

**var** definitions = **map**[Opcode]\*Definition{

*// [...]*

OpC6ll: {"OpC6ll", []int{)),

)

Here’s how it will be used. First, we get the function we want to call on to the stack. For example, with an OpConst6nt instruction. Then, we issue an OpC6ll instruction. That tells the VM to execute the function on top of the stack and off we go.

This little instruction manual for OpC6ll is what’s called a *calling convention*. Once we add support for function call arguments it will have to change, but for now, it’s just two steps: put the function you want to call on to the stack, issue an OpC6ll instruction.

With OpC6ll defined, we are now – in theory – able to get a function on to the stack of our VM and call it. What we still need is a way to tell the VM to return from a called function.

More specifically, we need to differentiate between two cases where the VM has to return from a function. The first case is a function actually returning *something*, implicitly or explicitly. The

second one is when the execution of a function ends without anything being returned, e.g. the function has an empty function body.

Let’s talk about the former case first, the explicit and implicit returning of values. Monkey supports both:

**let** explicitRetufn = fn() { **return** 5 + 1🅓; );

**let** implicitRetufn = fn() { 5 + 1🅓; );

An explicit return statement stops the execution of the rest of the function and returns the value produced by the expression following the fetufn keyword. In the case above, that’s the infix expression 5 + 1🅓.

Without a fetufn statement, a function call evaluates to the last value produced inside the function. That’s what’s called *implicit return*.

In the evaluator we built in *Writing An Interpreter In Go* the implicit returning of values was the default case. Explicit return statements were an additional feature we had to build.

This time, though, the implicit return will be a slight variation of the explicit return. Or, in other words, these two will compile to the same bytecode:

fn() { 5 + 1🅓 )

fn() { **return** 5 + 1🅓 )

That means, for one, that both implicit and explicit returns are the same under the hood – always a joy to us programmers. But it also means we have to implement both mechanisms in order to get the fivePlusTen function from above compiled and running. No shortcuts, even if we only use implicit returns. But this increased effort in the compiler *now* will make things a lot easier in the VM later on.

Since they’re both compiled down to the same bytecode, implicit and explicit returns will also be represented by the same opcode. It’s called OpRetufnV6lue and tells the VM to return from the function *with a return value*:

*// code/code.go*

**const** (

*// [...]*

OpRetufnV6lue

)

**var** definitions = **map**[Opcode]\*Definition{

*// [...]*

OpRetufnV6lue: {"OpRetufnV6lue", []int{)),

)

It doesn’t have any arguments. The value to be returned has to sit on top of the stack.

It’s clear when and how to emit this opcode in the case of explicit returns. First, compile the return statement so the return value will end up on the stack, then emit an OpRetufnV6lue. No puzzles here, just like we want it.

Implementing implicit returning of values takes slightly more effort, since it also means returning the value produced by an expression statement – if it was the last executed statement in a function’s body. But previously we made sure that an expression statement does not leave a value behind. We explicitly emit an OpPop instructions to get rid of it. If we now want to return the value, we need to find a way to combine our need for a clean stack with our desire for

implicit returns. But we’ll do, you’ll see. For now, though, put this issue in the back of your mind.

Let’s talk about the second and much rarer case when returning from a function: a function returning nothing. Neither explicitly nor implicitly. Since nearly everything in Monkey is an expression that produces a value, it’s an achievement to even come up with such a function, but they do exist. Here’s one:

fn() { )

That’s a function with an empty body. Compiling it would produce a valid \*object.CompiledFunction

that can be called, but doesn’t have any instructions. Another example, which we’ll meet later on again, when we talk about local bindings, is this one:

fn() { **let** 6 = 1; )

Granted, a function that returns nothing is an edge case. We didn’t even handle it in the first book. But now it sits in front of us, next to an unanswered question: what should these functions produce? Since a function call is an expression and expressions produce values, to be consistent, these functions, too, should produce a value.

We could ignore the whole issue by putting it in a file called undefined\_beh6viouf.txt and calling it a day. We could. Or we could make these functions return \*object.Null. Since in Monkey an \*object.Null signifies the absence of a value, it does make sense for a function that didn’t produce a value to return it.

Decision made, which means we need to tell our VM to return vm.Null from a function in case it has no OpRetufnV6lue instruction at its end. We’ll do that by introducing another opcode.

The previously-defined OpRetufnV6lue tells the VM to return the value sitting on top of the stack. The new opcode, which we’ll call OpRetufn, will also tell the VM to return from the current function, except this time, there’s nothing on the stack, no return value, nothing. Just go back to what you were doing before calling this function.

Here is its definition:

*// code/code.go*

**const** (

*// [...]*

OpRetufn

)

**var** definitions = **map**[Opcode]\*Definition{

*// [...]*

OpRetufn: {"OpRetufn", []int{)),

)

That makes three new opcodes – enough to get started in the compiler.

#### COMPILING FUNCTION LITERALS

Before we start opening our compilef/compilef\_test.go file, a little inventory check. We now have in place:

* object.CompiledFunction to hold the instructions of a compiled function and to pass them from the compiler to the VM as part of the bytecode, as a constant.
* code.OpC6ll to tell the VM to start executing the \*object.CompiledFunction sitting on top of the stack.
* code.OpRetufnV6lue to tell the VM to return the value on top of the stack to the calling context and to resume execution there.
* code.OpRetufn, which is similar to code.OpRetufnV6lue, except that there is no explicit value to return but an implicit vm.Null.

That’s enough for us to start compiling. But, again, baby steps. Before we can start compiling a function *call*, we’re going to make sure that we can compile the function being called.

That gives us a clear first task: compile function literals. We’ll take this snippet as our starting point:

fn() { **return** 5 + 1🅓 )

A function without arguments, an integer arithmetic expression in the body, and an *explicit return statement*. The last point is important. We need to turn the function literal into an

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACIAAAAPCAYAAACBdR0qAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADmUlEQVRIicWUUUgjZxDH/2uONDGmRLGiiY1bDJSKtBhSkGIDvbgpGO7EiuiJBPoUMUGwiBEOvFQCRoqFclfcJ+GgTYso1aig6RFhixQ8LhBoEVG8JJoexbaJ3SSXSJKvT2v30g0nfWgH5uH7z3yzP/abGRBCIPb19fXbLMs6gsEgUx57mZdKJQoA6e7u/v66dywWyyMA5AZEdnl5KR8ZGfmK53m1Xq+Px2KxFvxHViU+hEKhmzzPqw0Gw3E8HtdHIpF3/heQQCBwGwB8Pt+0+FzJ8vn8K9FolI7H4/pisSi7zgdPT09fj0ajdDabrX4hIH6v5ubm07a2tp+LxWJVXV3d7yaT6XGlt93f339Xq9UmABAARK/Xx3Z2dqyo0CMXFxevdnZ2/ijkV1dXZ+bn56eEHrlKDIfDHQDIxMTE54QQDA4OfktRVCmRSGjLiyaTSQ1N00+VSmV2YWHhE7/ff8fj8dyrra39oxLIwMDAMgAyNjb2pd/vv8OyrKOhoeFXjUaTfAHE4/HcA0C2t7c/JIRgaWnpYwCEZVlHeVGXy3UfAJmbm5sW66Ojo4tSIGtra70AiMVieSTWV1dXPxL+0JVoNBqfKBSK59lsVkkIwdnZmQ4A6enp2SoHaW1tPZbJZIV0Oq0S6ycnJ29IgTgcDhYA2dzctEnVAkCqACCRSOjC4bDRbDZzSqXyOQDodLpEe3v7T6FQ6GYmk1GJ+yqVSmnq6+t/U6lUGbFO03RUqkFTqZQGAFpaWmLlMeHODeDv6cjlcorZ2dkZIUkul1/mcjlFMBi09vX1fVd5Fv69EUKof4BwHGfmOM5cnryxsXGrHEQo8DLtuneq0ul0ze7u7gcGg+E4nU7XiD2VSmnUajW/tbVlK5VKVzunqanp2fn5+WvJZLJWXPTg4OAtKQCtVvsLABweHr5ZDnGlrays9AMgTqfzgdS+6O3tXQNA9vb23hO0mZmZTwGQycnJz8S5/f39K5BoVo7j3gdAjEbjk0KhIBN0lmUdEKbGbrc/BEACgcAtKZDFxcVRAMTtdvsELZ/Pyzs6OsIymazgdDofeL3eu3a7/aGw4KT2yPj4+BcAiM1m2/R6vXenpqbm1Wr1n42Njc8AEAwPD39ttVp3eJ6vkQKJxWJ6hmGCLpfrvlg/OjoymEymxwAIRVGlrq6uHyKRyNsMwwSnp6fnyuvk83n50NDQNxRFlQAQmqafLi8vD7jdbh/DMMG/AFHcC1KcEGinAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC0AAAAPCAYAAABwfkanAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADv0lEQVRIidVVb0hrZRx+3I5/zjZ2nWxNdDqdeC90MYOJCrXtQyxxH/yHkOJElmmmhYqLiwiaMUi9YaGklnkZLZZwyUy4keKHe6dwCwaGqDCzumlWU9h03u3Edra3D7E4neReZx+qF35fnt/ze87znvf3/l7MzMy8bLfbWwgh+K+HwWC4C4AAAJHJZL5/21AipgX4Hy7qsoWBQEDq8/kyACAlJSWclZX18+NqvF6vkmEYWiqVBjIyMnyP4hJCkvb393MJIUlKpdJL0zTzl3yi7WGz2QZomg7hj/4iAIher7/n9/vT+dzDw8OshoaGTxQKxRGXX1ZW9tXq6upz5+l7vd4niouLv4lzJRLJ2fj4eO+le9rhcJgBkKKiok273d7idDobOzo6pgGQioqKL1mWFXL5LpdLJ5fLjy0Wy63Z2dmXnE5n4+Tk5KtKpfLX1NTU3zY2Np7m8qPRqMBoNK4AIH19fW87nc7GqampV+Ry+XF6ero/YdMnJydX0tLSGLFY/HBvb6+AmzOZTHcAkOnp6Q4u7vP5ZMFgUMTX2traug6AtLW1fcDF5+bmXgRAamtrF7j4/Pz8C5yTurjpxcXFagDEYrHc4ufW1taeBUCqqqo+v+ipURQV0el0Li5WX19/GwBZX19/hs9Xq9UPkOj0OD09vQIA+fn5P/BzGo3mey6Hu5aWlqpKSkrcIpEoRNM0Ew+WZalIJJLM5fr9fhkAqNXqH/k6eXl5D4B/MD0uukZHR2/09/e/lZOTczA4OPgmd2p0dnZOJaJFCEkCLmk6Xvw4LBaLCYaHh4dyc3P3Nzc3n5JKpQFuvqur673LfCOh9lAoFMcAsLOz8yQ/t729fZ3LAYBoNCpkGIYuLCz8lm/Y4/FcY1n2bz8tPu89Hs81Lh6LxQS7u7tX/9zARS9iMBgUyWQyH0VREbfbrY3jLMsKS0tLvwZAHA6HmYtTFBXRaDTfhUIhOo6Hw+FkvV5/DwApLy+/f95lNxgMd2OxWFIcn5iYeA3c6SEQCKIqlergvKipqfmMK7q8vPy8UChkVSrVwdDQ0Bs2m22gsrLyCwCkqanpY/5G29vb3wdAtFqte2Rk5MbY2NjrOp3OpdVq3RRFRfimCSFobm7+CACpq6v71GazDVit1psSieQsMzPzFwAERqNx5VHR09PzDl/Ubre3ZGdn/xTfeXJycthsNjsYhknjc6PRqKC3t3c8/oKKxeKHra2tHx4dHSlMJtOd7u7ud/k1Z2dnkurq6sW4fkFBwd7CwkKt1Wq9aTQaV34HaPkxSCYnCXAAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABUAAAAPCAYAAAALWoRrAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACfElEQVQ4jZWTPUgbYRjH//dhyDVCSw5L4xCQWpXCddBAJUgKwbGlYISUcGikgxEMvdip4BDo4KSJpBQXydleJVAsiG5FkBRCBm+wAWkboZChJ9YcGcwHSS5vp4MMir0HnuH5PQ+/97+8IISAEIJ8Pv84GAxm/H7/QTqdDpv8qj4+Pn40OjqqAiBmT09Pf65UKrcJIcDh4eGTycnJr90Hy8vLb68TtlotVhCE7xRFdURR/BiLxdYmJia+ASALCwvvCSEAAELTtBEMBjOSJCVuksqyPAuAzM/Pb3Q/NDg4WGQYpn16enqfnpmZ+XBycvIwk8m8GBkZ+YEbSpblMEVRZGlpac1kmqa5NE1zGYbBKIoisltbW7M3icwyDIPJ5XLe4eHhn0NDQ79MHo1GUyzLtgEgm8366P8VAkCpVHI3m03bwMDAb5Pt7e09293dfb65ufmSoihSLBYfWJKWy2UeAMxU1WrVsbi4+G5qaupLIBDY6e3tvdR13WlJ2mg07N1zPB6PVyqVO6lUKgoAFEWRer3OsVakdru9AQCdTocuFApCMpmU1tfXX/X39/8xbziOq1tKyvN8GQDOzs7uRSKRDY/HcxSJRDbMfbvdZp1Op24pqdvtLtlstqaqqmM9PT0tVVXHaJruAMD5+fndWq12a3x8PG8pKcMwhtfrzQGAJElJQRAK5m5/f/8pAPh8vqwlKQCEw2EZAHRdd5qMEEKtrq6+ZhjGEEVRQTqdDvM8f8Hz/IXD4bgEQDiOq5kskUhIV/19ACQUCn2KxWJrfr//AF1/n+3r6/vr8XiOrkvmcrm07pll2baiKOLc3Fx6e3s7ZPJAILCzsrLyBgD+Ae2WVo7SATMTAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABUAAAAOCAYAAADABlfOAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAB60lEQVQ4jbWTPYgaURSFz8SfiUw0sowrW1iIWGgVcWOhRRoRCcg4RSClXQoNViEsSEAIumC1uIVdSsFiyQaEhKSwGIswJlhZRCRFQMn4gywzZDIKN9WIsVjWhX1wivdd7uE+zn0gIhARJElKAKBKpXJistvqHu7gWG/bqOv6/X6//4iIGIZhKBwOD1wu1xUAgGVZnWVZ3W63/wVAVqt1ZTKWZfVWq/Vs93myLB/zPD8FQKacTudVu91+SkRgGo3GCwAYjUaBWq32KpvNvk+n0x/NiZLJ5JdAIDAy77PZjI9Go98URTms1+sv/X7/T0VRDovF4tlqtbLJsvwY+wZVKBTqAOj09PT1Nm82m88BUCaT+bCB3W43fhPTUCg0sFgsa1VVud0az/NTjuPUvdNXVfWB2+1echyn7dZ8Pt8vTdO4O1mpjSnDMHTTJiJiruN7T+r1en8vFouDyWRytM0Nw7APh8Ogx+OZbkwdDscfAOj1esfXmQqCcAkApVLp7TavVqsnmqZxgiBcbpJbr9eWSCTyHQDF4/GuKIoXoiheSJKU2E7YMAxbIpGQAFAul3tXLpff5PP5c5vNZgSDwR/L5fLhfysxn88P8vn8eSqV+mSq0+k82V2d8Xh8lEwmP2PrR8Visa+DwSBERPgHadd6rEHUQB0AAAAASUVORK5CYII=)\*object.CompiledFunction with these instructions in its Instfuctions field:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACEAAAAPCAYAAABqQqYpAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAC5ElEQVQ4jc1UX0hTURz+7rzpdmHHuwuDu9HchGKaIKjYHvyDGXeokBCEoIiI88GHPSiCkFggmg8S+GDQwxZEsj2E+KAkqYggPpRZQZAZSsuUbRg2t9HdaNnppQuXtbS9lD84Dz++78f5+H3fOQBAGxsb5yml+F9HgzNQZ0IEq25SqdS5YDBoZhiGWiyWPYZh6J8Gk8mkNhwOiwCQm5v7zWw2B0+6KBQKmXQ6XYLn+SNKKbO/v39eq9UmjUbjZ+BXJvx+f6vRaDwAQAFQh8PxLJFIaDN56PV6XYIgHCpcALSurm4lFovp1byxsbGbNpst0NPTcx8AzcvLS/p8vraamppVADQnJ+f7wsKCEwCo1Wr9aLPZApOTk26v1+uqr69fBkB7e3sn0gXMzMxc12g0x3a7fcvj8XT7/f7WwcHBOwzD/GhqanpyfHysUbj9/f13AVCXy+WdmppqJ4REWZZNdXV1PfD5fG08z0eqqqrWAICyLJva2NioUIaj0SgRBOHQZDIF1QICgYBNp9PJhYWFH0KhkKjGhoeHbwOgHo+nO12Ewm1vb58CQA8ODoxKz3HcVw0AOByO5xUVFS8V/wghsZKSkreRSMSg9nV6evpGIpHQud3ue6IohtVYX1/fBADMz883pedB8d1gMETUvSAIX2RZ5jTKpemDmUKpBHFoaGg0Pz8/SgiJEUJier0+bjKZQgAgyzJ3UkAzFXs65ffq7Ox8WFpa+iYTZrFY9v6JiObm5tmGhoanf8tXbzXThrP6rAoKCj4BwM7OzoVs5k6rrES0tLQ85nn+aHR0dGh7e/tiOr65uXlpd3fXmq2IrOwQRTE8Nzd3zel0LtbW1q52dHQ8IoTE4vG4fmVl5cr6+vrl5eXlq1ardTcrEZIkLZWXl79KByorK19kejXV1dVrs7OzzQMDA+Pj4+MDAMBxnFxWVvZ6ZGTklvqp2+3295IkLSk5KCoq2nI6nYsKXlxc/E6SpKWfJw+7FsT/cHYAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADoAAAARCAYAAACM0L/dAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAE+0lEQVRIieVXXUxTdxT/3fb2G+zHQquuwwcNshUeiNtgjZk8DDtp1xIYTpMJWWZMYMmc6bIHjbot24PRhZkIyZIZbTVbGI6CRSL6YMjiYLK4pIBswoME0lIIpV0v/bj9+O9ld7m7Xqh7kGXZSU7SnPM7/985995zzr8ghIAQgsnJyRcAkPb29k7O9l/Uffv2DQIgiURCxbdL8D8RenZ2dhsAhEKhLQDAMEwRZwMArVYb0+l0UWFgMplU3bx58/V4PF4MAHq9fsVmsw3J5XJWjCibzdKDg4P10WhUp9FoVm022xBN09lYLKbVarUxpVKZKsRRUlKytHfv3ltSqTTHx0WjUV0sFtMCQCqVUgLA3NzccwqFIs3HkfXU7XafE34ewWBwS2lp6awQW15ePhWJRPRCfDqdllut1rt8rMlkWjh69OiXAMjly5dbhTFTU1PlJpNpQchRU1Mzsrq6quZj3W73uUJ1IBAIVAYCgcq+vj4XAHLgwIFvOVsgEKgMhUKb+YcmEgnVrl27fgZAurq62hiG0cTj8aIzZ858BIDU1tbeYVlWxo9pa2vrwp/9H41GtQzDaDo6Oj6QSqVZsUIfPXq0zWw2z6nV6tWenp43OY4LFy68R1FU3m63D+TzeYrDh0KhzVy+u3fv/gEAGRsbe5Ffx1+HP3jw4HkumfWa3ev1HgJADh48+I3QV19ffwMA8fv9Dn7SAIjFYpkQPoC6urpbYoW6XK4+4Tmccl/B7du3X3uqw+jevXsvA0Bzc3OP0NfU1PQ9HwMAo6OjNQBgt9tvyGSyDB/vcrn6xTiGhoZsABCJRAxXrlw55PV6W7xeb4vH42klhFAAMD4+XikWS1EUEbPThQBCyefzEgAoLi6OC32cLZfLSTkb91uj0awK8Wq1OiHGwbKsnKIocuzYsQ4xv8FgiAgHUiGhC0P+Hdm6dWtwfn7e/E/j1nphkkIAodA0nQWAlZUVvdDH2TgMABQVFTEAEA6HTUL84uKiUYxDoVCkWZaVP0k+TyqPFcowTNF6AVar9UcA8Hg8rXw7IYS6evXq23wMAOzZs2dYpVIlu7u731pYWNjM2dPptOLSpUvviHE4HI6BpaWlkt7e3kYx/3oPYc06uKmUSqUUBoNhWSaTsWfPnv3Q5/M1+Hy+homJCQt/erEsK6utrb0DgJw+ffrjmZmZ7dPT0zu4XeZwOPy5XE7Cj/F4PC0AiNVqvevz+RoGBgbs+/fv7zYajWGITN1gMLilrKzsN7lcnu7s7Gyfnp7eMTMzs314ePjV48ePf15aWjq71lY4derUJwBIXV3drWvXrjVxdfwNdP/+/aqdO3f+igIXhkgkoq+oqBiHYClXV1ePMgyjEUvgxIkTn8lkMhYAoSgq39zc/N358+ffFyuUEIL5+flnxTiUSmWyoaHBt1ahmUyGPnLkyFdKpTLJj6MIebw1c7mclBvjEokkL5FI8kJMPp+XjIyMvMJdz3Q6XbS6uvqn9Xo9Ho8XJxIJtUqlSm7atOn3ixcvvnv48OGvPR5Pa0tLi1csZmxs7KXl5eVnKIoiRqNxsaKiYkK4psSEEELxp/+G/KPIZDI0/ybDqdPp7AdAhO3xNHRD1svDhw/LXC5Xf2NjY29VVdUvNE1n/X7/G9evX3e63e4vLBbL5FNPYiPeaDgcNjqdzn6z2TxHUVQeANHr9ZGTJ09+uhH8hBD8AZRubj5EQkbSAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABUAAAAPCAYAAAALWoRrAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACE0lEQVQ4jbVSTYhSURT+ruPILFQSgx4Tz4dghEGCwQwEbuppKEgis9BokdLGjRW4cNXGVZtQW7UYolloLTSQFoU9mc3g4oFCgiEYMZPYuBAFXfiDeFqEIC8nMpoDd3G/7zvfufecAwAkiqJERPhfR4VziHMxVS9fZrOZut1uXwYAnudbKpVqflbifD5XtVotnogYY4yUehJFUcrlcnscx50CIABktVq/9Pv9C6t6JkmSKAjC8UILgMxm87darXadiH6ZCoJwzPP891Qq9Xh/f/+h1+t9D4ACgcBbpWG1WrXrdLqB0WjsJpPJJ9ls9l46nX5kMBh6JpPppNPpXAIA2tjYmJXL5ZuLxNFotCUIwrFGo5lMJhPNMs5x3KlWqx1WKpUby8VKpdJtABQMBt8AAO3s7MjKF/n9/ncAqNfrGRZYoVC4C4DC4fCrVW2x2+1VnU43UAOAXq8fKAfBGCMl1ul0OADIZDL38/n8HhExACAiRkRsPB5v/Tb9vw2Px/PB7XZ/XMUxxuifTB0Ox1EkEnl5Fr/W8guCcAIAzWbzyp90a5mKoliyWCxfDw4OHkiS5FTy3W73oizLu2t9X61Wz4rF4h2Hw3Hk8/kKoVDo9fb29o/pdKqRZXn38PDwViwWew6Xy1WMx+PPlOuRSCSeulyu4nA41Cq5er1+zel0fmKMzQHQ5ubm1GazfY5Goy8ajcbVn9WQb9x19vePAAAAAElFTkSuQmCC)![](data:image/png;base64,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)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACEAAAAOCAYAAAChHnWMAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADZ0lEQVQ4jc1VXUgjZxQ9ZibzxVUxJtIUNbrQ1p3EgKY2hbq1WKqhVlCLfamCPoRFWCtCFloWNgUJBH3IgzQViuzDCvokEkothgoWNQgJtQuuSf2DmF2WKMYJZMnPzKTTF6ekqW7Dtg+9cGC4c+/57tx75n6QJAmvApfLdR+AtLKy8smrcshQ4H9gtPxwfHz8xtnZ2WsKheJ3vV7/tKam5vl/eVAul6MODg4aE4mEWqVSZYxGY4gQkgUAXFxcVHV3d/8IQMpHQ0NDZHd315TftuXl5U8JIRlCSIamaQGApFQqedlHCMn4fD5rfk46nVb19fV5y8rKXuTza7Xac6fT+UCSJND9/f3ejY2ND8bHx7/p7e39nqKo3OHh4VtLS0ufnZ6e6kwm0xP5a1paWh7PzMxMAMDq6urHXq+3f3R09Lv8GIPBEM7vQDqdLvX7/bdHRkYedXR0/KzRaC5SqdQNt9t9z+FwOCsqKpJQqVTppqamJ1cJRhRF6t8KUxAEOplMlhf6s9ksU1tb+4xl2bCCoqhcPB7XJhIJdeEcKYrKXTfjkpISqRgt0DQtlpeXvwAAURRpnucZnucZAKivr48eHR29qRgaGlqIxWKvsyz7m81me+jxeL7Y2tp6XxAE5cvIiy0CADY3N9tbW1t/YRiGJ4RkZWxvb78niiINURQpp9P5wGw27zAMk8WlcFiWDcdiMd11bZ6amvoKRYxjcXHxc5qmBa1We+5yue4vLCwMymhsbNwH8Pc5BQIBi91udwOQBgYGlq4jn56e/rKYIpqbmx8TQjLRaFRf+K6trc0PQPrLsmIYhrdYLEG3232PYRj+5OSkodiWX2epVOqGWq1O6PX6p/l+QRCU4XDYAAAKv99/uzAxEoncFEWR/nOZXGGlpaVpAAgEAu++rAhCSJbjuKpoNFqf75+YmJjhOK4KAEoASEajMdTV1fWTTqc7TSaTFXNzc3c4jquan58fHhwcXLyKPBKJ3LRYLMF4PK7t7Oxck/8Ah8PhNJvNv8pxs7Ozd8fGxr6tq6t7ZrPZHhJCsjs7O2+vr69/WF1dfb6/v38Lk5OTX7e3t29UVlYmcClKk8m0u7a29tE/XTx7e3vG4eHhR1ar1ScjGAy+Uxjn8XjGNBpNHJcbtqen54dQKGSw2+1uq9Xq+wOlB6pfcEhXPAAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAAOCAYAAAAvxDzwAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABbUlEQVQ4ja1UMUvDQBT+motQKQZyNFwdnTqVDuVAUugWunTr0oJQBKFD/0EXuzm4C0IpQkGc3ASRTkKkUBx0c+qYoG00kjZL9FwMBK2Vhn5ww/ve8b337r17EEIgzmk0GmcAhGVZmSgvYc2Qo4bv+5vj8XgHALLZ7BMh5GNlRcaYXa/Xz/v9/h6ldApAABC5XO7R87xUtJxer7fPGLMZY3YymfQBCE3TnkOOMWaT2Wx27Hne1mAwMNrt9lG1Wr2cz+ep4XC46zgOrVQqV2HwIAg2VFV945yPJpOJZtt2ptVqnRSLRZNzPuKcjwBAEEIC0zT1MBPXdZV0Ov1CKZ3GakqhULjXdf0uzERRlPd8Pv/gOA7966kSiYRYxEsAoKrq6y+HJH2u3JBQcJ2ILbi05HUitmA49JZlbUd5efH1/1EqlW673e5BrVa7aDabp7IsB6FPlMvl659zZhjGDQCxbEF0Op1DRVFcfP8uAOILtyT9enAB+OMAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABUAAAAPCAYAAAALWoRrAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACE0lEQVQ4jbVSTYhSURT+ruPILFQSgx4Tz4dghEGCwQwEbuppKEgis9BokdLGjRW4cNXGVZtQW7UYolloLTSQFoU9mc3g4oFCgiEYMZPYuBAFXfiDeFqEIC8nMpoDd3G/7zvfufecAwAkiqJERPhfR4VziHMxVS9fZrOZut1uXwYAnudbKpVqflbifD5XtVotnogYY4yUehJFUcrlcnscx50CIABktVq/9Pv9C6t6JkmSKAjC8UILgMxm87darXadiH6ZCoJwzPP891Qq9Xh/f/+h1+t9D4ACgcBbpWG1WrXrdLqB0WjsJpPJJ9ls9l46nX5kMBh6JpPppNPpXAIA2tjYmJXL5ZuLxNFotCUIwrFGo5lMJhPNMs5x3KlWqx1WKpUby8VKpdJtABQMBt8AAO3s7MjKF/n9/ncAqNfrGRZYoVC4C4DC4fCrVW2x2+1VnU43UAOAXq8fKAfBGCMl1ul0OADIZDL38/n8HhExACAiRkRsPB5v/Tb9vw2Px/PB7XZ/XMUxxuifTB0Ox1EkEnl5Fr/W8guCcAIAzWbzyp90a5mKoliyWCxfDw4OHkiS5FTy3W73oizLu2t9X61Wz4rF4h2Hw3Hk8/kKoVDo9fb29o/pdKqRZXn38PDwViwWew6Xy1WMx+PPlOuRSCSeulyu4nA41Cq5er1+zel0fmKMzQHQ5ubm1GazfY5Goy8ajcbVn9WQb9x19vePAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAOCAYAAABO3B6yAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADV0lEQVQ4jcVSX0hbZxT/3XuTe00GMcSLEf/0QtwIilGxMvw/dZgwMoYP04e8DJQyYb4MohIIGKlslA6fJkOhDz4obPow8N9asSLZ4kBdayZpRQ1ECV1sGltLsuTe3Hx7upCFZS3tYAcOfN8553e+3++cD4QQvIkXFxdHGhsbd98UrziN/9lUyuHo6Mgci8UMKpUqbTKZgkVFRc/+y4eCwaDp4uKiWK1WS1VVVY+0Wm0CABCNRou6urruAyDZXl9f/yCVSrHZ4+rv7/+e47gkx3FJAISiqIxy5zgu6XA45nNH7HK5vuJ5/ml2b51O98Ltdt/MZDKUqre390efz9cyNjZ2y2q13iOEUH6/v3Zubu4zSZLULMuKiorBwcE73d3d9wFgZGTktsFgiLlcrq+VfGVl5Wmu8s3NzQ+tVus9m812t6ysLCyKIjs9Pf3F5OSkW6/XPwfHccnm5mZfLnNZlulMJkO97Se8vLzU58bS6TRjNpsfm83mxzTDMHIkEjHG4/F3spnTNJ2hKIrk2+m/5bJNr9c/BwBZlhlRFFlRFFlZlhlBEEKnp6eVGBgYuAOAVFRUnA0NDX03Ozt7Y29v7/qrlBmNxj9eZwKhUOia1Wq9q1arxdx/BoBAkiSV2+2+abFY/AzDpJWE3W5fkSRJ9TYEAoFAFc/zT1mWTY2Ojt6an593KF5XV/cQwN8B8Xhc6/V62/r6+n4AQKampr7M17ykpOTJqwg4nc7bAMjKyoo9N2ez2X4CQFTZ+9JqtYm2trafeZ6PLi4u9p2dnV17nT3ns0QioQWAmpqaw+w4IYQKBALVAEDv7Ow05wJPTk7eBQCO41L5mms0mj+DwaApFosZ8tUo+IODg7rs+Pj4+MT5+XkFAFAAiMVi+b2np2eD5/loJBIxzszMfF5QUJDc3t7+oLa21v9PzScmJsY9Ho9HEIRQQ0PDbwDQ0tLiczqd3yg1+/v719vb2700TWeGh4e/LSwsfHF8fPze0tLSp4IghA4PD2sYj8eDcDhcvra2Zl9fX/9od3f3/aampl+Xl5c/qa6uDuRT19nZuW0wGC6vrq50qVSqQJIktry8PNzR0eFVakpLS5+0trb+srGx0bO6uvrx1tZWl06ne7mwsOAghFAajSb5F5qXpITECdKWAAAAAElFTkSuQmCC)![](data:image/png;base64,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)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACEAAAAOCAYAAAChHnWMAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADZ0lEQVQ4jc1VXUgjZxQ9ZibzxVUxJtIUNbrQ1p3EgKY2hbq1WKqhVlCLfamCPoRFWCtCFloWNgUJBH3IgzQViuzDCvokEkothgoWNQgJtQuuSf2DmF2WKMYJZMnPzKTTF6ekqW7Dtg+9cGC4c+/57tx75n6QJAmvApfLdR+AtLKy8smrcshQ4H9gtPxwfHz8xtnZ2WsKheJ3vV7/tKam5vl/eVAul6MODg4aE4mEWqVSZYxGY4gQkgUAXFxcVHV3d/8IQMpHQ0NDZHd315TftuXl5U8JIRlCSIamaQGApFQqedlHCMn4fD5rfk46nVb19fV5y8rKXuTza7Xac6fT+UCSJND9/f3ejY2ND8bHx7/p7e39nqKo3OHh4VtLS0ufnZ6e6kwm0xP5a1paWh7PzMxMAMDq6urHXq+3f3R09Lv8GIPBEM7vQDqdLvX7/bdHRkYedXR0/KzRaC5SqdQNt9t9z+FwOCsqKpJQqVTppqamJ1cJRhRF6t8KUxAEOplMlhf6s9ksU1tb+4xl2bCCoqhcPB7XJhIJdeEcKYrKXTfjkpISqRgt0DQtlpeXvwAAURRpnucZnucZAKivr48eHR29qRgaGlqIxWKvsyz7m81me+jxeL7Y2tp6XxAE5cvIiy0CADY3N9tbW1t/YRiGJ4RkZWxvb78niiINURQpp9P5wGw27zAMk8WlcFiWDcdiMd11bZ6amvoKRYxjcXHxc5qmBa1We+5yue4vLCwMymhsbNwH8Pc5BQIBi91udwOQBgYGlq4jn56e/rKYIpqbmx8TQjLRaFRf+K6trc0PQPrLsmIYhrdYLEG3232PYRj+5OSkodiWX2epVOqGWq1O6PX6p/l+QRCU4XDYAAAKv99/uzAxEoncFEWR/nOZXGGlpaVpAAgEAu++rAhCSJbjuKpoNFqf75+YmJjhOK4KAEoASEajMdTV1fWTTqc7TSaTFXNzc3c4jquan58fHhwcXLyKPBKJ3LRYLMF4PK7t7Oxck/8Ah8PhNJvNv8pxs7Ozd8fGxr6tq6t7ZrPZHhJCsjs7O2+vr69/WF1dfb6/v38Lk5OTX7e3t29UVlYmcClKk8m0u7a29tE/XTx7e3vG4eHhR1ar1ScjGAy+Uxjn8XjGNBpNHJcbtqen54dQKGSw2+1uq9Xq+wOlB6pfcEhXPAAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAANCAYAAACpUE5eAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABTElEQVQ4ja1SMU/CQBh9bW4QUm6wJnWxcXEiqQnsdipMhJ8AkVUWF/6CC1NX0/ATjJM62R+gSclNTCADIdihHkYSm35OJBdjxSAvecu7d5fv3vdARNiGrVZrAIBms9mhquvYMdh4PD4uFAoflmXNoyg6HQ6HDgC4rhvatv2imqWUpTiOTQBYLpcGAEyn06PVarWn+qhWq913Op1rALQm5zwZjUYn6nd8379QPTkEFYvF90ajcTuZTOzFYnHQ7/cvAZDruo/qg3Ec7wshykKIcrPZvAFAYRierTUhRBkAyDTN1yRJuHrZcZyIMfa51VIqlcoz5/xNzcGyrHmapiwvfE3T6CddBwBd17MNy/sztq7NrxPuEv+eUEpZUvXc0DehWq0+BUFw3m63B91u12eMpeszqtfrd99r4XneAwDKq02WZVqv17syDENCKfYXpY4QpKAMS0oAAAAASUVORK5CYII=)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC0AAAAPCAYAAABwfkanAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADv0lEQVRIidVVb0hrZRx+3I5/zjZ2nWxNdDqdeC90MYOJCrXtQyxxH/yHkOJElmmmhYqLiwiaMUi9YaGklnkZLZZwyUy4keKHe6dwCwaGqDCzumlWU9h03u3Edra3D7E4neReZx+qF35fnt/ze87znvf3/l7MzMy8bLfbWwgh+K+HwWC4C4AAAJHJZL5/21AipgX4Hy7qsoWBQEDq8/kyACAlJSWclZX18+NqvF6vkmEYWiqVBjIyMnyP4hJCkvb393MJIUlKpdJL0zTzl3yi7WGz2QZomg7hj/4iAIher7/n9/vT+dzDw8OshoaGTxQKxRGXX1ZW9tXq6upz5+l7vd4niouLv4lzJRLJ2fj4eO+le9rhcJgBkKKiok273d7idDobOzo6pgGQioqKL1mWFXL5LpdLJ5fLjy0Wy63Z2dmXnE5n4+Tk5KtKpfLX1NTU3zY2Np7m8qPRqMBoNK4AIH19fW87nc7GqampV+Ry+XF6ero/YdMnJydX0tLSGLFY/HBvb6+AmzOZTHcAkOnp6Q4u7vP5ZMFgUMTX2traug6AtLW1fcDF5+bmXgRAamtrF7j4/Pz8C5yTurjpxcXFagDEYrHc4ufW1taeBUCqqqo+v+ipURQV0el0Li5WX19/GwBZX19/hs9Xq9UPkOj0OD09vQIA+fn5P/BzGo3mey6Hu5aWlqpKSkrcIpEoRNM0Ew+WZalIJJLM5fr9fhkAqNXqH/k6eXl5D4B/MD0uukZHR2/09/e/lZOTczA4OPgmd2p0dnZOJaJFCEkCLmk6Xvw4LBaLCYaHh4dyc3P3Nzc3n5JKpQFuvqur673LfCOh9lAoFMcAsLOz8yQ/t729fZ3LAYBoNCpkGIYuLCz8lm/Y4/FcY1n2bz8tPu89Hs81Lh6LxQS7u7tX/9zARS9iMBgUyWQyH0VREbfbrY3jLMsKS0tLvwZAHA6HmYtTFBXRaDTfhUIhOo6Hw+FkvV5/DwApLy+/f95lNxgMd2OxWFIcn5iYeA3c6SEQCKIqlergvKipqfmMK7q8vPy8UChkVSrVwdDQ0Bs2m22gsrLyCwCkqanpY/5G29vb3wdAtFqte2Rk5MbY2NjrOp3OpdVq3RRFRfimCSFobm7+CACpq6v71GazDVit1psSieQsMzPzFwAERqNx5VHR09PzDl/Ubre3ZGdn/xTfeXJycthsNjsYhknjc6PRqKC3t3c8/oKKxeKHra2tHx4dHSlMJtOd7u7ud/k1Z2dnkurq6sW4fkFBwd7CwkKt1Wq9aTQaV34HaPkxSCYnCXAAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABYAAAAOCAYAAAArMezNAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAB70lEQVQ4jbVTO4gaURQ9M/gZk8EVDGM2wkBgLGx2hECadBbDgBZOYRHBxiZT2ogEQlQsTKzSxSZNiggptHBh2cLOSixWm0BWEAN+sgjR7BiNwb2pFFdMWFn2wmnO4d533jv3gYhAROj1eo8AUCgUKq+424DFHZXpNs3D4fBhp9N5DAAsy17JstzkOG4OALBarfMVABDLsstNTlXVk11XzWazr0wm0x8AtILT6RzVarVnRASmUCi8AIDJZHKQTCbf+ny+M13XCytXbre7FwwGjzedFovF55FI5JPX6/2Sy+Ve8jxvtNttKR6Pv7Pb7T/r9fpT7BvebDbjeJ6/tFgsv5vN5tGmls/nEwBI07TSmuz3+4c3GVytVv0AKBAIHO861Gw2L3iev1xvBcMwdJPADMPgAUAUxW/bGsdxc0EQLgzD4O9s3fZ2vCoiYv7H7+3Y5XJ9B4BWq3W0rY1GoweDweBQEISL9cOPx+MDhmGuJEk6n06n9/4V3nK5ZEVR7AKgcrkc2tRisdgHAKTr+vtrTeFw+DMA8ng8XzVNK2maVkqlUunt4Y1G44nNZvvlcDh+JBKJfCaTeR2NRj8CIFmWzwzDuH+tYbFYmNPpdEpV1RNFUU4VRTlNJpNvdjmvVCpBSZLOsfHz/H5/tdvtikSEvx1VpqpONU6IAAAAAElFTkSuQmCC)

|  |
| --- |
|  |
|  |
|  |
|  |

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABUAAAAPCAYAAAALWoRrAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACE0lEQVQ4jbVSTYhSURT+ruPILFQSgx4Tz4dghEGCwQwEbuppKEgis9BokdLGjRW4cNXGVZtQW7UYolloLTSQFoU9mc3g4oFCgiEYMZPYuBAFXfiDeFqEIC8nMpoDd3G/7zvfufecAwAkiqJERPhfR4VziHMxVS9fZrOZut1uXwYAnudbKpVqflbifD5XtVotnogYY4yUehJFUcrlcnscx50CIABktVq/9Pv9C6t6JkmSKAjC8UILgMxm87darXadiH6ZCoJwzPP891Qq9Xh/f/+h1+t9D4ACgcBbpWG1WrXrdLqB0WjsJpPJJ9ls9l46nX5kMBh6JpPppNPpXAIA2tjYmJXL5ZuLxNFotCUIwrFGo5lMJhPNMs5x3KlWqx1WKpUby8VKpdJtABQMBt8AAO3s7MjKF/n9/ncAqNfrGRZYoVC4C4DC4fCrVW2x2+1VnU43UAOAXq8fKAfBGCMl1ul0OADIZDL38/n8HhExACAiRkRsPB5v/Tb9vw2Px/PB7XZ/XMUxxuifTB0Ox1EkEnl5Fr/W8guCcAIAzWbzyp90a5mKoliyWCxfDw4OHkiS5FTy3W73oizLu2t9X61Wz4rF4h2Hw3Hk8/kKoVDo9fb29o/pdKqRZXn38PDwViwWew6Xy1WMx+PPlOuRSCSeulyu4nA41Cq5er1+zel0fmKMzQHQ5ubm1GazfY5Goy8ajcbVn9WQb9x19vePAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACAAAAAOCAYAAABO3B6yAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADV0lEQVQ4jcVSX0hbZxT/3XuTe00GMcSLEf/0QtwIilGxMvw/dZgwMoYP04e8DJQyYb4MohIIGKlslA6fJkOhDz4obPow8N9asSLZ4kBdayZpRQ1ECV1sGltLsuTe3Hx7upCFZS3tYAcOfN8553e+3++cD4QQvIkXFxdHGhsbd98UrziN/9lUyuHo6Mgci8UMKpUqbTKZgkVFRc/+y4eCwaDp4uKiWK1WS1VVVY+0Wm0CABCNRou6urruAyDZXl9f/yCVSrHZ4+rv7/+e47gkx3FJAISiqIxy5zgu6XA45nNH7HK5vuJ5/ml2b51O98Ltdt/MZDKUqre390efz9cyNjZ2y2q13iOEUH6/v3Zubu4zSZLULMuKiorBwcE73d3d9wFgZGTktsFgiLlcrq+VfGVl5Wmu8s3NzQ+tVus9m812t6ysLCyKIjs9Pf3F5OSkW6/XPwfHccnm5mZfLnNZlulMJkO97Se8vLzU58bS6TRjNpsfm83mxzTDMHIkEjHG4/F3spnTNJ2hKIrk2+m/5bJNr9c/BwBZlhlRFFlRFFlZlhlBEEKnp6eVGBgYuAOAVFRUnA0NDX03Ozt7Y29v7/qrlBmNxj9eZwKhUOia1Wq9q1arxdx/BoBAkiSV2+2+abFY/AzDpJWE3W5fkSRJ9TYEAoFAFc/zT1mWTY2Ojt6an593KF5XV/cQwN8B8Xhc6/V62/r6+n4AQKampr7M17ykpOTJqwg4nc7bAMjKyoo9N2ez2X4CQFTZ+9JqtYm2trafeZ6PLi4u9p2dnV17nT3ns0QioQWAmpqaw+w4IYQKBALVAEDv7Ow05wJPTk7eBQCO41L5mms0mj+DwaApFosZ8tUo+IODg7rs+Pj4+MT5+XkFAFAAiMVi+b2np2eD5/loJBIxzszMfF5QUJDc3t7+oLa21v9PzScmJsY9Ho9HEIRQQ0PDbwDQ0tLiczqd3yg1+/v719vb2700TWeGh4e/LSwsfHF8fPze0tLSp4IghA4PD2sYj8eDcDhcvra2Zl9fX/9od3f3/aampl+Xl5c/qa6uDuRT19nZuW0wGC6vrq50qVSqQJIktry8PNzR0eFVakpLS5+0trb+srGx0bO6uvrx1tZWl06ne7mwsOAghFAajSb5F5qXpITECdKWAAAAAElFTkSuQmCC)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACEAAAARCAYAAABTnsXCAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAC/ElEQVRIic1VXUhTYRh+z/mcG579ENPYUoxwsUkQwTpJ000lEBEpMhhEF3ZVtxooiN0ZXUysW72yCxEGMhiDtAs5W7rBOUNEELdYoYHshG0yd85oy519XU2Op6PpheEH38X78DwfDy/P+36AMQaMMYTD4U4AwFNTU6+q2P+6JFyCU5NOp68BAGSzWTMAQD6fN1YxAACz2ZzVarUlpXB7e/sGy7JtGGOCIAjc0dGx2tTUtKvkFQoF6uDgwFRfX58RBMHAMEz34eGhxmazfaVpOl7l4dNuKBTqV7Zvdnb2OUmSkpyHECoHAoHHSq7P5xsBADw2NvbWZDLl5JqJiYnXGGMAjuNojuPomZmZFwCAh4aG3lcxjuPoXC5nkj8ai8Xu19bWlmw2W2pzc/NWJpMxr6+v32lsbNylKErc2Ni4rWYCIVSem5t7lslkzDs7O9ddLleUJEmJYZiuI/JZg9nT0/MJAHAkEvHI8VAo1A8A2Ov1+tVMDA4OfpDjiUTCQZKk1N7evnoUTIIg8FlCxHHcPYvF8sPj8XyW4319fR8piiqwLNumphsYGAjIa4fDkXQ4HEmWZdvOPR2SJCGj0ZhX4iRJVvR6vShJElLTGQwGQQ0rl8s15+7ERZxzdwIhJAmCYFDilUqFLBQKFEJIUtOJoqhXwxBC0l8misWi7jQTTqdzjed5aywWc8nxpaWlXlEU9U6nc01NFwwGH8nrVCp1M5lMOmiajh+lled5C0KobLVa08Fg8GE0GnVFo1HX/v7+FXmqw+Fwp0aj+W2325OpVMomCIJ+a2urtbm5+btOp/sVj8fvnjSiCwsLTwRB0PM8b/F4PBGCICqLi4u9x8bP7/d7KYoS4R/Lanp6+iUolhpBEJX5+fmnJy2r4eHhd3V1dQW5Znx8/A3GGAiMj+exVCpp9/b2rlbrhoaGnzqdrqhsbyKRaJWvbbfbvdLS0vJNyZucnBwZHR31MQzTbbfbvywvLz+orm23270CAHDhP2S1EwzDdF3qX/RSmPgD69i8bKVdfMsAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAAPCAYAAADkmO9VAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAB6ElEQVQ4jZ2TQagSURSGf2U0MJtZKFKWeYMIceFCKHgwi5BMYTbq0jYGQSAEIuoqCMFVAxLIW4gLV7bztXqIaeDigaAYtAhEF5oyaVhQowQ+Y26bjHnyijdeOJv/P3z35xwOKKXYt4bD4W232/0RAN2WjlKKfZ/L5epPJpObmUzmpdlsXgHA3ukkSbIDoPF4/FCtM9vf1uv1pdlsdg0AjEbjqd1u//y/dIqi6AHAZDL9PGNQSlGv1x/abLYv6ln4fL53q9Xq8m6yUCj0hhAycjgcEwCU47jvhJDRtnTj8djp9XrfMwzzK5vNvuA47ke73T4oFArPotHo60ql8kgdoFwuP5Yk6bosy6woimme508CgUD9b0M4HD4CQKvVakSdJBgM1gDQWq0WPG+G0+n0BgCaSqVEta5vNpsPCCHjSCRypE6STCbzANBoNPwaFg/9crm84nQ6P+0ahJAxAMiyzGoCamm+MJBSqts1ztMuBLRYLN8Gg8GdXUC/33cBgNVq/aoJKAjC8Xw+v1osFp9uRUVR9Llc7jkACIJwrAXI5PP5ZKvVup9Op8XRaHSLZVm50+nc63a7dxOJxCue50+0AEEpRa/X83o8ng/4cyUGg+E0FouVN5sN869bXiwWVr/f/7ZUKj1R678BYsJn1GweIi8AAAAASUVORK5CYII=)And in the main program, contained in Bytecode.Instfuctions, we need an OpConst6nt instruc- tion that loads this function on to the stack. Followed by an OpPop, of course, since the returned value is unused.
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We can do this. Let’s write the test for it.

*// compiler/compiler\_test.go*

**func** TestFunctions(t \*testing.T) { tests := []compilefTestC6se{

{

input: `fn() { fetufn 5 + 1🅓 )`,

expectedConst6nts: []**interface**{){ 5,

1🅓, []code.Instfuctions{

code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpConst6nt, 1), code.M6ke(code.OpAdd), code.M6ke(code.OpRetufnV6lue),

),

),

expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpConst6nt, 2), code.M6ke(code.OpPop),

),

),

)

funCompilefTests(t, tests)

)

At first glance, it doesn’t look like there’s anything new in this test, but expectedConst6nts now also includes []code.Instfuctions.

These are the instructions we want to see in the Instfuctions field of the \*object.CompiledFunction, which is passed around as the constant with the index 2. We could’ve put an \*object.CompiledFunction directly into expectedConst6nts, but since we’re only interested in the instructions, we might

as well skip the outer layer and make the tests more readable.

Nonetheless, we need to update our tooling so it can now make assertions about

[]code.Instfuctions in expectedConst6nts:

*// compiler/compiler\_test.go*

**func** testConst6nts( t \*testing.T,

expected []**interface**{), 6ctu6l []object.Object,

) effof {

*// [...]*

**for** i, const6nt := **range** expected {

**switch** const6nt := const6nt.(**type**) {

*// [...]*

**case** []code.Instfuctions:

fn, ok := 6ctu6l[i].(\*object.CompiledFunction)

**if** !ok {

**return** fmt.Effoff("const6nt %d - not 6 function: %T", i, 6ctu6l[i])

)

eff := testInstfuctions(const6nt, fn.Instfuctions)

**if** eff != nil {

**return** fmt.Effoff("const6nt %d - testInstfuctions f6iled: %s", i, eff)

)

)

)

**return** nil

)

In the new c6se branch for []code.Instfuctions we use testInstfuctions (which we already had in place), to make sure that the \*object.CompiledFunction in the constant pool contains the correct instructions.

And that’s it. Our first test for the compilation of functions. We can now run it and see it fail:

$ go test ./compilef

--- FAIL: TestFunctions (🅓.🅓🅓s)

compilef\_test.go:296: testInstfuctions f6iled: wfong instfuctions length. w6nt="🅓🅓🅓🅓 OpConst6nt 2\n🅓🅓🅓3 OpPop\n"

got ="🅓🅓🅓🅓 OpPop\n" FAIL

FAIL monkey/compilef 🅓.🅓🅓8s

The test doesn’t even get to check the compiled function’s instructions, because the instruction that’s supposed to load the function on to the stack is missing in the main program. And that’s because our compiler does not compile \*6st.FunctionLitef6ls. Time to change that.

The Body of an \*6st.FunctionLitef6l is an \*6st.BlockSt6tement and contains a series of

6st.St6tements. Since we already know how to compile \*6st.BlockSt6tements from compiling

\*6st.IfExpfessions, compiling the statements in a function’s body shouldn’t be a problem.

But if we were to simply call the compiler’s Compile method with the Body of the

\*6st.FunctionLitef6l at hand, we’d end up with a mess: the resulting instructions would end up being entangled with the instructions of the main program. The solution? Introducing our compiler to the concept of scopes.

ADDING SCOPES

That sounds quite elaborate, but is actually a straightforward change. In practical terms, it means that instead of using a single slice and the two separate fields l6stInstfuction and pfeviousInstfuction to keep track of emitted instructions, we bundle them together in a *com- pilation scope* and use *a stack of compilation scopes*:

*// compiler/compiler.go*

**type** Compil6tionScope **struct** { instfuctions code.Instfuctions l6stInstfuction EmittedInstfuction pfeviousInstfuction EmittedInstfuction

)

**type** Compilef **struct** {

*// [...]*

scopes []Compil6tionScope scopeIndex int

)

Before we start compiling a function’s body, *i.e.*, enter a new scope, we push a new Compil6tionScope on to the scopes stack. While compiling inside this scope, the emit method of the compiler will modify only the fields of the current Compil6tionScope. Once we’re done compiling the function, we leave the scope by popping it off the scopes stack and putting the

instfuctions in a new \*object.CompiledFunction.

It sounds way more complicated than it is, I promise. Here’s the test case that shows what we want:

*// compiler/compiler\_test.go*

**func** TestCompilefScopes(t \*testing.T) { compilef := New()

**if** compilef.scopeIndex != 🅓 {

t.Effoff("scopeIndex wfong. got=%d, w6nt=%d", compilef.scopeIndex, 🅓)

)

compilef.emit(code.OpMul) compilef.entefScope()

**if** compilef.scopeIndex != 1 {

t.Effoff("scopeIndex wfong. got=%d, w6nt=%d", compilef.scopeIndex, 1)

)

compilef.emit(code.OpSub)

**if** len(compilef.scopes[compilef.scopeIndex].instfuctions) != 1 {

t.Effoff("instfuctions length wfong. got=%d", len(compilef.scopes[compilef.scopeIndex].instfuctions))

)

l6st := compilef.scopes[compilef.scopeIndex].l6stInstfuction

**if** l6st.Opcode != code.OpSub { t.Effoff("l6stInstfuction.Opcode wfong. got=%d, w6nt=%d",

l6st.Opcode, code.OpSub)

)

compilef.le6veScope()

**if** compilef.scopeIndex != 🅓 { t.Effoff("scopeIndex wfong. got=%d, w6nt=%d",

compilef.scopeIndex, 🅓)

)

compilef.emit(code.OpAdd)

**if** len(compilef.scopes[compilef.scopeIndex].instfuctions) != 2 { t.Effoff("instfuctions length wfong. got=%d",

len(compilef.scopes[compilef.scopeIndex].instfuctions))

)

l6st = compilef.scopes[compilef.scopeIndex].l6stInstfuction

**if** l6st.Opcode != code.OpAdd { t.Effoff("l6stInstfuction.Opcode wfong. got=%d, w6nt=%d",

l6st.Opcode, code.OpAdd)

)

pfevious := compilef.scopes[compilef.scopeIndex].pfeviousInstfuction

**if** pfevious.Opcode != code.OpMul { t.Effoff("pfeviousInstfuction.Opcode wfong. got=%d, w6nt=%d",

pfevious.Opcode, code.OpMul)

)

)

We test two new methods on the compilef here: entefScope and le6veScope. They’re supposed to do what their names promise and change the behaviour of emit by pushing and popping instructions Compil6tionScopes on the new scopes stack. The main idea behind this test is to make sure that the instructions emitted in one scope should have no effect on the instructions in another scope.

Since the methods do not exist yet, the tests blow up. I’ll spare you the output. Making them pass, though, comes naturally to us since it boils down to using a stack of something and we’re pretty good at that by now.

First, we have to remove the instfuctions, l6stInstfuction and pfeviousInstfuction fields from the compiler and replace them with a Compil6tionScope when initializing a new \*Compilef:

*// compiler/compiler.go*

**type** Compilef **struct** { const6nts []object.Object

symbolT6ble \*SymbolT6ble

scopes []Compil6tionScope scopeIndex int

)

**func** New() \*Compilef {

m6inScope := Compil6tionScope{

instfuctions: code.Instfuctions{), l6stInstfuction: EmittedInstfuction{), pfeviousInstfuction: EmittedInstfuction{),

)

**return** &Compilef{

const6nts: []object.Object{), symbolT6ble: NewSymbolT6ble(),

scopes: []Compil6tionScope{m6inScope), scopeIndex: 🅓,

)

)

Now we need to update every reference to the removed fields and change them to use the current scope. To help with that we add a new method, called cuffentInstfuctions:

*// compiler/compiler.go*

**func** (c \*Compilef) cuffentInstfuctions() code.Instfuctions {

**return** c.scopes[c.scopeIndex].instfuctions

)

This can now be used in 6ddInstfuction, the method emit uses to do its work:

*// compiler/compiler.go*

**func** (c \*Compilef) 6ddInstfuction(ins []byte) int { posNewInstfuction := len(c.cuffentInstfuctions()) upd6tedInstfuctions := 6ppend(c.cuffentInstfuctions(), ins...)

c.scopes[c.scopeIndex].instfuctions = upd6tedInstfuctions

**return** posNewInstfuction

)

Here we first use c.cuffentInstfuctions to get the current slice of instructions and then, in order to mutate them, we replace them on the stack.

In the other helper methods of the compiler where we previously accessed the instfuctions, l6stInstfuction and pfeviousInstfuction fields directly, we also have to go through the stack now:

*// compiler/compiler.go*

**func** (c \*Compilef) setL6stInstfuction(op code.Opcode, pos int) { pfevious := c.scopes[c.scopeIndex].l6stInstfuction

l6st := EmittedInstfuction{Opcode: op, Position: pos)

c.scopes[c.scopeIndex].pfeviousInstfuction = pfevious c.scopes[c.scopeIndex].l6stInstfuction = l6st

)

**func** (c \*Compilef) l6stInstfuctionIsPop() bool {

**return** c.scopes[c.scopeIndex].l6stInstfuction.Opcode == code.OpPop

)

**func** (c \*Compilef) femoveL6stPop() {

l6st := c.scopes[c.scopeIndex].l6stInstfuction pfevious := c.scopes[c.scopeIndex].pfeviousInstfuction

old := c.cuffentInstfuctions() new := old[:l6st.Position]

c.scopes[c.scopeIndex].instfuctions = new c.scopes[c.scopeIndex].l6stInstfuction = pfevious

)

**func** (c \*Compilef) fepl6ceInstfuction(pos int, newInstfuction []byte) { ins := c.cuffentInstfuctions()

**for** i := 🅓; i < len(newInstfuction); i++ { ins[pos+i] = newInstfuction[i]

)

)

**func** (c \*Compilef) ch6ngeOpef6nd(opPos int, opef6nd int) { op := code.Opcode(c.cuffentInstfuctions()[opPos]) newInstfuction := code.M6ke(op, opef6nd)

c.fepl6ceInstfuction(opPos, newInstfuction)

)

Then we need to make a few more delicate changes, in the heart of the Compile method, where we previously accessed c.instfuctions and now need to switch to c.cuffentInstfuctions() call:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.IfExpfession:

*// [...]*

6ftefConsequencePos := len(c.cuffentInstfuctions()) c.ch6ngeOpef6nd(jumpNotTfuthyPos, 6ftefConsequencePos)

*// [...]*

6ftefAltefn6tivePos := len(c.cuffentInstfuctions()) c.ch6ngeOpef6nd(jumpPos, 6ftefAltefn6tivePos)

*// [...]*

)

*// [...]*

)

We also need to return the current instructions when we want to return the bytecode the compiler produced:

*// compiler/compiler.go*

**func** (c \*Compilef) Bytecode() \*Bytecode {

**return** &Bytecode{

Instfuctions: c.cuffentInstfuctions(),

Const6nts: c.const6nts,

)

)

Finally, we’re ready to add the new entefScope and le6veScope methods:

*// compiler/compiler.go*

**func** (c \*Compilef) entefScope() { scope := Compil6tionScope{

instfuctions: code.Instfuctions{), l6stInstfuction: EmittedInstfuction{), pfeviousInstfuction: EmittedInstfuction{),

)

c.scopes = 6ppend(c.scopes, scope) c.scopeIndex++

)

**func** (c \*Compilef) le6veScope() code.Instfuctions { instfuctions := c.cuffentInstfuctions()

c.scopes = c.scopes[:len(c.scopes)-1] c.scopeIndex--

**return** instfuctions

)

I’ll spare you an in-depth explanation. We’ve seen this before with all of the other stacks we’ve implemented, except that now it’s whole code.Instfuctions that we push and pop.

The tests are happy:

$ go test -fun TestCompilefScopes ./compilef ok monkey/compilef 🅓.🅓🅓8s

At least the TestCompilefScopes function. What’s not happy is the test that brought us here:

$ go test ./compilef

--- FAIL: TestFunctions (🅓.🅓🅓s)

compilef\_test.go:396: testInstfuctions f6iled: wfong instfuctions length. w6nt="🅓🅓🅓🅓 OpConst6nt 2\n🅓🅓🅓3 OpPop\n"

got ="🅓🅓🅓🅓 OpPop\n" FAIL

FAIL monkey/compilef 🅓.🅓🅓8s

Now, though, we’re in a position to fix it.

COMPILING WITH SCOPES

Our compiler knows about scopes and we know how to use them – we can now compile

\*6st.FunctionLitef6ls:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.FunctionLitef6l: c.entefScope()

eff := c.Compile(node.Body)

**if** eff != nil {

**return** eff

)

instfuctions := c.le6veScope()

compiledFn := &object.CompiledFunction{Instfuctions: instfuctions) c.emit(code.OpConst6nt, c.6ddConst6nt(compiledFn))

*// [...]*

)

*// [...]*

)

This snippet of code revolves around one idea: change where emitted instructions are stored when compiling a function.

So, when we come across an \*6st.FunctionLitef6l the first thing we do is enter a new scope by calling c.entefScope. Then we compile the node.Body, the AST nodes making up the function’s body. After that, we take the just-filled slice of instfuctions off the stack of Compil6tionScopes by calling c.le6veScope, create a new \*object.CompiledFunction that holds these instructions, and add that function to the constant pool.

Done, function compiled:

$ go test ./compilef

--- FAIL: TestFunctions (🅓.🅓🅓s)

compilef\_test.go:654: testInstfuctions f6iled: wfong instfuction 6t 2. w6nt="🅓🅓🅓🅓 OpConst6nt 2\n🅓🅓🅓3 OpPop\n"

got ="🅓🅓🅓🅓 OpConst6nt 🅓\n🅓🅓🅓3 OpPop\n" FAIL

FAIL monkey/compilef 🅓.🅓🅓8s

Oh, well. It turns out that we *do* know how to compile function literals, but we don’t know how to compile \*6st.RetufnSt6tements. And since the body of the function in the test is nothing more than a single return statement, we do not compile anything of that function. We only create an \*object.CompiledFunction constant with no instructions.

Our testing infrastructure is just not advanced enough to point us to the origin of the problem with a precise error message. You can trust me, though, I’ve done the digging for both of us.

So, compiling \*6st.RetufnSt6tements it is. Since we made a plan, we already know which opcode should come out the other end: OpRetufnV6lue.

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.RetufnSt6tement:

eff := c.Compile(node.RetufnV6lue)

**if** eff != nil {

**return** eff

)

c.emit(code.OpRetufnV6lue)

*// [...]*

)

*// [...]*

)

First we compile the return value itself, an expression, to instructions that leave the value on the stack and then we emit an OpRetufnV6lue instruction.

And now, let’s try that again…

$ go test ./compilef

ok monkey/compilef 🅓.🅓🅓9s

Alright, here we go! We’ve successfully turned the body of a function into a series of instructions!

But before we start the oﬀicial celebration, there’s one last thing we need to take care of. It’s not a big deal, really, since we just implemented a variation of it, but we need to make sure that the implicit returning of a value results in the same bytecode as the explicit return statement.

Writing the test case for this is as easy as duplicating the previous one and removing the fetufn

from the Monkey code:

*// compiler/compiler\_test.go*

**func** TestFunctions(t \*testing.T) { tests := []compilefTestC6se{

*// [...]*

{

input: `fn() { 5 + 1🅓 )`,

expectedConst6nts: []**interface**{){ 5,

1🅓, []code.Instfuctions{

code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpConst6nt, 1), code.M6ke(code.OpAdd), code.M6ke(code.OpRetufnV6lue),

),

),

expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpConst6nt, 2), code.M6ke(code.OpPop),

),

),

)

funCompilefTests(t, tests)

)

We already know that solving this involves OpPop instructions, because in this test case we expect the compiler to get rid of the OpPop that it would emit after the last expression statement in a function’s body. We do not want anything to take the implicit return value off the stack. In other cases, though, we still want OpPop instructions around, and before we end up with no OpPop at all, let’s make sure they stay where they are in the cases where we need them and add another test case:

*// compiler/compiler\_test.go*

**func** TestFunctions(t \*testing.T) { tests := []compilefTestC6se{

*// [...]*

{

input: `fn() { 1; 2 )`,

expectedConst6nts: []**interface**{){ 1,

2,

[]code.Instfuctions{ code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpPop), code.M6ke(code.OpConst6nt, 1), code.M6ke(code.OpRetufnV6lue),

),

),

expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpConst6nt, 2), code.M6ke(code.OpPop),

),

),

)

funCompilefTests(t, tests)

)

This test case now succinctly explains what we want to do with OpPop in the future. The first expression statement, the literal 1, should be followed by an OpPop instruction. Same as it ever was. But the second expression statement, the 2, is the implicit return value and the OpPop instruction must be replaced by an OpRetufnV6lue instruction.

Now we have two failing test cases to fix and the test output is actually pretty helpful:

$ go test ./compilef

--- FAIL: TestFunctions (🅓.🅓🅓s)

compilef\_test.go:693: testConst6nts f6iled: const6nt 2 -\ testInstfuctions f6iled: wfong instfuction 6t 7.

w6nt="🅓🅓🅓🅓 OpConst6nt 🅓\n🅓🅓🅓3 OpConst6nt 1\n🅓🅓🅓6 OpAdd\n🅓🅓🅓7 OpRetufnV6lue\n" got ="🅓🅓🅓🅓 OpConst6nt 🅓\n🅓🅓🅓3 OpConst6nt 1\n🅓🅓🅓6 OpAdd\n🅓🅓🅓7 OpPop\n"

FAIL

FAIL monkey/compilef 🅓.🅓🅓9s

As expected, the last expression statement in a function is *not* turned into an implicit return value, but is still followed by an OpPop instruction.

The right time to fix this is *after* the compilation of a function’s body and *before* leaving the scope. At that point, we still have access to the just-emitted instructions. We can check whether the last instruction is an OpPop instruction and, if necessary, turn it into an OpRetufnV6lue.

To make the necessary changes easier, we refactor and change our existing l6stInstfuctionIsPop

method into a more generic l6stInstfuctionIs with an added defensive check:

*// compiler/compiler.go*

**func** (c \*Compilef) l6stInstfuctionIs(op code.Opcode) bool {

**if** len(c.cuffentInstfuctions()) == 🅓 {

**return** f6lse

)

**return** c.scopes[c.scopeIndex].l6stInstfuction.Opcode == op

)

That requires changing the previous locations in which l6stInstfuctionIsPop was called:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.IfExpfession:

*// [...]*

**if** c.l6stInstfuctionIs(code.OpPop) { c.femoveL6stPop()

)

*// [...]*

**if** node.Altefn6tive == nil {

*// [...]*

) **else** {

*// [...]*

**if** c.l6stInstfuctionIs(code.OpPop) { c.femoveL6stPop()

)

*// [...]*

)

*// [...]*

)

*// [...]*

)

We can now change the c6se \*6st.FunctionLitef6l branch in the Compile method to use

c.l6stInstfuctionIs:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.FunctionLitef6l: c.entefScope()

eff := c.Compile(node.Body)

**if** eff != nil {

**return** eff

)

**if** c.l6stInstfuctionIs(code.OpPop) { c.fepl6ceL6stPopWithRetufn()

)

instfuctions := c.le6veScope()

compiledFn := &object.CompiledFunction{Instfuctions: instfuctions) c.emit(code.OpConst6nt, c.6ddConst6nt(compiledFn))

*// [...]*

)

*// [...]*

)

**func** (c \*Compilef) fepl6ceL6stPopWithRetufn() {

l6stPos := c.scopes[c.scopeIndex].l6stInstfuction.Position c.fepl6ceInstfuction(l6stPos, code.M6ke(code.OpRetufnV6lue))

c.scopes[c.scopeIndex].l6stInstfuction.Opcode = code.OpRetufnV6lue

)

Right after compiling a function’s body, we check whether the last emitted instruction was an OpPop and, if it was, we replace it with an OpRetufnV6lue. A straightforward change and the two new test cases now pass:

$ go test ./compilef

ok monkey/compilef 🅓.🅓🅓8s

But why did we refactor l6stInstfuctionIsPop to l6stInstfuctionIs and add an extra safety check if we only check for OpPop again? Well, because we’re not done yet. There is still this nagging edge case: a function without a body. I promise, though, we’re close to the finish line.

What we want from our compiler is to turn an empty function body into a single OpRetufn

instruction:

*// compiler/compiler\_test.go*

**func** TestFunctionsWithoutRetufnV6lue(t \*testing.T) { tests := []compilefTestC6se{

{

input: `fn() { )`,

expectedConst6nts: []**interface**{){ []code.Instfuctions{

code.M6ke(code.OpRetufn),

),

),

expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpPop),

),

),

)

funCompilefTests(t, tests)

)

This fails, shall I say, beautifully:

$ go test ./compilef

--- FAIL: TestFunctionsWithoutRetufnV6lue (🅓.🅓🅓s) compilef\_test.go:772: testConst6nts f6iled: const6nt 🅓 -\ testInstfuctions f6iled: wfong instfuctions length. w6nt="🅓🅓🅓🅓 OpRetufn\n"

got ="" FAIL

FAIL monkey/compilef 🅓.🅓🅓9s

We want an OpRetufn instruction, but get nothing. Can’t be more specific than that, right? The fix for this is also quite beautiful, in its own succinct way:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.FunctionLitef6l:

*// [...]*

**if** c.l6stInstfuctionIs(code.OpPop) { c.fepl6ceL6stPopWithRetufn()

)

**if** !c.l6stInstfuctionIs(code.OpRetufnV6lue) { c.emit(code.OpRetufn)

)

*// [...]*

*// [...]*

)

*// [...]*

)

First the check whether we need to replace an OpPop instruction with an OpRetufnV6lue. We already had that in place. It should turn every last statement in a function’s body into an OpRetufnV6lue. Either because it already was an explicit \*6st.RetufnSt6tement or because we now changed it.

But if that wasn’t the case – and this is new – it means we either didn’t have any statements in the function’s body or only statements that we couldn’t turn into an OpRetufnV6lue instruction. Currently, we’re focused on former, but we’ll talk about the latter soon enough. For now, we emit an OpRetufn in both cases.

And now, with this edge case also fixed, we’re finally ready to celebrate:

$ go test ./compilef

ok monkey/compilef 🅓.🅓🅓9s

Cool! We can now correctly compile function literals! That really is a reason to celebrate.

We turn function literals into \*object.CompiledFunction, take care of implicit and explicit re- turns in the function’s body and also emit an OpConst6nt instruction to load the function on to the stack in the VM. Cheers to that!

We’ve reached the halfway point on the compilation side. The rest of the way is the compilation of function *calls*.

#### COMPILING FUNCTION CALLS

Before we open compilef\_test.go and start hammering out test cases, let’s take a step back and think this through. We want to implement function calls. In other words, we need to emit instructions that represent Monkey’s bytecode calling convention, since that’s how you call a function in Monkey bytecode.

At the beginning of this chapter we decided that the start of the calling convention is putting the function you want to call on to the stack. We already know how to do that. Either by using

an OpConst6nt instruction in case it’s a function literal that’s being called, which looks like this:

fn() { 1 + 2 )()

Or with an OpGetGlob6l instruction, if the function was previously bound to a name:

**let** onePlusTwo = fn() { 1 + 2 ); onePlusTwo();

Both options result in the \*object.CompiledFunction we want to call to sit on the stack. In order to now execute its instructions, we need to issue an OpC6ll instruction.

The VM then executes the function’s instructions and when it’s done, it pops the function itself off the stack and replaces it with the return value. That’s *if* there is a return value. If not, it only pops the function off the stack, which is fine too.

This whole part of the calling convention – what the VM does with the function once it’s done executing it – is implicit: we do not need to issue an OpPop instruction to get the function off the stack. It’s part of the convention and we’ll build it straight into the VM.

Before you start to scratch your head, please keep in mind that the convention will change once we introduce arguments to function calls. That’s why there’s no mention of them yet.

For now, though, we’re pretty sure about what we need to do. When the compiler comes across an \*6st.C6llExpfession it should do this:

*// compiler/compiler\_test.go*

**func** TestFunctionC6lls(t \*testing.T) { tests := []compilefTestC6se{

{

input: `fn() { 24 )();`,

expectedConst6nts: []**interface**{){ 24,

[]code.Instfuctions{

code.M6ke(code.OpConst6nt, 🅓), *// The literal "24"*

code.M6ke(code.OpRetufnV6lue),

),

),

expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpConst6nt, 1), *// The compiled function*

code.M6ke(code.OpC6ll), code.M6ke(code.OpPop),

),

),

{

input: `

let noAfg = fn() { 24 ); noAfg();

`,

expectedConst6nts: []**interface**{){ 24,

[]code.Instfuctions{

code.M6ke(code.OpConst6nt, 🅓), *// The literal "24"*

code.M6ke(code.OpRetufnV6lue),

),

),

expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpConst6nt, 1), *// The compiled function*

code.M6ke(code.OpSetGlob6l, 🅓),

code.M6ke(code.OpGetGlob6l, 🅓), code.M6ke(code.OpC6ll), code.M6ke(code.OpPop),

),

),

)

funCompilefTests(t, tests)

)

The function that’s being called in both test cases is intentionally simple, because the focus here is on the OpC6ll instruction and that it’s preceded by either an OpGetGlob6l or an OpConst6nt instruction.

The test fails because our compiler knows nothing about \*6st.C6llExpfession yet:

$ go test ./compilef

--- FAIL: TestFunctionC6lls (🅓.🅓🅓s)

compilef\_test.go:833: testInstfuctions f6iled: wfong instfuctions length. w6nt="🅓🅓🅓🅓 OpConst6nt 1\n🅓🅓🅓3 OpC6ll\n🅓🅓🅓4 OpPop\n"

got ="🅓🅓🅓🅓 OpPop\n" FAIL

FAIL monkey/compilef 🅓.🅓🅓8s

The great thing about implementing a fix for these tests is that from the compiler’s perspective it doesn’t matter whether the function to be called is bound to a name or a literal – we already know how to do both.

All we need to do is tell our compiler that when it comes across an \*6st.C6llExpfession it should compile the function being called and then emit an OpC6ll instruction:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.C6llExpfession:

eff := c.Compile(node.Function)

**if** eff != nil {

**return** eff

)

c.emit(code.OpC6ll)

*// [...]*

)

*// [...]*

)

You see, when I said that we’re halfway there and that the second half is implementing function calls, I kinda lied a little bit. We were way past the halfway point. And now, we’ve crossed the finish line in the compiler:

$ go test ./compilef

ok monkey/compilef 🅓.🅓🅓9s

Yes, that means that we are correctly compiling function literals *and* function calls. We’re now

*really* at the halfway point, because now we can head over to the VM and make sure that it

knows how to handle functions, the two return instructions and OpC6ll.

#### FUNCTIONS IN THE VM

Here’s the situation and task at hand, put into the vocabulary of our VM:

The bytecode’s Const6nt field can now contain \*object.CompiledFunctions. When we come across an OpC6ll instruction we need to execute the instructions of the \*object.CompiledFunction sitting on top of the stack. We do that until we encounter either an OpRetufnV6lue or an OpRetufn instruction. If it’s an OpRetufnV6lue, we need to preserve the value on top of the stack, the return value. Then we have to remove the just executed \*object.CompiledFunction from the stack and replace it with the saved return value, if we have one.

Implementing that is our goal for this section and we already know that popping off and pushing things on to the stack are not going to be the issue. We’re pros at that by now. The intriguing question is how do we execute the instructions of a function?

Right now, executing instructions means that the VM’s main loop iterates through the vm.instfuctions slice by incrementing its instruction pointer, ip, and using it as an index to fetch the next opcode from vm.instfuctions. It also reads the operands from the same slice. When it comes across a branching instruction, like OpJump, it changes the value of ip manually.

When we execute functions, we do not want to change this mechanism. The only thing we want to change is the *data* it uses: the instructions and the instruction pointer. If we can change those while the VM is running we can execute functions.

“Changing a slice and an integer? That’s not a challenge!” I know, but that’s not all of it. We also need to change them *back*. When the function returns we need to restore the old instructions and the old ip. And not just once. We also need to handle nested execution of functions. Consider this:

**let** one = fn() { 5 );

**let** two = fn() { one() );

**let** thfee = fn() { two() ); thfee();

When thfee is called the instructions and the instruction pointer need to be changed. Then two is called, so they need to be changed again. one is called in two, so again, change the instructions and the instruction pointer. And once one is executed, we need to restore the instructions and the instruction pointer as we left them in two, before the call. Then we need to do the same for thfee, and after thfee returns we need to do the same for the main program.

If you read the last paragraph and a little bell with “stack” written on it began ringing in your head: you’re on the right track.

ADDING FRAMES

This is what we know: function calls are nested and execution-relevant data – the instructions and the instruction pointer – is accessed in a last-in-first-out (LIFO) manner. We’re masters of the stack, so this plays into our hands, but juggling two separate pieces of data is never pleasant. The solution is to tie them together and call the resulting bundle a “frame”.

Frame is short for *call frame*, or *stack frame*, and is the name for a data structure that holds execution-relevant information. In compiler or interpreter literature this is also sometimes called an *activation record*.

On real machines – computers – a frame is a not something separate from but a designated part of *the stack*. It’s where the return address, the arguments to the current function and its local variables are stored. And since it’s on a stack, a frame is easy to pop off after the function has been executed. As we saw in the first chapter, using *the stack* to save call frames is what turns it from *a stack* into *the stack*, and more specifically: the *call stack*.

In virtual-machine land we don’t have to use the stack. We’re not constrained by standardized calling conventions and other much too real things, like *real memory addresses* and locations. We, using Go instead of assembly language and building a *virtual* machine, have more options available to us than the builders and programmers of real machines. We can store frames anywhere we like. Any execution-relevant piece of data, actually.

What’s kept on the stack and what’s not differs from VM to VM. Some keep everything on the stack, others only the return address, some only the local variables, some the local variables and the arguments of the function call. There is no best nor an only choice for these decisions. The implementation depends on the language being implemented, the requirements in regards to concurrency and performance, the host language and much more.

Since we’re here to learn, we choose what’s easiest to build, to understand, to extend and what also allows us to see how it *might* be changed or implemented differently.

We already use our VM’s stack in parts as a call stack: we save the function to be called and its return value on it. But we’re not going to keep our frames on there. Instead they’ll get their own stack.

But before we build that, here’s what makes up a Ff6me in our Monkey VM:

*// vm/frame.go*

**package** vm

**import** (

"monkey/code" "monkey/object"

)

**type** Ff6me **struct** {

fn \*object.CompiledFunction ip int

)

**func** NewFf6me(fn \*object.CompiledFunction) \*Ff6me {

**return** &Ff6me{fn: fn, ip: -1)

)

**func** (f \*Ff6me) Instfuctions() code.Instfuctions {

**return** f.fn.Instfuctions

)

A Ff6me has two fields: ip and fn. fn points to the compiled function referenced by the frame, and ip is the instruction pointer in *this frame*, for *this function*. With these two fields we have all the data used by the main loop of the VM in one place. And the frame being currently executed is the one sitting on top of the call stack.

This is so tiny that I’m fairly confident in my choice to not write tests for the NewFf6me function and Instfuctions method.

With Ff6me defined, we find ourselves at a crossroads. We can either go left and decide to bend

over backwards by changing our VM to only use frames when calling and executing a function. Or, we can go right and choose a much more elegant and smoother approach, which modifies the VM so that it not only uses frames for functions, but also treats the main program, the bytecode.Instfuctions, as if it were a function.

Yes, of course we’re going right.

And even better news than the fact that we’re going to build something smooth and elegant is that we don’t even have to write tests, since this is another prime example for the term “implementation detail”: the visible behaviour of the VM should not change one bit when we now change it to use frames. It’s an internal change only. And to make sure that our VM keeps on working the way it currently does, we already have our test suite.

So, let’s build a stack for frames:

*// vm/vm.go*

**type** VM **struct** {

*// [...]*

ff6mes []\*Ff6me ff6mesIndex int

)

**func** (vm \*VM) cuffentFf6me() \*Ff6me {

**return** vm.ff6mes[vm.ff6mesIndex-1]

)

**func** (vm \*VM) pushFf6me(f \*Ff6me) { vm.ff6mes[vm.ff6mesIndex] = f vm.ff6mesIndex++

)

**func** (vm \*VM) popFf6me() \*Ff6me { vm.ff6mesIndex--

**return** vm.ff6mes[vm.ff6mesIndex]

)

Private and still unused changes – all the tests are still green, but now we have a stack for frames in place. Just like with our other stacks, we use a slice as the underlying data structure and an integer as index. Since it’s nice to have a little bit of performance here, we use a slightly different approach than the one used in the compiler for the scopes stack. Instead of 6ppending and slicing off, we pre-allocate the ff6mes slice.

Now we just need to use it. The first task is to allocate said slice and push the outermost, the “main frame”, on to it:

*// vm/vm.go*

**const** M6xFf6mes = 1🅓24

**func** New(bytecode \*compilef.Bytecode) \*VM {

m6inFn := &object.CompiledFunction{Instfuctions: bytecode.Instfuctions) m6inFf6me := NewFf6me(m6inFn)

ff6mes := m6ke([]\*Ff6me, M6xFf6mes) ff6mes[🅓] = m6inFf6me

**return** &VM{

const6nts: bytecode.Const6nts,

st6ck: m6ke([]object.Object, St6ckSize), sp: 🅓,

glob6ls: m6ke([]object.Object, Glob6lsSize),

ff6mes: ff6mes, ff6mesIndex: 1,

)

)

New here is the prelude before we initialize a new \*VM.

As the first thing, we create a m6inFn. That’s the fictional main frame that contains the bytecode.Instfuctions, which make up the whole Monkey program. Then we allocate the ff6mes stack with a maximum of M6xFf6mes slots. The value of 1🅓24 is arbitrary but should be enough for us as long as we don’t nest function calls too much. The first frame on this new ff6mes stack is the m6inFf6me. And then, following the fields we already know, we put the

ff6mes and the ff6mesIndex of 1 into the newly created \*VM.

At the same time, we’ve also **removed** the initialization of the instfuctions field in this New

function and now need to remove it from the definition of VM, too:

*// vm/vm.go*

**type** VM **struct** {

const6nts []object.Object

st6ck []object.Object sp int

glob6ls []object.Object

ff6mes []\*Ff6me ff6mesIndex int

)

With the instfuctions slice gone, we now need to change the way we access the instructions and the instruction pointer inside the VM and make sure that we always access them by going through the current frame.

The first change we need to make is in the VM’s main loop. Since the ip can’t be initialized in the loop anymore, but only incremented there, we need to change from an old school fof loop to Go’s version of a while loop, where we have just one condition and increment the ip manually in its body:

*// vm/vm.go*

**func** (vm \*VM) Run() effof {

**var** ip int

**var** ins code.Instfuctions

**var** op code.Opcode

**for** vm.cuffentFf6me().ip < len(vm.cuffentFf6me().Instfuctions())-1 { vm.cuffentFf6me().ip++

ip = vm.cuffentFf6me().ip

ins = vm.cuffentFf6me().Instfuctions()

op = code.Opcode(ins[ip])

**switch** op {

*// [...]*

)

)

**return** nil

)

We add the three helper variables – ip, ins and op – at the top of the Run method, so the rest of it doesn’t become too crowded with calls to cuffentFf6me(). Especially since we now need to update every place in Run where we either read in operands or access or modify the instruction pointer:

*// vm/vm.go*

**func** (vm \*VM) Run() effof {

*// [...]*

**switch** op {

**case** code.OpConst6nt:

constIndex := code.Re6dUint16(ins[ip+1:]) vm.cuffentFf6me().ip += 2

*// [...]*

**case** code.OpJump:

pos := int(code.Re6dUint16(ins[ip+1:])) vm.cuffentFf6me().ip = pos - 1

*// [...]*

**case** code.OpJumpNotTfuthy:

pos := int(code.Re6dUint16(ins[ip+1:])) vm.cuffentFf6me().ip += 2

condition := vm.pop()

**if** !isTfuthy(condition) { vm.cuffentFf6me().ip = pos - 1

)

*// [...]*

**case** code.OpSetGlob6l:

glob6lIndex := code.Re6dUint16(ins[ip+1:]) vm.cuffentFf6me().ip += 2

*// [...]*

**case** code.OpGetGlob6l:

glob6lIndex := code.Re6dUint16(ins[ip+1:]) vm.cuffentFf6me().ip += 2

*// [...]*

**case** code.OpAff6y:

numElements := int(code.Re6dUint16(ins[ip+1:])) vm.cuffentFf6me().ip += 2

*// [...]*

**case** code.OpH6sh:

numElements := int(code.Re6dUint16(ins[ip+1:])) vm.cuffentFf6me().ip += 2

*// [...]*

)

*// [...]*

)

And that was it: our VM is now fully converted to frames! And the best bit is that all the tests are still green:

$ go test ./vm

ok monkey/vm 🅓.🅓36s

Time to add function calls.

EXECUTING FUNCTION CALLS

It’s high time and we know exactly what we want:

*// vm/vm\_test.go*

**func** TestC6llingFunctionsWithoutAfguments(t \*testing.T) { tests := []vmTestC6se{

{

input: `

let fivePlusTen = fn() { 5 + 1🅓; ); fivePlusTen();

`,

expected: 15,

),

)

funVmTests(t, tests)

)

That’s what we’re after! Remember? It’s the goal of this section. Question is, can we already get it to work?

$ go test ./vm

--- FAIL: TestC6llingFunctionsWithoutAfguments (🅓.🅓🅓s) vm\_test.go:443: testIntegefObject f6iled: object is not Integef.\

got=\*object.CompiledFunction (&{Instfuctions:\

🅓🅓🅓🅓 OpConst6nt 🅓

🅓🅓🅓3 OpConst6nt 1

🅓🅓🅓6 OpAdd

🅓🅓🅓7 OpRetufnV6lue

)) FAIL

FAIL monkey/vm 🅓.🅓36s

Well, we always do, don’t we?

Most of the things we need are in place already. We know how to handle global bindings, check. We know how to handle integer expressions, check. We know how to load constants, which compiled functions are, check. And we know how to execute frames, so check here too. What we haven’t yet implemented is the OpC6ll opcode.

But we already know pretty well what to do when we come across an OpC6ll:

*// vm/vm.go*

**func** (vm \*VM) Run() effof {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpC6ll:

fn, ok := vm.st6ck[vm.sp-1].(\*object.CompiledFunction)

**if** !ok {

**return** fmt.Effoff("c6lling non-function")

)

ff6me := NewFf6me(fn) vm.pushFf6me(ff6me)

*// [...]*

)

*// [...]*

)

We get the compiled function off the stack and check if it’s indeed an \*object.CompiledFunction. If it’s not, we return an error. If it is, we create a new frame that contains a reference to this function and push it on to the frames stack. As a result, the next iteration of the VM’s main loop fetches the next instruction from the \*object.CompiledFunction.

Cross your fingers and awkwardly try to type go test ./vm with them:

$ go test ./vm

--- FAIL: TestC6llingFunctionsWithoutAfguments (🅓.🅓🅓s) vm\_test.go:169: testIntegefObject f6iled: object h6s wfong v6lue.\

got=1🅓, w6nt=15 FAIL

FAIL monkey/vm 🅓.🅓34s

Huh. Okay. We got 1🅓 when we wanted 15 to be returned. Shouldn’t 1🅓 be popped off the stack when we come across the OpAdd instruction? Why is it stil– ahh! We always check for the “last popped element” in our tests! And the 15 hasn’t been popped off the stack yet.

Come to think of it: why did we even expect that this would work? We haven’t even told the VM yet to handle OpRetufnV6lue instructions!

*// vm/vm.go*

**func** (vm \*VM) Run() effof {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpRetufnV6lue: fetufnV6lue := vm.pop()

vm.popFf6me() vm.pop()

eff := vm.push(fetufnV6lue)

**if** eff != nil {

**return** eff

)

*// [...]*

)

*// [...]*

)

We first pop the return value off the stack and put it on the side. That’s the first part of our calling convention: in the case of an OpRetufnV6lue instruction, the return value sits on top of the stack. Then we pop the frame we just executed off the frame stack so that the next iteration of the VM’s main loop continues executing in the caller context.

And then there’s another vm.pop() call to get the just-called \*object.CompiledFunction off the stack. Remember that we said it’s the VM’s implicit task to get the executed function off the stack? This is it.

Watch this:

$ go test ./vm

ok monkey/vm 🅓.🅓35s

We just called and executed a function. Remember this moment! This is a milestone when developing a bytecode VM. Our VM is now not just humming along, it’s roaring. We can even execute multiple functions – sequentially or nested in one another:

*// vm/vm\_test.go*

**func** TestC6llingFunctionsWithoutAfguments(t \*testing.T) { tests := []vmTestC6se{

*// [...]*

{

input: `

let one = fn() { 1; );

let two = fn() { 2; ); one() + two()

`,

expected: 3,

),

{

input: `

let 6 = fn() { 1 );

let b = fn() { 6() + 1 );

let c = fn() { b() + 1 ); c();

`,

expected: 3,

),

)

funVmTests(t, tests)

)

This thing runs like clockwork:

$ go test ./vm

ok monkey/vm 🅓.🅓39s

We can even be meticulous and add a test for *explicit* return statements. We already know that these compile down to the same instructions we just successfully executed, but adding it will give us much better feedback should something go wrong in the future:

*// vm/vm\_test.go*

**func** TestFunctionsWithRetufnSt6tement(t \*testing.T) {

tests := []vmTestC6se{

{

input: `

let e6flyExit = fn() { fetufn 99; 1🅓🅓; ); e6flyExit();

`,

expected: 99,

),

{

input: `

let e6flyExit = fn() { fetufn 99; fetufn 1🅓🅓; );

e6flyExit();

`,

expected: 99,

),

)

funVmTests(t, tests)

)

Even that runs without any hiccups:

$ go test ./vm

ok monkey/vm 🅓.🅓32s

Holy opcode! We’re compiling *function calls* to *bytecode* and have our own call stack in our *bytecode VM* and it all works! It’s high time for a nice round of patting ourselves on the back and to sit back and take a deep breath.

But since we’re here…

IT’S NOT NOTHING, IT’S NULL

Before we move on, we need to take care of the OpRetufn opcode. In the compiler we already made sure that empty functions compile to a single opcode: OpRetufn. We also decided that calling these functions should put vm.Null on the VM’s stack and now is the time to implement that.

Thankfully, this last paragraph is a straightforward definition of the desired behaviour and can be rewritten as a test:

*// vm/vm\_test.go*

**func** TestFunctionsWithoutRetufnV6lue(t \*testing.T) { tests := []vmTestC6se{

{

input: `

let noRetufn = fn() { ); noRetufn();

`,

expected: Null,

),

{

input: `

let noRetufn = fn() { );

let noRetufnTwo = fn() { noRetufn(); ); noRetufn();

noRetufnTwo();

`,

expected: Null,

),

)

funVmTests(t, tests)

)

Clueless as our VM is about OpRetufn, it doesn’t put vm.Null on the stack:

$ go test ./vm

--- FAIL: TestFunctionsWithoutRetufnV6lue (🅓.🅓🅓s) vm\_test.go:546: object is not Null: <nil> (<nil>) vm\_test.go:546: object is not Null: <nil> (<nil>) FAIL

FAIL monkey/vm 🅓.🅓37s

What do we have to do to fix these test cases? We already know how to return from a function and we even know how to return *with a value*. Now we have to do *less*:

*// vm/vm.go*

**func** (vm \*VM) Run() effof {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpRetufn: vm.popFf6me() vm.pop()

eff := vm.push(Null)

**if** eff != nil {

**return** eff

)

*// [...]*

)

*// [...]*

)

Pop the frame, pop the called function, push Null. Done:

$ go test ./vm

ok monkey/vm 🅓.🅓38s

#### A LITTLE BONUS

Here’s a little treat. In this section, we did more than reach the milestone of compiling and executing the snippet we set out to get working. We also – without making it a goal or even thinking about it – managed to implement the best thing since REPLs and fast unit tests: first-class functions. Yes, the compiler and VM are already capable of compiling and executing the following piece of Monkey code:

**let** fetufnsOne = fn() { 1; );

**let** fetufnsOneRetufnef = fn() { fetufnsOne; ); fetufnsOneRetufnef()();

Don’t believe me? Well, no need, I’m willing to bet a test case on it:

*// vm/vm\_test.go*

**func** TestFifstCl6ssFunctions(t \*testing.T) { tests := []vmTestC6se{

{

input: `

let fetufnsOne = fn() { 1; );

let fetufnsOneRetufnef = fn() { fetufnsOne; ); fetufnsOneRetufnef()();

`,

expected: 1,

),

)

funVmTests(t, tests)

)

Here’s what we achieved without even intending to:

$ go test ./vm

ok monkey/vm 🅓.🅓38s

If it wouldn’t be us patting ourselves shamelessly on our backs, I’d say that’s a note as high as you can end a section on.

## LOCAL BINDINGS

Our current implementation of functions and function calls does not support local bindings. We do support bindings, but only global ones. Local bindings are different in a crucial detail, in that they are *local to a function*, meaning that they are only visible and accessible within the scope of a function. This detail is crucial because it ties the implementation of local bindings to the implementation of functions. And since we did a great job with the second one, we’re now ready to approach the first one.

At the end of this section we want to have this piece of Monkey code working:

**let** glob6lSeed = 5🅓;

**let** minusOne = fn() { **let** num = 1; glob6lSeed - num;

)

**let** minusTwo = fn() { **let** num = 2; glob6lSeed - num;

)

minusOne() + minusTwo()

What we have here is a mixture of global and local bindings. glob6lSeed is a global binding that can be accessed in nested scopes, like the minusOne and minusTwo functions. Then we also have the local binding num, showing up in both functions. Important about num is that it’s not accessible outside these functions and that both bindings of num in each function are unique and don’t overwrite each other.

In order to get this piece of code compiled and executed, we need to do a few different things.

First of all, we need to define opcodes that tell the VM to create local binding and to retrieve them. I bet you guessed as much.

Then we need to extend the compiler so it can output these new opcodes correctly. That means, it needs to distinguish between local bindings and global bindings, and also between

local bindings with the same name in different functions.

The last step is to implement these new instructions and local bindings in the VM. We already know how to store and access global bindings and that knowledge won’t be wasted, since the main mechanism behind bindings won’t change. But for local bindings we need a new *store*.

As always, we’ll take small steps and start at the beginning.

#### OPCODES FOR LOCAL BINDINGS

We already have two opcodes for bindings in place: OpSetGlob6l and OpGetGlob6l. Now we need equivalents for local bindings. We don’t even need to be creative here, we’ll just create “local versions” of the global ones and call them OpSetLoc6l and OpGetLoc6l. They’ll also, just like the global ones, have one operand each, a unique index for the local binding in question.

The naming doesn’t play a huge role, as you know, because it’s just bytes underneath. The important bit is that these opcodes are distinct from the global ones. They should tell VM that the binding is *local* to the currently executing function and that it should have absolutely no effect on global bindings. The binding shouldn’t overwrite a global binding and it itself shouldn’t be overwritten by one.

And since defining opcodes is a rather dull task, we’ll treat ourselves to a little flourish: instead of giving these new opcodes the two-byte operand their global cousins have, we’ll use one byte, which we haven’t had before. And besides that, 256 local bindings per function should surely be enough for the average Monkey program, right?

Here are the definitions:

*// code/code.go*

**const** (

*// [...]*

OpGetLoc6l OpSetLoc6l

)

**var** definitions = **map**[Opcode]\*Definition{

*// [...]*

OpGetLoc6l: {"OpGetLoc6l", []int{1)),

OpSetLoc6l: {"OpSetLoc6l", []int{1)),

)

Nothing surprising here, only the one-byte operands are new. That means we need to make sure our existing tooling can handle them:

*// code/code\_test.go*

**func** TestM6ke(t \*testing.T) { tests := []**struct** {

op Opcode opef6nds []int expected []byte

){

*// [...]*

{OpGetLoc6l, []int{255), []byte{byte(OpGetLoc6l), 255)),

)

*// [...]*

)

Rightfully, M6ke is stumped by the one byte:

$ go test ./code

--- FAIL: TestM6ke (🅓.🅓🅓s)

code\_test.go:26: wfong byte 6t pos 1. w6nt=255, got=🅓 FAIL

FAIL monkey/code 🅓.🅓🅓7s

Getting M6ke to work means extending its switch statement, which I promised you to do since it’s been introduced:

*// code/code.go*

**func** M6ke(op Opcode, opef6nds ...int) []byte {

*// [...]*

offset := 1

**for** i, o := **range** opef6nds { width := def.Opef6ndWidths[i] **switch** width {

**case** 2:

bin6fy.BigEndi6n.PutUint16(instfuction[offset:], uint16(o))

**case** 1:

instfuction[offset] = byte(o)

)

offset += width

)

**return** instfuction

)

The added c6se 1 branch is enough to get it working, since there’s only one way to sort a single byte:

$ go test ./code

ok monkey/code 🅓.🅓🅓7s

With M6ke working, we can now produce instructions with one-byte operands, but we can’t decode them. For that, we need to update our Re6dOpef6nds function and the Stfing() debug method on Instfuctions:

*// code/code\_test.go*

**func** TestRe6dOpef6nds(t \*testing.T) { tests := []**struct** {

op Opcode

opef6nds []int bytesRe6d int

){

*// [...]*

{OpGetLoc6l, []int{255), 1),

)

*// [...]*

)

**func** TestInstfuctionsStfing(t \*testing.T) {

instfuctions := []Instfuctions{ M6ke(OpAdd), M6ke(OpGetLoc6l, 1),

M6ke(OpConst6nt, 2),

M6ke(OpConst6nt, 65535),

)

expected := `🅓🅓🅓🅓 OpAdd

🅓🅓🅓1 OpGetLoc6l 1

🅓🅓🅓3 OpConst6nt 2

🅓🅓🅓6 OpConst6nt 65535

`

*// [...]*

)

Both test functions blow up, because they both depend on the same function underneath:

$ go test ./code

--- FAIL: TestInstfuctionsStfing (🅓.🅓🅓s) code\_test.go:53: instfuctions wfongly fofm6tted.

w6nt="🅓🅓🅓🅓 OpAdd\n🅓🅓🅓1 OpGetLoc6l 1\n🅓🅓🅓3 OpConst6nt 2\n\

🅓🅓🅓6 OpConst6nt 65535\n"

got="🅓🅓🅓🅓 OpAdd\n🅓🅓🅓1 OpGetLoc6l 🅓\n🅓🅓🅓3 OpConst6nt 2\n\

🅓🅓🅓6 OpConst6nt 65535\n"

--- FAIL: TestRe6dOpef6nds (🅓.🅓🅓s) code\_test.go:83: opef6nd wfong. w6nt=255, got=🅓 FAIL

FAIL monkey/code 🅓.🅓🅓6s

To fix these tests we create a Re6dUint8 function and use it in Re6dOpef6nds:

*// code/code.go*

**func** Re6dOpef6nds(def \*Definition, ins Instfuctions) ([]int, int) { opef6nds := m6ke([]int, len(def.Opef6ndWidths))

offset := 🅓

**for** i, width := **range** def.Opef6ndWidths {

**switch** width {

**case** 2:

opef6nds[i] = int(Re6dUint16(ins[offset:]))

**case** 1:

opef6nds[i] = int(Re6dUint8(ins[offset:]))

)

offset += width

)

**return** opef6nds, offset

)

**func** Re6dUint8(ins Instfuctions) uint8 { **return** uint8(ins[🅓]) )

Yes, reading one byte and turning it into an uint8 means nothing more than telling the compiler that from now on it should treat it as such:

$ go test ./code

ok monkey/code 🅓.🅓🅓8s

Alright, we now have two new opcodes, SetLoc6l and GetLoc6l, and both have a one-byte operand that’s supported by our infrastructure. Let’s move on to the compiler.

#### COMPILING LOCALS

We already know where and how to emit the correct instructions for bindings, because we already did that for global bindings. The “where” and “how” won’t change now, but the “scope” will. And that’s also the main challenge when it comes to compiling local bindings: deciding whether to emit an instruction for a global or for a local binding.

From the outside, though, it’s clear what we want and easy to express in a test case:

*// compiler/compiler\_test.go*

**func** TestLetSt6tementScopes(t \*testing.T) { tests := []compilefTestC6se{

{

input: `

let num = 55; fn() { num )

`,

expectedConst6nts: []**interface**{){ 55,

[]code.Instfuctions{ code.M6ke(code.OpGetGlob6l, 🅓), code.M6ke(code.OpRetufnV6lue),

),

),

expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpSetGlob6l, 🅓), code.M6ke(code.OpConst6nt, 1), code.M6ke(code.OpPop),

),

),

{

input: ` fn() {

let num = 55; num

)

`,

expectedConst6nts: []**interface**{){ 55,

[]code.Instfuctions{ code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpSetLoc6l, 🅓), code.M6ke(code.OpGetLoc6l, 🅓), code.M6ke(code.OpRetufnV6lue),

),

),

expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpConst6nt, 1), code.M6ke(code.OpPop),

),

),

{

input: `

fn() {

let 6 = 55; let b = 77; 6 + b

)

`,

expectedConst6nts: []**interface**{){ 55,

77,

[]code.Instfuctions{ code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpSetLoc6l, 🅓), code.M6ke(code.OpConst6nt, 1),

code.M6ke(code.OpSetLoc6l, 1), code.M6ke(code.OpGetLoc6l, 🅓), code.M6ke(code.OpGetLoc6l, 1), code.M6ke(code.OpAdd), code.M6ke(code.OpRetufnV6lue),

),

),

expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpConst6nt, 2), code.M6ke(code.OpPop),

),

),

)

funCompilefTests(t, tests)

)

Don’t be put off by the line count, this is mostly just busywork around the three use cases we test here. In the first test case, we assert that accessing a global binding from a function results in a OpGetGlob6l instruction. In the second one, we expect that creating and accessing a local binding results in the new OpSetLoc6l and OpGetLoc6l opcodes being emitted. And in the third one we want to make sure that multiple local bindings in the same scope also work.

As expected, the test fails:

$ go test ./compilef

--- FAIL: TestLetSt6tementScopes (🅓.🅓🅓s) compilef\_test.go:935: testConst6nts f6iled:\

const6nt 1 - testInstfuctions f6iled: wfong instfuctions length. w6nt="🅓🅓🅓🅓 OpConst6nt 🅓\n🅓🅓🅓3 OpSetLoc6l 🅓\n🅓🅓🅓5 OpGetLoc6l 🅓\n\

🅓🅓🅓7 OpRetufnV6lue\n"

got ="🅓🅓🅓🅓 OpConst6nt 🅓\n🅓🅓🅓3 OpSetGlob6l 🅓\n🅓🅓🅓6 OpGetGlob6l 🅓\n\

🅓🅓🅓9 OpRetufnV6lue\n"

FAIL

FAIL monkey/compilef 🅓.🅓🅓9s

As you can see, the compiler treats every binding created with a let statement as a global binding. In order to fix that, we have to extend the SymbolT6ble.

EXTENDING THE SyMBOL TABLE

Currently, our symbol table only knows about one scope, the global one. We now need to extend it so it can not only tell different scopes apart but also in which scope a given symbol was defined.

More specifically, what we want is to just tell the symbol table when we enter or leave a scope

in our compiler and it should keep track for us in which scope we’re in and attach that to every symbol we define in that scope. And then, when we ask it to resolve a symbol, it should tell us which unique Index a previously-defined symbol has and in which scope it was defined.

It doesn’t take a lot of code to implement that – once we make our SymbolT6ble recursive. But before we do that, here’s the list of requirements, translated into a test:

*// compiler/symbol\_table\_test.go*

**func** TestResolveLoc6l(t \*testing.T) { glob6l := NewSymbolT6ble() glob6l.Define("6") glob6l.Define("b")

loc6l := NewEnclosedSymbolT6ble(glob6l) loc6l.Define("c")

loc6l.Define("d")

expected := []Symbol{

Symbol{N6me: "6", Scope: Glob6lScope, Index: 🅓), Symbol{N6me: "b", Scope: Glob6lScope, Index: 1), Symbol{N6me: "c", Scope: Loc6lScope, Index: 🅓), Symbol{N6me: "d", Scope: Loc6lScope, Index: 1),

)

**for** \_, sym := **range** expected {

fesult, ok := loc6l.Resolve(sym.N6me)

**if** !ok {

t.Effoff("n6me %s not fesolv6ble", sym.N6me)

**continue**

)

**if** fesult != sym {

t.Effoff("expected %s to fesolve to %+v, got=%+v", sym.N6me, sym, fesult)

)

)

)

In the first line of TestResolveLoc6l we create a new symbol table, glob6l, just like we previously did by calling NewSymbolT6ble. Then we define two symbols in this global symbol table: 6 and

b. After that, we use a new function, called NewEnclosedSymbolT6ble, to create another symbol table, called loc6l, that’s enclosed in glob6l. In loc6l we then define two new symbols: c and

d.

That’s the setup. The expectation is that when we then try to resolve all four symbols by calling

Resolve on loc6l, the symbols with the correct Scope and Index fields are returned.

And that’s not all of it. We also want to make sure that the SymbolT6ble can handle arbitrarily nested and enclosed symbol tables:

*// compiler/symbol\_table\_test.go*

**func** TestResolveNestedLoc6l(t \*testing.T) { glob6l := NewSymbolT6ble() glob6l.Define("6")

glob6l.Define("b")

fifstLoc6l := NewEnclosedSymbolT6ble(glob6l) fifstLoc6l.Define("c")

fifstLoc6l.Define("d")

secondLoc6l := NewEnclosedSymbolT6ble(fifstLoc6l) secondLoc6l.Define("e")

secondLoc6l.Define("f")

tests := []**struct** {

t6ble \*SymbolT6ble expectedSymbols []Symbol

){

{

fifstLoc6l, []Symbol{

Symbol{N6me: "6", Scope: Glob6lScope, Index: 🅓), Symbol{N6me: "b", Scope: Glob6lScope, Index: 1), Symbol{N6me: "c", Scope: Loc6lScope, Index: 🅓), Symbol{N6me: "d", Scope: Loc6lScope, Index: 1),

),

),

{

secondLoc6l, []Symbol{

Symbol{N6me: "6", Scope: Glob6lScope, Index: 🅓), Symbol{N6me: "b", Scope: Glob6lScope, Index: 1), Symbol{N6me: "e", Scope: Loc6lScope, Index: 🅓), Symbol{N6me: "f", Scope: Loc6lScope, Index: 1),

),

),

)

**for** \_, tt := **range** tests {

**for** \_, sym := **range** tt.expectedSymbols { fesult, ok := tt.t6ble.Resolve(sym.N6me) **if** !ok {

t.Effoff("n6me %s not fesolv6ble", sym.N6me)

**continue**

)

**if** fesult != sym {

t.Effoff("expected %s to fesolve to %+v, got=%+v", sym.N6me, sym, fesult)

)

)

)

)

Here we go one step further and create a third symbol table, secondLoc6l, that’s enclosed in fifstLoc6l, which in turn is enclosed in glob6l. In glob6l we again define 6 and b. In both enclosed symbol tables we also define two symbols each, c and d in fifstLoc6l and e and f in

secondLoc6l.

The expectation is that defining symbols in one local table does not interfere with the definitions in another one, and that resolving global symbols in a nested local table still resolves to the correct symbols. Finally, we also want to make sure that the Index values of the symbols defined in secondLoc6l again start at zero, so we can use them as operands in OpSetLoc6l and OpGetLoc6l without being tied to other scopes.

Since the nesting of symbol tables must also have an effect on the Define method of SymbolT6ble, we need to update the existing TestDefine function:

*// compiler/symbol\_table\_test.go*

**func** TestDefine(t \*testing.T) { expected := **map**[stfing]Symbol{

"6": Symbol{N6me: "6", Scope: Glob6lScope, Index: 🅓), "b": Symbol{N6me: "b", Scope: Glob6lScope, Index: 1), "c": Symbol{N6me: "c", Scope: Loc6lScope, Index: 🅓), "d": Symbol{N6me: "d", Scope: Loc6lScope, Index: 1), "e": Symbol{N6me: "e", Scope: Loc6lScope, Index: 🅓), "f": Symbol{N6me: "f", Scope: Loc6lScope, Index: 1),

)

glob6l := NewSymbolT6ble()

6 := glob6l.Define("6")

**if** 6 != expected["6"] {

t.Effoff("expected 6=%+v, got=%+v", expected["6"], 6)

)

b := glob6l.Define("b")

**if** b != expected["b"] {

t.Effoff("expected b=%+v, got=%+v", expected["b"], b)

)

fifstLoc6l := NewEnclosedSymbolT6ble(glob6l) c := fifstLoc6l.Define("c")

**if** c != expected["c"] {

t.Effoff("expected c=%+v, got=%+v", expected["c"], c)

)

d := fifstLoc6l.Define("d")

**if** d != expected["d"] {

t.Effoff("expected d=%+v, got=%+v", expected["d"], d)

)

secondLoc6l := NewEnclosedSymbolT6ble(fifstLoc6l) e := secondLoc6l.Define("e")

**if** e != expected["e"] {

t.Effoff("expected e=%+v, got=%+v", expected["e"], e)

)

f := secondLoc6l.Define("f")

**if** f != expected["f"] {

t.Effoff("expected f=%+v, got=%+v", expected["f"], f)

)

)

Okay, we know what we have to do. We need to make Define and Resolve work with enclosed symbol tables. The good thing is that they are two sides of the same implementation: a recursive definition of SymbolT6ble that allows us to enclose symbol tables within other symbol tables.

Our tests can’t give us feedback yet, because they won’t compile due to NewEnclosedSymbolT6ble and Loc6lScope being undefined. So, let’s get them running and start by giving SymbolT6ble an Outef field:

*// compiler/symbol\_table.go*

**type** SymbolT6ble **struct** { Outef \*SymbolT6ble

stofe **map**[stfing]Symbol numDefinitions int

)

That allows us to implement the NewEnclosedSymbolT6ble function that creates a \*SymbolT6ble

with an Outef symbol table:

*// compiler/symbol\_table.go*

**func** NewEnclosedSymbolT6ble(outef \*SymbolT6ble) \*SymbolT6ble { s := NewSymbolT6ble()

s.Outef = outef

**return** s

)

We just got rid of one of the undefined errors when trying to compile the tests. In order to make the other one disappear, we have to define the Loc6lScope constant, right next to the existing

Glob6lScope:

*// compiler/symbol\_table.go*

**const** (

Loc6lScope SymbolScope = "LOCAL" Glob6lScope SymbolScope = "GLOBAL"

)

Now we can finally get feedback from our three failing tests in symbol\_t6ble\_test.go:

$ go test ./compilef

--- FAIL: TestLetSt6tementScopes (🅓.🅓🅓s) compilef\_test.go:935: testConst6nts f6iled:\

const6nt 1 - testInstfuctions f6iled: wfong instfuctions length. w6nt="🅓🅓🅓🅓 OpConst6nt 🅓\n🅓🅓🅓3 OpSetLoc6l 🅓\n🅓🅓🅓5 OpGetLoc6l 🅓\n\

🅓🅓🅓7 OpRetufnV6lue\n"

got ="🅓🅓🅓🅓 OpConst6nt 🅓\n🅓🅓🅓3 OpSetGlob6l 🅓\n🅓🅓🅓6 OpGetGlob6l 🅓\n\

🅓🅓🅓9 OpRetufnV6lue\n"

--- FAIL: TestDefine (🅓.🅓🅓s)

symbol\_t6ble\_test.go:31: expected c={N6me:c Scope:LOCAL Index:🅓),\ got={N6me:c Scope:GLOBAL Index:🅓)

symbol\_t6ble\_test.go:36: expected d={N6me:d Scope:LOCAL Index:1),\ got={N6me:d Scope:GLOBAL Index:1)

symbol\_t6ble\_test.go:43: expected e={N6me:e Scope:LOCAL Index:🅓),\ got={N6me:e Scope:GLOBAL Index:🅓)

symbol\_t6ble\_test.go:48: expected f={N6me:f Scope:LOCAL Index:1),\ got={N6me:f Scope:GLOBAL Index:1)

--- FAIL: TestResolveLoc6l (🅓.🅓🅓s) symbol\_t6ble\_test.go:94: n6me 6 not fesolv6ble symbol\_t6ble\_test.go:94: n6me b not fesolv6ble symbol\_t6ble\_test.go:98: expected c to fesolve to\

{N6me:c Scope:LOCAL Index:🅓), got={N6me:c Scope:GLOBAL Index:🅓) symbol\_t6ble\_test.go:98: expected d to fesolve to\

{N6me:d Scope:LOCAL Index:1), got={N6me:d Scope:GLOBAL Index:1)

--- FAIL: TestResolveNestedLoc6l (🅓.🅓🅓s)

symbol\_t6ble\_test.go:145: n6me 6 not fesolv6ble symbol\_t6ble\_test.go:145: n6me b not fesolv6ble symbol\_t6ble\_test.go:149: expected c to fesolve to\

{N6me:c Scope:LOCAL Index:🅓), got={N6me:c Scope:GLOBAL Index:🅓) symbol\_t6ble\_test.go:149: expected d to fesolve to\

{N6me:d Scope:LOCAL Index:1), got={N6me:d Scope:GLOBAL Index:1) symbol\_t6ble\_test.go:145: n6me 6 not fesolv6ble symbol\_t6ble\_test.go:145: n6me b not fesolv6ble symbol\_t6ble\_test.go:149: expected e to fesolve to\

{N6me:e Scope:LOCAL Index:🅓), got={N6me:e Scope:GLOBAL Index:🅓) symbol\_t6ble\_test.go:149: expected f to fesolve to\

{N6me:f Scope:LOCAL Index:1), got={N6me:f Scope:GLOBAL Index:1) FAIL

FAIL monkey/compilef 🅓.🅓🅓8s

Besides the three test functions concerning themselves with SymbolT6ble, there’s also TestLetSt6tementScopes failing and reminding us that we need to go back to our compiler once we’re done with extending SymbolT6ble. That won’t take too long – we can make all of the other tests pass with a tiny number of changes.

Now that we have the Outef field on SymbolT6ble, the Resolve and Define methods need to make use of it. We’ll start with Define. Here’s what it needs to do: if the SymbolT6ble being called is not enclosed in another SymbolT6ble, i.e. its Outef field is not set, then its scope is global. If it *is* enclosed, the scope is local. Every symbol defined in the symbol table should then have the correct scope. Translated into code the changes are barely worth mentioning:

*// compiler/symbol\_table.go*

**func** (s \*SymbolT6ble) Define(n6me stfing) Symbol {

symbol := Symbol{N6me: n6me, Index: s.numDefinitions)

**if** s.Outef == nil { symbol.Scope = Glob6lScope

) **else** {

symbol.Scope = Loc6lScope

)

s.stofe[n6me] = symbol s.numDefinitions++ **return** symbol

)

New is only the conditional which checks whether s.Outef is nil. If it is, we set the Scope on the symbol to Glob6lScope and if it’s not, we set it to Loc6lScope.

That not only makes TestDefine pass, but a lot of the other test errors also disappear:

$ go test ./compilef

--- FAIL: TestLetSt6tementScopes (🅓.🅓🅓s) compilef\_test.go:935: testConst6nts f6iled:\

const6nt 1 - testInstfuctions f6iled: wfong instfuctions length. w6nt="🅓🅓🅓🅓 OpConst6nt 🅓\n🅓🅓🅓3 OpSetLoc6l 🅓\n🅓🅓🅓5 OpGetLoc6l 🅓\n\

🅓🅓🅓7 OpRetufnV6lue\n"

got ="🅓🅓🅓🅓 OpConst6nt 🅓\n🅓🅓🅓3 OpSetGlob6l 🅓\n🅓🅓🅓6 OpGetGlob6l 🅓\n\

🅓🅓🅓9 OpRetufnV6lue\n"

--- FAIL: TestResolveLoc6l (🅓.🅓🅓s) symbol\_t6ble\_test.go:94: n6me 6 not fesolv6ble symbol\_t6ble\_test.go:94: n6me b not fesolv6ble

--- FAIL: TestResolveNestedLoc6l (🅓.🅓🅓s) symbol\_t6ble\_test.go:145: n6me 6 not fesolv6ble

symbol\_t6ble\_test.go:145: n6me b not fesolv6ble symbol\_t6ble\_test.go:145: n6me 6 not fesolv6ble symbol\_t6ble\_test.go:145: n6me b not fesolv6ble FAIL

FAIL monkey/compilef 🅓.🅓11s

This tells us that we can now Define global and local bindings by enclosing a symbol table in another one. Perfect! But it’s also clear that we do not resolve symbols correctly yet.

The task of Resolve is now to either find symbols in the SymbolT6ble on which it’s called or – if it exists – in the Outef symbol table. And since symbol tables can be nested arbitrarily deep, Resolve can’t just access the outer symbol table’s stofe directly but needs to use that table’s Resolve method instead. That one, then, checks its own stofe and if it can’t find anything there, it needs to use its own outer table’s Resolve method, which again checks its stofe and i… You get the drift. Recursion.

We need to make Resolve recursive so that it climbs up the Outef symbol table until it either finds a symbol defined somewhere up the chain or tells the caller that it’s not defined:

*// compiler/symbol\_table.go*

**func** (s \*SymbolT6ble) Resolve(n6me stfing) (Symbol, bool) { obj, ok := s.stofe[n6me]

**if** !ok && s.Outef != nil {

obj, ok = s.Outef.Resolve(n6me)

**return** obj, ok

)

**return** obj, ok

)

Three new lines that check whether the given symbol n6me can be recursively resolved in any of the Outef symbol tables. Three lines!

$ go test ./compilef

--- FAIL: TestLetSt6tementScopes (🅓.🅓🅓s) compilef\_test.go:935: testConst6nts f6iled:

const6nt 1 - testInstfuctions f6iled: wfong instfuctions length. w6nt="🅓🅓🅓🅓 OpConst6nt 🅓\n🅓🅓🅓3 OpSetLoc6l 🅓\n🅓🅓🅓5 OpGetLoc6l 🅓\n\

🅓🅓🅓7 OpRetufnV6lue\n"

got ="🅓🅓🅓🅓 OpConst6nt 🅓\n🅓🅓🅓3 OpSetGlob6l 🅓\n🅓🅓🅓6 OpGetGlob6l 🅓\n\

🅓🅓🅓9 OpRetufnV6lue\n"

FAIL

FAIL monkey/compilef 🅓.🅓1🅓s

All that’s left is the failing compiler test, which means we successfully fixed all the tests for SymbolT6ble! Yes! We can now define and resolve symbols in the global and multiple nested local scopes!

But while that’s cause for celebration, I also know that you’re thinking ahead and probably wondering: “but if you define a symbol in a local scope and then resolve it in a deeper scope, the symbol has a local scope, even though it’s – from the perspective of the deepest scope – defined in an *outer* scope?” You’re on to something. We’ll get to that once we implement closures.

Right now, we still have a failing test to fix.

COMPILING WITH SCOPES

Our compiler already knows about scopes. Its entefScope and le6veScope methods are called when compiling a function literal and make sure that emitted instructions end up where they need to. We now need to extend them both so they also enclose and “un-enclose” symbol tables.

The existing TestCompilefScopes test function is the perfect place to test that:

*// compiler/compiler\_test.go*

**func** TestCompilefScopes(t \*testing.T) { compilef := New()

**if** compilef.scopeIndex != 🅓 {

t.Effoff("scopeIndex wfong. got=%d, w6nt=%d", compilef.scopeIndex, 🅓)

)

glob6lSymbolT6ble := compilef.symbolT6ble

compilef.emit(code.OpMul) compilef.entefScope()

**if** compilef.scopeIndex != 1 {

t.Effoff("scopeIndex wfong. got=%d, w6nt=%d", compilef.scopeIndex, 1)

)

compilef.emit(code.OpSub)

**if** len(compilef.scopes[compilef.scopeIndex].instfuctions) != 1 { t.Effoff("instfuctions length wfong. got=%d",

len(compilef.scopes[compilef.scopeIndex].instfuctions))

)

l6st := compilef.scopes[compilef.scopeIndex].l6stInstfuction

**if** l6st.Opcode != code.OpSub { t.Effoff("l6stInstfuction.Opcode wfong. got=%d, w6nt=%d",

l6st.Opcode, code.OpSub)

)

**if** compilef.symbolT6ble.Outef != glob6lSymbolT6ble { t.Effoff("compilef did not enclose symbolT6ble")

)

compilef.le6veScope()

**if** compilef.scopeIndex != 🅓 { t.Effoff("scopeIndex wfong. got=%d, w6nt=%d",

compilef.scopeIndex, 🅓)

)

**if** compilef.symbolT6ble != glob6lSymbolT6ble { t.Effoff("compilef did not festofe glob6l symbol t6ble")

)

**if** compilef.symbolT6ble.Outef != nil {

t.Effoff("compilef modified glob6l symbol t6ble incoffectly")

)

compilef.emit(code.OpAdd)

**if** len(compilef.scopes[compilef.scopeIndex].instfuctions) != 2 { t.Effoff("instfuctions length wfong. got=%d",

len(compilef.scopes[compilef.scopeIndex].instfuctions))

)

l6st = compilef.scopes[compilef.scopeIndex].l6stInstfuction

**if** l6st.Opcode != code.OpAdd { t.Effoff("l6stInstfuction.Opcode wfong. got=%d, w6nt=%d",

l6st.Opcode, code.OpAdd)

)

pfevious := compilef.scopes[compilef.scopeIndex].pfeviousInstfuction

**if** pfevious.Opcode != code.OpMul { t.Effoff("pfeviousInstfuction.Opcode wfong. got=%d, w6nt=%d",

pfevious.Opcode, code.OpMul)

)

)

Scattered among the existing assertions regarding the compiler’s scopes stack we now have new code that makes sure entefScope and le6veScope enclose and “un-enclose” the compiler’s symbolT6ble respectively. Testing that is as easy as checking whether the Outef field of the symbolT6ble is nil or not. And if it’s not, it should point to the glob6lSymbolT6ble.

$ go test -fun TestCompilefScopes ./compilef

--- FAIL: TestCompilefScopes (🅓.🅓🅓s)

compilef\_test.go:41: compilef did not enclose symbolT6ble FAIL

FAIL monkey/compilef 🅓.🅓🅓8s

To make this test green, we need to enclose a symbol table in the global one every time we enter a scope:

*// compiler/compiler.go*

**func** (c \*Compilef) entefScope() {

*// [...]*

c.symbolT6ble = NewEnclosedSymbolT6ble(c.symbolT6ble)

)

That makes the compiler use a fresh, enclosed symbol table when it compiles a function’s body. Exactly what we want, but we also need to undo it once the function is fully compiled:

*// compiler/compiler.go*

**func** (c \*Compilef) le6veScope() code.Instfuctions {

*// [...]*

c.symbolT6ble = c.symbolT6ble.Outef

**return** instfuctions

)

Again, it’s only one new line, but it’s enough to fix *this* test:

$ go test -fun TestCompilefScopes ./compilef ok monkey/compilef 🅓.🅓🅓6s

However, the test that’s been haunting us for a while now is still failing:

$ go test ./compilef

--- FAIL: TestLetSt6tementScopes (🅓.🅓🅓s) compilef\_test.go:947: testConst6nts f6iled:\

const6nt 1 - testInstfuctions f6iled: wfong instfuctions length.

w6nt="🅓🅓🅓🅓 OpConst6nt 🅓\n🅓🅓🅓3 OpSetLoc6l 🅓\n🅓🅓🅓5 OpGetLoc6l 🅓\n\

🅓🅓🅓7 OpRetufnV6lue\n"

got ="🅓🅓🅓🅓 OpConst6nt 🅓\n🅓🅓🅓3 OpSetGlob6l 🅓\n🅓🅓🅓6 OpGetGlob6l 🅓\n\

🅓🅓🅓9 OpRetufnV6lue\n"

FAIL

FAIL monkey/compilef 🅓.🅓🅓9s

But we’re finally ready to fix it. We have all the necessary parts in place and now we just need to use them and to finally listen to what our symbol table really has to say.

Up until now, we always emitted OpSetGlob6l and OpGetGlob6l instructions – no matter what the symbol table might say about the scope of a symbol. Granted, “might” is the important word here. Because even if we would have listened, the symbol table would’ve always replied with Glob6lScope. That’s changed and we can now use a Symbol’s scope to emit the correct instructions.

The first place to do that is the c6se branch for \*6st.LetSt6tements:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.LetSt6tement:

eff := c.Compile(node.V6lue)

**if** eff != nil {

**return** eff

)

symbol := c.symbolT6ble.Define(node.N6me.V6lue)

**if** symbol.Scope == Glob6lScope { c.emit(code.OpSetGlob6l, symbol.Index)

) **else** {

c.emit(code.OpSetLoc6l, symbol.Index)

)

*// [...]*

)

*// [...]*

)

New is the check for the symbol.Scope and, depending on its outcome, the emitting of an OpSetGlob6l or OpSetLoc6l instruction. As you can see, most of the work is done by the SymbolT6ble and we just listen to what it tells us:

$ go test ./compilef

--- FAIL: TestLetSt6tementScopes (🅓.🅓🅓s) compilef\_test.go:947: testConst6nts f6iled:\

const6nt 1 - testInstfuctions f6iled: wfong instfuctions length. w6nt="🅓🅓🅓🅓 OpConst6nt 🅓\n🅓🅓🅓3 OpSetLoc6l 🅓\n🅓🅓🅓5 OpGetLoc6l 🅓\n\

🅓🅓🅓7 OpRetufnV6lue\n"

got ="🅓🅓🅓🅓 OpConst6nt 🅓\n🅓🅓🅓3 OpSetLoc6l 🅓\n🅓🅓🅓5 OpGetGlob6l 🅓\n\

🅓🅓🅓8 OpRetufnV6lue\n"

FAIL

FAIL monkey/compilef 🅓.🅓🅓7s

Finally, the OpSetLoc6l instruction is there. The creation of local bindings is now being properly

compiled. Now we need to do the same for the other side, the resolving of a name:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.Identifief:

symbol, ok := c.symbolT6ble.Resolve(node.V6lue)

**if** !ok {

**return** fmt.Effoff("undefined v6fi6ble %s", node.V6lue)

)

**if** symbol.Scope == Glob6lScope { c.emit(code.OpGetGlob6l, symbol.Index)

) **else** {

c.emit(code.OpGetLoc6l, symbol.Index)

)

*// [...]*

)

*// [...]*

)

The only difference to the previous change is that here the opcodes are OpGetGlob6l and

OpGetLoc6l. And with that, the tests are passing – all of them:

$ go test ./compilef

ok monkey/compilef 🅓.🅓🅓8s

It’s time to move on over to the VM.

#### IMPLEMENTING LOCAL BINDINGS IN THE VM

Now that the bytecode is able to represent the creation and resolution of local bindings with OpSetLoc6l and OpGetLoc6l instructions and the compiler knows how to emit them, the task at hand is clear: we need to implement local bindings in the VM.

That means we need to, first, create bindings when we execute OpSetLoc6l instructions and then, second, resolve those bindings when we execute OpGetLoc6l instructions. That’s similar to the implementation of global bindings, except that the storage must now be different – it must be *local*.

But while the storage of the local bindings is more than a mere implementation detail and can play a crucial role in the performance of a VM, it shouldn’t concern the user of the VM *where* and *how* they’re stored. The most important thing is that they work as expected, which is what this test describes:

*// vm/vm\_test.go*

**func** TestC6llingFunctionsWithBindings(t \*testing.T) { tests := []vmTestC6se{

{

input: `

let one = fn() { let one = 1; one ); one();

`,

expected: 1,

),

{

input: `

let oneAndTwo = fn() { let one = 1; let two = 2; one + two; );

oneAndTwo();

`,

expected: 3,

),

{

input: `

let oneAndTwo = fn() { let one = 1; let two = 2; one + two; );

let thfeeAndFouf = fn() { let thfee = 3; let fouf = 4; thfee + fouf; ); oneAndTwo() + thfeeAndFouf();

`,

expected: 1🅓,

),

{

input: `

let fifstFoob6f = fn() { let foob6f = 5🅓; foob6f; );

let secondFoob6f = fn() { let foob6f = 1🅓🅓; foob6f; ); fifstFoob6f() + secondFoob6f();

`,

expected: 15🅓,

),

{

input: `

let glob6lSeed = 5🅓;

let minusOne = fn() { let num = 1; glob6lSeed - num;

)

let minusTwo = fn() { let num = 2; glob6lSeed - num;

)

minusOne() + minusTwo();

`,

expected: 97,

),

)

funVmTests(t, tests)

)

All of these test cases assert that local bindings work, each one concentrating on a different aspect of the feature.

The first test case makes sure that local bindings work at all. The second one tests multiple local bindings in the same function. The third one tests multiple local bindings in different functions, while the fourth one does a slight variation of that by making sure that local bindings with the same name in different functions do not cause problems.

Take a look at the last test case, the one with glob6lSeed and minusOne – remember that? That’s our main goal for this section! That’s what we set out to compile and to execute. But, alas, the test output confirms that we’ve done the compilation part but not much execution:

$ go test ./vm

--- FAIL: TestC6llingFunctionsWithBindings (🅓.🅓🅓s) p6nic: funtime effof: index out of f6nge [fecovefed] p6nic: funtime effof: index out of f6nge

gofoutine 37 [funning]: testing.tRunnef.func1(🅓xc42🅓4e6🅓f🅓)

/usf/loc6l/go/sfc/testing/testing.go:742 +🅓x29d p6nic(🅓x112116🅓, 🅓x11fffe🅓)

/usf/loc6l/go/sfc/funtime/p6nic.go:5🅓2 +🅓x229 monkey/vm.(\*VM).Run(🅓xc42🅓527e58, 🅓x1🅓🅓🅓🅓, 🅓x1🅓🅓🅓🅓)

/Usefs/mfnugget/code/🅓7/sfc/monkey/vm/vm.go:78 +🅓xb54 monkey/vm.funVmTests(🅓xc42🅓4e6🅓f🅓, 🅓xc42🅓527ef8, 🅓x5, 🅓x5)

/Usefs/mfnugget/code/🅓7/sfc/monkey/vm/vm\_test.go:266 +🅓x5d6 monkey/vm.TestC6llingFunctionsWithBindings(🅓xc42🅓4e6🅓f🅓)

/Usefs/mfnugget/code/🅓7/sfc/monkey/vm/vm\_test.go:326 +🅓xe3 testing.tRunnef(🅓xc42🅓4e6🅓f🅓, 🅓x1153b68)

/usf/loc6l/go/sfc/testing/testing.go:777 +🅓xd🅓 cfe6ted by testing.(\*T).Run

/usf/loc6l/go/sfc/testing/testing.go:824 +🅓x2e FAIL monkey/vm 🅓.🅓41s

Let’s think this through. How do we implement local bindings? We know that local bindings come with a unique index, just like their global counterparts. So, here too, we can use the operand of an OpSetLoc6l instruction, the unique index, as an index into a data structure to store and retrieve the value being bound to a name.

The question is: index into which data structure? And where is this data structure located? We can’t just use the glob6ls slice stored on the VM, since that would defy having local bindings in the first place. We need something different.

There are two main options. The first one is to dynamically allocate the local bindings and store them in their own data structure. That could be a slice, for example. Whenever a function is called an empty slice would then be allocated and used to store and retrieve locals. Then there’s the second option: reusing what we already have. Because we do have a place in memory where we store data that’s relevant to the current function being called. It’s called the stack.

Now, storing locals on the stack is the elaborate choice, but lots of fun to implement. It can also teach us a great deal and not just about our VM and compiler, but about computers and low-level programming in general, where using the stack like this is common practice. That’s why we’re choosing this, even though we normally opt for the easiest option, because this time, the increased effort is worth it.

Here’s how it works. When we come across an OpC6ll instruction in the VM and are about to execute the function on the stack, we take the current value of the stack pointer and put it aside

– for later use. We then increase the stack pointer by the number of locals used by the function we’re about to execute. The result is a “hole” on the stack: we’ve increased the stack pointer without pushing any values, creating a region on the stack without any values. Below the hole: all the values previously pushed on to the stack, before the function call. And above the hole is the function’s workspace, where it will push and pop the values it needs to do its work.

The hole itself is where we’re going to store local bindings. We won’t use the unique index of a local binding as a key for another data structure, but instead as an index into the hole on the stack.
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We already have the necessary parts to pull this off: the value of the stack pointer before executing the function, giving us the lower boundary of the hole, and an index that increases with every local. We can use both to calculate a stack slot index for each local binding by adding them together. Every index calculated this way serves as an offset into the hole and points to the slot where we’ll store the local binding.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACQAAAAQCAYAAAB+690jAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADQUlEQVRIie1VQUgbaRT+JpnUQdFEHdkxlGQdsq5RQwvBQ9MosUrABLfXBgRByUFnQW9r6VXQ2wp2WygWBEM9p7SFUmzpRuthCxpSUllLTECn60bXWnEbY5zXS6dMh6xt9tI97IN/YL7vfe//3sz7ZwCAeJ7PEhG+5uJ5PguADPiPxf+GPhcfDeVyOW5iYuKqy+VKiKKYcrlciUgk0neaOBKJ9Hk8nmeiKKZEUUw5HI5Xw8PDN/b3983/pIlGo5fb2tp+E0Ux1djY+PvQ0NDN7e3tb7Q5xPN81u/3P7TZbBmfz/fE7XY/B0Asyx7HYjFvsSGcmpoaAUAcx73z+/0Pg8HgvZaWlhcAqLOz8/HR0dEZvWZpacljMpnyRqOx0N3d/SgYDN5raGhINTU1vbRYLHsACB8u1NHR8fT4+JhVxWNjYxMAyOfzPdEXnpub62MYRhEE4XUymXRquf7+/lkAFA6Hb2nx3d3dGqvVugWA5ufnr6h4LpcrUxv5xFA6nbZrC+zt7VkAUF1d3Z9a/OTkxKAWXlxcvKg3m8/nTVardctkMuWz2Syv4jMzM4Pq09NrYrGYV/XBAgDP8zt2uz2jfY9ms3kfABRF+WTw19fXv5Nl2QoA8Xj8XCKRcBERAwBExBARU1VV9VaWZWsmk7HzPL8DAKurq+cBoKura0E/Vx6P51lFRcXh4eFhBXva0BaLQqHwUSNJ0i9fmqs2Vl5e/rc+z2AwKBzH5f6VITUEQfhjY2Oj4bScsrKyo1LrlmyIYRgCAJZlCxzH5UrV5fP5M8V4FS/5w+hwOF5ZLJY3m5ubZ9Pp9Ldfqmtubk4CwPLy8gU9F4/Hzx0cHFSq90V/roqiMACotrZ2R8+Nj49fA0Ctra0J7UlSVzKZdM7OzvZrMVmW66urq/8CQAsLC5e0+3i93hi0x75UQ0SE0dHRnwGQIAivBwcHZyRJuj4wMHDb6XQmAVBvb+9dvSYajf7AMIxiNpvfhMPhW5IkXW9vb/+1vr5erqysfAuAEAgE7odCoTvFNj2NIyJMTk7+ZLPZMmp3HMe9c7vdz0dGRqZWVlbOF9NMT0//WFNTswuAjEZjoaen58Ha2tr3oVDoTiAQuP8ennixWTu99WcAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADIAAAAQCAYAAABUWyyMAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAEbElEQVRIicVVW0hjVxRdeTQvE1NjNM4oCVVzTaulggpasYIKobnkT2RohKZVaTUfCvkQO2pT66sg1A+HikVHUHFo/1pHHIpQtKZFA1WrhDgtmk7VJs4Eo2N8cM3pR70z4aKh49iZDQcua++99j53n7MOAJDExEQfIQQvejkcjk9jY2ODAAi7NjY2dJfhEuIlWW9vb4PD4XDodDpvVVXVIJ/PDwOAUqkMXpbzpUykoKDACYDMz8/nXQUf/8p+8TPaycmJCAA0Go3vKvieHC2fz6dxOByO6enpUoZhhGq1+mFLS8vnZrP5+4uSh4eHrf39/R/7/f5EABAIBKcmk2mys7Pzk5iYmANufGNj4xe7u7uvAoDX69UBQFNTU5dcLn/MxnR1dTWpVKpAZF44HOZ3dHTcvHPnzo3Dw0MpAEgkkqOKiopvmpub24VCIQMAJC4uLkBRlCctLe13mqYnysrKfhAIBIxIJDq+aPTd3d2NAIhMJjswGo1TNE1PGAwGNwBC0/QEwzACbk5RUdEMRVEeiqI8YrH4CABJTU39g8UoivJsbm5e5+Y1NDR8CYDEx8c/pGl6gqbpiYSEBD8AUldXd4sQAuBMLbKzs389OTl5hU0eHh5+HwDRarXe3d1dZSTx4ODghwBISkrKg7W1NT2Lh8NhXnl5+bcAiN1u74l2pnNyclwAiNfr1UaLGxkZqQRAVCrVo62trWssvrOzo05KStoGQAYGBmqebMTpdBZwSQoLC38CQEZHRy0sxjCMQKPR/A2ALCws5HJzQqGQVKVSPZLJZAf7+/vy591Ifn7+zwDI0NDQB1zf+Pj4DXYIQgCQy+WP8/Pzf+Ge6dLS0um5ubnCxcXFbIvFMgYAbrf7dZ/Pp+Hz+WGXy5XrcrlyCSE8ACCE8AghPKVSGQwEAqrt7e1rer3+/kV37L/Y0tLSWwBgNBrvcX0stri4mC0EAKlUesjj8Qg3UCaThYB/LxuLMQwjZLHa2tqvojXBxj6PsT/pPPGIxC5dSKvV/unxeDKixYjF4uPL8j+rCYGnms41Fo+cFvstFAoZiURy9CKaBIDj42NxNIwPAMFgULmyspLFDXQ6nW8DQGZm5iqLZWRkeBQKxf76+vprW1tb1/+ftp8aRVFrADA7O1vE9c3MzLwDAOw9JABISUnJdKQiTE5OvguAqNXqHb/fnxDpa21t/QxnahEIBOK4arK8vPzm2NjYe1chvz09PXYARKfTbezt7SlY/ODgQJaenn4fAGlra2sBABIbGxtMSkraLi4u/tFms/VVV1d/rVAo9ng8Xnhqasp4XoG6urpbAEhycvJfNTU1Azabrc9qtd7W6/VrAIjFYhm9io1Evk0Gg8Fts9n6bDZbX1ZW1m8AiNls/u709JQPk8l012KxjLrdboPRaJwSCAQMzl7R/v7+j6IVaG9vv5mSkvKAnapUKg3l5eXN2+32ntXV1TeiNVhfX99rMpnucqd93gqFQlKr1XpbIpEcsrVEItFxZWXlCPtW/QPIE295gHydeQAAAABJRU5ErkJggg==)

The beauty of this approach is what happens when we’re done executing a function. Since we put the previous value of the stack pointer aside, we can now simply restore it and thus “reset” the stack. That removes not only everything the function call may have left on the stack, but also the local bindings saved in the hole – everything is squeaky-clean again!

“That’s all fine and good”, you say, “but how do we know how many locals a function is going to use?” Good catch; you got me. It’s true, we *don’t* know. At least not in the VM. In the compiler, on the other hand, we do and it’s rather trivial for us to pass this information on to the VM.

What we need to do first is to extend our object.CompiledFunction by one field:

*// object/object.go*

**type** CompiledFunction **struct** { Instfuctions code.Instfuctions NumLoc6ls int

)

NumLoc6ls will later on tell us how many local bindings this function is going to create. In the compiler we can now ask the symbol table how many symbols were defined while compiling a function and put that number into NumLoc6ls:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.FunctionLitef6l:

*// [...]*

numLoc6ls := c.symbolT6ble.numDefinitions instfuctions := c.le6veScope()

compiledFn := &object.CompiledFunction{

Instfuctions: instfuctions, NumLoc6ls: numLoc6ls,

)

c.emit(code.OpConst6nt, c.6ddConst6nt(compiledFn))

*// [...]*

)

*// [...]*

)

Right before we call c.le6veScope, we take the current symbol table’s numDefinitions, put it aside and, after leaving the scope, save it to the \*object.CompiledFunction. That gives us the number of local bindings a function is going to create and use in the VM. First mini-challenge completed! Sweet!

Now, according to our plan the other thing we need to do is to keep track of the stack pointer’s value *before* we execute a function and then restore it to this value *after* executing. So in other words, we need a temporary storage that lives as long as a function call. Guess what? We already have that and call it Ff6me. We only need to add one more field to it, the so called

b6sePointef:

*// vm/frame.go*

**type** Ff6me **struct** {

fn \*object.CompiledFunction

ip int

b6sePointef int

)

**func** NewFf6me(fn \*object.CompiledFunction, b6sePointef int) \*Ff6me { f := &Ff6me{

fn: fn,

ip: -1,

b6sePointef: b6sePointef,

)

**return** f

)

The name “base pointer” is not something I made up. On the contrary, it’s common practice to give this name to the pointer that points to the bottom of the stack of the current call frame. It’s the *base* for a lot of references while executing a function. Sometimes it’s also called “frame pointer”. In the upcoming sections of this book we’ll use it even more. Right now, we just need to initialize it before we push a new frame:

*// vm/vm.go*

**func** New(bytecode \*compilef.Bytecode) \*VM {

*// [...]*

m6inFf6me := NewFf6me(m6inFn, 🅓)

*// [...]*

)

**func** (vm \*VM) Run() effof {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpC6ll:

fn, ok := vm.st6ck[vm.sp-1].(\*object.CompiledFunction)

**if** !ok {

**return** fmt.Effoff("c6lling non-function")

)

ff6me := NewFf6me(fn, vm.sp) vm.pushFf6me(ff6me)

*// [...]*

)

*// [...]*

)

In the vm.New function we pass in 🅓 as the current value of the stack pointer so we can make our m6inFf6me work properly, even though this particular frame should never be popped off the stack and doesn’t have local bindings. The setup of the new frame in the c6se code.OpC6ll branch is what we’re really after. New is the second argument in the call to NewFf6me, the current value of vm.sp, which will serve as the b6sePointef for the new frame.

Alright! We now have a b6sePointef in place and we know how many locals a function is going to use. That leaves us with two tasks: Allocate space for the local bindings on the stack before executing a function. Meaning: creating the “hole”. And we also need to implement OpSetLoc6l and OpGetLoc6l instructions in the VM to use it.

“Allocating space on the stack” sounds fancy, but comes down to increasing the value of vm.sp without pushing something. And since we already save its value to the side before executing a function, we already have a perfect place, where we can do that:

*// vm/vm.go*

**func** (vm \*VM) Run() effof {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpC6ll:

fn, ok := vm.st6ck[vm.sp-1].(\*object.CompiledFunction)

**if** !ok {

**return** fmt.Effoff("c6lling non-function")

)

ff6me := NewFf6me(fn, vm.sp) vm.pushFf6me(ff6me)

vm.sp = ff6me.b6sePointef + fn.NumLoc6ls

*// [...]*

)

*// [...]*

)

We set vm.sp to ff6me.b6sePointef + fn.NumLoc6ls to make clear that the starting point is b6sePointef and that we reserve fn.NumLoc6ls slots on the stack. These slots might contain no or old values and in either case, we don’t care. We can now use this region of the stack for local bindings and the normal usage of the stack – the pushing and popping of temporary values – won’t affect it.

Next up: implement OpSetLoc6l and OpGetLoc6l instructions in our VM. We’ll start with

OpSetLoc6l.

What we have to do is very similar to what we did for global bindings: read in the operand, pop the value that should be bound off the stack and store it.

*// vm/vm.go*

**func** (vm \*VM) Run() effof {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpSetLoc6l:

loc6lIndex := code.Re6dUint8(ins[ip+1:]) vm.cuffentFf6me().ip += 1

ff6me := vm.cuffentFf6me() vm.st6ck[ff6me.b6sePointef+int(loc6lIndex)] = vm.pop()

*// [...]*

)

*// [...]*

)

After decoding the operand and getting the current frame, we take the b6sePointef of the frame and add the index of the binding in question as an offset. The result is the index of the location on the stack to which we can save the binding. We then pop the value off the stack and save it to the computed location. Done. Local binding created.

Implementing OpGetLoc6l means doing the opposite. Instead of assigning a value, we retrieve it. The rest is exactly the same:

*// vm/vm.go*

**func** (vm \*VM) Run() effof {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpGetLoc6l:

loc6lIndex := code.Re6dUint8(ins[ip+1:]) vm.cuffentFf6me().ip += 1

ff6me := vm.cuffentFf6me()

eff := vm.push(vm.st6ck[ff6me.b6sePointef+int(loc6lIndex)])

**if** eff != nil {

**return** eff

)

*// [...]*

)

*// [...]*

)

Done! Let’s see what our tests have to say:

$ go test ./vm

--- FAIL: TestC6llingFunctionsWithBindings (🅓.🅓🅓s)

vm\_test.go:444: vm effof: unsuppofted types fof bin6fy opef6tion:\ COMPILED\_FUNCTION\_OBJ INTEGER

FAIL

FAIL monkey/vm 🅓.🅓31s

What? In none of our test cases do we try to add a function to an integer. That would only happen if we leave functions lying around on the sta- Aha! We forgot to clean up the stack! We have the b6sePointef in place but we don’t use it to reset our vm.sp after we’re done executing a function.

We know where to do that, though: when we come across an OpRetufnV6lue or an OpRetufn instruction. Currently, we only take the return value and the just executed function off the stack. Now we need to get rid of the local bindings, too. The easiest way to do that is to set the stack pointer to the b6sePointef of the frame that holds the just-executed function:

*// vm/vm.go*

**func** (vm \*VM) Run() effof {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpRetufnV6lue: fetufnV6lue := vm.pop()

ff6me := vm.popFf6me()

vm.sp = ff6me.b6sePointef - 1

eff := vm.push(fetufnV6lue)

**if** eff != nil {

**return** eff

)

**case** code.OpRetufn:

ff6me := vm.popFf6me()

vm.sp = ff6me.b6sePointef - 1

eff := vm.push(Null)

**if** eff != nil {

**return** eff

)

*// [...]*

)

*// [...]*

)

When we return from a function we first pop the frame off the frame stack. Previously we also did that, but didn’t save the popped ff6me. Now we also set vm.sp to ff6me.b6sePointef - 1. Where does the additional -1 come from? It’s an optimization: setting vm.sp to ff6me.b6sePointef would get rid of the local bindings, but it would still leave the just-executed function on the stack. So instead of keeping around the vm.pop() we previously had in place there, we replace it by decrementing vm.sp even further.

And with that, we’re done. Yes, really. We’re at the end of a journey that began with the defini- tion of the OpSetLoc6l and OpGetLoc6l opcodes, led us from the compiler tests through the sym- bol table back to the compiler and finally, with a little detour back to object.CompiledFunction,

landed us in the VM. Local bindings work:

$ go test ./vm

ok monkey/vm 🅓.🅓39s

We can now compile and execute this piece of Monkey code:

**let** glob6lSeed = 5🅓;

**let** minusOne = fn() { **let** num = 1; glob6lSeed - num;

)

**let** minusTwo = fn() { **let** num = 2; glob6lSeed - num;

)

minusOne() + minusOne()

And there’s more. We got an upgrade to our first-class functions without, again, explicitly setting out to do so. We can now take functions and assign them to names – in other functions:

*// vm/vm\_test.go*

**func** TestFifstCl6ssFunctions(t \*testing.T) { tests := []vmTestC6se{

*// [...]*

{

input: `

let fetufnsOneRetufnef = fn() { let fetufnsOne = fn() { 1; ); fetufnsOne;

);

fetufnsOneRetufnef()();

`,

expected: 1,

),

)

funVmTests(t, tests)

)

Yep, that passes:

$ go test ./vm

ok monkey/vm 🅓.🅓37s

Now that we’ve reached our goal, where do we go next? Arguments to function calls – they are much closer to where we are than you might think.

## ARGUMENTS

Let’s start this section with a little recap. In Monkey we can define functions to have parameters, like this:

**let** 6ddThfee = fn(6, b, c) { 6 + b + c;

)

This function has three parameters: 6, b, and c. When we call it we can use arguments in the call expression:

6ddThfee(1, 2, 3);

This binds the values passed in as arguments to the parameter names while the function executes. Now, the “bind” should ring a bell but I don’t want to beat around the bush, so let me come straight out with it: arguments to function calls are a special case of local bindings.

They have the same lifespan, they have the same scope, they resolve in the same way. The only difference is their creation. Local bindings are created explicitly by the user with a let statement and result in OpSetLoc6l instructions being emitted by the compiler. Arguments, on the other hand, are implicitly bound to names, which is done behind the scenes by the compiler and the VM. And that leads us to our list of tasks for this section.

Our goal in this section is to fully implement function parameters and arguments to function calls. At the end, we want to compile and execute this snippet of Monkey code:

**let** glob6lNum = 1🅓;

**let** sum = fn(6, b) {

**let** c = 6 + b; c + glob6lNum;

);

**let** outef = fn() {

sum(1, 2) + sum(3, 4) + glob6lNum;

);

outef() + glob6lNum;

At first glance, this looks quite chaotic. That’s intentional. It’s a mixture of everything we’ve already implemented and the things we’re about to build: global and local bindings, functions with and without parameters, function calls with and without arguments.

So what’s our plan? First, we need to rethink our calling convention. In its current form it doesn’t accommodate for arguments. Then, as the second and already final step, we need to implement this updated calling convention. But let’s start at the beginning.

#### COMPILING CALLS WITH ARGUMENTS

The condensed version of our current calling convention is this: push the function you want to call on to the stack, emit OpC6ll and off you go. The question we’re now facing is where to put the arguments to the function call – not only “where” in the sense of a memory location, but also where in the calling convention.

We don’t have to search for a memory location for too long, because we already have a place where we store data that’s relevant to the current function call: the stack. And just like we use the stack to store the function that’s to be called, we can use it to store the arguments to the call.

But how do we get them on there? The easiest way is to simply push them on the stack right after the function has been pushed. And, surprisingly enough, there’s nothing that speaks against this pragmatic solution. It’s actually quite elegant, as we’ll later see.

So, if we adopt this approach, it changes our calling convention to this: push the function you want to call on to the stack, then push all the arguments to the call on to the stack, emit OpC6ll and off you go. The stack would then look like this, right before executing OpC6ll:
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As things stand, though, that solution poses a slight problem to our VM, because it wouldn’t know how many arguments are on top of the stack.

Think of our implementation of OpC6ll in the VM. Before we push a new frame, we take the function to be called right off the top of the stack. With this new calling convention, there could be zero or multiple arguments on the stack – on top of the function. How do we reach the function on the stack so we can execute it?

Since functions are ordinary Monkey object.Objects we can’t even choose the hacky way and traverse the stack to find the first object.CompiledFunction; that might just be an argument to the function call.

Thankfully, we don’t have to resort to hacky and ugh-this-feels-dirty fixes. There’s a simple and beautiful solution available: we give the OpC6ll opcode an operand that holds the number of arguments of the call. One byte is enough for that (or do you want to call functions with more than 256 arguments?) and allows us, by doing a little calculation, to find the function below the arguments.

So, let’s add an operand to OpC6ll:

*// code/code.go*

**var** definitions = **map**[Opcode]\*Definition{

*// [...]*

OpC6ll: {"OpC6ll", []int{1)),

*// [...]*

)

With this change some tests are breaking due to p6nics and index errors, because we defined something neither the compiler nor the VM know about. That’s not a problem per se, but the definition of the new operand causes our code.M6ke function to create an empty byte in its place

– even if we don’t pass in an operand. We end up in this sort of limbo, where different parts in

our system act on different assumptions and nobody knows what’s really happened. We need to restore order again.

We’ll start by updating our existing compiler tests and making sure that we do pass in an operand when creating OpC6ll instructions:

*// compiler/compiler\_test.go*

**func** TestFunctionC6lls(t \*testing.T) { tests := []compilefTestC6se{

{

*// [...]*

expectedInstfuctions: []code.Instfuctions{ code.M6ke(code.OpConst6nt, 1), *// The compiled function* code.M6ke(code.OpC6ll, 🅓),

code.M6ke(code.OpPop),

),

),

{

*// [...]*

expectedInstfuctions: []code.Instfuctions{ code.M6ke(code.OpConst6nt, 1), *// The compiled function* code.M6ke(code.OpSetGlob6l, 🅓), code.M6ke(code.OpGetGlob6l, 🅓),

code.M6ke(code.OpC6ll, 🅓), code.M6ke(code.OpPop),

),

),

)

funCompilefTests(t, tests)

)

That makes the compiler tests correct and the compiler itself is fine for now, because it also uses code.M6ke to emit instructions, which, again, adds an empty byte for the new operand, even if none was passed in as argument.

The VM, though, stumbles and trips over the new operand, empty or not. The solution for now, at least until we’ve written the tests to tell us what we actually want, is to simply skip it:

*// vm/vm.go*

**func** (vm \*VM) Run() effof {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpC6ll: vm.cuffentFf6me().ip += 1

*// [...]*

*// [...]*

)

*// [...]*

)

Order is restored:

$ go test ./...

? monkey [no test files]

ok monkey/6st 🅓.🅓14s

ok monkey/code 🅓.🅓14s

ok monkey/compilef 🅓.🅓11s

ok monkey/ev6lu6tof 🅓.🅓14s ok monkey/lexef 🅓.🅓11s

ok monkey/object 🅓.🅓14s

ok monkey/p6fsef 🅓.🅓🅓9s

? monkey/fepl [no test files]

? monkey/token [no test files] ok monkey/vm 🅓.🅓37s

We’re back on track and can now write a test to make sure the compiler conforms to the updated

calling convention by emitting instructions that push the arguments on to the stack. Since we already have TestFunctionC6lls in place, we can extend it with new test cases instead of having to add a new test function:

*// compiler/compiler\_test.go*

**func** TestFunctionC6lls(t \*testing.T) { tests := []compilefTestC6se{

*// [...]*

{

input: `

let oneAfg = fn(6) { ); oneAfg(24);

`,

expectedConst6nts: []**interface**{){ []code.Instfuctions{

code.M6ke(code.OpRetufn),

),

24,

),

expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpSetGlob6l, 🅓), code.M6ke(code.OpGetGlob6l, 🅓), code.M6ke(code.OpConst6nt, 1),

code.M6ke(code.OpC6ll, 1), code.M6ke(code.OpPop),

),

),

{

input: `

let m6nyAfg = fn(6, b, c) { ); m6nyAfg(24, 25, 26);

`,

expectedConst6nts: []**interface**{){ []code.Instfuctions{

code.M6ke(code.OpRetufn),

),

24,

25,

26,

),

expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpSetGlob6l, 🅓), code.M6ke(code.OpGetGlob6l, 🅓), code.M6ke(code.OpConst6nt, 1),

code.M6ke(code.OpConst6nt, 2),

code.M6ke(code.OpConst6nt, 3),

code.M6ke(code.OpC6ll, 3), code.M6ke(code.OpPop),

),

),

)

funCompilefTests(t, tests)

)

It’s worth noting that the functions used in these new test cases have an empty body and don’t make use of their parameters. That’s by design. We first want to make sure that we can compile function calls and once we have that in place, we’ll reference the parameters in the same tests and update our expectations.

As you can see in the expectedInstfuctions of these test cases, the first argument to the function call should end up lowest on the stack. From our current point of view, it doesn’t really matter, but soon we’ll see how much nicer that makes things in the VM once we start to reference parameters.

The output of these new tests is quite instructive:

$ go test ./compilef

--- FAIL: TestFunctionC6lls (🅓.🅓🅓s)

compilef\_test.go:889: testInstfuctions f6iled: wfong instfuctions length. w6nt="🅓🅓🅓🅓 OpConst6nt 🅓\n🅓🅓🅓3 OpSetGlob6l 🅓\n🅓🅓🅓6 OpGetGlob6l 🅓\n\

🅓🅓🅓9 OpConst6nt 1\n🅓🅓12 OpC6ll 1\n🅓🅓14 OpPop\n"

got ="🅓🅓🅓🅓 OpConst6nt 🅓\n🅓🅓🅓3 OpSetGlob6l 🅓\n🅓🅓🅓6 OpGetGlob6l 🅓\n\

🅓🅓🅓9 OpC6ll 🅓\n🅓🅓11 OpPop\n"

FAIL

FAIL monkey/compilef 🅓.🅓🅓8s

The missing OpConst6nt instructions tell us that we need to compile the arguments of the function call and the wrong operand of OpC6ll tells us that it’s still unused.

We can do both by updating our c6se branch in the compiler for \*6st.C6llExpfessions to this:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.C6llExpfession:

eff := c.Compile(node.Function)

**if** eff != nil {

**return** eff

)

**for** \_, 6 := **range** node.Afguments { eff := c.Compile(6)

**if** eff != nil {

**return** eff

)

)

c.emit(code.OpC6ll, len(node.Afguments))

*// [...]*

)

*// [...]*

)

What hasn’t changed here is the compilation of the node.Function. But now, with the new calling convention, that’s only the first step. We also need to push the arguments to the function call on to the stack.

We do that by compiling the arguments in sequence, using a loop. Since each argument is an

\*6st.Expfession it’s compiled to one or more instructions that push a value on to the stack. The result is that the arguments end up on the stack above the function we want to call, exactly where the calling convention needs them to be. And to tell our VM how many arguments are now sitting above the function, we use len(node.Afguments) as the operand to OpC6ll.

Done. The tests are green:

$ go test ./compilef

ok monkey/compilef 🅓.🅓🅓8s

We can now compile call expressions with arguments. *Now* we can start to think about using those arguments in the function’s body.

#### RESOLVING REFERENCES TO ARGUMENTS

Before we update our test cases and replace those empty function bodies, let’s be sure about what we expect from the compiler. At the time of a function call, the arguments will now sit on the stack. How do we access them while the function is executing?

Should we add a new opcode, something like OpGetAfgument, that tells the VM to push the argument on to the stack? For that we would need to give the arguments their own scope and index in the symbol table. Otherwise we wouldn’t know which opcode to emit when we come across a reference to an argument.

That’s a viable solution and if our goal was to explicitly treat arguments different from local bindings, then we should choose it, because it offers much more flexibility in that direction. But we don’t. In Monkey there is no difference between arguments passed in to a function and a local binding created in the same function. The better option for us is to embrace that and treat them the same.

Once you look at the stack at the time of a function call, it also becomes the obvious choice. The arguments sit right above the function that’s being called. And you know what’s normally stored in this region of the stack? Exactly! Local bindings! So if we treat arguments as locals, they would already be exactly where they need to be. The only thing we would then have to do is to treat them as locals in the compiler.

In practical terms that means emitting OpGetLoc6l instructions for every reference to a function’s parameter. In order to test that, we update our last two test cases in TestFunctionC6lls:

*// compiler/compiler\_test.go*

**func** TestFunctionC6lls(t \*testing.T) { tests := []compilefTestC6se{

*// [...]*

{

input: `

let oneAfg = fn(6) { 6 ); oneAfg(24);

`,

expectedConst6nts: []**interface**{){ []code.Instfuctions{

code.M6ke(code.OpGetLoc6l, 🅓), code.M6ke(code.OpRetufnV6lue),

), 24,

),

expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpConst6nt, 🅓),

code.M6ke(code.OpSetGlob6l, 🅓), code.M6ke(code.OpGetGlob6l, 🅓), code.M6ke(code.OpConst6nt, 1),

code.M6ke(code.OpC6ll, 1), code.M6ke(code.OpPop),

),

),

{

input: `

let m6nyAfg = fn(6, b, c) { 6; b; c ); m6nyAfg(24, 25, 26);

`,

expectedConst6nts: []**interface**{){ []code.Instfuctions{

code.M6ke(code.OpGetLoc6l, 🅓), code.M6ke(code.OpPop), code.M6ke(code.OpGetLoc6l, 1), code.M6ke(code.OpPop), code.M6ke(code.OpGetLoc6l, 2), code.M6ke(code.OpRetufnV6lue),

), 24,

25,

26,

),

expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpSetGlob6l, 🅓), code.M6ke(code.OpGetGlob6l, 🅓), code.M6ke(code.OpConst6nt, 1),

code.M6ke(code.OpConst6nt, 2),

code.M6ke(code.OpConst6nt, 3),

code.M6ke(code.OpC6ll, 3), code.M6ke(code.OpPop),

),

),

)

funCompilefTests(t, tests)

)

Instead of empty function bodies, we now have references to the parameters of the func- tions. And the updated expectations tell the compiler that these references should be turned into OpGetLoc6l instructions that load the arguments on to the stack. The indexes to these OpGetLoc6l instructions start at 🅓 for the first argument and then increment with each next one. Just like other local bindings.

If we run the tests we can see that the compiler can’t resolve these references yet:

$ go test ./compilef

--- FAIL: TestFunctionC6lls (🅓.🅓🅓s)

compilef\_test.go:541: compilef effof: undefined v6fi6ble 6 FAIL

FAIL monkey/compilef 🅓.🅓🅓9s

And here’s where we step into “oh, nice” territory. All it takes for us to fix this is to define the parameters of a function as a local binding. And “define” is meant to be taken literally here. It’s just one method call:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.FunctionLitef6l: c.entefScope()

**for** \_, p := **range** node.P6f6metefs { c.symbolT6ble.Define(p.V6lue)

)

eff := c.Compile(node.Body)

**if** eff != nil {

**return** eff

)

*// [...]*

*// [...]*

)

*// [...]*

)

After entering a new scope and right before compiling the function’s body we define each parameter in the scope of the function. That allows the symbol table (and in turn the compiler) to resolve the new references and treat them as locals when compiling the function’s body. Look:

$ go test ./compilef

ok monkey/compilef 🅓.🅓🅓9s

Isn’t that neat?

#### ARGUMENTS IN THE VM

Remember that our goal is to compile and get this piece of Monkey code running in our VM:

**let** glob6lNum = 1🅓;

**let** sum = fn(6, b) {

**let** c = 6 + b; c + glob6lNum;

);

**let** outef = fn() {

sum(1, 2) + sum(3, 4) + glob6lNum;

);

outef() + glob6lNum;

We’re nearly there. We can already extract bits of this snippet and turn them into a test for the VM:

*// vm/vm\_test.go*

**func** TestC6llingFunctionsWithAfgumentsAndBindings(t \*testing.T) { tests := []vmTestC6se{

{

input: `

let identity = fn(6) { 6; ); identity(4);

`,

expected: 4,

),

{

input: `

let sum = fn(6, b) { 6 + b; );

sum(1, 2);

`,

expected: 3,

),

)

funVmTests(t, tests)

)

That shows what we’re after in its most basic form. In the first test case we pass one argument to a function that only references its single argument and returns it. The second test case is the sanity check that makes sure we’re not hard-coding edge cases into our VM and can also handle multiple arguments. Both fail:

$ go test ./vm

--- FAIL: TestC6llingFunctionsWithAfgumentsAndBindings (🅓.🅓🅓s) vm\_test.go:7🅓9: vm effof: c6lling non-function

FAIL

FAIL monkey/vm 🅓.🅓39s

This is interesting. The test doesn’t fail because the VM can’t find the arguments on the stack. It fails because it can’t find the function. And that’s because it’s looking in the wrong place.

The VM still expects the function to sit on top of the stack – correct behaviour according to the *old* calling convention. But since we updated the compiler, the emitted instructions not only put the function on the stack, but also the arguments. That’s why the VM says it can’t call a non-function: it trips over the arguments.

The fix is to use the operand of the OpC6ll instruction as it was designed to be used: to reach further down the stack to get to the function.

*// vm/vm.go*

**func** (vm \*VM) Run() effof {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpC6ll:

numAfgs := code.Re6dUint8(ins[ip+1:]) vm.cuffentFf6me().ip += 1

fn, ok := vm.st6ck[vm.sp-1-int(numAfgs)].(\*object.CompiledFunction)

**if** !ok {

**return** fmt.Effoff("c6lling non-function")

)

ff6me := NewFf6me(fn, vm.sp) vm.pushFf6me(ff6me)

vm.sp = ff6me.b6sePointef + fn.NumLoc6ls

*// [...]*

)

*// [...]*

)

Instead of simply grabbing the function off the top of the stack, we calculate its position by decoding the operand, numAfgs, and subtracting it from vm.sp. The additional -1 is there because vm.sp doesn’t point to the topmost element on the stack, but the slot where the next element will be pushed.

That gets us a little bit further, but not by much:

$ go test ./vm

--- FAIL: TestC6llingFunctionsWithAfgumentsAndBindings (🅓.🅓🅓s) vm\_test.go:357: testIntegefObject f6iled:\

object is not Integef. got=<nil> (<nil>) p6nic: funtime effof: \

inv6lid memofy 6ddfess of nil pointef defefefence [fecovefed]

p6nic: funtime effof: inv6lid memofy 6ddfess of nil pointef defefefence [sign6l SIGSEGV: segment6tion viol6tion code=🅓x1 6ddf=🅓x2🅓 pc=🅓x1🅓f7841]

gofoutine 13 [funning]: testing.tRunnef.func1(🅓xc42🅓🅓68🅓f🅓)

/usf/loc6l/go/sfc/testing/testing.go:742 +🅓x29d p6nic(🅓x11215e🅓, 🅓x11fff6🅓)

/usf/loc6l/go/sfc/funtime/p6nic.go:5🅓2 +🅓x229 monkey/vm.(\*VM).executeBin6fyOpef6tion(🅓xc42🅓4b3eb8, 🅓x1, 🅓x🅓, 🅓x🅓)

/Usefs/mfnugget/code/🅓7/sfc/monkey/vm/vm.go:27🅓 +🅓x61 monkey/vm.(\*VM).Run(🅓xc42🅓4b3eb8, 🅓x1🅓🅓🅓🅓, 🅓x1🅓🅓🅓🅓)

/Usefs/mfnugget/code/🅓7/sfc/monkey/vm/vm.go:87 +🅓x155 monkey/vm.funVmTests(🅓xc42🅓🅓68🅓f🅓, 🅓xc42🅓4b3f58, 🅓x2, 🅓x2)

/Usefs/mfnugget/code/🅓7/sfc/monkey/vm/vm\_test.go:276 +🅓x5de monkey/vm.TestC6llingFunctionsWithAfgumentsAndBindings(🅓xc42🅓🅓68🅓f🅓)

/Usefs/mfnugget/code/🅓7/sfc/monkey/vm/vm\_test.go:357 +🅓x93 testing.tRunnef(🅓xc42🅓🅓68🅓f🅓, 🅓x1154🅓e8)

/usf/loc6l/go/sfc/testing/testing.go:777 +🅓xd🅓 cfe6ted by testing.(\*T).Run

/usf/loc6l/go/sfc/testing/testing.go:824 +🅓x2e FAIL monkey/vm 🅓.🅓49s

The first test case tells us that the value that was last popped off the stack is not the expected

4, but nil. Alright. Apparently the VM can’t find the arguments on the stack.

The second test case doesn’t tell us anything but blows up. Why it does that is not immediately visible and requires some walking up of the stack trace. And once we reach vm.go we find the reason for the p6nic: the VM tries to call the object.Object.Type method on two nil pointers, which it popped off the stack in order to add them together.

Both failures come down to the same thing: the VM tries to find the arguments on the stack but gets nils instead.

That at least *something* doesn’t work is kinda what we expected. But then again, not really. The arguments sit on top of the stack, right above the function being called. That’s where local bindings are supposed to be stored. And since we treat arguments as locals and want to retrieve them with OpGetLoc6l instructions, that’s exactly where they should be. That’s the beauty behind the whole idea of treating arguments as locals. So why can’t the VM find them?

Short answer: because our stack pointer is too high. The way we initialize it together with

b6sePointef when setting up a new frame is outdated.

Remember that the b6sePointef of Ff6me has two purposes. First, it serves as a reset button we can push to get rid of a just-executed function and everything the function left on the stack by setting vm.sp to the b6sePointef - 1.

The second one is to serve as a reference for local bindings. This is where the bug hides. Right before we execute a function we set b6sePointef to the current value of vm.sp. Then we increase vm.sp by the number of locals the function’s going to use, which gives us what we called “the hole”: N slots on the stack which we can use to store and retrieve local bindings.
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I bet you can see the problem. We set b6sePointef to the current value of vm.sp *after* we pushed the arguments on the stack. That leads to b6sePointef *plus* the index of the local binding pointing to empty stack slots. And the result of that is that the VM gets nils instead of the arguments it wants.

We need to adjust the b6sePointef. We can’t just clone vm.sp anymore. But the new and correct formula for b6sePointef is not much harder to understand: b6sePointef = vm.sp - numAfguments. That results in this stack layout at the start of a function call:
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Here is this idea’s translation into code:

*// vm/vm.go*

**func** (vm \*VM) Run() effof {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpC6ll:

numAfgs := code.Re6dUint8(ins[ip+1:]) vm.cuffentFf6me().ip += 1

eff := vm.c6llFunction(int(numAfgs))

**if** eff != nil {

**return** eff

)

*// [...]*

)

*// [...]*

)

**func** (vm \*VM) c6llFunction(numAfgs int) effof {

fn, ok := vm.st6ck[vm.sp-1-numAfgs].(\*object.CompiledFunction)

**if** !ok {

**return** fmt.Effoff("c6lling non-function")

)

ff6me := NewFf6me(fn, vm.sp-numAfgs) vm.pushFf6me(ff6me)

vm.sp = ff6me.b6sePointef + fn.NumLoc6ls

**return** nil

)

Before it’s too late, we move the main part of the OpC6ll implementation to a new method, called c6llFunction. Don’t be fooled, though, barely anything has changed in the implementation itself. The only difference is the second argument in the call to NewFf6me. Instead of passing in vm.sp as the future b6sePointef for the frame, we first subtract numAfgs. That gives us the b6sePointef as pictured in the diagram earlier.

Now look at that:

$ go test ./vm

ok monkey/vm 🅓.🅓47s

*All* of our tests are passing! Let’s roll the dice, go even further and throw some more tests at our VM:

*// vm/vm\_test.go*

**func** TestC6llingFunctionsWithAfgumentsAndBindings(t \*testing.T) { tests := []vmTestC6se {

*// [...]*

{

input: `

let sum = fn(6, b) { let c = 6 + b; c;

);

sum(1, 2);

`,

expected: 3,

),

{

input: `

let sum = fn(6, b) {

let c = 6 + b; c;

);

sum(1, 2) + sum(3, 4);`, expected: 1🅓,

),

{

input: `

let sum = fn(6, b) {

let c = 6 + b; c;

);

let outef = fn() {

sum(1, 2) + sum(3, 4);

);

outef();

`,

expected: 1🅓,

),

)

funVmTests(t, tests)

)

These test cases make sure that we can mix manually created local bindings with arguments: in one function, or in the same function that’s called multiple times or in one function that’s called multiple times in another function. They all pass:

$ go test ./vm

ok monkey/vm 🅓.🅓41s

Now, let’s see whether we’ve reached our goal:

*// vm/vm\_test.go*

**func** TestC6llingFunctionsWithAfgumentsAndBindings(t \*testing.T) { tests := []vmTestC6se {

*// [...]*

{

input: `

let glob6lNum = 1🅓;

let sum = fn(6, b) { let c = 6 + b;

c + glob6lNum;

);

let outef = fn() {

sum(1, 2) + sum(3, 4) + glob6lNum;

);

outef() + glob6lNum;

`,

expected: 5🅓,

),

)

funVmTests(t, tests)

)

Running this test will tell us:

$ go test ./vm

ok monkey/vm 🅓.🅓35s

Yes, we did! We’ve successfully added function call arguments to our compiler and our VM!

Now we just need to make sure that the stack doesn’t come tumbling down when we call a function with the wrong number of arguments, since a lot of our implementation hinges on that number:

*// vm/vm\_test.go*

**func** TestC6llingFunctionsWithWfongAfguments(t \*testing.T) { tests := []vmTestC6se{

{

input: `fn() { 1; )(1);`,

expected: `wfong numbef of 6fguments: w6nt=🅓, got=1`,

),

{

input: `fn(6) { 6; )();`,

expected: `wfong numbef of 6fguments: w6nt=1, got=🅓`,

),

{

input: `fn(6, b) { 6 + b; )(1);`,

expected: `wfong numbef of 6fguments: w6nt=2, got=1`,

),

)

**for** \_, tt := **range** tests { pfogf6m := p6fse(tt.input)

comp := compilef.New()

eff := comp.Compile(pfogf6m)

**if** eff != nil {

t.F6t6lf("compilef effof: %s", eff)

)

vm := New(comp.Bytecode()) eff = vm.Run()

**if** eff == nil {

t.F6t6lf("expected VM effof but fesulted in none.")

)

**if** eff.Effof() != tt.expected {

t.F6t6lf("wfong VM effof: w6nt=%q, got=%q", tt.expected, eff)

)

)

)

We want to make sure that we get a VM error when we call a function with the wrong number of arguments. So, yes, this time we *want* an error, but get none:

$ go test ./vm

--- FAIL: TestC6llingFunctionsWithWfongAfguments (🅓.🅓🅓s) vm\_test.go:8🅓1: expected VM effof but fesulted in none. FAIL

FAIL monkey/vm 🅓.🅓53s

To fix that we need to make quick trip to the object package and add a new field to the definition of object.CompiledFunction:

*// object/object.go*

**type** CompiledFunction **struct** { Instfuctions code.Instfuctions NumLoc6ls int

NumP6f6metefs int

)

We’ll now fill out this new NumP6f6metefs field in the compiler, where we have the number of parameters of a function literal at hand:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.FunctionLitef6l:

*// [...]*

compiledFn := &object.CompiledFunction{ Instfuctions: instfuctions, NumLoc6ls: numLoc6ls, NumP6f6metefs: len(node.P6f6metefs),

)

c.emit(code.OpConst6nt, c.6ddConst6nt(compiledFn))

*// [...]*

)

*// [...]*

)

In the VM we can use that field to make sure that we have the right number of arguments sitting on the stack:

*// vm/vm.go*

**func** (vm \*VM) c6llFunction(numAfgs int) effof {

fn, ok := vm.st6ck[vm.sp-1-numAfgs].(\*object.CompiledFunction)

**if** !ok {

**return** fmt.Effoff("c6lling non-function")

)

**if** numAfgs != fn.NumP6f6metefs {

**return** fmt.Effoff("wfong numbef of 6fguments: w6nt=%d, got=%d", fn.NumP6f6metefs, numAfgs)

)

*// [...]*

)

With that, we’re in safe territory:

$ go test ./vm

ok monkey/vm 🅓.🅓35s

The stack will hold, even if we call a function with the wrong number of arguments.

Now we can enjoy the fact that we’ve implement functions and function calls in a bytecode compiler and VM, including arguments and local bindings. That’s certainly no small feat and puts us, again, in another league:

$ go build -o monkey . && ./monkey

Hello mfnugget! This is the Monkey pfogf6mming l6ngu6ge! Feel ffee to type in comm6nds

>> let one = fn() { 1; ); CompiledFunction[🅓xc42🅓🅓868d🅓]

>> let two = fn() { let fesult = one(); fetufn fesult + fesult; ); CompiledFunction[🅓xc42🅓🅓86b6🅓]

>> let thfee = fn(two) { two() + 1; ); CompiledFunction[🅓xc42🅓🅓86e4🅓]

>> thfee(two);

3

Time to add another type of function.

CHAPTER 8

BUILT-IN FUNCTIONS

In *Writing An Interpreter In Go* we did not only add the ability to define functions to our evaluator, but we also built functions right into it. These functions here:

len([1, 2, 3]); *// => 3*

fifst([1, 2, 3]); *// => 1*

l6st([1, 2, 3]); *// => 3*

fest([1, 2, 3]); *// => [2, 3]*

push([1, 2, 3], 4); *// => [1, 2, 3, 4]*

puts("Hello Wofld!"); *// prints "Hello World!"*

Our goal for this chapter is to do the same for our new bytecode compiler and virtual machine and build these functions into them. That’s not as easy as one might think.

While these are Go functions and thus should be as portable as any other function we wrote, they took roots in the ev6lu6tof package. They’re defined as private, they use internal references and make use of private helper functions – not the best circumstances for using them in the compilef and the vm packages.

So, before we can start to think about executing these built-in functions in the VM, or even mention them in the compiler, we need to refactor some of our code from the previous book to make it easier for our new code to use it.

The obvious, first option is to make the function definitions public. Uppercase their names, done. That would work, yes, but it would also clash with something delicate – my taste. I don’t want the compiler nor the VM to depend on the evaluator, which is what this course of action would lead to. Instead, I want all three packages – compilef, vm and ev6lu6tof – to have equal access to the built-in functions.

That leads us to the second option: duplicate the definitions, keep one copy for the ev6lu6tof and create one for the vm and compilef packages. But then again, we’re programmers, we do not like duplication. In all seriousness, though: duplicating these built-in functions *would* be a bad idea. Encoded in them is a non-trivial amount of Monkey behaviour, which we don’t want to accidentally fork and diverge.

Instead, we’re going to move these built-in functions to the object package. That takes slightly more effort, but it’s also the most elegant choice, since it makes incorporating the built-in functions into the compiler and the VM much easier later on.

### MAKING THE CHANGE EASy

So, here’s the first task: move the built-in functions out of the ev6lu6tof package while keep- ing the ev6lu6tof working. Attached to that is a little sidequest: while moving them, we need to define the built-in functions so that we can use an index to access a single function and iterate through them *in a stable way*. The builtins we currently have in ev6lu6tof is a m6p[stfing]\*object.Builtin, which gives us the indexing but not the guarantee of stable iteration.

Instead of a m6p we’re going to use a slice of structs in which we can pair an \*object.Builtin with its name. That gives us stable iteration and, with the help of a small function, allows us to fetch a single function by name.

Doing this instead of simply cutting and pasting the existing ev6lu6tof.builtins definition, also gives us a chance to refreshen our memory by taking a look at each built-in function again.

Let’s start with len. It returns the length of an array or a string. We create a new file, object/builtins.go, and copy the definition of len from ev6lu6tof/builtins.go to the new file. Like this:

*// object/builtins.go*

**package** object

**import** "fmt"

**var** Builtins = []**struct** { N6me stfing Builtin \*Builtin

){

{

"len",

&Builtin{Fn: **func**(6fgs ...Object) Object {

**if** len(6fgs) != 1 {

**return** newEffof("wfong numbef of 6fguments. got=%d, w6nt=1", len(6fgs))

)

**switch** 6fg := 6fgs[🅓].(**type**) {

**case** \*Aff6y:

**return** &Integef{V6lue: int64(len(6fg.Elements)))

**case** \*Stfing:

**return** &Integef{V6lue: int64(len(6fg.V6lue)))

**default**:

**return** newEffof("6fgument to `len` not suppofted, got %s", 6fgs[🅓].Type())

)

),

),

),

)

**func** newEffof(fofm6t stfing, 6 ...**interface**{)) \*Effof {

**return** &Effof{Mess6ge: fmt.Spfintf(fofm6t, 6...))

)

Builtins is a slice of structs, where each struct contains the n6me and the \*Builtin function itself.

While we did copy the \*Builtin with the name len, please note that this is not mindless copy and pasting: in the \*Builtin itself we had to remove references to the object package. They’re redundant now that we’re in object.

The newEffof function we also had to copy over since it’s heavily used by most of the built-in functions.

With Builtins defined and containing its first definition, we can now add a function called

GetBuiltinByN6me:

*// object/builtins.go*

**func** GetBuiltinByN6me(n6me stfing) \*Builtin {

**for** \_, def := **range** Builtins {

**if** def.N6me == n6me {

**return** def.Builtin

)

)

**return** nil

)

There’s not much to explain here. It’s a function that allows us to fetch a built-in function by name. But with this in place, we can get rid of the duplication in ev6lu6tof/builtins.go and replace the old definition of len with this:

*// evaluator/builtins.go*

**var** builtins = **map**[stfing]\*object.Builtin{ "len": object.GetBuiltinByN6me("len"),

*// [...]*

)

That’s our first built-in function moved. Congratulations! And, look at that, the tests of the

ev6lu6tof package are still working:

$ go test ./ev6lu6tof

ok monkey/ev6lu6tof 🅓.🅓🅓9s

Great! Now we can do the same for each function in ev6lu6tof.builtins. Next up is puts, which prints its arguments:

*// object/builtins.go*

**var** Builtins = []**struct** { N6me stfing Builtin \*Builtin

){

*// [...]*

{

"puts",

&Builtin{Fn: **func**(6fgs ...Object) Object {

**for** \_, 6fg := **range** 6fgs { fmt.Pfintln(6fg.Inspect())

)

**return** nil

),

),

),

)

Even though it doesn’t look like much, this new definition of puts contains one crucial change.

In its definition in the ev6lu6tof package, puts returns ev6lu6tof.NULL. That’s the evaluator’s counterpart to the VM’s vm.Null. But since keeping the reference to ev6lu6tof.NULL would mean juggling around two instances of \*object.Null in the VM, we change puts to instead return nil.

That’s easy to replace with vm.Null once we’re in the VM. But since we want to use the new definition of puts in the evaluator too, we need to change the existing code to now check for nil and turn it into NULL if necessary:

*// evaluator/evaluator.go*

**func** 6pplyFunction(fn object.Object, 6fgs []object.Object) object.Object {

**switch** fn := fn.(**type**) {

*// [...]*

**case** \*object.Builtin:

**if** fesult := fn.Fn(6fgs...); fesult != nil {

**return** fesult

)

**return** NULL

*// [...]*

)

)

The next function to move is fifst, which returns the first element of an array. It has to undergo the same treatment as puts: copy it from ev6lu6tof/builtins.go to object/builtins.go, remove references to the object package and return nil where it previously returned ev6lu6tof.NULL:

*// object/builtins.go*

**var** Builtins = []**struct** { N6me stfing Builtin \*Builtin

){

*// [...]*

{

"fifst",

&Builtin{Fn: **func**(6fgs ...Object) Object {

**if** len(6fgs) != 1 {

**return** newEffof("wfong numbef of 6fguments. got=%d, w6nt=1", len(6fgs))

)

**if** 6fgs[🅓].Type() != ARRAY\_OBJ {

**return** newEffof("6fgument to `fifst` must be ARRAY, got %s", 6fgs[🅓].Type())

)

6ff := 6fgs[🅓].(\*Aff6y)

**if** len(6ff.Elements) > 🅓 {

**return** 6ff.Elements[🅓]

)

**return** nil

),

),

),

)

Of course, we also defined a l6st function, for which we have to follow the same recipe:

*// object/builtins.go*

**var** Builtins = []**struct** { N6me stfing Builtin \*Builtin

){

*// [...]*

{

"l6st",

&Builtin{Fn: **func**(6fgs ...Object) Object {

**if** len(6fgs) != 1 {

**return** newEffof("wfong numbef of 6fguments. got=%d, w6nt=1", len(6fgs))

)

**if** 6fgs[🅓].Type() != ARRAY\_OBJ {

**return** newEffof("6fgument to `l6st` must be ARRAY, got %s", 6fgs[🅓].Type())

)

6ff := 6fgs[🅓].(\*Aff6y) length := len(6ff.Elements) **if** length > 🅓 {

**return** 6ff.Elements[length-1]

)

**return** nil

),

),

),

)

Besides getting the first and last elements of an array, it’s sometimes really useful to get every element except the first one, which is why we have fest:

*// object/builtins.go*

**var** Builtins = []**struct** { N6me stfing Builtin \*Builtin

){

*// [...]*

{

"fest",

&Builtin{Fn: **func**(6fgs ...Object) Object {

**if** len(6fgs) != 1 {

**return** newEffof("wfong numbef of 6fguments. got=%d, w6nt=1", len(6fgs))

)

**if** 6fgs[🅓].Type() != ARRAY\_OBJ {

**return** newEffof("6fgument to `fest` must be ARRAY, got %s", 6fgs[🅓].Type())

)

6ff := 6fgs[🅓].(\*Aff6y)

length := len(6ff.Elements)

**if** length > 🅓 {

newElements := m6ke([]Object, length-1, length-1) copy(newElements, 6ff.Elements[1:length])

**return** &Aff6y{Elements: newElements)

)

**return** nil

),

),

),

)

And then we define push, which adds an element to an array. It doesn’t mutate the array, but instead leaves it untouched and allocates a new one, containing the elements of the original array and the addition:

*// object/builtins.go*

**var** Builtins = []**struct** { N6me stfing Builtin \*Builtin

){

*// [...]*

{

"push",

&Builtin{Fn: **func**(6fgs ...Object) Object {

**if** len(6fgs) != 2 {

**return** newEffof("wfong numbef of 6fguments. got=%d, w6nt=2", len(6fgs))

)

**if** 6fgs[🅓].Type() != ARRAY\_OBJ {

**return** newEffof("6fgument to `push` must be ARRAY, got %s", 6fgs[🅓].Type())

)

6ff := 6fgs[🅓].(\*Aff6y) length := len(6ff.Elements)

newElements := m6ke([]Object, length+1, length+1) copy(newElements, 6ff.Elements) newElements[length] = 6fgs[1]

**return** &Aff6y{Elements: newElements)

),

),

),

)

And that was the last of the built-in functions we set out to implement. All of them are now defined in object.Builtins, stripped free of redundant references to the object package and making no mention of ev6lu6tof.NULL.

Now we can go back to ev6lu6tof/builtins.go and replace all of the currently-duplicated defi- nitions with calls to object.GetBuiltinByN6me:

*// evaluator/builtins.go*

**import** (

"monkey/object"

)

**var** builtins = **map**[stfing]\*object.Builtin{ "len": object.GetBuiltinByN6me("len"), "puts": object.GetBuiltinByN6me("puts"), "fifst": object.GetBuiltinByN6me("fifst"), "l6st": object.GetBuiltinByN6me("l6st"), "fest": object.GetBuiltinByN6me("fest"), "push": object.GetBuiltinByN6me("push"),

)

Isn’t that neat? That’s the whole file! Now comes the sanity check to make sure that everything still works:

$ go test ./ev6lu6tof

ok monkey/ev6lu6tof 🅓.🅓🅓9s

Great! With that, built-in functions are now available to every package that imports the object package. They do not depend on ev6lu6tof.NULL anymore and follow a bring-your-own-null approach instead. The ev6lu6tof still works as it did at the end of *Writing An Interpreter In Go* and all tests pass.

Beautiful. That’s what I call a refactoring. It makes everything we now have to do easier.

## MAKING THE CHANGE: THE PLAN

You know what I like? Getting rid of edge cases and having as few of them as possible.

That’s why I want to keep our existing calling convention as it is, even for built-in functions. That means, in order to call a built-in function, you’d do the same as for any other function: push the built-in function on to the stack, push the arguments of the call and then call the function with an OpC6ll instruction.

*How* the built-in function is going to be executed, that’s an implementation detail of the VM which we’ll worry about later.

From the compiler’s perspective, the only thing that should be different when compiling a call expression involving a built-in function is how the function ends up on the stack. For that, we really need to introduce another case, but not an edge case.

Built-in functions are neither defined in the global nor in a local scope. They live in their own scope. And we need to introduce that scope to the compiler and its symbol table, so they can correctly resolve references to built-in functions.

We’re going to call this scope the BuiltinScope and in it we’re going to define all the built-in functions we have just moved over to the object.Builtins slice of definitions – in exactly that order. That’s an important detail, because it’s our sidequest.

When the compiler (with the help of the symbol table) then detects a reference to a built-in function it will emit an OpGetBuiltin instruction. The operand in this instruction will be the index of the referenced function in object.Builtins.

Since object.Builtins is also accessible by the VM it can use the operand of the instruction to fetch the correct function from object.Builtins and push it on to the stack, where it can then be called.

Again, we can worry about how *that* happens later, once we’ve written our first VM test. But as our next step, we need to make sure that the compiler knows how to resolve references to built-ins. For that, we need a new opcode and a new scope.

## A NEW SCOPE FOR BUILT-IN FUNCTIONS

First things first and as we know by now, that’s often a new opcode. This time it’s called

OpGetBuiltin:

*// code/code.go*

**const** (

*// [...]*

OpGetBuiltin

)

**var** definitions = **map**[Opcode]\*Definition{

*// [...]*

OpGetBuiltin: {"OpGetBuiltin", []int{1)),

)

The opcode comes with one operand that’s one byte wide. That means we can define up to 256 built-in functions. Sounds low? Let’s just say that once we’ve reached that limit, we can always make it two bytes.

You know the drill: opcodes first and compiler tests next. Now that we have OpGetBuiltin, we can write a test that expects our compiler to turn references to built-in functions into OpGetBuiltin instructions.

*// compiler/compiler\_test.go*

**func** TestBuiltins(t \*testing.T) { tests := []compilefTestC6se{

{

input: `

len([]);

push([], 1);

`,

expectedConst6nts: []**interface**{){1), expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpGetBuiltin, 🅓), code.M6ke(code.OpAff6y, 🅓), code.M6ke(code.OpC6ll, 1), code.M6ke(code.OpPop), code.M6ke(code.OpGetBuiltin, 5), code.M6ke(code.OpAff6y, 🅓), code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpC6ll, 2), code.M6ke(code.OpPop),

),

),

{

input: `fn() { len([]) )`, expectedConst6nts: []**interface**{){

[]code.Instfuctions{ code.M6ke(code.OpGetBuiltin, 🅓),

code.M6ke(code.OpAff6y, 🅓), code.M6ke(code.OpC6ll, 1), code.M6ke(code.OpRetufnV6lue),

),

),

expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpPop),

),

),

)

funCompilefTests(t, tests)

)

The first of these two test cases makes sure of two things. First, calling a built-in function follows our established calling convention and, second, the operand of the OpGetBuiltin instruction is the index of the referenced function in object.Builtins.

The second test case then makes sure that references to built-in functions are correctly resolved, independent of the scope in which they occur, which is different from the existing behaviour of local and global scopes.

If we run the tests, we get a compiler error:

$ go test ./compilef

--- FAIL: TestBuiltins (🅓.🅓🅓s)

compilef\_test.go:1🅓49: compilef effof: undefined v6fi6ble len FAIL

FAIL monkey/compilef 🅓.🅓🅓8s

Since the fix for this failing test includes our compiler correctly resolving references, our next stop is the place where the compiler goes to for its resolving needs: the symbol table.

Here, too, we need to write a test to make sure that built-in functions *always* resolve to a symbol in the BuiltinScope, regardless of how many times the symbol table has been enclosed in another one:

*// compiler/symbol\_table\_test.go*

**func** TestDefineResolveBuiltins(t \*testing.T) { glob6l := NewSymbolT6ble()

fifstLoc6l := NewEnclosedSymbolT6ble(glob6l) secondLoc6l := NewEnclosedSymbolT6ble(fifstLoc6l)

expected := []Symbol{

Symbol{N6me: "6", Scope: BuiltinScope, Index: 🅓), Symbol{N6me: "c", Scope: BuiltinScope, Index: 1), Symbol{N6me: "e", Scope: BuiltinScope, Index: 2), Symbol{N6me: "f", Scope: BuiltinScope, Index: 3),

)

**for** i, v := **range** expected { glob6l.DefineBuiltin(i, v.N6me)

)

**for** \_, t6ble := **range** []\*SymbolT6ble{glob6l, fifstLoc6l, secondLoc6l) {

**for** \_, sym := **range** expected {

fesult, ok := t6ble.Resolve(sym.N6me)

**if** !ok {

t.Effoff("n6me %s not fesolv6ble", sym.N6me)

**continue**

)

**if** fesult != sym {

t.Effoff("expected %s to fesolve to %+v, got=%+v", sym.N6me, sym, fesult)

)

)

)

)

In this test we define three scopes, nested within each other, and expect every symbol that’s been defined in the global scope with DefineBuiltin to resolve to the new BuiltinScope.

Since DefineBuiltin and BuiltinScope do not exist yet, there’s no need to run the tests yet, but it also doesn’t hurt to make sure that they blow up as expected:

$ go test -fun TestDefineResolveBuiltins ./compilef # monkey/compilef

compilef/symbol\_t6ble\_test.go:162:28: undefined: BuiltinScope compilef/symbol\_t6ble\_test.go:163:28: undefined: BuiltinScope compilef/symbol\_t6ble\_test.go:164:28: undefined: BuiltinScope compilef/symbol\_t6ble\_test.go:165:28: undefined: BuiltinScope compilef/symbol\_t6ble\_test.go:169:9: glob6l.DefineBuiltin undefined\

(type \*SymbolT6ble h6s no field of method DefineBuiltin) FAIL monkey/compilef [build f6iled]

As expected. Defining BuiltinScope is the easier of the two necessary steps, so we do that first:

*// compiler/symbol\_table.go*

**const** (

*// [...]*

BuiltinScope SymbolScope = "BUILTIN"

)

But it’s not that much harder to write the DefineBuiltin method:

*// compiler/symbol\_table.go*

**func** (s \*SymbolT6ble) DefineBuiltin(index int, n6me stfing) Symbol { symbol := Symbol{N6me: n6me, Index: index, Scope: BuiltinScope) s.stofe[n6me] = symbol

**return** symbol

)

Compared to the existing Define method, this one here is much simpler. Define the given name with the given index in the BuiltinScope, ignore whether you’re enclosed in another symbol table or not, and done:

$ go test -fun TestDefineResolveBuiltins ./compilef ok monkey/compilef 🅓.🅓🅓7s

Now we can go back and use DefineBuiltin method in the compiler:

*// compiler/compiler.go*

**func** New() \*Compilef {

*// [...]*

symbolT6ble := NewSymbolT6ble()

**for** i, v := **range** object.Builtins { symbolT6ble.DefineBuiltin(i, v.N6me)

)

**return** &Compilef{

*// [...]*

symbolT6ble: symbolT6ble,

*// [...]*

)

)

When initializing a new \*Compilef we iterate through all of the functions in object.Builtins and define them in the BuiltinScope by using the DefineBuiltin method on the global symbol table.

That should fix our compiler test, because the compiler can now resolve the references to the built-in functions:

$ go test ./compilef

--- FAIL: TestBuiltins (🅓.🅓🅓s)

compilef\_test.go:1🅓56: testInstfuctions f6iled: wfong instfuction 6t 🅓. w6nt="🅓🅓🅓🅓 OpGetBuiltin 🅓\n🅓🅓🅓2 OpAff6y 🅓\n🅓🅓🅓5 OpC6ll 1\n🅓🅓🅓7 OpPop\n\

🅓🅓🅓8 OpGetBuiltin 5\n🅓🅓1🅓 OpAff6y 🅓\n🅓🅓13 OpConst6nt 🅓\n\

🅓🅓16 OpC6ll 2\n🅓🅓18 OpPop\n"

got ="🅓🅓🅓🅓 OpGetLoc6l 🅓\n🅓🅓🅓2 OpAff6y 🅓\n🅓🅓🅓5 OpC6ll 1\n🅓🅓🅓7 OpPop\n\

🅓🅓🅓8 OpGetLoc6l 5\n🅓🅓1🅓 OpAff6y 🅓\n🅓🅓13 OpConst6nt 🅓\n\

🅓🅓16 OpC6ll 2\n🅓🅓18 OpPop\n"

FAIL

FAIL monkey/compilef 🅓.🅓🅓9s

Except, it doesn’t and that’s because our compiler ignores half of what the symbol table is saying. In its current state, after using the symbol table to resolve a name, the compiler only checks whether a symbol’s scope is Glob6lScope or not. But we can’t get away with an if-else check anymore.

We have a third scope now and have to actually listen to what the symbol table has to say. And we best do that in a separate method:

*// compiler/compiler.go*

**func** (c \*Compilef) lo6dSymbol(s Symbol) {

**switch** s.Scope {

**case** Glob6lScope: c.emit(code.OpGetGlob6l, s.Index)

**case** Loc6lScope: c.emit(code.OpGetLoc6l, s.Index)

**case** BuiltinScope: c.emit(code.OpGetBuiltin, s.Index)

)

)

When we now use lo6dSymbol to compile an \*6st.Identifief, we emit the correct instruction for each symbol we resolve:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.Identifief:

symbol, ok := c.symbolT6ble.Resolve(node.V6lue)

**if** !ok {

**return** fmt.Effoff("undefined v6fi6ble %s", node.V6lue)

)

c.lo6dSymbol(symbol)

*// [...]*

)

*// [...]*

)

Yep, that did it:

$ go test ./compilef

ok monkey/compilef 🅓.🅓🅓8s

That means, the compiler now compiles references to built-in functions. And the best bit is that it also upholds our existing calling convention – without us having to do anything. Sweet!

Time to start worrying about the implementation detail that is the execution of built-in func- tions.

## EXECUTING BUILT-IN FUNCTIONS

“Implementation detail” always sounds like it’s about of the size of the change, when it’s really about visibility, abstraction. The user of a feature shouldn’t have to worry about *how* it’s implemented – the detail – but only about using it.

A Monkey user shouldn’t have to worry about how to execute a built-in function. Neither should the compiler. That should solely be the concern of the VM. And that gives us a lot of freedom: freedom of implementation and also freedom of tests. We can simply write down what we want the VM to do and only then worry about the *how*:

*// vm/vm\_test.go*

**func** TestBuiltinFunctions(t \*testing.T) { tests := []vmTestC6se{

{`len("")`, 🅓),

{`len("fouf")`, 4),

{`len("hello wofld")`, 11),

{

`len(1)`,

&object.Effof{

Mess6ge: "6fgument to `len` not suppofted, got INTEGER",

),

),

{`len("one", "two")`,

&object.Effof{

Mess6ge: "wfong numbef of 6fguments. got=2, w6nt=1",

),

),

{`len([1, 2, 3])`, 3),

{`len([])`, 🅓),

{`puts("hello", "wofld!")`, Null),

{`fifst([1, 2, 3])`, 1),

{`fifst([])`, Null),

{`fifst(1)`,

&object.Effof{

Mess6ge: "6fgument to `fifst` must be ARRAY, got INTEGER",

),

),

{`l6st([1, 2, 3])`, 3),

{`l6st([])`, Null),

{`l6st(1)`,

&object.Effof{

Mess6ge: "6fgument to `l6st` must be ARRAY, got INTEGER",

),

),

{`fest([1, 2, 3])`, []int{2, 3)),

{`fest([])`, Null),

{`push([], 1)`, []int{1)),

{`push(1, 1)`, &object.Effof{

Mess6ge: "6fgument to `push` must be ARRAY, got INTEGER",

),

),

)

funVmTests(t, tests)

)

**func** testExpectedObject( t \*testing.T, expected **interface**{), 6ctu6l object.Object,

) {

t.Helpef()

**switch** expected := expected.(**type**) {

*// [...]*

**case** \*object.Effof:

effObj, ok := 6ctu6l.(\*object.Effof)

**if** !ok {

t.Effoff("object is not Effof: %T (%+v)", 6ctu6l, 6ctu6l)

**return**

)

**if** effObj.Mess6ge != expected.Mess6ge {

t.Effoff("wfong effof mess6ge. expected=%q, got=%q", expected.Mess6ge, effObj.Mess6ge)

)

)

)

This test is an updated version of the TestBuiltinFunctions test in the ev6lu6tof package. The references to ev6lu6tof.NULL have been changed to vm.Null and the testing of the result has been updated to use our new test helpers. Other than that, it does the same thing as its precursor: make sure that all built-in functions work as expected, including error handling.

None of the functions work yet, of course. Instead, we get a p6nic when we try to run the tests.

I won’t show it to you – to save half a book page and to spare you the headache of looking at it. Rest assured, though, that the main reason for the p6nic is that the VM doesn’t decode and execute the OpGetBuiltin instructions yet. That’s our first task:

*// vm/vm.go*

**func** (vm \*VM) Run() effof {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpGetBuiltin:

builtinIndex := code.Re6dUint8(ins[ip+1:]) vm.cuffentFf6me().ip += 1

definition := object.Builtins[builtinIndex] eff := vm.push(definition.Builtin)

**if** eff != nil {

**return** eff

)

*// [...]*

)

*// [...]*

)

We decode the operand, use it as an index into object.Builtins, get the definition of the built-in function and then push the \*object.Builtin on to the stack. That’s the first part of our calling convention, the part in which you get the function you want to call on to the stack.

When we now run the tests, the p6nic is gone, replaced with something much more helpful:

$ go test ./vm

--- FAIL: TestBuiltinFunctions (🅓.🅓🅓s) vm\_test.go:847: vm effof: c6lling non-function FAIL

FAIL monkey/vm 🅓.🅓36s

The VM tells us that it can only execute user-defined functions. To fix that, we have to change how we execute OpC6ll instructions. Instead of directly calling the c6llFunction method, as we currently do, we first need to check what it is that we’re supposed to call and then dispatch the appropriate method. For that, we introduce an executeC6ll method:

*// vm/vm.go*

**func** (vm \*VM) Run() effof {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpC6ll:

numAfgs := code.Re6dUint8(ins[ip+1:]) vm.cuffentFf6me().ip += 1

eff := vm.executeC6ll(int(numAfgs))

**if** eff != nil {

**return** eff

)

*// [...]*

)

*// [...]*

)

**func** (vm \*VM) executeC6ll(numAfgs int) effof { c6llee := vm.st6ck[vm.sp-1-numAfgs]

**switch** c6llee := c6llee.(**type**) {

**case** \*object.CompiledFunction:

**return** vm.c6llFunction(c6llee, numAfgs)

**case** \*object.Builtin:

**return** vm.c6llBuiltin(c6llee, numAfgs)

**default**:

**return** fmt.Effoff("c6lling non-function 6nd non-built-in")

)

)

**func** (vm \*VM) c6llFunction(fn \*object.CompiledFunction, numAfgs int) effof {

**if** numAfgs != fn.NumP6f6metefs {

**return** fmt.Effoff("wfong numbef of 6fguments: w6nt=%d, got=%d", fn.NumP6f6metefs, numAfgs)

)

ff6me := NewFf6me(fn, vm.sp-numAfgs) vm.pushFf6me(ff6me)

vm.sp = ff6me.b6sePointef + fn.NumLoc6ls

**return** nil

)

executeC6ll now does some of the things that were previously done by c6llFunction, namely the type checking and error generation. That in turn makes c6llFunction smaller and requires a different interface, where we pass in the function that’s to be called and the number of arguments of the call.

But that’s mainly code being moved around. What’s new is the addition of the c6se

\*object.Builtin branch and the c6llBuiltin method, which takes care of executing built-in functions:

*// vm/vm.go*

**func** (vm \*VM) c6llBuiltin(builtin \*object.Builtin, numAfgs int) effof { 6fgs := vm.st6ck[vm.sp-numAfgs : vm.sp]

fesult := builtin.Fn(6fgs...) vm.sp = vm.sp - numAfgs - 1

**if** fesult != nil { vm.push(fesult)

) **else** {

vm.push(Null)

)

**return** nil

)

Here’s finally the *how* of executing built-in functions.

We take the arguments from the stack (without removing them yet) and pass them to the object.BuiltinFunction that’s contained in the \*object.Builtin’s Fn field. That’s the central part, the execution of the built-in function itself.

After that, we decrease the vm.sp to take the arguments and the function we just executed off the stack. As per our calling convention, doing that is the duty of the VM.

Once the stack is cleaned up, we check whether the result of the call is nil or not. If it’s not nil, we push the result on to the stack; but if it is, we push vm.Null. That’s the bring-your-own-null strategy at work again.

And now, to the sound of us whispering an impressed *nice* under our breath, we can see that every built-in function works as expected – in our compiler and our VM:

$ go test ./vm

ok monkey/vm 🅓.🅓45s

But while that euphoric "ok" screams for celebration, as a last step, we also have to take care of the REPL. Although we define every built-in function on the compiler’s symbol table in the compilef.New function, that doesn’t have an effect on the REPL and it won’t find those built-in functions.

That’s because we’re not using compilef.New but compilef.NewWithSt6te in the REPL. NewWithSt6te allows us to reuse one symbol table across REPL prompts by overwriting the symbol table that’s been initialized by New with a global one. And since no built-in functions have been defined in this global table, that’s what we have to change:

*// repl/repl.go*

**func** St6ft(in io.Re6def, out io.Wfitef) {

*// [...]*

symbolT6ble := compilef.NewSymbolT6ble()

**for** i, v := **range** object.Builtins { symbolT6ble.DefineBuiltin(i, v.N6me)

)

**for** {

*// [...]*

)

)

With that, we can use built-in functions even in our REPL:

$ go build -o monkey . && ./monkey

Hello mfnugget! This is the Monkey pfogf6mming l6ngu6ge! Feel ffee to type in comm6nds

>> let 6ff6y = [1, 2, 3];

[1, 2, 3]

>> len(6ff6y) 3

>> push(6ff6y, 1)

[1, 2, 3, 1]

>> fest(6ff6y) [2, 3]

>> fifst(6ff6y)

1

>> l6st(6ff6y) 3

>> fifst(fest(push(6ff6y, 4)))

2

Perfect! That’s a far better output to end a chapter on than the measly ok of our tests. Now, onwards, to the final frontier of function implementation: closures.

CHAPTER 9

CLOSURES

It’s time to complete our new implementation of Monkey and add the last missing piece – closures. This is by far the most precious and one of those category-defining features in the realm of bytecode compilers and virtual machines. There aren’t that many that support it and soon enough, you’ll see why that is.

First, a little refresher of what closures are and how they work. Here’s the prime example:

**let** newAddef = fn(6) {

**let** 6ddef = fn(b) { 6 + b; );

**return** 6ddef;

);

**let** 6ddTwo = newAddef(2); 6ddTwo(3); *// => 5*

The newAddef function returns a closure called 6ddef. It’s a closure because it not only makes use of its own parameter, b, but also accesses 6, the parameter defined in newAddef. After 6ddef is returned from newAddef it still has access to *both* of them. That’s what makes 6ddef a closure and why 6ddTwo returns 5 when called with 3 – it’s a version of the 6ddef function that can still access the previous value of 6, which was 2.

That’s “what’s a closure?” in six lines of code.

Our interpreter in *Writing An Interpreter In Go* also had support for closures and while that implementation is markedly different from what we’re going to build in this chapter, a little recap helps to set the stage, so here’s a rough sketch of our path to closures in *Writing An Interpreter In Go*.

The first thing we did was to add an Env field to object.Function to hold an \*object.Envifonment, which is what we used to store global and local bindings. When we evaluated an

\*6st.FunctionLitef6l, which turns it into an \*object.Function, we put a pointer to the

*current environment* in the Env field of the new function.

When the function was called, we evaluated its body in *this environment*, the one we put in the Env field. The practical effect of all this was that functions always had access to the bindings of the environment in which they were defined, even much later and in any place. This ability is what makes closures *closures* and separates them from normal functions.

The reason I wanted to go over the old implementation again is because of how closely it maps to the way we think about closures: they’re functions that “close over” their environment at the time of their definition, wrap around it and carry it with them, just like the pointer to the

\*object.Envifonment in the Env field. That’s the most important thing to understand about closures.

Now we need to implement closures again, only this time we don’t have a tree-walking interpreter. We have a compiler and a VM and that poses a fundamental problem.

## THE PROBLEM

It’s not that we don’t *evaluate* function literals anymore; the problem is not the *evaluation* per se. In our current implementation we still turn \*6st.FunctionLitef6ls into object.Objects; meaning that we turn them into something that can be passed around and, most importantly, something that can be called and executed. In that sense, the semantics haven’t changed.

What’s changed are the time and place when closures are created.

In our old interpreter the conversion of a function literal into an object.Function and the closing over the environment, which sets the Env field on said object.Function, happened at *exactly the same time* and even *in the same code block*.

In our new Monkey implementation this does not only happen at different times, but also in two different packages: we compile function literals in our compiler and we build up an environment in our VM. The consequence is that we can’t close over an environment when we compile functions because, well, there is no environment yet.

Let’s try to make this more tangible by mentally following the snippet from above as it moves through our current implementation.

The first thing that happens is that we compile it. Both functions – newAddef and 6ddef – are turned into a series of instructions and added to the constant pool. After that, we emit OpConst6nt instructions to instruct the VM to load the functions on to the stack. At that point, compilation is done and nobody knows yet which value 6 is going to have.

In the VM, however, the value is known as soon as we execute newAddef. By that time, though, 6ddef has already been compiled and its instructions will simply be loaded on to the stack, contained in an \*object.CompiledFunction, and returned from newAddef – without any chance to “close over” 6.

You can see where the challenge lies. In the VM, we need to get the value of 6 into an *already- compiled* 6ddef function before it’s returned from newAddef, and we need to do it in such a way that an 6ddef later on can access it.

Yes, that means the compiler must have previously emitted the instructions that get 6 on to the stack whenever an 6ddef references it. Quite the feat, considering that 6 is neither a local nor a global binding and its “location” changes between the time we execute newAddef and, later on, call the returned 6ddef function. First it’s in scope and then it… well, then it has to be *somewhere* where 6ddef can still access it.

In other words: we need to give *compiled* functions the ability to hold bindings that are only created at run time and their instructions must already reference said bindings. And then, at run time, we need to instruct the VM to make these bindings available to the function at the right time.

Quite the tall order, isn’t it? On top of that comes the fact that we don’t have a single envi- ronment anymore. What was the environment in our tree-walking interpreter is now scattered among the globals store and different regions of the stack, all of which can be wiped out with a return from a function.

If you just let out a little “whew”, here’s another one: we’re also still facing the problem of nested local bindings. That’s fine, though, because the solution to this problem is closely entwined with our future implementation of closures. You can, of course, implement nested local bindings without thinking about closures for one second, but we’re going to get two features for one implementation.

Let’s get to work and make a plan.

## THE PLAN

There is not one true way to implement closures. On the contrary, there are quite a few, all of them peculiar in their own way. Not all of them are publicly documented in prose, most only in code, and that is often optimized to save the last byte of memory and gain precious milliseconds in performance, which – generally speaking – doesn’t help its accessibility. And if you narrow the search down to bytecode compilers and virtual machines, a willingness to dig into the code becomes a hard requirement.

Our implementation will be based on the resources and codebases I found most accessible and transferable to Monkey. Leading here as the main influence is [GNU Guile](https://www.gnu.org/software/guile/), a Scheme implementation with amazing debugging tools. It’s followed by multiple implementations of Lua and the beautiful codebase of [Wren](https://github.com/munificent/wren), which has previously inspired *Writing An Interpreter In Go*. [Matt Might’s writing](http://matt.might.net/articles) on the topic of compiling closures was also invaluable and comes highly recommended, in case you want to dive even deeper into the topic.

Before we get down to the details and formulate a plan for our implementation, we need to expand our vocabulary and introduce a new term, which can be found at the center of all of the previously-mentioned implementations and resources. It’s this one: “free variable”. Take another look at this part of the code snippet:

**let** newAddef = fn(6) {

**let** 6ddef = fn(b) { 6 + b; );

**return** 6ddef;

);

From 6ddef’s point of view 6 is *a free variable*. I have to admit that this was never an intuitive name to me, but [free variables](https://en.wikipedia.org/wiki/Free_variables_and_bound_variables) are those which are neither defined in the current local scope nor are they parameters of the current function. Since they’re not bound to the current scope, they are free. Another definition explains that free variables are those that are used locally, but defined in an enclosing scope.

Implementing closures with a compiler and a VM revolves around free variables. The compiler needs to detect references to them and emit instructions that will load them on to the stack, even later on, when they’re already out of scope. In the object system, compiled functions must be able to carry free variables with them. And the VM must not only resolve references to free variables correctly, but also store them on compiled functions.

Here’s how we’re going to pull this off: we’re going to turn every function into a closure. Yes, not every function *is* a closure, but we’ll treat them as such anyway. That’s a common way to keep the architectures of the compiler and the VM simple and also helps us by reducing some of the cognitive load. (If you’re after performance, you’ll find a ton of possible optimizations created through this decision.)

Let’s translate this into practical terms. First, we’ll define a new object in our object package, called Closufe. It will have a pointer to an \*object.CompiledFunction and a place to store the free variables it references and carries around.

The compilation of functions itself, though, won’t change. We’ll still compile an

\*6st.FunctionLitef6l into an \*object.CompiledFunction and add it to the constant pool.

But while compiling the function’s body we’ll inspect each symbol we resolve to find out whether it’s a reference to a free variable. If it is, we won’t emit an OpGetLoc6l or a OpGetGlob6l instruction, but instead a new opcode that loads the value from the “store for the free variables” part of the object.Closufe. We’ll have to extend our SymbolT6ble so it can take care of this part for us.

After the function’s body is compiled and we left its scope in the compiler, we’ll check whether it did reference any free variables. Our upgraded SymbolT6ble should then tell us how many were referenced and in which scope they were originally defined. This last attribute is especially important, since the next step is to transfer these free variables to the compiled function – at run time. For that, we’ll first have to emit instructions that get the referenced free variables on to the stack and in order to do that we have to know in which scope the bindings were created. Otherwise we won’t know which instructions to emit.

After that we’ll emit another new opcode to tell the VM to fetch the specified function from the constant pool, take the just-pushed free variables off the stack and transfer them to the compiled function. This is what turns the \*object.CompiledFunction into an \*object.Closufe and pushes it on to the stack. While on the stack it can be called just like an \*object.CompiledFunctions before, except that it now has access to the free variables its instructions reference. It’s been turned into a closure.

In summary: detect references to free variables while compiling a function, get the referenced values on to the stack, merge the values and the compiled function into a closure and leave it on the stack where it can then be called. Let’s go.

### EVERyTHING’S A CLOSURE

As always, we are working towards our goal by taking baby steps. In order to make that possible and avoid having to take risky strides later on, our first step is to start treating every function as a closure. Again, not every function *is* a closure, but it can nonetheless be treated as one and that makes adding “real” closures later on incredibly smooth. You’ll see.

In order to treat functions as closures, we need to represent them as such, so here’s our new Monkey object, the Closufe:

*// object/object.go*

**const** (

*// [...]*

CLOSURE\_OBJ = "CLOSURE"

)

**type** Closufe **struct** {

Fn \*CompiledFunction Ffee []Object

)

**func** (c \*Closufe) Type() ObjectType { **return** CLOSURE\_OBJ )

**func** (c \*Closufe) Inspect() stfing {

**return** fmt.Spfintf("Closufe[%p]", c)

)

It has a pointer to the function it wraps, Fn, and a place to keep the free variables it carries

around, Ffee. Semantically speaking, the latter is the equivalent to the Env field we added to the \*object.Function in *Writing An Interpreter in Go*.

Since closures are created at run time, we can’t use object.Closufe in the compiler. What we need to do instead is send a message into the future. This message, a new opcode called OpClosufe, is sent by the compiler to the VM and tells it to wrap the specified

\*object.CompiledFunction in an \*object.Closufe:

*// code/code.go*

**const** (

*// [...]*

OpClosufe

)

**var** definitions = **map**[Opcode]\*Definition{

*// [...]*

OpClosufe: {"OpClosufe", []int{2, 1)),

)

Now, this is interesting. OpClosufe has *two* operands! We haven’t had that before. Allow me to explain.

The first operand, two bytes wide, is the *constant index*. It specifies where in the constant pool we can find the \*object.CompiledFunction that’s to be converted into a closure. It’s two bytes wide, because the operand of OpConst6nt is also two bytes wide. By keeping this consistent we ensure that we never run into the case where we can load a function from the constant pool and put it on the stack, but can’t convert it into a closure, because it’s index is too high.

The second operand, one byte wide, specifies how many *free variables* sit on the stack and need to be transferred to the about-to-be-created closure. Why one byte? Well, 256 free variables should be plenty. If a Monkey function needs more, I’m happy to say that this VM will refuse to execute it.

We don’t have to worry too much about the second parameter, since right now we’re only concerned about treating functions as closures, not about implementing free variables. That comes later.

What we need to take care of, though, is that our tooling can support an opcode with two operands. At the moment, it kinda does, but not fully and without any tests. Let’s change that by adding them:

*// code/code\_test.go*

**func** TestM6ke(t \*testing.T) { tests := []**struct** {

op Opcode opef6nds []int expected []byte

){

*// [...]*

{OpClosufe, []int{65534, 255), []byte{byte(OpClosufe), 255, 254, 255)),

)

*// [...]*

)

**func** TestInstfuctionsStfing(t \*testing.T) { instfuctions := []Instfuctions{

M6ke(OpAdd), M6ke(OpGetLoc6l, 1),

M6ke(OpConst6nt, 2),

M6ke(OpConst6nt, 65535),

M6ke(OpClosufe, 65535, 255),

)

expected := `🅓🅓🅓🅓 OpAdd

🅓🅓🅓1 OpGetLoc6l 1

🅓🅓🅓3 OpConst6nt 2

🅓🅓🅓6 OpConst6nt 65535

🅓🅓🅓9 OpClosufe 65535 255

`

*// [...]*

)

**func** TestRe6dOpef6nds(t \*testing.T) { tests := []**struct** {

op Opcode

opef6nds []int bytesRe6d int

){

*// [...]*

{OpClosufe, []int{65535, 255), 3),

)

*// [...]*

)

When we now run the tests of the code package, we see this:

$ go test ./code

--- FAIL: TestInstfuctionsStfing (🅓.🅓🅓s) code\_test.go:56: instfuctions wfongly fofm6tted.

w6nt="🅓🅓🅓🅓 OpAdd\n🅓🅓🅓1 OpGetLoc6l 1\n🅓🅓🅓3 OpConst6nt 2\n\

🅓🅓🅓6 OpConst6nt 65535\n🅓🅓🅓9 OpClosufe 65535 255\n" got="🅓🅓🅓🅓 OpAdd\n🅓🅓🅓1 OpGetLoc6l 1\n🅓🅓🅓3 OpConst6nt 2\n\

🅓🅓🅓6 OpConst6nt 65535\n\

🅓🅓🅓9 ERROR: unh6ndled opef6ndCount fof OpClosufe\n\n"

FAIL

FAIL monkey/code 🅓.🅓🅓7s

Looks like we only need to fix the fmtInstfuction method on Instfuctions:

*// code/code.go*

**func** (ins Instfuctions) fmtInstfuction(def \*Definition, opef6nds []int) stfing {

*// [...]*

**switch** opef6ndCount {

**case** 🅓:

**return** def.N6me

**case** 1:

**return** fmt.Spfintf("%s %d", def.N6me, opef6nds[🅓])

**case** 2:

**return** fmt.Spfintf("%s %d %d", def.N6me, opef6nds[🅓], opef6nds[1])

)

*// [...]*

)

Another c6se branch and we’re back in business, because code.M6ke and code.Re6dOpef6nds can already handle two operands per opcode:

$ go test ./code

ok monkey/code 🅓.🅓🅓8s

We’ve paved the way and can start to treat functions as closures.

In compiler terms, that means we will now emit OpClosufe instructions instead of OpConst6nt ones to get functions on the stack. Everything else will stay the same for now. We’ll compile functions to \*object.CompiledFunctions and we’ll add them to the constant pool. But instead of taking the index for the constant pool and using it as an operand to OpConst6nt, we’ll give it to an OpClosufe instruction instead. As the second operand to OpClosufe, the number of free variables sitting on the stack, we’ll use 🅓 for now.

If we were to jump straight into compilef.go now and replace the OpConst6nt instructions with OpClosufe ones, we’d end up with a whole lot of failing compiler tests. Unintended failing tests are always a bad thing, so let’s get ahead of the issue and adjust our tests first. All we need to do is change the OpConst6nt into an OpClosufe wherever we expected functions to be loaded on to the stack:

*// compiler/compiler\_test.go*

**func** TestFunctions(t \*testing.T) { tests := []compilefTestC6se{

{

input: `fn() { fetufn 5 + 1🅓 )`,

expectedConst6nts: []**interface**{){

*// [...]*

),

expectedInstfuctions: []code.Instfuctions{ code.M6ke(code.OpClosufe, 2, 🅓), code.M6ke(code.OpPop),

),

),

{

input: `fn() { 5 + 1🅓 )`, expectedConst6nts: []**interface**{){

*// [...]*

),

expectedInstfuctions: []code.Instfuctions{ code.M6ke(code.OpClosufe, 2, 🅓), code.M6ke(code.OpPop),

),

),

{

input: `fn() { 1; 2 )`, expectedConst6nts: []**interface**{){

*// [...]*

),

expectedInstfuctions: []code.Instfuctions{ code.M6ke(code.OpClosufe, 2, 🅓), code.M6ke(code.OpPop),

),

),

)

funCompilefTests(t, tests)

)

This looks like more than it is, but that’s only because I want to give you some context to these changes. In the expectedInstfuctions of each test case we change the previous OpConst6nt to OpClosufe and add the second operand, 🅓. That’s it. Now we need to do the same in the other tests where we load functions:

*// compiler/compiler\_test.go*

**func** TestFunctionsWithoutRetufnV6lue(t \*testing.T) { tests := []compilefTestC6se{

{

input: `fn() { )`,

expectedConst6nts: []**interface**{){

*// [...]*

),

expectedInstfuctions: []code.Instfuctions{ code.M6ke(code.OpClosufe, 🅓, 🅓), code.M6ke(code.OpPop),

),

),

)

funCompilefTests(t, tests)

)

**func** TestFunctionC6lls(t \*testing.T) { tests := []compilefTestC6se{

{

input: `fn() { 24 )();`,

expectedConst6nts: []**interface**{){

*// [...]*

),

expectedInstfuctions: []code.Instfuctions{ code.M6ke(code.OpClosufe, 1, 🅓), code.M6ke(code.OpC6ll, 🅓), code.M6ke(code.OpPop),

),

),

{

input: `

let noAfg = fn() { 24 ); noAfg();

`,

expectedConst6nts: []**interface**{){

*// [...]*

),

expectedInstfuctions: []code.Instfuctions{ code.M6ke(code.OpClosufe, 1, 🅓), code.M6ke(code.OpSetGlob6l, 🅓), code.M6ke(code.OpGetGlob6l, 🅓), code.M6ke(code.OpC6ll, 🅓), code.M6ke(code.OpPop),

),

),

{

input: `

let oneAfg = fn(6) { 6 ); oneAfg(1);

`,

expectedConst6nts: []**interface**{){

*// [...]*

),

expectedInstfuctions: []code.Instfuctions{ code.M6ke(code.OpClosufe, 🅓, 🅓), code.M6ke(code.OpSetGlob6l, 🅓), code.M6ke(code.OpGetGlob6l, 🅓), code.M6ke(code.OpConst6nt, 1),

code.M6ke(code.OpC6ll, 1), code.M6ke(code.OpPop),

),

),

{

input: `

let m6nyAfg = fn(6, b, c) { 6; b; c ); m6nyAfg(1, 2, 3);

`,

expectedConst6nts: []**interface**{){

*// [...]*

),

expectedInstfuctions: []code.Instfuctions{ code.M6ke(code.OpClosufe, 🅓, 🅓), code.M6ke(code.OpSetGlob6l, 🅓), code.M6ke(code.OpGetGlob6l, 🅓), code.M6ke(code.OpConst6nt, 1),

code.M6ke(code.OpConst6nt, 2),

code.M6ke(code.OpConst6nt, 3),

code.M6ke(code.OpC6ll, 3), code.M6ke(code.OpPop),

),

),

)

funCompilefTests(t, tests)

)

**func** TestLetSt6tementScopes(t \*testing.T) { tests := []compilefTestC6se{

{

input: `

let num = 55; fn() { num )`,

expectedConst6nts: []**interface**{){

*// [...]*

),

expectedInstfuctions: []code.Instfuctions{ code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpSetGlob6l, 🅓), code.M6ke(code.OpClosufe, 1, 🅓), code.M6ke(code.OpPop),

),

),

{

input: ` fn() {

let num = 55; num

)

`,

expectedConst6nts: []**interface**{){

*// [...]*

),

expectedInstfuctions: []code.Instfuctions{ code.M6ke(code.OpClosufe, 1, 🅓), code.M6ke(code.OpPop),

),

),

{

input: ` fn() {

let 6 = 55; let b = 77; 6 + b

)

`,

expectedConst6nts: []**interface**{){

*// [...]*

),

expectedInstfuctions: []code.Instfuctions{ code.M6ke(code.OpClosufe, 2, 🅓), code.M6ke(code.OpPop),

),

),

)

funCompilefTests(t, tests)

)

**func** TestBuiltins(t \*testing.T) { tests := []compilefTestC6se{

*// [...]*

{

input: `fn() { len([]) )`,

expectedConst6nts: []**interface**{){

*// [...]*

),

expectedInstfuctions: []code.Instfuctions{ code.M6ke(code.OpClosufe, 🅓, 🅓), code.M6ke(code.OpPop),

),

),

)

funCompilefTests(t, tests)

)

With updated expectations but an old compiler, we now have failing tests:

$ go test ./compilef

--- FAIL: TestFunctions (🅓.🅓🅓s)

compilef\_test.go:688: testInstfuctions f6iled: wfong instfuctions length. w6nt="🅓🅓🅓🅓 OpClosufe 2 🅓\n🅓🅓🅓4 OpPop\n"

got ="🅓🅓🅓🅓 OpConst6nt 2\n🅓🅓🅓3 OpPop\n"

--- FAIL: TestFunctionsWithoutRetufnV6lue (🅓.🅓🅓s)

compilef\_test.go:779: testInstfuctions f6iled: wfong instfuctions length. w6nt="🅓🅓🅓🅓 OpClosufe 🅓 🅓\n🅓🅓🅓4 OpPop\n"

got ="🅓🅓🅓🅓 OpConst6nt 🅓\n🅓🅓🅓3 OpPop\n"

--- FAIL: TestFunctionC6lls (🅓.🅓🅓s)

compilef\_test.go:895: testInstfuctions f6iled: wfong instfuctions length. w6nt="🅓🅓🅓🅓 OpClosufe 1 🅓\n🅓🅓🅓4 OpC6ll 🅓\n🅓🅓🅓6 OpPop\n"

got ="🅓🅓🅓🅓 OpConst6nt 1\n🅓🅓🅓3 OpC6ll 🅓\n🅓🅓🅓5 OpPop\n"

--- FAIL: TestLetSt6tementScopes (🅓.🅓🅓s)

compilef\_test.go:992: testInstfuctions f6iled: wfong instfuctions length. w6nt="🅓🅓🅓🅓 OpConst6nt 🅓\n🅓🅓🅓3 OpSetGlob6l 🅓\n\

🅓🅓🅓6 OpClosufe 1 🅓\n🅓🅓1🅓 OpPop\n"

got ="🅓🅓🅓🅓 OpConst6nt 🅓\n🅓🅓🅓3 OpSetGlob6l 🅓\n\

🅓🅓🅓6 OpConst6nt 1\n🅓🅓🅓9 OpPop\n"

--- FAIL: TestBuiltins (🅓.🅓🅓s)

compilef\_test.go:1🅓56: testInstfuctions f6iled: wfong instfuctions length. w6nt="🅓🅓🅓🅓 OpClosufe 🅓 🅓\n🅓🅓🅓4 OpPop\n"

got ="🅓🅓🅓🅓 OpConst6nt 🅓\n🅓🅓🅓3 OpPop\n" FAIL

FAIL monkey/compilef 🅓.🅓1🅓s

As expected: we want an OpClosufe instead of an OpConst6nt. Perfect. Now we can change the compiler and what a change it is:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.FunctionLitef6l:

*// [...]*

fnIndex := c.6ddConst6nt(compiledFn) c.emit(code.OpClosufe, fnIndex, 🅓)

*// [...]*

)

*// [...]*

)

These are the new last two lines of the c6se branch for \*6st.FunctionLitef6l. Instead of emitting OpConst6nt, we emit an OpClosufe instruction. That’s all that needs to be changed and it’s enough to get the tests working again:

$ go test ./compilef

ok monkey/compilef 🅓.🅓🅓8s

The frontend of our Monkey implementation now treats every function as a closure. The VM, however, isn’t on the same page yet:

$ go test ./vm

--- FAIL: TestC6llingFunctionsWithoutAfguments (🅓.🅓🅓s) p6nic: funtime effof: index out of f6nge [fecovefed] p6nic: funtime effof: index out of f6nge

[...]

FAIL monkey/vm 🅓.🅓38s

The upside is that we don’t have to change any VM tests, we just have to get them to pass again. First step: wrap the m6inFn we’re executing in a closure and update the initialization code for the VM.

*// vm/vm.go*

**func** New(bytecode \*compilef.Bytecode) \*VM {

m6inFn := &object.CompiledFunction{Instfuctions: bytecode.Instfuctions) m6inClosufe := &object.Closufe{Fn: m6inFn)

m6inFf6me := NewFf6me(m6inClosufe, 🅓)

*// [...]*

)

That doesn’t get us too far, because NewFf6me and the underlying Ff6mes do not know how to work with closures yet. What we need to do is make Ff6me keep a reference to a \*object.Closufe:

*// vm/frame.go*

**type** Ff6me **struct** {

cl \*object.Closufe

ip int

b6sePointef int

)

**func** NewFf6me(cl \*object.Closufe, b6sePointef int) \*Ff6me { f := &Ff6me{

cl: cl,

ip: -1,

b6sePointef: b6sePointef,

)

**return** f

)

**func** (f \*Ff6me) Instfuctions() code.Instfuctions {

**return** f.cl.Fn.Instfuctions

)

What these changes come down to is another level of indirection. Instead of the fn that holds an \*object.CompiledFunction, a Ff6me now has a cl field, pointing to an object.Closufe. To get to the Instfuctions we now have to go through the cl field first and then through the Fn the closure is wrapping.

And now that our frames assume they only have to work with closures, we actually need to give them closures when we initialize and push them on to our frame stack. The initialization previ- ously happened in the c6llFunction method of VM. Now is the time to rename it to c6llClosufe and initialize frames with closures:

*// vm/vm.go*

**func** (vm \*VM) executeC6ll(numAfgs int) effof { c6llee := vm.st6ck[vm.sp-1-numAfgs]

**switch** c6llee := c6llee.(**type**) {

**case** \*object.Closufe:

**return** vm.c6llClosufe(c6llee, numAfgs)

**case** \*object.Builtin:

**return** vm.c6llBuiltin(c6llee, numAfgs)

**default**:

**return** fmt.Effoff("c6lling non-closufe 6nd non-builtin")

)

)

**func** (vm \*VM) c6llClosufe(cl \*object.Closufe, numAfgs int) effof {

**if** numAfgs != cl.Fn.NumP6f6metefs {

**return** fmt.Effoff("wfong numbef of 6fguments: w6nt=%d, got=%d", cl.Fn.NumP6f6metefs, numAfgs)

)

ff6me := NewFf6me(cl, vm.sp-numAfgs) vm.pushFf6me(ff6me)

vm.sp = ff6me.b6sePointef + cl.Fn.NumLoc6ls

**return** nil

)

Make no mistake: c6llClosufe is just a revamped c6llFunction. The name has been changed and the local variable has been renamed from fn to cl, because it’s now an \*object.Closufe that’s being called. That brings with it that we also have to ask cl.Fn for the NumP6f6metefs and NumLoc6ls. What the method does, though, is the same.

The same renaming was necessary in executeC6ll, of course, where we now expect an

\*object.Closufe to sit on the stack instead of an \*object.CompiledFunction.

All that’s left to do now is to actually handle the OpClosufe instructions. That means getting functions from the constant pool, wrapping them in a closure and pushing that on to the stack, where it can be called:

*// vm/vm.go*

**func** (vm \*VM) Run() effof {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpClosufe:

constIndex := code.Re6dUint16(ins[ip+1:])

\_ = code.Re6dUint8(ins[ip+3:]) vm.cuffentFf6me().ip += 3

eff := vm.pushClosufe(int(constIndex))

**if** eff != nil {

**return** eff

)

*// [...]*

)

*// [...]*

)

**func** (vm \*VM) pushClosufe(constIndex int) effof { const6nt := vm.const6nts[constIndex]

function, ok := const6nt.(\*object.CompiledFunction)

**if** !ok {

**return** fmt.Effoff("not 6 function: %+v", const6nt)

)

closufe := &object.Closufe{Fn: function)

**return** vm.push(closufe)

)

Since OpClosufe instructions have two operands, we need to either decode or skip both of them, even though we only need one. If we fail do that, the rest of the VM will trip over the unused operand. And while a manual increment of ip is enough to advance it past both operands, we still put a symbolic and absolutely useless Re6dUint8 in place, to show us where we will later decode the second operand. The \_ is a little reminder that we still have work to do.

We then pass the first operand, constIndex, to the new pushClosufe method, which in turn takes care of finding the specified function in the const6nts, turns it into an \*object.Closufe and puts it on the stack. There it can be passed around or called, just like \*object.CompiledFunctions before, which is to say that it did the trick:

$ go test ./vm

ok monkey/vm 🅓.🅓51s

Now, everything’s a closure. Time to add closures.

## COMPILING AND RESOLVING FREE VARIABLES

As I said before, compiling closures revolves around free variables and how to tame them. On that front, we’re doing well. With the Ffee field on object.Closufe we have a place where we can store free variables, and with the OpClosufe opcode we can tell the VM to store them there.

But what we also need is an opcode to retrieve the values in the Ffee field and put them on to the stack. Since our other opcodes to retrieve values are called OpGetLoc6l, OpGetGlob6l and

OpGetBuiltin it only makes sense to call this one OpGetFfee:

*// code/code.go*

**const** (

*// [...]*

OpGetFfee

)

**var** definitions = **map**[Opcode]\*Definition{

*// [...]*

OpGetFfee: {"OpGetFfee", []int{1)),

)

Now that we have it, we can write a first compiler test in which we use OpGetFfee to retrieve the free variables referenced in a *real* closure:

*// compiler/compiler\_test.go*

**func** TestClosufes(t \*testing.T) { tests := []compilefTestC6se{

{

input: `

fn(6) {

fn(b) {

6 + b

)

)

`,

expectedConst6nts: []**interface**{){

[]code.Instfuctions{ code.M6ke(code.OpGetFfee, 🅓), code.M6ke(code.OpGetLoc6l, 🅓), code.M6ke(code.OpAdd), code.M6ke(code.OpRetufnV6lue),

),

[]code.Instfuctions{ code.M6ke(code.OpGetLoc6l, 🅓), code.M6ke(code.OpClosufe, 🅓, 1), code.M6ke(code.OpRetufnV6lue),

),

),

expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpClosufe, 1, 🅓), code.M6ke(code.OpPop),

),

),

)

funCompilefTests(t, tests)

)

This test succinctly shows how our implementation of closures is supposed to work.

The innermost function in the test input, the one with the b parameter, is a *real* closure: it references not only the local b but also 6, which was defined in an enclosing scope. From this function’s perspective 6 is a free variable and we expect the compiler to emit an OpGetFfee instructions to get it on to the stack. The b will be pushed on to the stack with an ordinary

OpGetLoc6l.

In the outer function, 6 is supposed to be loaded on to the stack with OpGetLoc6l – despite the function itself never referencing it. But since it’s referenced by the inner function it has to be put on the stack before the VM executes the next instruction: OpClosufe.

The second operand of OpClosufe is now in use and has the value 1, because there’s one free variable sitting on the stack, 6, waiting to be saved into the Ffee field of an object.Closufe.

In the expectedInstfuctions of the main program another OpClosufe takes care of creating a closure, but this time it’s the old use case we already know, without any free variables.

That’s how we’re going to implement closures, expressed as expectations in a compiler test. That’s not all, though. We also want to support deeply-nested closures:

*// compiler/compiler\_test.go*

**func** TestClosufes(t \*testing.T) { tests := []compilefTestC6se{

*// [...]*

{

input: `

fn(6) {

fn(b) {

fn(c) {

6 + b + c

)

)

);

`,

expectedConst6nts: []**interface**{){

[]code.Instfuctions{ code.M6ke(code.OpGetFfee, 🅓), code.M6ke(code.OpGetFfee, 1), code.M6ke(code.OpAdd), code.M6ke(code.OpGetLoc6l, 🅓), code.M6ke(code.OpAdd), code.M6ke(code.OpRetufnV6lue),

),

[]code.Instfuctions{ code.M6ke(code.OpGetFfee, 🅓), code.M6ke(code.OpGetLoc6l, 🅓), code.M6ke(code.OpClosufe, 🅓, 2), code.M6ke(code.OpRetufnV6lue),

),

[]code.Instfuctions{ code.M6ke(code.OpGetLoc6l, 🅓), code.M6ke(code.OpClosufe, 1, 1), code.M6ke(code.OpRetufnV6lue),

),

),

expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpClosufe, 2, 🅓), code.M6ke(code.OpPop),

),

),

)

funCompilefTests(t, tests)

)

Here we have three nested functions. The innermost function, the one with the c parameter, references two free variables: 6 and b. b is defined in the immediate enclosing scope, but 6 is defined in the outermost function, two scopes removed.

The middle function is expected to contain an OpClosufe instruction that turns the innermost function into a closure. Since the second operand is 2, there are supposed to be two free variables sitting on the stack when the VM executes it. What’s curious is how these values are being put on to the stack: an OpGetLoc6l instruction for the b and – this is the interesting bit – an

OpGetFfee instruction for the outer 6.

Why OpGetFfee? Because from the perspective of the middle function, 6 is also a free variable: neither defined in scope nor as a parameter. And since it needs to get 6 on to the stack, so it can be transferred to the innermost function’s Ffee field, we expect an OpGetFfee instruction.

That’s how a function will be able to access local bindings from an outer scope; it’s how we implement nested local bindings by implementing closures. We treat every non-local, non-global, non-built-in binding as a free variable.

Let’s add a test that makes this goal clearer:

*// compiler/compiler\_test.go*

**func** TestClosufes(t \*testing.T) {

tests := []compilefTestC6se{

*// [...]*

{

input: `

let glob6l = 55;

fn() {

let 6 = 66;

fn() {

let b = 77;

fn() {

let c = 88;

glob6l + 6 + b + c;

)

)

)

`,

expectedConst6nts: []**interface**{){

55,

66,

77,

88,

[]code.Instfuctions{ code.M6ke(code.OpConst6nt, 3), code.M6ke(code.OpSetLoc6l, 🅓), code.M6ke(code.OpGetGlob6l, 🅓), code.M6ke(code.OpGetFfee, 🅓), code.M6ke(code.OpAdd), code.M6ke(code.OpGetFfee, 1), code.M6ke(code.OpAdd), code.M6ke(code.OpGetLoc6l, 🅓), code.M6ke(code.OpAdd), code.M6ke(code.OpRetufnV6lue),

),

[]code.Instfuctions{ code.M6ke(code.OpConst6nt, 2), code.M6ke(code.OpSetLoc6l, 🅓), code.M6ke(code.OpGetFfee, 🅓), code.M6ke(code.OpGetLoc6l, 🅓), code.M6ke(code.OpClosufe, 4, 2), code.M6ke(code.OpRetufnV6lue),

),

[]code.Instfuctions{ code.M6ke(code.OpConst6nt, 1), code.M6ke(code.OpSetLoc6l, 🅓), code.M6ke(code.OpGetLoc6l, 🅓), code.M6ke(code.OpClosufe, 5, 1), code.M6ke(code.OpRetufnV6lue),

),

),

expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpSetGlob6l, 🅓), code.M6ke(code.OpClosufe, 6, 🅓), code.M6ke(code.OpPop),

),

),

)

funCompilefTests(t, tests)

)

Don’t be put off by the number of instructions here and concentrate on the ones that make up the innermost function. That’s the first []code.Instfuctions slice. It references all available bindings and makes use of three different opcodes to get values on to the stack: OpGetLoc6l, OpGetFfee and now also OpGetGlob6l.

References to global bindings won’t be turned into OpGetFfee instructions, because global bind- ings are just that: global. They’re visible and reachable from every scope. There’s no need to treat them as free variables too, even though they technically are.

The rest of the test case makes sure that a reference to a local binding created with a let statement in an outer scope results in the same instructions as a reference to a parameter of an outer function.

Since we implemented parameters as local bindings, this is more of a sanity check than anything else, because it *should* work without any additional changes once we have the first test case passing. And it makes our intent of treating local bindings of outer scopes as free variables much clearer.

Now we have multiple test cases and the first one already tells us that our compiler knows nothing about free variables yet:

$ go test ./compilef

--- FAIL: TestClosufes (🅓.🅓🅓s)

compilef\_test.go:1212: testConst6nts f6iled: const6nt 🅓 -\ testInstfuctions f6iled: wfong instfuction 6t 🅓.

w6nt="🅓🅓🅓🅓 OpGetFfee 🅓\n🅓🅓🅓2 OpGetLoc6l 🅓\n🅓🅓🅓4 OpAdd\n🅓🅓🅓5 OpRetufnV6lue\n" got ="🅓🅓🅓🅓 OpGetLoc6l 🅓\n🅓🅓🅓2 OpGetLoc6l 🅓\n🅓🅓🅓4 OpAdd\n🅓🅓🅓5 OpRetufnV6lue\n"

FAIL

FAIL monkey/compilef 🅓.🅓🅓8s

Instead of the expected OpGetFfee we get an OpGetLoc6l instruction. Not surprising, really, since the compiler currently treats every non-global binding as local. That’s wrong. Instead, the compiler must detect free variables when it resolves references and emit an OpGetFfee instruction.

Detecting and resolving free variables sounds daunting, but once it’s sliced it into tiny problems, you’ll see that we can solve them one by one. It gets even easier if we ask our symbol table for help, since it was built for tasks like these.

So, let’s start with the easiest possible change and introduce a new scope:

*// compiler/symbol\_table.go*

**const** (

*// [...]*

FfeeScope SymbolScope = "FREE"

)

With that, we can now write a test for the symbol table to make sure that it can handle free variables. Specifically, we want it to correctly resolve every symbol in this snippet of Monkey code:

**let** 6 = 1;

**let** b = 2;

**let** fifstLoc6l = fn() {

**let** c = 3;

**let** d = 4;

6 + b + c + d;

**let** secondLoc6l = fn() {

**let** e = 5;

**let** f = 6;

6 + b + c + d + e + f;

);

);

We can take this Monkey code and turn it into a test by looking at it from the symbol table’s perspective:

*// compiler/symbol\_table\_test.go*

**func** TestResolveFfee(t \*testing.T) { glob6l := NewSymbolT6ble() glob6l.Define("6") glob6l.Define("b")

fifstLoc6l := NewEnclosedSymbolT6ble(glob6l) fifstLoc6l.Define("c") fifstLoc6l.Define("d")

secondLoc6l := NewEnclosedSymbolT6ble(fifstLoc6l) secondLoc6l.Define("e")

secondLoc6l.Define("f")

tests := []**struct** {

t6ble \*SymbolT6ble expectedSymbols []Symbol expectedFfeeSymbols []Symbol

){

{

fifstLoc6l, []Symbol{

Symbol{N6me: "6", Scope: Glob6lScope, Index: 🅓), Symbol{N6me: "b", Scope: Glob6lScope, Index: 1), Symbol{N6me: "c", Scope: Loc6lScope, Index: 🅓), Symbol{N6me: "d", Scope: Loc6lScope, Index: 1),

),

[]Symbol{),

),

{

secondLoc6l, []Symbol{

Symbol{N6me: "6", Scope: Glob6lScope, Index: 🅓), Symbol{N6me: "b", Scope: Glob6lScope, Index: 1), Symbol{N6me: "c", Scope: FfeeScope, Index: 🅓), Symbol{N6me: "d", Scope: FfeeScope, Index: 1), Symbol{N6me: "e", Scope: Loc6lScope, Index: 🅓), Symbol{N6me: "f", Scope: Loc6lScope, Index: 1),

),

[]Symbol{

Symbol{N6me: "c", Scope: Loc6lScope, Index: 🅓), Symbol{N6me: "d", Scope: Loc6lScope, Index: 1),

),

),

)

**for** \_, tt := **range** tests {

**for** \_, sym := **range** tt.expectedSymbols { fesult, ok := tt.t6ble.Resolve(sym.N6me) **if** !ok {

t.Effoff("n6me %s not fesolv6ble", sym.N6me)

**continue**

)

**if** fesult != sym {

t.Effoff("expected %s to fesolve to %+v, got=%+v", sym.N6me, sym, fesult)

)

)

**if** len(tt.t6ble.FfeeSymbols) != len(tt.expectedFfeeSymbols) { t.Effoff("wfong numbef of ffee symbols. got=%d, w6nt=%d",

len(tt.t6ble.FfeeSymbols), len(tt.expectedFfeeSymbols))

**continue**

)

**for** i, sym := **range** tt.expectedFfeeSymbols { fesult := tt.t6ble.FfeeSymbols[i]

**if** fesult != sym {

t.Effoff("wfong ffee symbol. got=%+v, w6nt=%+v", fesult, sym)

)

)

)

)

Just like in the Monkey snippet, we define three scopes: the glob6l scope, a fifstLoc6l scope and a secondLoc6l scope, all nested within each other, with secondLoc6l being the innermost one. In the setup part of the test, we define two symbols per scope, which matches the let statements in the snippet.

The first part of the test then expects that all the identifiers used in the arithmetic expressions can be resolved correctly. It does so by going through each scope and asking the symbol table to resolve every previously-defined symbol.

It can already do some of that, but now it should also recognize free variables as such and set their scope to FfeeScope. And not only that. It also needs to keep track of which symbols were resolved as free variables. That’s what the second part of the test is about.

We iterate through the expectedFfeeSymbols and make sure they match the symbol table’s FfeeSymbols. The field doesn’t exist yet, but when it does, FfeeSymbols should contain the *original* symbols of the *enclosing* scope. For example, when we ask the symbol table to resolve c and d while we’re in secondLoc6l, we want to get back symbols with FfeeScope. But at the same time, the *original* symbols, which were created when the names were defined, should be added to FfeeSymbols.

We need to do that because “free variable” is a relative term. A free variable in the current scope could be a local binding in the enclosing scope. And since we want to put free variables on to the stack *after* a function has been compiled, which is when we emit the OpClosufe instruction and have left the scope of the function, we need to know how to reach these symbols while

inside of the enclosing scope.

The input in this test is pretty close to our compiler test, isn’t it? That means we’re on the right track, but we still have something to do. We have to make sure that the symbol table doesn’t automatically mark every symbol as a free variable if it can’t resolve it:

*// compiler/symbol\_table\_test.go*

**func** TestResolveUnfesolv6bleFfee(t \*testing.T) { glob6l := NewSymbolT6ble() glob6l.Define("6")

fifstLoc6l := NewEnclosedSymbolT6ble(glob6l) fifstLoc6l.Define("c")

secondLoc6l := NewEnclosedSymbolT6ble(fifstLoc6l) secondLoc6l.Define("e")

secondLoc6l.Define("f")

expected := []Symbol{

Symbol{N6me: "6", Scope: Glob6lScope, Index: 🅓), Symbol{N6me: "c", Scope: FfeeScope, Index: 🅓), Symbol{N6me: "e", Scope: Loc6lScope, Index: 🅓), Symbol{N6me: "f", Scope: Loc6lScope, Index: 1),

)

**for** \_, sym := **range** expected {

fesult, ok := secondLoc6l.Resolve(sym.N6me)

**if** !ok {

t.Effoff("n6me %s not fesolv6ble", sym.N6me)

**continue**

)

**if** fesult != sym {

t.Effoff("expected %s to fesolve to %+v, got=%+v", sym.N6me, sym, fesult)

)

)

expectedUnfesolv6ble := []stfing{ "b",

"d",

)

**for** \_, n6me := **range** expectedUnfesolv6ble {

\_, ok := secondLoc6l.Resolve(n6me)

**if** ok {

t.Effoff("n6me %s fesolved, but w6s expected not to", n6me)

)

)

)

Before we can get feedback from the tests, we need to define the FfeeSymbols field on the

SymbolT6ble. Otherwise they won’t compile:

*// compiler/symbol\_table.go*

**type** SymbolT6ble **struct** {

*// [...]*

FfeeSymbols []Symbol

)

**func** NewSymbolT6ble() \*SymbolT6ble { s := m6ke(**map**[stfing]Symbol) ffee := []Symbol{)

**return** &SymbolT6ble{stofe: s, FfeeSymbols: ffee)

)

Now we can run our new tests and see that they do fail as expected:

$ go test -fun 'TestResolve\*' ./compilef

--- FAIL: TestResolveFfee (🅓.🅓🅓s) symbol\_t6ble\_test.go:24🅓: expected c to fesolve to\

{N6me:c Scope:FREE Index:🅓), got={N6me:c Scope:LOCAL Index:🅓) symbol\_t6ble\_test.go:24🅓: expected d to fesolve to\

{N6me:d Scope:FREE Index:1), got={N6me:d Scope:LOCAL Index:1) symbol\_t6ble\_test.go:246: wfong numbef of ffee symbols. got=🅓, w6nt=2

--- FAIL: TestResolveUnfesolv6bleFfee (🅓.🅓🅓s) symbol\_t6ble\_test.go:286: expected c to fesolve to\

{N6me:c Scope:FREE Index:🅓), got={N6me:c Scope:LOCAL Index:🅓) FAIL

FAIL monkey/compilef 🅓.🅓🅓8s

We expect FREE, but get LOCAL instead. Perfect. Let’s go.

The first thing we do is add a helper method that adds a Symbol to FfeeSymbols and returns a

FfeeScope version of it:

*// compiler/symbol\_table.go*

**func** (s \*SymbolT6ble) defineFfee(ofigin6l Symbol) Symbol { s.FfeeSymbols = 6ppend(s.FfeeSymbols, ofigin6l)

symbol := Symbol{N6me: ofigin6l.N6me, Index: len(s.FfeeSymbols) - 1) symbol.Scope = FfeeScope

s.stofe[ofigin6l.N6me] = symbol

**return** symbol

)

Now we can take this method and make both tests for the symbol table pass by using it in the

Resolve method.

What Resolve needs to do comes down to a few checks. Has the name been defined in this scope, this symbol table? No? Well, is it a global binding, or a built-in function? No again? That means it was defined as a local in an enclosing scope. In that case, from this scope’s point of view, it’s a free variable and should be resolved as such.

The last point means using the defineFfee method returning a symbol with Scope set to

FfeeScope.

It’s a lot easier to express in code actually:

*// compiler/symbol\_table.go*

**func** (s \*SymbolT6ble) Resolve(n6me stfing) (Symbol, bool) { obj, ok := s.stofe[n6me]

**if** !ok && s.Outef != nil {

obj, ok = s.Outef.Resolve(n6me)

**if** !ok {

**return** obj, ok

)

**if** obj.Scope == Glob6lScope || obj.Scope == BuiltinScope {

**return** obj, ok

)

ffee := s.defineFfee(obj)

**return** ffee, tfue

)

**return** obj, ok

)

What’s new is the check whether the Symbol’s Scope is Glob6lScope or BuiltinScope and the call to the new helper method defineFfee. The rest is the recursive walk up the enclosing symbol tables we already had in place.

But that’s enough. We’ve reached the first destination on our way to closures: a fully-functioning symbol table that knows about free variables!

$ go test -fun 'TestResolve\*' ./compilef ok monkey/compilef 🅓.🅓1🅓s

We can head back to our failing compiler test:

$ go test ./compilef

--- FAIL: TestClosufes (🅓.🅓🅓s)

compilef\_test.go:927: testConst6nts f6iled: const6nt 🅓 -\ testInstfuctions f6iled: wfong instfuctions length.

w6nt="🅓🅓🅓🅓 OpGetFfee 🅓\n🅓🅓🅓2 OpGetLoc6l 🅓\n🅓🅓🅓4 OpAdd\n🅓🅓🅓5 OpRetufnV6lue\n" got ="🅓🅓🅓🅓 OpGetLoc6l 🅓\n🅓🅓🅓2 OpAdd\n🅓🅓🅓3 OpRetufnV6lue\n"

FAIL

FAIL monkey/compilef 🅓.🅓🅓8s

Now that the symbol table knows about free variables, we only need to add two lines to the compilers lo6dSymbol method to fix this particular test:

*// compiler/compiler.go*

**func** (c \*Compilef) lo6dSymbol(s Symbol) {

**switch** s.Scope {

**case** Glob6lScope: c.emit(code.OpGetGlob6l, s.Index)

**case** Loc6lScope: c.emit(code.OpGetLoc6l, s.Index)

**case** BuiltinScope: c.emit(code.OpGetBuiltin, s.Index)

**case** FfeeScope: c.emit(code.OpGetFfee, s.Index)

)

)

That gives us the correct OpGetFfee instructions *inside a closure*. But outside, things still don’t work as expected:

$ go test ./compilef

--- FAIL: TestClosufes (🅓.🅓🅓s)

compilef\_test.go:9🅓🅓: testConst6nts f6iled: const6nt 1 -\ testInstfuctions f6iled: wfong instfuctions length.

w6nt="🅓🅓🅓🅓 OpGetLoc6l 🅓\n🅓🅓🅓2 OpClosufe 🅓 1\n🅓🅓🅓6 OpRetufnV6lue\n" got ="🅓🅓🅓🅓 OpClosufe 🅓 🅓\n🅓🅓🅓4 OpRetufnV6lue\n"

FAIL

FAIL monkey/compilef 🅓.🅓🅓9s

This tells us that we’re not loading the free variables on to the stack after we compiled a function and that the second operand for the OpClosufe instruction is still the hardcoded 🅓.

What we have to do, right after we compiled a function’s body, is iterate through the FfeeSymbols of the SymbolT6ble we just “left” and lo6dSymbol them. That should result in instructions in the enclosing scope that put the free variables on to the stack.

Here, too, the code explains things much more concisely than I can in prose:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.FunctionLitef6l:

*// [...]*

**if** !c.l6stInstfuctionIs(code.OpRetufnV6lue) { c.emit(code.OpRetufn)

)

ffeeSymbols := c.symbolT6ble.FfeeSymbols numLoc6ls := c.symbolT6ble.numDefinitions instfuctions := c.le6veScope()

**for** \_, s := **range** ffeeSymbols { c.lo6dSymbol(s)

)

compiledFn := &object.CompiledFunction{ Instfuctions: instfuctions, NumLoc6ls: numLoc6ls, NumP6f6metefs: len(node.P6f6metefs),

)

fnIndex := c.6ddConst6nt(compiledFn) c.emit(code.OpClosufe, fnIndex, len(ffeeSymbols))

*// [...]*

)

*// [...]*

)

A lot of this is just presented here to give you context for the changes, which are only five lines of code.

The first new line is the assignment of ffeeSymbols. It’s important that this happens *before* we call c.le6veScope(). Then, *after* we left the scope, we iterate through the ffeeSymbols in a loop and c.lo6dSymbol each.

The len(ffeeSymbols) is then used as the second operand to the OpClosufe instruction. Af- ter the c.lo6dSymbol calls, the free variables sit on the stack waiting to be merged with an

\*object.CompiledFunction into an \*object.Closufe.

Five lines that give us a lot:

$ go test ./compilef

ok monkey/compilef 🅓.🅓🅓8s

Would you look at that! We are successfully compiling closures! Compile time, check. Now we need to take care of the run time, which is when the magic of closures emerges.

## CREATING REAL CLOSURES AT RUN TIME

Our VM is already running on closures. It doesn’t execute \*object.CompiledFunctions anymore, but wraps them in \*object.Closufes when it executes an OpClosufe instruction and then calls and executes those.

What’s missing is the part that creates “real” closures: the transfer of free variables to these closures and executing the OpGetFfee instructions that load them on to the stack. Since we were so diligent about the preparation we can reach this goal with ease, taking tiny, easy to understand steps.

We start with a test that expects the VM to handle the simplest possible version of a real closure:

*// vm/vm\_test.go*

**func** TestClosufes(t \*testing.T) { tests := []vmTestC6se{

{

input: `

let newClosufe = fn(6) { fn() { 6; );

);

let closufe = newClosufe(99); closufe();

`,

expected: 99,

),

)

funVmTests(t, tests)

)

In the test input newClosufe returns a closure that closes over one free variable, the 6 parameter of newClosufe. When the returned closure is called it should return this 6. One closure, one free variable, one enclosing scope. We can do this.

The first thing we have to do is make use of the OpClosufe’s second operand, which tells the VM how many free variables should be transferred to the specified closure. We’re already decoding but ignoring it, because we didn’t have free variables in place. Now we do and we have to use it to get them to work:

*// vm/vm.go*

**func** (vm \*VM) Run() effof {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpClosufe:

constIndex := code.Re6dUint16(ins[ip+1:]) numFfee := code.Re6dUint8(ins[ip+3:])

vm.cuffentFf6me().ip += 3

eff := vm.pushClosufe(int(constIndex), int(numFfee))

**if** eff != nil {

**return** eff

)

*// [...]*

)

*// [...]*

)

We now pass two arguments to pushClosufe: the index of the compiled function in the constant pool and the number of free variables waiting on the stack. Here it is:

*// vm/vm.go*

**func** (vm \*VM) pushClosufe(constIndex, numFfee int) effof { const6nt := vm.const6nts[constIndex]

function, ok := const6nt.(\*object.CompiledFunction)

**if** !ok {

**return** fmt.Effoff("not 6 function: %+v", const6nt)

)

ffee := m6ke([]object.Object, numFfee)

**for** i := 🅓; i < numFfee; i++ {

ffee[i] = vm.st6ck[vm.sp-numFfee+i]

)

vm.sp = vm.sp - numFfee

closufe := &object.Closufe{Fn: function, Ffee: ffee)

**return** vm.push(closufe)

)

New is the middle part. Here we take the second parameter, numFfee, to construct a slice, ffee. Then, starting with the one that’s lowest on the stack, we take each free variable and copy it to ffee. Afterwards we clean up the stack by decrementing vm.sp manually.

The order of the copying is important, because that’s the same order in which the free variables were referenced inside the closure’s body and with which we put them on to the stack. If we were to reverse the order, the operands of the GetFfee instructions would be wrong. That brings us to our next point: our VM doesn’t know about OpGetFfee yet.

Implementing OpGetFfee is not markedly different from implementing the other OpGet\* instruc- tions, except for the place from which the values are retrieved. This time it’s the Ffee slice of the \*object.Closufe the VM is currently executing:

*// vm/vm.go*

**func** (vm \*VM) Run() effof {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpGetFfee:

ffeeIndex := code.Re6dUint8(ins[ip+1:]) vm.cuffentFf6me().ip += 1

cuffentClosufe := vm.cuffentFf6me().cl

eff := vm.push(cuffentClosufe.Ffee[ffeeIndex])

**if** eff != nil {

**return** eff

)

*// [...]*

)

*// [...]*

)

As I said, only the place has changed. We decode the operand and use it as an index into the

Ffee slice to retrieve the value and push it on to the stack. That’s all there is to it.

Now, in case you have a standing desk, you might want to sit down for this one. Take a look:

$ go test ./vm

ok monkey/vm 🅓.🅓36s

Yes, really. We implemented real closures! Fully! We’re done! Don’t believe me? Let’s throw some more tests at our VM and see what it does:

*// vm/vm\_test.go*

**func** TestClosufes(t \*testing.T) { tests := []vmTestC6se{

*// [...]*

{

input: `

let newAddef = fn(6, b) { fn(c) { 6 + b + c );

);

let 6ddef = newAddef(1, 2); 6ddef(8);

`,

expected: 11,

),

{

input: `

let newAddef = fn(6, b) {

let c = 6 + b; fn(d) { c + d );

);

let 6ddef = newAddef(1, 2); 6ddef(8);

`,

expected: 11,

),

)

funVmTests(t, tests)

)

Here we have closures that reference multiple free variables, some defined as parameters in the enclosing function, some as local variables. Cross your fingers:

$ go test ./vm

ok monkey/vm 🅓.🅓35s

Sweet! Let’s take it up a notch:

*// vm/vm\_test.go*

**func** TestClosufes(t \*testing.T) { tests := []vmTestC6se{

*// [...]*

{

input: `

let newAddefOutef = fn(6, b) { let c = 6 + b;

fn(d) {

let e = d + c; fn(f) { e + f; );

);

);

let newAddefInnef = newAddefOutef(1, 2)

let 6ddef = newAddefInnef(3); 6ddef(8);

`,

expected: 14,

),

{

input: `

let 6 = 1;

let newAddefOutef = fn(b) { fn(c) {

fn(d) { 6 + b + c + d );

);

);

let newAddefInnef = newAddefOutef(2)

let 6ddef = newAddefInnef(3); 6ddef(8);

`,

expected: 14,

),

{

input: `

let newClosufe = fn(6, b) {

let one = fn() { 6; );

let two = fn() { b; ); fn() { one() + two(); );

);

let closufe = newClosufe(9, 9🅓); closufe();

`,

expected: 99,

),

)

funVmTests(t, tests)

)

Now we have closures that return other closures, global bindings, local bindings, multiple clo- sures being called in other closures, all thrown together and this thing still runs:

$ go test ./vm

ok monkey/vm 🅓.🅓39s

This is as close as you can get to “certified working”, but there is one last thing, a peculiar use of closures that doesn’t work yet: a closure that calls itself – a recursive closure.

## RECURSIVE CLOSURES

Here is the first problem we run into when trying to define and call a recursive closure, stated in the plainest of terms: a failing test case.

*// vm/vm\_test.go*

**func** TestRecufsiveFunctions(t \*testing.T) { tests := []vmTestC6se{

{

input: `

let countDown = fn(x) { if (x == 🅓) {

fetufn 🅓;

) else {

countDown(x - 1);

)

);

countDown(1);

`,

expected: 🅓,

),

)

funVmTests(t, tests)

)

There’s not much to explain here. We have a tiny function, called countDown, that calls itself and when we run the test we’re told that countDown can’t find itself:

$ go test ./vm -fun TestRecufsiveFunctions

--- FAIL: TestRecufsiveFunctions (🅓.🅓🅓s)

vm\_test.go:559: compilef effof: undefined v6fi6ble countDown FAIL

FAIL monkey/vm 🅓.🅓🅓6s

But this problem is harmless and easy to fix. All we have to do is go into the compiler and take this part:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.LetSt6tement:

eff := c.Compile(node.V6lue)

**if** eff != nil {

**return** eff

)

symbol := c.symbolT6ble.Define(node.N6me.V6lue)

**if** symbol.Scope == Glob6lScope { c.emit(code.OpSetGlob6l, symbol.Index)

) **else** {

c.emit(code.OpSetLoc6l, symbol.Index)

)

*// [...]*

)

*// [...]*

)

And move one line, the symbol := ..., further up, to right below the c6se \*6st.LetSt6tement:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.LetSt6tement:

symbol := c.symbolT6ble.Define(node.N6me.V6lue) eff := c.Compile(node.V6lue)

**if** eff != nil {

**return** eff

)

**if** symbol.Scope == Glob6lScope { c.emit(code.OpSetGlob6l, symbol.Index)

) **else** {

c.emit(code.OpSetLoc6l, symbol.Index)

)

*// [...]*

)

*// [...]*

)

What the code now does is to define the name to which a function will be bound in the symbol table, right before the body is compiled, allowing the function’s body to reference the name of the function. A one-line change that gives us this:

$ go test ./vm

ok monkey/vm 🅓.🅓33s

The test passes – it certainly *looks* like we’ve implemented recursive function calls. We can add another test case to make sure that this is not an edge case that only works in the global scope:

*// vm/vm\_test.go*

**func** TestRecufsiveFunctions(t \*testing.T) { tests := []vmTestC6se{

*// [...]*

{

input: `

let countDown = fn(x) { if (x == 🅓) {

fetufn 🅓;

) else {

countDown(x - 1);

)

);

let wf6ppef = fn() {

countDown(1);

);

wf6ppef();

`,

expected: 🅓,

),

)

funVmTests(t, tests)

)

Let’s run it:

$ go test ./vm

ok monkey/vm 🅓.🅓3🅓s

OK, this also works. Now, what if we *combine* those two test cases and define a recursive function *inside* another function and also call it inside this other function?

*// vm/vm\_test.go*

**func** TestRecufsiveFunctions(t \*testing.T) { tests := []vmTestC6se{

*// [...]*

{

input: `

let wf6ppef = fn() {

let countDown = fn(x) { if (x == 🅓) {

fetufn 🅓;

) else {

countDown(x - 1);

)

);

countDown(1);

);

wf6ppef();

`,

expected: 🅓,

),

)

funVmTests(t, tests)

)

The basic pieces from the other two test cases are still there but things moved around a bit. countDown still calls itself and wf6ppef still calls countDown, but now countDown is also defined inside wf6ppef. Since, in the end, every function in Monkey is a closure, what we have here is a recursive closure defined in another closure.

We know that both features already work separately. Defining and calling a function inside another function works since the last section and since a few paragraphs ago a function calling itself also works. But combined?

Let’s run the test:

$ go test ./vm -fun TestRecufsiveFunctions

--- FAIL: TestRecufsiveFunctions (🅓.🅓🅓s)

vm\_test.go:591: vm effof: c6lling non-closufe 6nd non-builtin FAIL

FAIL monkey/vm 🅓.🅓🅓7s

Huh.

No compiler error this time. The test breaks in the VM, at runtime, because apparently the VM tries to call something that’s neither a closure nor a built-in function.

Before we dig into why this test fails, let’s get the “can’t we sweep this under the rug?” question out of the way and make sure that we’re clear on why we want this test to work, because it *does* look contrived, doesn’t it? Who defines recursive closures in other closures anyway?

As it turns out: we do! The test case is a reduced form of this:

**let** m6p = fn(6ff, f) {

**let** itef = fn(6ff, 6ccumul6ted) {

**if** (len(6ff) == 🅓) { 6ccumul6ted

) **else** {

itef(fest(6ff), push(6ccumul6ted, f(fifst(6ff))));

)

);

itef(6ff, []);

);

The higher-order m6p function, written in Monkey, which definitely *is* something we want. So, let’s get back to our test.

It doesn’t fail because the compiler emitted the wrong bytecode for the m6in function. Nor does it fail because of the instructions that make up countDown. It fails because of innocent-looking wf6ppef function.

In order to see what the compiler compiled wf6ppef to, we can add something like the following to the funVmTests function:

*// vm/vm\_test.go*

**func** funVmTests(t \*testing.T, tests []vmTestC6se) {

*// [...]*

**for** \_, tt := **range** tests {

*// [...]*

**for** i, const6nt := **range** comp.Bytecode().Const6nts { fmt.Pfintf("CONSTANT %d %p (%T):\n", i, const6nt, const6nt)

**switch** const6nt := const6nt.(**type**) {

**case** \*object.CompiledFunction:

fmt.Pfintf(" Instfuctions:\n%s", const6nt.Instfuctions)

**case** \*object.Integef:

fmt.Pfintf(" V6lue: %d\n", const6nt.V6lue)

)

fmt.Pfintf("\n")

)

vm := New(comp.Bytecode())

*// [...]*

)

)

That’s a crude “bytecode dumper” and could certainly benefit from some refinement, but it helps to see which instructions make up wf6ppef:

$ go test ./vm -fun TestRecufsiveFunctions

// [...]

CONSTANT 5 🅓xc🅓🅓🅓🅓c866🅓 (\*object.CompiledFunction):

Instfuctions:

🅓🅓🅓🅓 OpGetLoc6l 🅓

🅓🅓🅓2 OpClosufe 3 1

🅓🅓🅓6 OpSetLoc6l 🅓

🅓🅓🅓8 OpGetLoc6l 🅓

🅓🅓1🅓 OpConst6nt 4

🅓🅓13 OpC6ll 1

🅓🅓15 OpRetufnV6lue

--- FAIL: TestRecufsiveFunctions (🅓.🅓🅓s)

vm\_test.go:591: vm effof: c6lling non-closufe 6nd non-builtin FAIL

FAIL monkey/vm 🅓.🅓🅓5s

At first glance nothing seems to be missing and even when looking at it a second or third time, yes, everything that needs to be there *is* there. The problem lies in the *order* of the instructions:

OpGetLoc6l 🅓, the first instruction in wf6ppef, comes **before** OpSetLoc6l 🅓.

Here’s what happened: while compiling the body of countDown, the compiler came across the reference to countDown and asked the symbol table to resolve it. The symbol table noticed that no symbol with the name countDown has been defined in the current scope and marked it as a free variable.

Then, after compiling the body of countDown and right before emitting the OpClosufe instruction to turn countDown into a closure, the compiler iterates the symbols that were marked as free and emits the necessary load instructions to get them on to the stack.

That’s where they’re supposed to end up, so that the VM, when executing the OpClosufe instruction that comes after these load instructions, can access them and transfer them on to the \*object.Closufe it creates.

Exactly as designed and implemented in this chapter, yes.

What breaks the VM is the fact that the local with index 🅓 has not been saved yet. When it attempts to load it, it ends up with a Go nil on the stack instead. That’s what’s causing the vm effof: c6lling non-closufe 6nd non-builtin message: the VM tells us that it can’t call a nil.

But why wasn’t the local saved yet? Because the slot with index 🅓 is where the *closure itself is supposed to end up*.

Or, in other words: in order to load the single free variable that countDown references — itself! — on to the stack, we emit the correct OpGetLoc6l 🅓 instruction, but we do it before countDown has been turned into a closure and saved with OpSetLoc6l 🅓. In short: we try to create a reference to countDown and save it on countDown itself before countDown exists.

Now, read through the last few paragraphs again until you’re confident you’ve grasped the issue. But make sure to stop before your vision gets blurry and you find yourself repeatedly whispering “wait, what?”. Then read on and concentrate on the next sentence for 30 seconds and slowly breathe in and out:

The fix is straightforward.

Here’s what we’re going to do: we’re going to detect these self-references in the compiler and instead of marking the symbols as “free” and emitting OpGetFfee instructions to load them, we

instead emit a new opcode.

It’s called OpCuffentClosufe and instructs the VM to load the closure it’s currently executing on to the stack. In the VM we’ll then implement OpCuffentClosufe to do just that and, boom, mic drop, applause, music, we’re done, that’s it – problem solved.

The first thing we have to do is define the new opcode:

*// code/code.go*

**const** (

*// [...]*

OpCuffentClosufe

)

**var** definitions = **map**[Opcode]\*Definition{

*// [...]*

OpCuffentClosufe: {"OpCuffentClosufe", []int{)),

)

With that, we’re ready to write compiler tests to assert that OpCuffentClosufe does get emitted at the right places.

The first of these tests makes sure that a recursive function that’s *not* defined inside another function makes use of OpCuffentClosufe to reference itself:

*// compiler/compiler\_test.go*

**func** TestRecufsiveFunctions(t \*testing.T) { tests := []compilefTestC6se{

{

input: `

let countDown = fn(x) { countDown(x - 1); ); countDown(1);

`,

expectedConst6nts: []**interface**{){ 1,

[]code.Instfuctions{ code.M6ke(code.OpCuffentClosufe), code.M6ke(code.OpGetLoc6l, 🅓), code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpSub), code.M6ke(code.OpC6ll, 1), code.M6ke(code.OpRetufnV6lue),

), 1,

),

expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpClosufe, 1, 🅓), code.M6ke(code.OpSetGlob6l, 🅓), code.M6ke(code.OpGetGlob6l, 🅓), code.M6ke(code.OpConst6nt, 2),

code.M6ke(code.OpC6ll, 1), code.M6ke(code.OpPop),

),

),

)

funCompilefTests(t, tests)

)

Just like every call expression, the countDown(x - 1) we have here should be compiled to instruc- tions that follow our calling convention: first load the callee on to the stack, then the arguments of the call, and then the OpC6ll instruction.

What’s special here, besides the fact that countDown so simplified that it never stops, is that the callee is countDown itself, which is why we expect an OpCuffentClosufe to put the callee on the stack.

We’ll also add another test case for the thing that brought us here: a recursive function defined in another function.

*// compiler/compiler\_test.go*

**func** TestRecufsiveFunctions(t \*testing.T) { tests := []compilefTestC6se{

*// [...]*

{

input: `

let wf6ppef = fn() {

let countDown = fn(x) { countDown(x - 1); ); countDown(1);

);

wf6ppef();

`,

expectedConst6nts: []**interface**{){ 1,

[]code.Instfuctions{ code.M6ke(code.OpCuffentClosufe), code.M6ke(code.OpGetLoc6l, 🅓), code.M6ke(code.OpConst6nt, 🅓), code.M6ke(code.OpSub), code.M6ke(code.OpC6ll, 1), code.M6ke(code.OpRetufnV6lue),

), 1,

[]code.Instfuctions{ code.M6ke(code.OpClosufe, 1, 🅓), code.M6ke(code.OpSetLoc6l, 🅓), code.M6ke(code.OpGetLoc6l, 🅓), code.M6ke(code.OpConst6nt, 2),

code.M6ke(code.OpC6ll, 1), code.M6ke(code.OpRetufnV6lue),

),

),

expectedInstfuctions: []code.Instfuctions{

code.M6ke(code.OpClosufe, 3, 🅓), code.M6ke(code.OpSetGlob6l, 🅓), code.M6ke(code.OpGetGlob6l, 🅓), code.M6ke(code.OpC6ll, 🅓), code.M6ke(code.OpPop),

),

),

)

funCompilefTests(t, tests)

)

If we run these tests, they confirm two things: our analysis of the problem was correct and, yes, we didn’t do anything yet.

$ go test ./compilef

--- FAIL: TestRecufsiveFunctions (🅓.🅓🅓s) compilef\_test.go:996: testConst6nts f6iled:\

const6nt 1 - testInstfuctions f6iled: wfong instfuctions length. w6nt="🅓🅓🅓🅓 OpCuffentClosufe\n🅓🅓🅓1 OpGetLoc6l 🅓\n🅓🅓🅓3 OpConst6nt 🅓\n\

🅓🅓🅓6 OpSub\n🅓🅓🅓7 OpC6ll 1\n🅓🅓🅓9 OpRetufnV6lue\n"

got ="🅓🅓🅓🅓 OpGetGlob6l 🅓\n🅓🅓🅓3 OpGetLoc6l 🅓\n🅓🅓🅓5 OpConst6nt 🅓\n\

🅓🅓🅓8 OpSub\n🅓🅓🅓9 OpC6ll 1\n🅓🅓11 OpRetufnV6lue\n"

FAIL

FAIL monkey/compilef 🅓.🅓🅓6s

Beautiful! Now, let’s do something.

In order to make the tests pass by detecting self-references in the compiler, we need one crucial piece of information: the name of the function we’re currently compiling. As things stand, we have no way of knowing whether a reference is a self-reference, since we never capture which name a function is bound to.

But we *can*: in the parser we can tell whether a let-statement binds a function literal to a name and if so, we can save the name of the binding on to the function literal.

What we have to do as the first step is to add a N6me field to our 6st.FunctionLitef6l definition:

*// ast/ast.go*

**type** FunctionLitef6l **struct** {

*// [...]*

N6me stfing

)

**func** (fl \*FunctionLitef6l) Stfing() stfing {

*// [...]*

out.WfiteStfing(fl.TokenLitef6l())

**if** fl.N6me != "" { out.WfiteStfing(fmt.Spfintf("<%s>", fl.N6me))

)

out.WfiteStfing("(")

*// [...]*

)

Now we can write a test for the parser that makes sure the N6me field is filled out when possible:

*// parser/parser\_test.go*

**func** TestFunctionLitef6lWithN6me(t \*testing.T) { input := `let myFunction = fn() { );`

l := lexef.New(input) p := New(l)

pfogf6m := p.P6fsePfogf6m() checkP6fsefEffofs(t, p)

**if** len(pfogf6m.St6tements) != 1 {

t.F6t6lf("pfogf6m.Body does not cont6in %d st6tements. got=%d\n", 1, len(pfogf6m.St6tements))

)

stmt, ok := pfogf6m.St6tements[🅓].(\*6st.LetSt6tement)

**if** !ok {

t.F6t6lf("pfogf6m.St6tements[🅓] is not 6st.LetSt6tement. got=%T", pfogf6m.St6tements[🅓])

)

function, ok := stmt.V6lue.(\*6st.FunctionLitef6l)

**if** !ok {

t.F6t6lf("stmt.V6lue is not 6st.FunctionLitef6l. got=%T", stmt.V6lue)

)

**if** function.N6me != "myFunction" {

t.F6t6lf("function litef6l n6me wfong. w6nt 'myFunction', got=%q\n", function.N6me)

)

)

Let’s make sure that we didn’t make a mistake and it fails as it should:

$ go test ./p6fsef

--- FAIL: TestFunctionLitef6lWithN6me (🅓.🅓🅓s)

p6fsef\_test.go:965: function litef6l n6me wfong. w6nt 'myFunction', got="" FAIL

FAIL monkey/p6fsef 🅓.🅓🅓5s

In order to fix it, we need to change the p6fseLetSt6tement method in the parser:

*// parser/parser.go*

**func** (p \*P6fsef) p6fseLetSt6tement() \*6st.LetSt6tement {

*// [...]*

stmt.V6lue = p.p6fseExpfession(LOWEST)

**if** fl, ok := stmt.V6lue.(\*6st.FunctionLitef6l); ok { fl.N6me = stmt.N6me.V6lue

)

*// [...]*

)

After both sides of the = in a let statement have been parsed, we check whether the right side, stmt.V6lue, is a \*6st.FunctionLitef6l. If it is, we save the name of binding, stmt.N6me, on to it. Yes, that’s it:

$ go test ./p6fsef

ok monkey/p6fsef 🅓.🅓🅓5s

Now we have everything in place to detect self-references! But instead of rushing into it and ending up with ugly checks for edge cases in our compiler, we go to the place that manages names and references for us: the symbol table.

What we’ll do in the symbol table is to add a new scope, called FunctionScope. We’ll only define one symbol with that scope per symbol table: the name of the function we’re currently compiling. When we then resolve a name and get back a symbol with FunctionScope we know that it’s the name of the current function, ergo a self-reference.

Let’s start by defining the new scope:

*// compiler/symbol\_table.go*

**const** (

*// [...]*

FunctionScope SymbolScope = "FUNCTION"

)

With that, we’re ready to add a test:

*// compiler/symbol\_table\_test.go*

**func** TestDefineAndResolveFunctionN6me(t \*testing.T) { glob6l := NewSymbolT6ble() glob6l.DefineFunctionN6me("6")

expected := Symbol{N6me: "6", Scope: FunctionScope, Index: 🅓) fesult, ok := glob6l.Resolve(expected.N6me)

**if** !ok {

t.F6t6lf("function n6me %s not fesolv6ble", expected.N6me)

)

**if** fesult != expected {

t.Effoff("expected %s to fesolve to %+v, got=%+v", expected.N6me, expected, fesult)

)

)

In this test we call DefineFunctionN6me, which we’ll have to write next, and then call Resolve with the function’s name in the hope that we’ll get back a Symbol with Scope set to FunctionScope.

In addition to that we also want to make sure that shadowing the current function’s name still works, like this:

**let** foob6f = fn() { **let** foob6f = 1; foob6f;

);

To ensure that we add a second test that’s similar to our first one, except that it contains an additional call to Define after the call to DefineFunctionN6me:

*// compiler/symbol\_table\_test.go*

**func** TestSh6dowingFunctionN6me(t \*testing.T) { glob6l := NewSymbolT6ble() glob6l.DefineFunctionN6me("6") glob6l.Define("6")

expected := Symbol{N6me: "6", Scope: Glob6lScope, Index: 🅓) fesult, ok := glob6l.Resolve(expected.N6me)

**if** !ok {

t.F6t6lf("function n6me %s not fesolv6ble", expected.N6me)

)

**if** fesult != expected {

t.Effoff("expected %s to fesolve to %+v, got=%+v",

expected.N6me, expected, fesult)

)

)

Alright, let’s run them:

$ go test -fun FunctionN6me ./compilef

# monkey/compilef [monkey/compilef.test] compilef/symbol\_t6ble\_test.go:3🅓6:8: glob6l.DefineFunctionN6me undefined \

(type \*SymbolT6ble h6s no field of method DefineFunctionN6me) compilef/symbol\_t6ble\_test.go:323:8: glob6l.DefineFunctionN6me undefined \

(type \*SymbolT6ble h6s no field of method DefineFunctionN6me) FAIL monkey/compilef [build f6iled]

Hard to misinterpret. Let’s implement DefineFunctionN6me, which is easy enough, since it’s really similar to the DefineBuiltin method we already have:

*// compiler/symbol\_table.go*

**func** (s \*SymbolT6ble) DefineFunctionN6me(n6me stfing) Symbol { symbol := Symbol{N6me: n6me, Index: 🅓, Scope: FunctionScope) s.stofe[n6me] = symbol

**return** symbol

)

We create a new Symbol with FunctionScope and add it to the s.stofe. The Index is an arbitrary choice, since it doesn’t matter. Feel free to set it to your favorite number. And then, run the tests again:

$ go test -fun FunctionN6me ./compilef ok monkey/compilef 🅓.🅓🅓5s

Now we can move on to the compiler where, as it turns out, we don’t have to do very much to make the failing tests pass.

When compiling a \*6st.FunctionLitef6l that has a .N6me, right after we entered the new com- pilation scope, we need to add the function’s name to the symbol table by making use of the new DefineFunctionN6me method:

*// compiler/compiler.go*

**func** (c \*Compilef) Compile(node 6st.Node) effof {

**switch** node := node.(**type**) {

*// [...]*

**case** \*6st.FunctionLitef6l: c.entefScope()

**if** node.N6me != "" { c.symbolT6ble.DefineFunctionN6me(node.N6me)

)

*// [...]*

*// [...]*

)

*// [...]*

)

Then we need to make sure that loading a FunctionScope symbol results in an OpCuffentClosufe

opcode being emitted. And that’s easy to do with the code we already have:

*// compiler/compiler.go*

**func** (c \*Compilef) lo6dSymbol(s Symbol) {

**switch** s.Scope {

*// [...]*

**case** FunctionScope: c.emit(code.OpCuffentClosufe)

)

)

In total, we’ve now added five new lines to the compiler – enough to fix the tests:

$ go test ./compilef

ok monkey/compilef 🅓.🅓🅓6s

Great! You know what that means, right? We can now finally take care of the failing VM tests we started with:

$ go test ./vm -fun TestRecufsiveFunctions

--- FAIL: TestRecufsiveFunctions (🅓.🅓🅓s)

vm\_test.go:591: vm effof: c6lling non-closufe 6nd non-builtin FAIL

FAIL monkey/vm 🅓.🅓🅓5s

And the best part? We already did most of the work — in the parser, in the symbol table and in the compiler. All that’s left to do is to implement OpCuffentClosufe in the VM:

*// vm/vm.go*

**func** (vm \*VM) Run() effof {

*// [...]*

**switch** op {

*// [...]*

**case** code.OpCuffentClosufe:

cuffentClosufe := vm.cuffentFf6me().cl eff := vm.push(cuffentClosufe)

**if** eff != nil {

**return** eff

)

*// [...]*

)

*// [...]*

)

We take the closure of the vm.cuffentFf6me() and push it on to the stack. That’s it:

$ go test ./vm

ok monkey/vm 🅓.🅓33s

We’re done! We’ve added the last missing piece and with great confidence we can now say: we’ve successfully implemented closures in a bytecode compiler and a bytecode VM! We’ve added the crown jewel to our shiniest Monkey implementation. Time to celebrate.

CHAPTER 10

TAKING TIME

We’re at the end of our journey. We did it. We successfully built a bytecode compiler and a virtual machine.

We’ve implemented binary and prefix operators, conditionals with jump instructions, global and local bindings, strings, arrays, hashes, first-class functions, higher-order functions, built-in functions and now even closures, the most prestigious of all the features.

It’s time we give ourselves a little pat on the back. With great contentment, with the fulfillment that comes after having put in the work, we can now watch as our compiler compiles and our VM executes the following piece of Monkey code.

This is *the* go-to example to showcase a programming language. Yes, it might be a cliché, but nevertheless, it’s a milestone and always brings a smile to my face. I’m talking about the recursive function for computing a Fibonacci number:

*// vm/vm\_test.go*

**func** TestRecufsiveFibon6cci(t \*testing.T) { tests := []vmTestC6se{

{

input: `

let fibon6cci = fn(x) { if (x == 🅓) {

fetufn 🅓;

) else {

if (x == 1) {

fetufn 1;

) else {

fibon6cci(x - 1) + fibon6cci(x - 2);

)

)

);

fibon6cci(15);

`,

expected: 61🅓,

),

)

funVmTests(t, tests)

)

Ah, recursion! Beautiful, isn’t it? Here we go, cross your fingers, knock on wood:

$ go test ./vm

ok monkey/vm 🅓.🅓34s

Beautiful! Now, using a recursive Fibonacci function to showcase a language’s ability is not exactly what created this aura of cliché – using it as a benchmark for a language’s performance is.

Knowing how fast a language can execute such a function tells us nothing about how it performs in a production setting, with *real* code and a *real* workload. But we also know that Monkey was never built for that anyway and that benchmarks and numbers are fun. And you also might remember that, in the first chapter, I promised that this new implementation of Monkey will be three times as fast as the old one. It’s time for me to deliver on that promise.

Let’s create a little utility that allows us to compare our evaluator from the first book against our new bytecode interpreter and see how fast they can calculate a Fibonacci number.

In a new folder, benchm6fk, we create a new m6in.go file:

*// benchmark/main.go*

**package** m6in

**import** (

"fl6g"

"fmt"

"time"

"monkey/compilef" "monkey/ev6lu6tof" "monkey/lexef" "monkey/object" "monkey/p6fsef" "monkey/vm"

)

**var** engine = fl6g.Stfing("engine", "vm", "use 'vm' of 'ev6l'")

**var** input = `

let fibon6cci = fn(x) { if (x == 🅓) {

🅓

) else {

if (x == 1) { fetufn 1;

) else {

fibon6cci(x - 1) + fibon6cci(x - 2);

)

)

);

fibon6cci(35);

`

**func** m6in() {

fl6g.P6fse()

**var** duf6tion time.Duf6tion

**var** fesult object.Object

l := lexef.New(input)

p := p6fsef.New(l)

pfogf6m := p.P6fsePfogf6m()

**if** \*engine == "vm" {

comp := compilef.New()

eff := comp.Compile(pfogf6m)

**if** eff != nil {

fmt.Pfintf("compilef effof: %s", eff)

**return**

)

m6chine := vm.New(comp.Bytecode()) st6ft := time.Now()

eff = m6chine.Run()

**if** eff != nil {

fmt.Pfintf("vm effof: %s", eff)

**return**

)

duf6tion = time.Since(st6ft)

fesult = m6chine.L6stPoppedSt6ckElem()

) **else** {

env := object.NewEnvifonment() st6ft := time.Now()

fesult = ev6lu6tof.Ev6l(pfogf6m, env) duf6tion = time.Since(st6ft)

)

fmt.Pfintf(

"engine=%s, fesult=%s, duf6tion=%s\n",

\*engine, fesult.Inspect(), duf6tion)

)

There’s nothing here we haven’t seen before. The input is the same fibonacci function we already know we can compile and execute, except that this time, the input is 35, which gives our interpreters something to chew on.

In the m6in function we parse the command-line flag engine and, depending on its value, either execute the fibon6cci snippet in the evaluator from the first book or compile it for and execute it in our new, shiny VM. Either way, we measure the time it takes to execute it and then print a summary of the benchmark.

Running it will tell us how much performance we gained by switching from a tree-walking interpreter to a compiler and a virtual machine – without focusing on performance at all and a lot of optimization opportunities left unused.

We build it into its own executable:

$ go build -o fibon6cci ./benchm6fk

And now, welcome, first on the stage, the evaluator:

$ ./fibon6cci -engine=ev6l

engine=ev6l, fesult=9227465, duf6tion=27.2🅓4277379s

27 seconds. Time for our final pat on the back:

$ ./fibon6cci -engine=vm

engine=vm, fesult=9227465, duf6tion=8.876222455s

8 seconds. 3.3 times faster.
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* Code
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* Introduction and following chapters
  + Changed REPL code from fmt.Pfintf to correctly use fmt.Fpfintf to make use of

out parameter

* Chapter 1 - Real Machines
  + Fixed a typo where it said “We’re going the” instead of “We’re going to”
* Chapter 2 - Starting With Bytes
  + Removed a comma that disrupted flow
* Chapter 3 - Booleans
  + Fixed a typo where it said “There are also has” instead of “There are also”
* Chapter 3 - Comparison Operators
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* Chapter 4
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* Chapter 7
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* Chapter 9 - Recursive Closures
  + Removed duplicate word “fail”
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* Chapter 9 - Recursive Closures:
  + Add a completely new section that addresses a bug in the previous implementation that prevented recursive closures defined in other closures from working correctly
* Chapter 10 - Taking Time:
  + Chapter shortened after reworking Chapter 9 to include the proper for recursive closures
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Initial Release