# hadoop-hdfs元数据管理源码分析

## 一 场景驱动案例

|  |
| --- |
| <dependency>  <groupId>org.apache.hadoop</groupId>  <artifactId>hadoop-client</artifactId>  <version>3.1.3</version>  </dependency> |

|  |
| --- |
| public class MkdirMain {  public static void main(String[] args) throws Exception {  System.setProperty("HADOOP\_USER\_NAME", "tanbs");  Configuration conf = new Configuration();  FileSystem fileSystem = FileSystem.get(conf);  fileSystem.mkdirs(new Path("/mkdir"));  }  } |

## 二 元数据管理源码分析

![hadoop-hdfs元数据管理源码分析](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABOUAAAEhCAYAAAAwHhSCAAAACXBIWXMAACHVAAAh1QEEnLSdAAAgAElEQVR4nOzdd3hU55X48e+dotFIo15GvTckJI0KQoBoBgM2bjhucUnZ7DpZJ95NcTbJL05PNpvEm+ym7MZJ7CRucRxn4xaDjem9SUICAepdqPdRmXJ/f8iMkQVGYKSR4Hyeh4erW88djWbuPfd9zwtCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQQgghhBBCCCGEEEIIIYQQKO4OQFw7ohIsyVqdIxmt1t2hCCGEmAecTntH05kTR90dhxBCCCGEEO6gc3cA4toQk5aZt37D0gNLl+fpFUVyvUIIIS6tvrZZ/cNvtY/Unzn+a3fHIoQQQgghxGyTpJy4KhRFybntzhv1ufkZ7g5FCCHEPDE+blP+8NRfFwGSlBNCCCGEENcdjbsDENcGjapRNBppISeEEGL6NBoFVLkWEUIIIYQQ1ye5EBZCCCGEEEIIIYQQYpZJUk4I4VaqqrJt8y5UVeXMyappbXNu/dMXWL+i/Ay2cdvVDlMIIYQQQgghhLiqpKacEMLt2ls7KD1aTld7N94mL06fqCIlPYm66gas1hE0GoWs3AyqT9cSlxhDS2MbFcdP09LUhup00tXRTVxiDHXVjTTVNxMQ6EfV6VqioiNISIlz9+kJIYQQQgghhBBTSEs5IYTbhUWaGR60Mjxk5WxrB709fZxtbScxJR69XoeXtxfFB4/jafRkeGiEmPgoujq7GRsdo6XpLEU3LOH4sZPodFrikmIpO3YSg8HAiHXE3acmhBBCCCGEEEJckCTlhBBuFxUTQeGKfAKDA9DqtISGhWAOD8Xk601MXBQRUWHkFloYGxsnNDyYyOhwlqwoICAogPikGPbuOEjh8nwcDie2cRt5SyyMj40TGh7i7lMTQgghhBBCCCEuSLqvCiHcSlEUUtKTAFixdumU5f4Bfq7p8EgzAIFBAQAU3VAIQGJKPADL1yxxrXv+tBBCCCGEEEIIMddISzkhhBBCCCGEEEIIIWaZJOWEEEIIIYQQQgghhJhlkpQTQgghhBBCCCGEEGKWSVJOCCGEEEIIIYQQQohZJkk5IYQQQgghhBBCCCFmmSTlhBBCCCGEEEIIIYSYZZKUE0IIIYQQQgghhBBilklSTgghhBBCCCGEEEKIWSZJOSGEEEIIIYQQQgghZpkk5YQQQgghhBBCCCGEmGWSlBNCCCGEEEIIIYQQYpZJUk4IIYQQQgghhBBCiFkmSTkhhBBCCCGEEEIIIWaZJOWEEEIIIYQQQgghhJhlkpQTQgghhBBCCCGEEGKWSVJOCCGEEEIIIYQQQohZJkk5IYQQQgghhBBCCCFmmSTlhBBCCCGEEEIIIYSYZZKUE0IIIYQQQgghhBBilklSTgghhBBCCCGEEEKIWSZJOSGEEEIIIYQQQgghZpkk5YQQQgghhBBCCCGEmGWSlBNCCCGEEEIIIYQQYpbpPnBperqHxTfw9/GJ0Ys0Go0ySzFdVwYHrcOVZ+q+XX+q9BV3xyKEEEIIIYQQQgghZscHJuViHbqihz/70ftv/8iNsxXPdcfpVPnEfY89Lkk5IYQQQgghhBBCiOvHB3ZfVRXFy+TjPVuxXJc0GgWTj7eXu+MQQgghhBBCCCGEELPng7uvziOqqrqmFWVqT9tLLRdCCCGEEEIIIYQQYrbM+aScw+GgsqKaBZmpF11HVVXKjp3AbnfQ1ztAbEIUVadqMPmYMHh6MDoyRnpWKsNDVjrbuzB4GvDxNdHd2YPVOoLdZmfVuiJJ1gkhhBBCCCGEEEKIWTHnk3JOp5OWpjZsNjtDA0N4enni7e2Nh0FP9elalq5azNjoGNVn6tBqtQQE+TPQP0hYpJnxsXH0HnoiosPZ8to2LPmZVJ6qIW1hMj3dvRgMHjjsDnQ6HaqqSlJOCCGEEEIIIYQQQsyKD6wpNxc4nSoajYaOs500N7ZiHbLS3tYx0cpteISe7l6MXp4EhQTS09XL8WMn6GrvRlEU+vsG6enqpbayntj4KFIWJJKQHEd23kK6OiZayfX19tPc0EJXR7e7T1UIIYQQQgghhBBCXCfmfEu58uKT5BZkU15yksTUeBKS4+jt7mNsdIwQcxC+vj44nSqjI6OkLUxmZGR0onVcVBgh5mCKDx0nNMwbDw8PAMKjzPzl2VeIjY9meMhKQVEee97Zj7eMtSDEvKaqKru2H2L39qPoNO7/aFM1Tu6460YyMpPdHYoQQgghhBBCiDnI/Xeul5C/JAeA5WuWuuYFBPpPWW/9bWtc06o60bpOVVXCI8NQlIlusBqNhpi4KKJjIyd1Vb3lrg0zeAZCiNnw2t+24RzS88sf/ydardat3dFVVcVqtfKdf/8xToeDTEua22IRQgghhBBCCDE3zfnuq9OlKIrrn0ajcc3TaCbmnbtJP7f8/PXP/RNCzE9Dg8OcLK7jkYc/hU6nc/vfs6IoeHt7891vfI2Xnt8yafRnIYQQQgghhBACrqGknBDi+rV/TzG333yT25Nx7+fp6UlmWib1dc3uDkUIIYQQQgghxBwjSTkhxLzzH9/4L77z5R+x+539jI6McuZ0LZasTNfyw4cPf+D2u3btck13dHTw8ssv8/e//x2r1UpDQ8NFt6uvr59WfCUlJa7WcZashVSerpvWdkIIIYQQQgghrh9zvqacEGLueefvOyk9Wu62lmmnys/Q09XL0QMleHkb0Ro88f7Ce4O1dHR08M4776CqKiEhIdTX12O328nKyqK6upre3l4OHjxIZ2cnERERpKWlERkZyc6dOwkKCmLnzp3ExcUxOjpKWFgYtbW1xMXFsW3bNpYvX05/fz8+Pj40NTURHR1NcHAw7e3tFBUVYbVasVqtrtcmMCCA0qpBt7xOQgghhBBCCCHmritKyqmqyvi4DbvdfrXjmURBweBpQKuVBn1CzCU1lXV85gufxORrcsvxv/3YfzA8ZGXR0hxWrVvOju2HcTidk9YZHx9n3bp1vP7663h7exMQEMDhw4e5/fbb2bFjB6dPnyYxMRFVVVFVlebmZoKCghgaGiIkJITOzk7CwsIYGBggKioKi8VCa2srHR0d3HzzzWzevBmTycTixYt5+eWXSU6eGGW1pKSE3NxcVxwjoyN4ehpm9fURQgghhBBCCDH3XXZSrq9vgN/+6s9oHB54eRqBmWsp41SddPd2Ubgyixs3FM25elFCCPe452ObeOxbn8PkM5EUbGg8S1V1DbmWbAAyMjJcg7rk5ubS3d2NzWZj06ZNHDx4kOTkZLy9vamvryc+Pp4jR44QFRVFXl4ebW1tOBwO/Pz8KC0txWKxUFFRQX19PWazmcjISHbs2EFBQQFWqxWNRoNWqyUzMxNVVbHb7RiNRleslVU1xMRFuOV1EkIIIYQQQggxd11WUs5ut/PTf3+ar33hMRIT4mcqpkmcTic/+8X/sGv7IVatKZyVYwoh5rb0rNRJPy8pymXzq9tcSbn4+Pc+n2JjY4mNjXX9vGbNGtd0TEwMABs2bHDNi46Odk2vXr0agGXLlk3ab3h4uGud3t5eFi5ciE6nQ1VVVqxYMSm2/YcP85WNn7qCsxRCCCGEEEIIcS27rH6hW7fs47b1t8xaQg5Ao9Hw+c/9Mzu2HMZmm9nuskKI+SkqOozuwXbKTlTM+rEDAgJITZ1IEiqK4mrRq6oqf3v1DdKyYvDw0M96XEIIIYQQQggh5rbLail35EA5v/jRJ2YolIvTarXcsGIVpccqWFSYNevHF0LMbYqi8MjnH+SXP/09XnpfAv0DrnhfOg04VVAUcDgvvf6FqKpKW/tZAsxefPLhu644FiGEEEIIIYQQ165pJ+XsNjteHib0+qmbFBcXo9fr8fLywmazkZqaiqIoqKrK4cOH8ff3d7UkOcdms6HXT7/1yKK8HP789z9LUk4IcUFeXp782+MPMzAwhHV4ZNrbjY6MUVZ8kqMHSlCdThYX5ZG8IInSI8cpPVRGQKA/BUV5pKYnobvA59/F+Pn5YPTyvJJTEULMNenpHtF2j2wFVUZtuZ4oiqoZG6+pr6846+5QBASnpvqYNIYMp0O5ooHqhBBCiKvNoaGj5fTxyg+zj2l/qQ0Pj+Dn63fBZc3Nzaxfv56WlhZqa2sJDg6mvLycuLg4enp6yMrKoq6uDq1Wy/DwMDabjV27dnH77bfT2NhIZGQk/f399PX1odfriYuLIzIyctIxwsPDOFNRQ8nhsovGaFmUKYNBzGEj1lFqqhuxWqefMHEnBYWAID/iE6LQarXuDkdMk6+vCd9LjAo7ODBE8aHjlBwpQ3WqZOVm8KXHH8EvwNe1Tmp6Ivd8bBPtbZ0c3nuUPz39F0w+JhYtzSEzJx2DjKgqxHVjUVDYX+976JZbZCTl64uqquzfc2zYtlef+2EvuMWHle5hSUk6fOuda9J0WsnJCSGEmBtqaxodL7+ofLzhTOnzV7qPaX+rqarKxfJdLS0tnDp1itbWVgDeeecdQkJC6OvrIzAwkN27d+NwONDr9SiKQlBQEImJiQwMDHD27Fl6e3ux2+34+/uTkpLC4cOHpyTlNIrC2OgYPd19F4zhrVffwZKfOZODwYor5HQ6efHZ12ms7iTXYsHXZJoXvyfVqXKisoFnfvMKt9y5ioIl2e4OSXwIPd29HN57jPKSCjyNnuQtzubhf/0EXt7Gi26jKAphEaHcds/NqKpKf+8Ah/cX88sf/xatTkveYgt5hdl4eXvN4pkIIWZbelbyivsevMXdYQg3MIcFee/feywPkKScG0UkasyFRbmpd917k7tDEUIIIVyswyPav760pQiY+aScl7eRgcGBCy5buHAhFouFwcFBAIKDgxkeHsZsNlNWVoZOp8NkMmE0GtHr9TQ2NuLj4zMRgE5HRkYGLS0tmEwmvLy88POb2iLvbEcnGdlprLlpxZRlAMePlk/3VMQsUlWVJ3/5JxYtLORLn14/L1sy2mw2fvDj/8TucLC0KNfd4YhpUlWVsy3tHNx7lMqKavz8fVlclM+am1deVtf5cxRFwT/Qj3W3rObGjasYsY5SfKiU3/z3H3HYHWTmplOwNA+/AN95+T4XQlycVlEua2Asce3QaDWoqkZ+/27mqToVrUa+XIUQQswtGq0G1MsbQPX9pp2U8/DQMzQyiMPhmNKVb/ny5ZP+P19ERAROp5PXX3+djRs3otPpyMzMdC1fuHAhAAkJCa55RUVFU/ZTXHKc9IzE6YYr5ojioycJNoVz28YN7g7liun1eh7/ymN89ouPkZWdisnH290hiXeNjY1jMHi4fnY6ndTXNHJo7zEaapswh4dQuHwRt919M1rt1bunUhQFL28jRTcsoeiGJYyPjVNWUsGffv8ygwPDpGUkUVCUhzk8dNJorKqqopF7OyHEHGAdHsHTaLisz6SzrR34+HpjMBhc14Pvr7XZcbaL0LDgqx2uEEIIIcQ16bKKMmTmpLBz917WrF55WQfRaDTcfvvtl7XN+ZyqytYdO/jKt//BNc9T442n9r26Ufff8yABhrD3tsHBgK3rio8pro43/m8HP/vhj9wdxoem0+n4h4ce4rW/beP+j93m7nCue6qqcvRACc88+SJPPPk9airrOLT3GB1nO4lNiGbJ8kXc+/E70Whm56G6h8GD/EIL+YUW7HY7Z05W8+bfttLZ3kVcQgyLl+djNHryw8d/xue//s/EJcbMSlxCCHExR/YfY3FRPrVVDYRFhKLRajB6GRkbHaOzvQsvby8G+gaIjoukva0TT6Mnp8rPgAoqKubwEAKCAhixjuDt7UVwaBBnKqrp6epFo1EYHBgiODSIlsZWUjOSpQWxEEIIIcQFXFZS7uZbV/Hdr/+KhRnpmENDZiqmKf7w7AvkFqZOKqyuVTwoOVSOw+GgoaGB2267jbozTYyNjeHt7U1IWDB4fMBOxYzr7OgmMjQKL+PFa3bNJwX5uTz13B/dHcZ1z+Fw8MJTL/OX515Bdap8/2tPkFdo4abb12KOCHX7jZ9OpyMjO42M7DRXy739uw5zaO9Raivr+fJnvsE/f+lTrF6/3O2xCiGub6VHyomJj+LI/mK8Td4kpcXT3NhGe2s7er0ey6JMDu8rxtfPhzMV1ZjDQ9B76PDx86G5oZWhQSte3kZqztSh99CTU5BFa3Mbb76yFQWFyJhwaTUnhBAzZHBwmMH+IVRUd4cCKBi9PAmQMi5zis1mp6uzB6fT6e5QrhqdTkdIaOA11fvospJyBk8PHn3sQb75w+8RERJFgP+FR2O9WhwOJzV1tSSmR3LPXTdPWqaqTgoKCiguLiYvLw+DwUBTUxMlJSWYzWaWLV+CT5SMzuROJ09Uk5+X4+4wrhpFUQj2D2F4eATvDxgcQEylqiqnTtZQfPQEtnH7Fe9HUaCy/BRlxSc5d/3hcKr09o+w+e97prUPrU5DRmYKufkZV3TRYLfb2bPzKA31LajO6V8EnTvvEesoP/v+/3Ds4HGCI8P5MNdRXt6eLFuRT1R02KVXFkKIdw0NDtHd1UumJZ0zFdXo9DpGR0YpL64gMDiA4JAgRkfHCAoJxOFwUFlRjV6ve3eMJoWFlgWUHC4jMiaCpvpmUMHXz4fT5ZWoTpWAQH+iYiIICglg345DpGemoWjlJk2IuebogRLGx8ZJXZhCQKDfRW9yS4+U43Q6sSzKnLJOY10zVusIEVFhDPQPEhUT8YHHbKxrxjo8QmRMOP29A0TFTl6/9Eg5lkWZF9laAFRXNvD8718j2D+UoMDAOZIEUxkcGqahpYH1ty5j2fK8ORLX9Wt8bJzvfO2XZKRmTCk/Np+NjY3R1t3CV775sLtDuWouO2sVFh7CN3/wOXp7+hkass5ETC4ajYZNoSvxMEwtyt7V1cWpxhrKysrIysri9OnTtLS0EBUVRVhYGJWVleRFpc9ofGKyPdsOMDo0TM7ibAwGDxpqm1l009Ip61VXV5OUlMTZs2cJC7t0MqG6uprExETa29unrN/W1oafnx9eXhOjX5aXl6MoChkZUxMu4+PjHDx4kLS0NEJDQ6/oHBPi42hqaCUtXeobTpeqqrzwx9dgzMCtN92OwWC49EYXoQDKu72HFeXdOm2AehnD+dptNnbu2ccvdz/L57740GVdMIyNjfPDb/2am9as596NRSjTfUKjqmxadwcGDw90Oh3qu4k4lQ+Vk2NgYIDn//gX8ovSWL5q0YfYkxDieuJt8uaOezei0WhISIlz3WRfqO7lmptW4nQ4UTTKpM/LTz7yAADpWWmuUgFOp4pWq0FVVZxOFY1G4d5PRF5TT7OFuJY01DWxZsNKtry2jYJlufR296EoCiPWEazWESz5mZQVn6S9rZMQcxCH9hzF2+SFykTN5dSMJDrOdtLS1IaXl5Ge7l662ruxjdsYt9kYHhzG2+SFt8kbp9PJQP8gXl5GWpvb8DZ50dneRfWZWpxOJ+mZqZypqKa/bwCNRqG7s5eiGwrRe1z+4FzXshNlZ3jzr/v4yfd+gO+7AyfOJXa7nZ//z5O83rWN2+5c6+5wrmstze3kW/L47Kf/0d2hXHWf//LX3B3CVXVFTckURSEwyJ/AIP+rHc+0hYaG4m8IpampiSVLlmC327Hb7YyMjDA6OkpKaqrbYnOXrKysUK1Wm+aOY4/Y1JS92w/w9qtb8fX3YdmqxbS0deN/n++Udf/617+yadMmTp06xaJFi6isrCQnJ4eKigp0Oh1Wq5XCwkIOHjxIeno6L730Evfeey8nTpygqKiI0tJSLBYLbW1tHD9+nLVr13Ls2DESExOpra1Fp9Ph5+dHc3MzHh4eJCYmUlxczOjoKBkZGfj5+XH8+HF0Oh0GgwGr1Upg4ERrAEVRaGpqIikpiYaGBhYtWjTpJiTA35+BgaHZfGnnvdMVtdiGNPy/Lz/q7lBcUpKT+P2zL7Bn5xFWrC6Y9nbP/f4VPvXgx1m8KH8Go7s8mRkZfPaLj5GduwBfX9OlNxBCXPcU5b0E2/lPzy/2kELzAQPlnD+Ijvbd1nCKokyaFkLMTbfddROvvvQmoeYggkICaaxrpre7F/9AfxZa0jmw+whZuRmu9RctzWXn1r14eOjRanWuz49lqxazbfMu4pPiGB4aprO9ixBzMNFxkfgH+HH6RCWtLe1Ex0YwPj7OstWFbN+yh9CwYHx8TdjtDo4eLGXD7WvZvXUvp8oriYwJZ8Q6Ikm584yMjPLSM2/xy//8CZ6enu4O54J0Oh1fePQR/t+3v0d9bTNxCVHuDum65XA40emuzZ6DinJtPeybt7+lcecIeGpZsa6QAVs3e7btJ6cgE5OPD6gqQ9ZB4Mq7yc1HGo1mLbBYVdUTs39sxex0TPRVHxocprXpLMMj46jq1HZAGRkZnD59GpvNxuDgIM3NzRgMBjw8PKiuriY0NJTNmzfj5eVFSUkJ2dnZlJdPNJvft28fGzdu5I033kCr1RIXF8eRI0cAKCkpoaWlBY1GQ35+PuPj43R1ddHY2Mhtt92Gw+Hgrbfeoq2tjZKSEnx9ffHw8ODOO+/krbfeQqfT0dTUhL+/P729vaSnT21pqdFocF5Gl0UBb762g6/9y7+5O4wp7r/3Lv71q1+edlLOYXfQ1tgzpxJyMHFD/NB99/LOln3cec96d4cjhBBCiHni2MFSwiPNRMdFcbalHUVRiEuKxcfXhLfJi5yCLKpP1+LlZSQgyJ8j+4tJWZBET3cvPj4TDwLN4aGYfEzkLs7Gw8OD+poREpLj8A/0w8fHhNHbSHRcFEGhQdhtdoJDgzD5mshbnI2nlydNdc1odVqWrFjE/p2HCA4NIiwyjKHBYUzysHGSN1/byYP33TdnE3LnKIrC5x/5DD/8+U/4t8evnS6GQsyUeZyUGwUtoIUh+xg7dm/DsjyVIXvPxApX3kNuXlMUZXNJScmW2T5ufJqF/LSEhxYVZrN8zVKCQwN5+jd/Ydg6tYuzyWQiLy+P559/nrq6OgwGAwaDAV9fX8LCwjCZTAQFBdHS0kJ2djZVVVXk5OTw4osvkp2dzbZt24iOjqa6uprBwUGys7OpqakhKysLk8lEVFQUVVVVVFVVERwcTEREBNu3bycmJga9Xo+iKISEhJCSkkJPTw9arRZfX1+CgoJQFAVPT098fX3x9Z1aqLR/YIDIsJmtpXitGR22ExwcNGleY2Mj0dHRF21BcfLkSTIyJp7MOhwOtm3bhq+vL4sXL6ampoakpKQLbme1Wl1dmS/F4OGBt8EHm82GXn/pp7ANDa2kp05tiNrY2EhMzMVHUz3/XFpbWzl58iQJCQkEBwczNjZ2wa7UqqoyOjqKcZqDpCzKy+WFv704rXWFEEIIIQAKV0wufZGakTzpZ18/H6JjIyfNU1WV1uY2svMWAhAdN7E8OW2itEtsQvSU4/j6Te1mmZSWADCpBt2KtVPL3ogJqqpyorSaRx56xN2hTIvZHIpO9ZRa3HNUWVkZ3d3dFBYWYjAYLlpmoqKiAqfTyYIFCya1rB8bG2PXrl2Ehoai0WjIysq64Pbl5eVkZl64RuTAwAAjIyOYzWbXPnU63TVV/2665m1STsw9937iTiy577Uui4mNoKaunvi42EnrrVq1CoDPfOYzrpZ055Iz5ydbzv0BR0RMfFk//PDEkxZVVVEUhZycHNe2CxYsmDjmu8kRf39//Pz8WLhwIYqiuI6TkpKCoigUFBRMOm5RUREAaWlpk+a/X119A4vXrLuMV0XotVOHQT558iSqqtLQ0EBwcDAOh4O2tjaWLl3KoUOHqKurIygoiPLyciwWC6qqEhcX50rI7tu3j9DQUBobG0lISKC7uxuNRsOOHTu4++67OXPmDGaz2TXSkI+PDw6Hg+Tk5Em/28CAAAYHhqfVFb+zvZvIiPALnktXVxednZ0sWbKEY8eO4eHhQXJyMmVlZQwNDeFwOOjv78dut1NYWMihQ4ew2Wx4enry9ttvExcXR2NjIwUFBRw+fJiAgAD27t3Lxo0bqa2tdbUW9fHxwWKx0NDQQEpKynuvsV4HTukiJoQQQoiZpSgKhculju1sGxkZJcAncF4lLPIsFs5U1JC7aKG7QxHnUVWVkpISHnjgAZ555hkKCwvp7+/H29vb1dNs2bJlHD58mIaGBsxmM93d3YSEhKDT6VAUhfLycjZs2IDRaOS5556jtbWV5cuXc+jQIWJjY+nr60Or1dLW1obT6USv19PV1UV4eDiDg4N0d3djsViw2Wxs3boVo9FIU1MTqampjI2NuRKFHh4eF+y9dq2Z90k5u93BidIKerp7KT1aTmJKHL7+U+uYidm3ICORnX8vZe3qlRdd54NqzVxs2bn55y9//7pBQUEEBQVddPml9n0hqqpytvMsfv5zr6jqfNTU1ERaWhpHjhzB4XCwfPly/vKXv7B06VJGRkbYvXs3ZrOZuro6AAIDAxkZGaGmpobx8XEAbDYb1dXVjI+Ps3HjRs6ePUtNTQ1Llixhx44d2Gw2Nm3axJYtW9DpdJMSWcAFu1dfjKIoOC+yfmNjI8uWLePtt98mMTGRrq4u9uzZw6ZNm3jzzTfZv38/ISEheHl5TYziGxxMa2srer0eo9HIkSNHCAsL49VXX2Xt2rWEhoZODGZz6hS33HILr7/+Og6Hg5ycHLZt20Z4+NTkoBBCCHG9stnsjFhH+XDDJ80/ikaDt7dRBlO5BjU3tNLd2UNGdho6vY6GulaSky480NzQ0BDj4+MEBAQwNDSEyWSadE8zNjbG0NCQ696op6cHq9VKeHg4XV1dhISEXPQ9dK4xxAdRVRWr1Yq3t/ek+SnJSew/vluScnOMoijcdNNNPPPMM0RGRhITE8ORI0eorq7Gz8+PnJwcNm/eTE5ODqOjo6iqSmFhIW+99RZ6vd5Vp85oNKIoCr6+voSHh7NlyxaMRiO1tbWue7O9e/cSEBBAY2MjGzZs4M03370W5KwAACAASURBVESr1WKxWDhw4IBrEMe+vj6io6MJCwvj9ddfJyQkBIBNmza57XWaTfM+KafRKDz1i2epr2nk+NET/NfTP5Sk3BwRGRVGVV0Vdrv9migyeaayioiYYHeHMe+M28emzAsODsbLywuj0UhISAhWq5UDBw6wdu1aV43A9PR0Ojo6SEpK4vXXX2fr1q2sXLmSU6dOoSgK8fHxHD58mIyMDMrLyykrK8PLy4vQ0FB27dpFUFAQGo0GRVHQ6/XExcVNiaO7pwdfv+nVKzGHBXP41Jkp84OCgnA6nRgMBlJSUqitrcVoNJKSksL27dsxmUwkJSVhMpkwGo3s3r0bo9HIggUL6OrqQq/X4+XlxeDgIGvXruXw4cPk5+czMjJCREQEW7duJT09ne7uboKCgmhubmb9+sm148bHx1G019eNiBBCCAFwtq2TXz7xPDGRMZcxFvu1weF00DvUzVe++fB1m5hzOp30dPW6O4yr7tDeo/zhf18gODSIohsK8fH3Jz78wuP57dmzh9bWVjIzM2lvb2f9+vWUl5e7rn3PnDmDXq+nr68Pg8HAkSNHSE1NZf/+/SxevJj+/n46Ozvx8fFhcHCQuLg4SktLGRkZQVEUEhMT6e7uJikpydWbJTQ0lN7eXte16fDwsKvH0TnBQYH09g7M9EslLpOqqpw4cYLAwEAiIyM5c+YMfX19hISEEBAQgNFoJDU1lfLychRFwWw2s3fvXiIjIxkZGcHPz4+4uDhee+01EhISCAsLw8/Pj8zMTKqqqkhJSaGiooLS0lIKCgpcvYV2795NTEwMXV1dHD9+nIULFzI+Po6HhwdjY2MEBgbS0dFBeHg48fHxDA8PXzeDRc37TIlGo2Hljcuor2kkKjaC+KQ4d4ck3qUoCivW5PPSX1/h/nvvcnc4H4qqqjz59B/4xCO3z/ix2s928Zc/vUlf99AMjiyjotUprNu4nNz8jEuv/iGY/Dw5e7adsDCza96iRe91ezjXlfic6OiptUg+/vGPu6YXL17smt64ceMFtzm/mfP4+Dg2m43ExMlPF0dGRxm1W6edMI6ODeePla9OmX9+/FlZWZNqKlyohkJ2drZr+kIt3m6/feI9Fhk5uYZLUlISra2t5OTkTOm6cODQERZmX38jTgshhBClxRV8/KP3s3L5MneH4hbf/eGP6e8fIiDg+myUMDxk5ftfewJL/oXrVs1XddUNAHR1dLP1jZ1ExUcR/5GLX+uFh4fT29vL0NAQu3fvJjMzkz179gATg+w1Nzdz8OBBPD09iYyMJD09nerqak6cOIGvry8hISG8/PLLaLVaIiMjWblyJfX19RgMBg4dOkRCQgK7d+/G09OTzs5OWltbCQgIICgoiMrKSm644YYpMen1euz262vgxflAUZQpv6+8vLxJPwcHB0+6Z4GJOt9btmxh6dKlaDQakpMn16AEXL2SYmMnl6861+hgOg8PLBbLtM7jWjLvk3IAy9cs5dnf/JlV64rQaK6PbOp8ccONS/jhd35NWmoyuZbsS28wB6mqyu/+8CypWdGEhAbO6LFOV9Tw0jNv89Uvfp7YmIsPhPBhqarK8PAwv/7dH6g8Xce9D2ycsWPdumkN//Pbp/nO4191y9MODw8Pbrrppinzf//H51l38/Qv4DUaDQlpEezYvZfVK4quZojTFhER4aqxeI7dbue5P7/EV7/zj26JSQghhHAnu92Bh8elB2y6Vum0OpwOp7vDcKsFC1P4xD/f7+4wrqrtW3aj99Czet1y8pfmcLK8iqH2qb1P4L3yOzfccAPf+c53uPPOOykpKcFgMDA8PExVVRW+vr4EBARgsVg4deoUb731Fp6enqiqilarxWw2ExISQnx8PGNjYxw7dozIyEiampoYHx+nrq6O8PBwVyup3/72tzz66KOMjY25BtJ7v8HBQby9pzcAm5j7tFqtq0HE5Xp/IwwxmduScqqqMjRkpauzF+vwyIfeX0R0OCHhZk6WV32o/Xh5eRIUEoCPj/d101xyJimKwpe++il+9V/Psvntd1i+dIlrCPW5TlVV2js62bL1HVKzorl9040zejyrdYTnn36DXz7xk2mPunmlFEXBZDLxpX/9LD/52S8oLT5FTt7MFNFMTI6hLPY03/7Bj7hp3VoMhqkDP8wmu83O7n37GXb0c8fSFZe17X0P3sKPvvdbGhoayVyY8aEfAigoqB+i/s3AwCAvv/Iqt92zCi8Z2UoIIYS4KlRV5dVXXyU2NpacnByGh4eprKzEz88PT09PV/0uPz+/KduOjIzw9ttvoygK69evx2AwUF1dTWtrKytWXN51h7h+rV6/nBs2vPd+iYo2s+XQoQuuu2HDBtf097//fWCiVdO5VkmqqqLRaFi6dCmKorBw4YVrvN177704nU60Wi0OhwOtVusaJO/cfIDKykoWL16Moij09vZO6gFzvrqGRqKizRdcJtyrrr6BHbv20NnVfVk1tmeLweBBxoIFrFqxDA8P9947zoZZT8qNjY3z5ms7KCuuItg/hIjwMEze3vAhE2C333YXjiEPWqs+RL91VWXY2kZr2wE6eztYkJXArXfcgNHo+aFiu94ZPD34wlf+geams5QfP3lVkrDvt33L7klfXFeDoigEBvnxmS/eMyuDO7z52k4+fv8DM56QO5+iKHz20//Il77xNSy5C2YsEb3p7nU01LVQUnIE27jtivZxovQUDdX1+Af4ofXwoHB5/hXtR6fTkrs8mZS0+CvYVsfXvvVpio+e5EDZbpzOK/8S27fzEMGBPpwoqwRFQ05BFrEJMWi10++y7OVt5J8+fxfBwQFXHIcQQgghpurs7CQzM5P9+/fT19eHr68vw8PDHDx4kNzcXNLT01EUhd27d2MwGAgODqanpwcvLy8SExPR6/WuulxeXl4MDQ1RXV1NTU0NsbGxHDlyhDvuuAMfHxlATEz1/mvykNAgGluapr39+aVOzu3rUl0HFUVxbXfu/3PbnL+/+Ph4V9fFc4X6L+R4+QluuDXvosvF7HM6nfzif39Lb18fd9xyM2ZzKJo52BBpdGyMYyWlPPqlr/Dlzz9KUmKCu0OaUbOalDtZXsmLf3yT++++l0/f/5k5Xfzf4XCw/+Bh/v0bT/KRj96IZYZaEV0vFEUhOiac6JiZGTWyobKGu+6b2kVxvlBVlYqyGh556JFZP7a3txdhQeF0d/fNaHInNj6S2PjIS6/4Pj1dvbzw1F9ISY7mq996BJ1ex2svbaa1oYmPfeaj+PrN7sWsRqMhvyCT/IIPV7ukq+0sD/7j3XgajdRXN1BypIz6qhoMngYyc9LJzltIoCTbhJgXBvoH+dNzb9Db3efuUMRFKZjDgrjvwVsxesnDVnFpQUFBhIWFUVFRwdKlS6moqGB4eJgFCxa4WshVVlaSk5NDSUkJzc3NbNiwgXfeeQcfHx9GR0fp6Oigq6vLlbg4fvw4ZrOZsbExzGazJOTEtCmKgre/gda2s0SEXzwRNhv0+kt3F7fb7dQ01PBgxPy9P7sW/ebpPxIdFcm/PPLwnO8VGBsTzZpVK/nK49/mB9/5BkGB1+590axkxVRVZe+uo5QcqOIXTzyB1yy2BLpSWq2W5cuWUJCfxw9+/J90dvawdv2yOf/mFfPT+JgNXy+/y0pUn2tqfDXek/m5uVSUV7Fi9dzp72+323nz/7ZypqKK+z91N5HR7yV077z/Vhpqm/jlj37DjbesJn9Jzrz929TptCSlJZCUljAxpPzwCCdKK3j5uVfp6e4jPDKUnIJsFixMQX8d18wRYi7707Ovc8eNm0hfIAOuzGV79h3g9Ve2c8/9N7s7FDEPGI1GTpw4QWxsLBUVFcTExDA+Pk5fXx9eXl6UlJSQkZFBRUUF0dHReHt7s3v3bhRFISQkZKIMSns76enpBARM3Ez6+flx4sQJUlJSMJnmRzkXMXfc/pG1/O73z/CNr315zl/3vv7mFhYXZaFIvfc5o6m5hYbGJj79qU/M+ffPOX5+vjz2+c/xi/95km8//lV3hzNjZiUpd6KskpIDVfzgW49PGTVwrjMYPPj217/Cd3/4Y44FnCB/8bU1so9wD4fDidPpRK+f+BPs7OwhPGxyK0Kn08nzzz9PdnY2DQ0N+Pj4YDKZ6OrqQlEULBYLRqNx0lNWRVFQVRWn00l9fT0JCQmuOhIflMSLj4thy+7yGTzj6VNVlZPHT/PKn//OmptWcuvdGy4Yc2xCNP/23X/l/154gyP7S/jYp+/D5OPthoivHkVR8DZ5sbgon8VFE91z21raKTl8nK1v7AAgJT2J3IIswqPCpjWCkRDzlA5wAs68vDz9sWPH7ICanp7uUVFR4QTsWVlZ3lar1Q4YPDw8nDqdTh0YGHDodDqP0dFRW3Nz83hqaqqXh4eHrry8vBdQ4uLiDDqdzsPPz2/k2LFjjszMTL/y8vLe9PT0wIqKip4rDbanu5+M9LTrou7JfJa+II3dR3e5OwwxDyiKcsFBos63YMECAGJiYgCoq6tDVVWWLFniakl3oa59ZvNEja3Q0NCrGbK4DiQkRrPdcz9vb9vBujWr52xipbqmli073ubx733W3aGI8zz7pz/z8KfmT0LunKTEBEZGx+jp7SUw4NpsLTfjSbnhISsvPbuFX/3nE/MuIXeORqPh/335izz62L+RlBqLv//1OeS4uHoqyk7zw6//lCUrC1i9vgidhwHT+0YnUlWV/v5+PD09sVqtJCcnc/bsWVasWEFFRQVHjx4lOjqa0tJSzGYzQ0NDJCcn09jYSFhYGAcPHmTBggXYbDYiIyPZv38/iYmJrlGXli9f7jqWydub7W/vpbW+cVrxN9W3zMiTr56uXl54+mUCAv147Jufw/MS9Rx1Oh33fOwO6qob+O8f/poNt60hd3H2vPuy+SDhkWbCN63j5k3rGB+3UVlRzfYte2hrOYufvy+ZuRlk5qTj4ytP3MW1Iycn50uKojhVVX3J6XR+3GKx9CuKUqqqalRWVlZ1WVnZIZ1Ol+jt7R2k0WgeAOo1Gs2fAgICAhRFKfTx8en28fHZ6enpaVFV1WKxWI6Xlpa+5evrm63RaIJtNluXxWLx1Wg0FovFUgl4WyyWPkVRfIF+AFVVA0tLS5936wshhJgRqqoybLUyPjZ+1fbp5+dPbm4eDoeTnp7eD7WviYd03nhMo5uguL588p/u4slfvUhx6XHuuGUjoSHBc+a6t39ggO279nC07Ahf/OonL6tOsphZqqrS2nqW+NgYd4dyRW5cs4pde/ax6bZb3B3KjJjxpNyzv/8b//KZz+Dp+d7N9b59+9DpdOTn51NfX09iYiIAY2NjGAwGAGpqahgbG2PBgsnF551OJ3a7fcrT6DNnzuBwOOjp6SEiIoKxsTGSkpJcfd5PnDhBf38/y5Ytm7SdzWZDo9FcMmHo4eHBFx/9HE/99mk+/+VPXvkLIq4b9TWNPPfbly5Yu6avp5/BgSHefn07b7++nWBzMDffdPuU9eLi4khMTCQ6Opq//e1vhIaGYrfbaW5uxt/fn/HxcRYuXEhpaSlpaWk0NTVRUFCAn58fXV1dDAwMsH79evbs2UNMTAxFRUU8/fTTfOQjH5l0nNHRUVauXcqDn7hjxl6PD2K323nzb1uprKjmo5/8CJExEZe1fXxSLP/27X/h5edf4+iBEh78p3vxNl17Q7B7eOhZaFnAQssCVFWlr7efsmMneebJF7EOWYmOjySnIJvElLg5XbNTiEtRVdVHVdVhu90+qtfrdRqNZtTpdCaXlpb+7rzVFiiKogXqAavdbl+g1Wrtqqr6K4rSajAYTKqqRgINgJKdnb1CURQvRVG0Op3Oe3R09JjBYMhUFGVcUZR4VVVbFEXRFhcXbwbIzc29dfbPfHb09va6utNNV0NDA56enoSGhtLX14e/v/+k67ORkRGGh4cJDg6+2uEKcVU1NjXz01/8D16exjk7mJuqqnT39JKclMhn/vGT6HTzs2GDuPq0Oi2P/OsD1FQ18Nr2V+jtGbii0TNtNhvFh44zMjSEJT+LE6UVGLy8yF2cfcUNaUwmLyx56Xz9rkekN8cc09PTS2jI/P1+zsnK5FdP/k6Scleiq7OX0QGVrIUZk+b39PSwZMkSNm/eTGpqKuXl5SiKwtatW7n55ptpaWkhPDyc2tpaurq6iI6OBiaKSnZ0dFBeXk5hYSHt7e1YLBYOHz7salG0bt06GhsbaWpqIiIigmPHjpGUlMTRo0d54IEHqKysxN/fn+7ubrq7u2lvbyc6OtqVmNPr9Zw9exaTyYS3tzeZme91V01NTsKAidaWDiIipcm5+GBW6wi5i7O4edO6KcvKik9y4vgpcgqyWHXjMjKy0/nTU29NWkej0ZCTk4NWq6W4uJgFCxZgNps5evQoS5YscSVdFEXBbDZTV1fH2rVrOXToEOnp6QQGBhIdHc2RI0dYtWoVXV1dGAwGQkNDp3SZaGppxRzmng/qk8dP87cX32DNhhXceteFu6pOh95Dz0c/+RGqT9fy0+//itvuvonsvAsP+X4tUBSFgEB/Vt64jJU3LsPhcNBU30LJ4TJe/8tmdDotGZYF5CzKIjg0yN3hCnG5Tmk0mgFFUUJVVS0uKSl5JTc394GcnJwlDofjbFlZWZ3D4ejTarX+wJCqqkE6na7BZrPpdTrdUQCHw+Gp1Wr7VVW1K4oyrtFoziiKssnpdFYCRUajcY/T6WwAgp1Op1FVVYdGo/HOyspKBVBV9Zptfrpr1y5Wr15NaWkpBQUFDA4OukodtLe3YzKZaG1tJT8/nyNHjpCenk55eTn19fUsX76curo6Nm7cyKFDh0hNTcVms3H69GkCAwNpbW0lMDCQqKgod5/mdSMpKclg13vloGrSVNQgAAW1S3Eqp+p0tlIqKq5ec7B5rru7hx/8+Kf84NtfJzhobn83qqrK1m07+MnPfs7XvvwFd4cj5pjE5FgSk2MvaxtVVamprGfnW3voGbTyqYfvZsnKAry8jYyMjLJ76z6OHTpO2sJkbrx5FT6zPJiamDmNzS3ExERPmtfZ2cnBgweJi4tjcHCQpUuXXnDbAwcOsGTJkgsu6+7uRlEUAgMDAejq6iIwMHBSUranp4edO3cSEBCAh4fHlEZSF3Lq1Cmio6NdtTcDAvzp6++f1rnORzOalHv9b9t48L57ptxka7VagoKCsNlsVFVVodfrCQkJITk5GU9PT3x8fKipqXHVZdi8eTMGgwEfHx/Cw8NJSUlh165dBAcH8/e//50777yTd955h/7+fg4cOMDIyAiqqnLgwAG0Wi2VlZWsWbOGF154AbPZ7Dr+yMgIERERREZG8tprrxEUFIReryc/P5+2tjYaGxsnJeUAPvHgR/n9S3/gkX99cCZfOjFNZ05W8dzvXqKhtonvffUnfOM/vuzukKYlITmWP77yv/j4mlx14HoHunE6na4PMUVRiIycGK30/A+viIgLtyI7t+6KFSsAXK0VwsPDXcubm5tZvnz5lL/JktIyVt6cfRXP8MIcDgcajQZFUejp7uWFp17GP8CXx775KJ5Gw1U5RlJaAl/97ud58Q//x5F9xTzwj3dj9DLicDjmRBd6p9PJE9/5BafKK2msbeKj/3AXmTkffnRnrVZLXGIMcYkxqKrK2Og4J4+f4pU//52ujh5Cw4Kx5GeSnpWKwdMwZ7o6CHEhWq32jWPHjg2kpaUFOhyOOoDi4uLnMzMz0xRFGQZQFGXI6XTqNBrNacBkt9udqqpa7XZ7h0aj0Wo0GqPT6TwLDAMhpaWlrVlZWQd0Ol3o+Pj48zqdbhkwotFohoFWVVVRFKVKVVXbu2FUuePcZ4OiKOzatYt169axbds2DAaDqxdCcnIy+/btIy0tjaqqKux2Ozt37kSv15OQkEBzczOjo6Ns376doqIi3nnnHZxOJ1lZWVRVVdHc3IynpycPPijXSTMtPiW7wORn+peipYW3FeTlmpISE5TAAH9UJlpFVNfUqoePHhvcawx4ZWB44OeNp8uPuTtmd/vVb57iy194dM4n5GDi7/TGNaspLi3j1OkzLEiTgWTE5VNVld6ePna/s5+KsjMkJMVy690bCA0LmXQtaDR6sv62Nay79QZOlp7iqV8+i8HTkw23ryEuMUauG+e5oaEhfH0mP2vctWuXq/fUU089RVtbGytWrKC4uJioqCg6OjoIDAykp6eHvXv3oigKNpuNwMBAurq6sFqtrl6Nu3btwmQy0dTURGFhIc3NzXh7e2Oz2TCbzfj6+rJo0SJeeeUVuru7yc3N5cCBAyQmJtLR0YHFYqGiogKz2UxbWxt1dXXcc889rlgn7pdn9SWbVTOWlHM4nDTVdZCZMfVms7u7m82bN7N48WLq6+vx8vKiq6sLHx8f+vr6CAwMZHx8HLvdzu7du4mMjOTs2bM0NjaSnJxMV1cXiYmJGAwGQkJC2L59Ozqdjvj4eJYsWcLhw4dxOp2EhYVx8uRJsrKyOHPmDL6+vixcuJBjx46RnJxMXV0dsbGxtLa2EhERQVxcHENDQ3h6ehIQEIDdbp8Se0J8HD3tQ9htdnR66R7mbtFxUVRWVGMdHsFum/r7mqtM7/tQVBSFyLhQTp2uJCM9bcaOe6GWC3a7nar6Ku6PWj9jx4WJhNyPv/Vz7vzoLVSequHMySru++RHiLrMrqrToffQ89DD93LmZBU//d6vWH/bGp558k988RufIy7RvbUUNBoNRqMnXR3d9HT1Yg4PuerHUBQFT6OBvEILeYUWADrOdlJ6pJxf//T32O12klLjySnIJio2Ykqy8t3kxFWPS4jpOnbsWD/A6dOnu8+fX15efvrcdGlp6b4P2IWWiYEiJl3ClZWVFZ/3Y80lwphekc15pra2FoPBgIeHB3v37sVsNnPq1ClGRkZIT0/H39+fwMBATCYTFRUV6PV61z9FUVixYgVPPPEEt9xyC3v37sVkMtHX18epU6cIDAzE19eX7OyZf8hzPQtPSQkO8Q/9748/8NH7Pv7gRzVBgRfuirx82RLlkx97wLerq/tjf3juTw8888KLz/W3D3yhsbH8wxU8m6dGRkbp7e0jMT7O3aFMm6IoPHT/vTz9zPN846uSlBPTNzY2ztEDJRzacxRPo4EVa5dx2903XbJbqaIoLMxJZ2FOOp3tXWx5bRt/eeYVlq1eTEFRnqs0lJhfdDrdlNyG0+l0TZvNZkJDQ9m7dy++vr4MDAxgtVpZvXo1O3bsYNmyZbS2tnLrrbfy6quv4unpSUpKCidOnCAqKorg4GAGBweJiooiMDCQAwcOEBcXh9VqZeXKlbS0tAATI1Dn5+dTVVVFWFiYa2TrqqqJ56AnT57EZDKRnj41h3Qt35rMWFaptrqRhWkZF7yxe+ihh1zTF2v1c67O3IXceuvkMi+pqZO/pAoKClzTcXFxAERHR6OqKjt37mTFihUEBAS4ll3IuZZ776coCoty86g4WU2WZeaSJ2J6vLyNLC7KZ8dbe1i1rsjd4Xwot21ay5M//z0/+9G/z2qLrpf++grLVubM6JDlqqrywlMvs3/nIY4dLOULX/9nvvTNz8144ic1I5nHvvUoj336G9TXNPKTb/+cJ578HkYv44we91JWrV/O22/sIMOSRoh5droNh4aFsO7WG1h36w3YbHZqztSxf+chmhta8fbxYmFOOlm5GRiNnnz7sf/gE488QGp60qzEJsT7WSyWT2g0GrvT6ewF9imKkl9SUvIOoGEi2fZ+5z5MVEBjsVgKFUUZU1V1FdBVWlr6h3eXawA1Ly8vob+/v7O6unrgvH1O+j8nJ+fukpKSP83YSbpJXFwc8fHxAK4uq7m5uSiK4vpMXrduouxCUlLSpBbc5zz++OPAxAX9uW3O7ev8eeLqi1pgSc7JSH/zp//xvaSkxIRpbRMcHMRjn/+c9tab13/8i195vFAxKjc1nCmrm+FQ55wTFafIyc686PvT6XS63r9Xch3mcDiw2+2u+tgX2r/D4ZhWUmN8fNxVPzsiPIyuri55YCYuSXWqVJ2pZdfWvfT19JO/JId//tI/XPF1b4g5mIf+6V7GRsfYu+MQ//ndX5KQHMeNt6wmIND/KkcvZlJggD8lx8snzVu2bBlvvPEGiYmJxMfH4+PjQ1xcHKWlpURHR2Oz2SgrK+PGG29keHgYm83Gjh07yMnJoaWlhcbGRvLy8lBVlfHxcUZHRzEajfT19RETE0N4eLjrcys6Ohq9Xk98fDze3t5ERESg0Wgwm820tLQQFxdHbW0t/5+9sw6M6sr++OeNJZmJuwtRiBBBghWKQ4G2lOrWXbfbX7db37pv263tdn233d0WuhVaikPRYgkR4glxYhPPSDL2fn+kmSYkgQAZgsznH5gn95158/Luveee8z3R0dG0tbXR2dk5oIaA6adsqwsVmznlMg4eYf70wVpaxyOKItt27GL9xs39BnK27XC+3bB1wPUB5l16CUsXLRhRJzxzejqrv/vc7pQ7R5izcCb7dh0kfdbksTbljPD28WDKJRN45c13ePz/fjnsoG60EEWRDZu3kpmfwSOP27Z4ye7t+/ji028A6Onusaawng1amtvoaOsEoLqilj/9/p88/OS9YzqwnZAYi6+/D3MWDk4lPhvI5TLiEqKJS4hGFEW6OjUcySrgs398ybHqOvKyC3ni/ue59taVXH3j5UjtAtN2ziKJiYkegPbw4cNfpKam3q3T6aQODg6eycnJ90t6R2SVRqNxr0wmWyQIQoAoikWiKMYIgtAD7AKu/elfiyAIBsA1JSXlXqAMiALkoih2u7i41CYnJ0dIJBLBYrFkSSSSCLPZXCqRSBIBhSiKF6R4Sf9Bbd/750QD3ZHuG0lbds6M8PAJ/ikTE7f8/Y8fhLm7u53y+bEx0Xz6t49jb7vnwc09Zun0hrIstQ3MPGeprKpm3Lhw62eLxcLf/vY30tPTSUhIoKGhU5dK4QAAIABJREFUgcbGRjw9PdFoNOh0OuLi4nBxccFkMlnnCBaLBb1ezxdffIGHhwdLlixBoVBQVVVFUVERS5cuxWQyIZPJEEWRjIwM9u3bx8yZMzGZTEyaNAmJRIIoigOc3haLBalUislkYufOnSxYsADo/dtSKHpTzO1RSnaGokXdys4teynOLyUyNoIVVy/F13/0qrI6ODowb8klzF00i+KCUv79lzUIgsDC5XOJjhtndxafB4SGhlBZNTABICgoyCp/1J9Fi3qzp47PsFIqlcTH9wZdnSi4CSAubqCfpC+IKiGhV+/b1dXVui8mJgbAumA4FDU1tQQPYeuFgs2ccpXlx4i9+cRRFt3dPTz38muMj4vh1ReeHVCh9WxiMBhYu24Dj/zmaV554RlcnE+s7RwRFkp97UU1jjljDAYj27f8yJHsEvT67lFt22QyI3Nw4q1X/zKq7QqCgLu7CzNmTyIlbcJZ6XDmLpiOm3sev3z8MRzlSiSCbSY3IiL6Hh1xiRH86je3DjmJ0mp0fP2/zVSW12KxnH4Sv0SA7ANZGCwCgkRGSHgQmzftZ8uWAyNuw8FBwfRZqcycPWnQ7yCKIju3H2T/3iwMBuOQ549LGE9N5TFqK2vZsn43rW1aZCNwegqCQGCwHyuvXoiH54knQDqdnm/+t4XysuoR3S+jReCH7Rns35930mNlMilJKXEsWTb7pAsH1ZV1fPv1VlpbTs+f0NamAXrTmv/7ty84sCcTrwB/TucRcPdwYdkV8xgXGXLyg+3Y+Qm9Xq9zcXHxT0tLU1osFqlSqfQQRbFLEAQFoBZF0VMURU/Aw2w2qwVBKAQ6gEhBEGaIomgWRdFREASdIAiNhw8f/nLixInXWSyWcrlcbhFFMdhisdRLpdJyi8Xi/ZPuXLLJZPoWCBYEIRtIOp1qdnbs2BDBO8j/7x+8/fppOeT68PT04L3fvRZ11fW3/LmhjJUcl+J9IaPT6XBWqgZs02g0SKVS1q5d29vnBwaSnZ1NaWkpSUlJiKJIcXEx5eXl6PV6nJycUCgUSCQSxo8fT3BwMPv27aOpqQkXl15R/N27d9Pc3IyHhwdFRUXceuutHDt2jODgYL7//nvKy8uRSqWEhYVRXFyMk5MTEyZMYPv27aSnp9Pe3k5Ly4DMfaRSCWazBbtPzk4fhh4DB/ZkcmBPBipnFbMXzOCK6y6z6cKIIBGIS4ghNj6atpZ2Nn+3nS//s5Zpl0xhxpypyBX2B/RcxcnREb1ef0Ya230OtbFg774DTJ2cNmbXtzU2ccqJoohoEk7oZLNYLDz/yuusunIFk9NSbWHGiFEoFFy98nIS48fz1G9f4t03X7FWthwKmUyGVJDbw8hHSEO9mg9/929WXX4l1zxxHSqVatTvW/8w/9FCFEWa1M18tfY7tm/+G7/89S0ozkJnkzY5gbTJY1s1VKvV89rzf+KBO+4m+e7EM0qnHY2/E61Ox2drvuSTv33FzXesHJAu9beP1xDmG8nrv30ZpdPopqVaLBaKikt4+9UP+dUTN+PlPbRuj17XzWvP/Yl7brmdR+5MHtH9OpVn1mAwsGnrdt55/e88+uQdww64CvLK+G7NTn7zyC8JDAg4rft+5MgRTCYTbm5uuLm5oVKpcHA49cIQoijS2NTEW7//gHnLJpOceubFLOxcHJSVlfUkJCR8I5fLlwiC0GoymUJzc3M3JSYmxkskEieZTLZdKpVeajabNwLGlpaWFg8Pjw5BEKqlUqmrKIruJpPpqCAIBplMVgaYRFHcceTIkdrk5GR/iURySCKRVBmNxjggC1Dl5uZ+PHHixPkSiSRLFMUJgiDsFkVRP7Z3wo6dnwmNm3jZQ/fdtThoGNmXUyE8LJT77rrt8lfb2+dXFGZvGQXzzguUSiVanW7AtoiICMLDwyksLCQ6Opqenh6USiUxMTE4OjrS1dVFQ0MD8fHxHD58GL1eT2JiIiUlJUBvVcHGxkZ6enqsVQIbGhoIDAzE3d0dBweHAfOhhIQE2traMJlMREREkJubS2JiIllZWQiCQFNTE5MnT2bHjh0D7DSbLUik9ijUix2LxUJp4VF2btlLR3snU2ak8dDjd+PgaNvsmuMRBAFPbw+uu+0qjEYT+3Ye5O2XPiQsIoQFyy7Fy8fTPkc+B5mePoXtO3ezYO6csTbllLBYLOzdd4Drr7lqrE2xGTZxyplNZhzlJ54cf79hMwnxE07qkDMYDNTU1ODr64tKpaKystLa6XV0dBAVFUVVVRWCICCRSJBKpUPq1PWteJ/oBREXG8PSxQv492druPWmG05ol6uzK1qtHmdn5QmPu9jp6Tbw4dv/5o0XX8TH23baWaPtkIPeZ8XP14f77rqdvfsO8OePPueBX914UXQy//nXWh66+15SJiadcVujcb9USiV33HIjL772FpXltUT8FHlVWlyJ3KLi5l9cZ5PfRSKRMGF8HM/+5je8/+ePePTJO4a8zuf/Wcc9t97OlEkjX8E5lWdWoVCwfOliWtva2bsrk1lzBqdqWywWPv/ke957/U1UqtN/Lx1fcfp0EQQBfz8/Xnn+WR549FESkmJOuNhhx05/8vLyaoCa/tuOHDnSXwxlc/99tbW1emBY8frc3NxagOzs7B/7be5f9IGcnJy+Nneehsl27NiUkMCAR6656opR6+iuv+Yq4a///PcjFYVcNE658LBQCotLmDFtKoBV56iqqorp06fT3t5OWFgYJpOJtrY2VCoVVVVVJCYmUllZycyZM9Hr9eTl5eHp6UlsbCwKhQKz2Yy/v781tVSpVJKXl0doaChmsxmA6dOnW510JpMJURTx8vJixowZODs7k56ejslkIjw8nLy8PGbPnm21u1evqQe5vQ+9aFE3NrNzy17KisqJihvHldcvO2uaxCdDLpdxyfzpzJo3jaPFFaz55GtMJjPzl84hLiEGiQ01q+2cGisvX8ZDjz7OzGlTcRrlQAZb8tXa75g755ILeh5hkyWXLo0Ot355wsdjNptZt3Ez16268qRt1dbWUllZya5duygvL+fQoUMIgsCGDRtwdXXlxx9/pKWlBYVCwZEjRzAYDOh0Og4ePEh3dzf5+fmUl5ezevVqysvLT3q9xQvmkXE4G53+xAvknh4edHZ0nbS9i50vV2/k9l/cbFOH3NlgxrSpuCg8KCupGmtTbI7JZKa5roPkpNFxzowWgiBw8w3XsnnDHuu2zRt2c/MNtnHI9Sc8LBSJWYFe3zNon9ls4ViF+qxE/F698nJ2/5Ax5L7S4krSElPPyCFnCxwdHLgkfQZ5uSVjbYodO3bsnJdERCT4XTrnklmjKfOiUqmYc8nMucHBEzxHrdFznIQJ48nKyR2wUJ+Wlsb48eMJCAhg/PjxuLm54eXlRVRUFAEBAaSnp+Pp6Ulqaire3r0aXQEBAUyaNAk3NzecnJxISUkhICAAb29vvL29USqVTJkyBRcXF9zde8XwfX19USgU1vb72ho/fjwhISFERkYSGxuLg4MDaWlp+Pr6Wu2uq2+wHm/nwkUURepqG6yfu/U97Nyyl9+98AFffbaOhJQJ/ObFh1l14+XnjEOuP4IgEBU3jvt/fSc333MdBblFvPHbd9n6/Q56unuoPFrN5nU/YJeGGDscHBy4/+47eOq5l+ns7Bxrc06KKIps2b6Dw9m5rLpyxVibY1Ns4m7s6tTg5ja8U27fwUPMnDZ1xN7OwMBAQkJC2LlzJ42NjbS3txMbG8uBAwcwGo2sXNmbzpaVlUVeXh4ajQalUklraysWi4Wenh7c3d2HrfTaH0EQWLpoAVu27eDyZUuGPc7N1ZWuTi1cuHqDZ4zZbKassIZH75k61qaMCrfffCNvfvg2jz55x1ibYlOaGlsIDwkbNPgrKCgYsjx1HwcPHrRWPq6pqeHIkSO4urqSlpZGS0vLILFQ6/WamgYMPk9EeFgo6oafg2HaW7QEBvhbP4uiSGFhIZWVlSxYsICioqJBkV+tra20trYSFdWreblv3z66u7sJCgpCp9MRHR2NSjVQcwYgKT6eo6VVJE4cWO25rbWd4IDgAferrq4OqVTK4cOHWbx4MXl5eYPsyMjIIDU11Sr2vG7dOkJDQ1GpVKjVaqZNmzbIBqWTExJRPmQ1xPwjpaRPmjFgm9FopKKiwiqgejx6vd6qmwO9v2F7ezvh4eHIZDLCwsKGTMXV6/WYTCarfs7JmJyWwvc719lTWO3YsXNOIxcccJAOXNiIDZ/AJ3/9w+WXzJwWbqPL1giC8MmJDhAVQvrUtNRR18+YnJbisPqLL6cAG0e77XMRJydHPNzcKK+oJHLc8ILiJyI4OHjY8YwtEEWRf3+2hqsuX37Wrmnn7GOxWPjkT5+zc/MeHn3uQXZv24dWo2PqzEljkp56prh7uLHqxssxmUwc2nuY37/6Mceq66g8WkVTvZpf3Hm13ck8RiQnJeJwuwNPv/AK7q6u+Pr6nJO/RU9PD+UVVSTEj+fFZ5+84ItI2cQpZzQYT5iate2HXdx318iqPUokEg4ePEhBQQFz5sxBqVRaU1Y7OjpISEhg7dq1hISEWCs6+vn5IZFIGDduHHV1ddYQ9JqammEnp/2ZPWs6L7761gmdcgqFYlhReTu9lJVUkZw48Zz8Qz8d/Hx96NaYLngtwbbWDnx8fAZtr6qqorm5Gb1eT2xsLEVFRZjNZpKSkigoKKCtrddZ1tzcjLe3N8nJybS1tXHkyBGcnJzYt28fUVFRNDU1ERcXR15eHoGBgWzbto1FixZRX19PaGgoRUVFeHt7ExcXR3V1NampP0egCYKAVPLza0smkQ34LURRpKqqCq1Wy9atWzEYDHh4eJCfn4+XlxcGg4HGxkbCw8PZtGkTLi4u1NfXWx2Her2e5uZm9uzZQ1BQ0ABBU18fb1pbfl7B7KO1pQMfn4Erln3Ru0VFRURFRVkFoltaWkhKSiI7O9uall9UVERERAQdHR0EBARQW1tLe3s7eXl51NTUMH36dNzcfhb1VsgVWCwix/dNrS3t+B73u5nNZo4dO0ZRUREmk4np06eTnZ2Nm5sbMpmM5uZmVCoVmzdvRqlU0t7ezrJly/j6668JCQlBp9PR2tqKTCajo6ODuLg4SktLrYsdHh4edHZ2kpiYSGZmJn5+fiQnJ1NbW2utstR773xOu/CEHTvnK1U1NWzcvI2uLs1Ym3JaSKVSEuPHc+nsWWekK3o+oe/qobpajSiKdHd3ExERgVKiQnTn6gMHDlzt4eGBi4sLAQEBlJWVERUVhVqtRqFQkJGRQUREBJ6enhw7doy4uDiOHTuGRCKhtrYWURRJTEykoaGBmpoa6z11c3PbAwxwyqWmpq60WCzm9vb2TZWVld1IpLHDOZEsFgtlZWXWAgQajYaQkBCysrJwcnIiMDAQ72GyFaJ624zlInHKAdx/z508/fzLvPr8M3h5ndtBgqIosnX7DswWMxPGx578BDvnJTqtnndf/oj9u3szIbau38lNd183rI7x+YRMJmPa7CnEJ4/n9pUPIIqw+l9foenScNfDt1w0fcu5xvi4GD54+w06OjppbmkdlejFLk0XX3zxBbffdvsoWNhb5C8wwP+ieUZs4pSTSCRYLJZh97e0tA6aPA5HeHj4gJK7l156qfXfPidcUlKS9f999FUWCQnp1Z4SRXHED5xKpaLHYBgyGqWPE+2z00tJcQWJCSljbcaoEhwYjLqpFV8/r7E2xWbI5FKMBsOQ+zo6Opg3bx4bNmzA398fs9nM3r17ufrqq9mwYQM5OTmEhYWh+0lI2WQyYbFYUKvVeHl5UVJSYq1sNmHCBKKjo6mvr6eyspJly5bx/fffI5FImDJlCmvXrrVGs/VHFC39/j/037RKpcLHx4f9+/cjk8lYtGgRGzZsAGDSpEnk5+fT2Ng4YPGgsbERV1dXcnJycHJyQn9cCrvBaEQuH/zKlMtlGI1DO+iTk5MpKCjAYrHQ0NDA4sWL+eyzz5gwYQISiYTMzEy8vb3RarUD7ADIysoiJCSEzs7OAU450SIylEtYJpcNu1AgCAK+vr7s3buXJUuWsH37dkRRZNasWezcuRO1Wm19z/a9K5uamlCpVCQlJbF69WrCwsLIyMhg1apVVFRU0NPTQ1lZGZMnT+bAgQOEhobi5OTEunXrWL584Ip+7727ODpVO3YAdu35kW+/38AtN16Px0/pa+cbZrOZvfsO8MwLr/Dyc0+P2sBYrW7m/T/8mS6NZtQXuEREJILAbTf/gsT4oSNzm9Ut5OcUDbnPXemFp7sf27Zt44YbbiAjI4Py8nI8PT1RKBTo9Xp8fHzIz8+3yqtotVq8vb1xc3OjsbGRY8eOcfjwYTQaDUePHiUiIoK2tja0Wi0ymQyDwUBXVxeBgYEIgkBPT49rcnLygDBnURTvlEgkSzw8PNQeHh7/0xrwGy4DRRAE6uvrre32LTY1Nzcjl8vJz8/n2muvHXLM6u7hBoJwbnumRhlvL0+e+s0jvPT6W6iUynNWV0kURZpbW4kaF8FvHvnlWJtzVlE3tbLrh4M01Ksxm4efT/ZhNBgpyi+h5+1/jah9pcqRpIlxpE1JRDoKxTMa65vZteMgjQ3NWE6xVL1EgKKcfCrKfpbHKS2p4j//+vaE5wmCgIenK9NmphIZFXpadp8Joiiy/8dstm/eh8QiO+m73GgwEhkzHgEQBKgua+R3z/0FUXLq/YrZYsLFQ8k11y/FP3Bk/oSLFUEYfq4E4ObmesLsxlOhvb0dDzdXoiJPLwr51Lmw0qBt4pRzcHRAr+8ecp/JZBpyYtuftvZ2ikvKhp3ojgZyuYzoqEi8PIcei7i5utDVNXwarr67G0dH+4vgRNQfa+KyS0JGfHxGRgbt7e0EBgZSUVFBYmIiu3bt4vrrrycjI4OpU08/Dba6uprQ0DPvtEKDg6iva7qgnXL+/j78UJs5aHtYWBiiKCKXy0lMTKS2thapVMrs2bPZtm0bfn5+BAYGotPpCA0N5fDhw/j6+pKYmGiNFoiIiKCiooJZs2Zx8OBBHBwcUCgUhIWFsWXLFpKTk+no6PgpEtUwKOWzp6cHJD+/hC2CCaPRaBVXFgSBsLAwAMaPH49arWbSpEls27aNmJgY2tvbKS0tJSEhAYlEQkBAAL6+voSHh6PT6XBwcCAmJobs7GwCAgIGXLu8ooqpc+MG3Rdffy9qavcM2Obl5YVUKkUikeDn50dubi6urq7s2LGDFStWsH//fqRSKdOmTSMvL88qFu3r62u1Pzw8nMbGxkFRi3qDbsgKbMHB/lRUVg7oDKVSKcHBwRgMBpycnIiOjmbXrl2Eh4djNBrJzs4mPj6eyspKAgIC0Gq1bN68mZSUFLq7u5HL5Tg5OZGamorZbGbixIls2bKFiRMnUldXh5+fH0eOHGHatGkYDAYCAwPJzMxEqRyY/lVeWUlQsP/xJtuxc0Gi1er475ov+eCdN857Yfaw0BC+WruOr9au4+qVl59xewaDgWdefIUnf/0I4WG2mUhqNFoef/Z5Hv+/hwkNGZxm2NneRXVFzRBngiranT1Ze5g/fz7ffvstCxYsoLa2Fq1Wi16vx9Ozt6Kg5ieHol6vR6/XYzQarRU2PT090ev1tLa2Ar2LuF1dXbS1tVklCvoWki0WCxqNRimRSI4vue4BIAiChyiKE6QSJP0XpPpjMBjIzc1FEARcXV3x8/Ojs7OTsLAw1Go1QUFBw06YJYIEUbCNvvS5TFhICO+++SoarRZDj+GcnNoJgoCLs8omhczOVURRZP13OyjMquLaq1YScVkoktNw2pwMjUbDrj0/8tIzH/LLX9+Mp9fpLZyIoshXX2yiprSZa1deSUhI8CkHbPT/yzyl51AUaVI3s3bdejabd3P3A9chlZ2dxU9RFPnbx2vwdg7grRdeRTkGju2q6hrefPc9Vlw7Z5CsjJ2f8fX35l+Hv2XHrmibR5xptVrq6hvYvXefTa8D0N3TQ4f2wsrAsclo0d3dhba29iH3dXR0WkVPh+KLr9by4/6DpKVMRCaTIZPJMJmMyOUn7pTMZhOiRUQqk/3k+BsovdHS0oKX18+OFKPRyJfffEdSQjw33XDtoPZ8fLxRN7cM65RrbWvDzT3+hDZd7Gi1epyH0OYajsbGRtzc3NDr9QiCYB1I7ty5k87OTqqqqjh06BDx8fGUlpbS0dGBXC4nNTWVyspKvL29qaioICwsDC8vL+tKcXR0NOvXr2fu3Lk0NTXh7+9PXl4eJpMJV1dX0tPTBzlghsPZWcVn/1zD9u9PHlLe0dbBlJkjr8Z5ruDq5kxjSwMGg2HAYLC/nlxMTMyAVPCh7l9/J2j/YyMiep1GixcvHnBcdHQ00KvXolarSUxMHKQ7ue9gBhOSfo6ei44LJ+NwNtOm9lYjFQRhgJ1LlvSmoC9atGiQfcdrwvQ/b+HChQP2WSwWCkoKWXXbpYPaUSqdaOtqobu72zop69Ov9PPzA2DmzJkAVu22PrsA/P17nVV9unr97Rg/fvyAa1VWVePh7TzkBCtlcjyf/3UjC+b9bKNcLrfe1z767nt/hopI7E+fVuBQ360/+fn5g+4dwA87d7Nk1fQTXsOOnQuFLdt/4Mrll533Drk+Ll+2hId//SSrrlxxxpFt32/czIrLltjMIQe9/fRTjz3CX/7+Cc8/88Sg/eOiw1lyxYKhT+6R09rQQWlpKZ2dnWi1Wvz9/enq6qKhoYHAwEDKysqYM2cOWVlZpKamcuzYMZqamggODmbv3r3U1dWRnp6OTqcjJiaGhoYGAgIC6OrqIjQ0lMLCQhwcHNDr9cjlciQSScPhw4f/1N+M5ORkT+Bb4LPs7OzKsNjkp3X67llDmaxQKAgODqatrQ25XI5er8fV1ZXKykoEQThhlERnVxeIDD1gP49wd3flaEUl6VMmj/gZ7XV6OYOzjY2zMUajkUZ1E45O55fm2FDs2ZlBZ4OBt1972aYyMd5enoSHhTJn9kxeeP01nnv1QWQnCRgZis0b9iAzqHjjpQfHRNbG29uL8XExbN72A//4y/+4877B81lbsHXTXoK9I7j95l+clesNRVhoCO++8SoPPvoYIaEBuHuMTrTXhYaLi4q7H15Ffl7JCbMYR4NufTftmhZK6vJteh3oDa569KmRSaGdL9gsUk6jG1pDpbunG6dhqkcVFBaTV1DIO2+8TElJCZs2beL2229n//79jB8/HgcHB+RyOS0tLahUvatHDg4ONDU10dXVxZ49e/jFL35BZmYmCQkJ9PT0EBQUxNGjRykrK+PSSy+ltraWcePGIQgC1666ktd/93sys3JIS5k4wBaVUolOrxv2O7a1t+PiOnKH08WIQiGnZ5g0yKGQSqUkJCTg7OxMa2sr69evt6aMqNVqysrKaG9vR61WEx8fT3FxMc7OzmRmZhIYGIiTkxMuLi7IZDIyMjIYN24cPj4+NDc3M378eGpqanB3d0cqleLt7Y3JZGLSpEnU1NSM2ClnMBi46oblpE4amUP2fExxFgSBuYvS+fsn/+GeO24dk4GGj4/P4AgxvZ5/r/6cJ56/y7ptyfLZvP3SP0hNTsLBwTYDUlEU+frb70meEjvk7ykIAgsum8Ff/vEJD957l83ul9ls5oM//pnr7hjsYATw9HTDJOkm90g+SYljs2AQHz/4usUlZbRq1ATYUwzsXGCYTWYQBr/ns3KO8KsH7xuwrby8nHHjxo24bVEUyc3Npbu7mylTplBeXk5kZOSAY+rr61EoFNYFx75o89mzZw9amNTpdOzevZvY2NgBkiAjQSqV4uysQt/dfUoREaIo8tZbb5GQkMDs2bNRqVT8uP8QL/72yUHHVVVVnZJdPT09NDU14ezsjMViGbDoChAYEEBbe8cpS42YRANzFsykqrqKWfOm0dzcTEx8FPv3ZOxbvnx5ZWlpKWlpabi5uREWFoabmxsWiwWDwYCfnx9RUVFERkbS2NhIWFgY33zzDbNmzcLb25uoqCjy8/NJTk7G29ub2tpatm/fzqpVqwaVps7Ozn6t/2dBIpZVVlYTHTn4GRIEgWXLltHd3Y0oihgMBlpaWgYsgFssliGjJCorqxEswtER36BzlPQZyfznX99y32MPj0lGU03lMTy9PVA5n/3q51KphBmz01Cpzs003JHS3d3D1u/38/F77561cWdocDDXX3UNX/9vM1dfv/SUztV0aTm0O58P33lrTHWmBUFg4bxLOXAog/KyasbZOJXVYDCyZ1sWf3r/9za9zkhQKBQ88uAD/PfT/3LfL8fOQXiuExwaQHDoyOa5Z0JnRxfqY/UsWTbb5te6ELGJU04qldBj6h5SEF8Qhteb+++a//HL+++xruwlJiZy6NAhoFdkPicnB29vb0JCQmhvb0ej0dDV1YXFYiEkJISEhAQyMzMxGAzs2rULpVJJbm6uVUT9iy++QBRFLBYL0dHRCILA/ffcwcuvvz3IKWc+wUBOFEV03RocHM6tkHKpVIrFYjlnKhB4ermjVjfj5zuyyXhsbCyurq4cO3aMwsJCJk+ejE6nIyIiAplMhkqlQiqVEhERgYuLC3FxccjlciZMmEBOTg7u7u40NjYSEBBASUkJEydO5NChQwQGBtLZ2YmPjw/FxcX4+PigUqkQRRFnZ+dTqqLVpG5mYsy4C150ctacyXz6j695+vmXSUqIHxXNjTNBo9Wx98A+rr/tMpT9Bp4uLipW3biQBx99jJnp01AqR3dQarGIFJWUYpTouPeh64c9btqMFD4r/44nf/siyUmjo1HSn54eA/sOHuSShanDpoEKgsBdD1zLu6//lcjQaIIDAxnLeiSiCPUNjRQeLeCRJ267oIuj9EcURQrzy6gorz2v5S4EiUBMbDhRMeFjbco5y5vPvUdOZh5ePl60d3Tx4Ucfcestt6DRaHF1GRh+c+TIEYxGI1VVVSQlJaHVajEYDAiCQFdXF3q9Ho1Gw8z9TjKtAAAgAElEQVSZM8nIyCAqKoq6ujoaGhqsThYnJyfy8/MZN24cbW1tlJaWkp6eTk5ODv7+/gP6v75CAqmpqRw+fNhaBCssLIyDBw9iNptxdnZGFEVkMhlyuRxBEKioqLAW8pk3b561r/P382X16jV4epxamtf333/P6tWrUSqVzJ49G3WTGschFlAEQaC8vJyamhrS0tIwGAxotVpr6mefw2ncuHEcOXLEmnZvMpmQyWSkp6cPcET2pnK6oNXqcHEZeSiUzFGg06LGI1hJu7ERmRvs/zGD3zz72kdVxdn/OaUvP0JuueWWkx8kCgcOZ+eYF8ybM+TgQy6XD/j+wxV2OJ7M7ByzWdAfHJml5y4ymYxb7lg5Ztf/37/XMmlaCuGRZ1/b60Jh+5Z9rLriirM+vp435xJWf/UlV117ag78jd/v4hfXXnNOLL4LgsCdt97Mu396j0ceHx2R/eE48GM2i+fPPye+N0BcTDTtah2GHgOKc2xebsfOqWCz3AoXdydaWtvwPq6ykbOzii7N4Cg6i8VCl0aDb78qhsHBwZSUlFgHio6OjqhUKoKCgnB0dLRWs+r77O3tTVZWFo6OjtbBroeHB42NjZjNZlQqFb6+vgQFBVmv4ebqislkwmQyI+uXi9/R0Ymb69ChsFqdDrnj2XfKiKJ4DTDs0kR3d7ejRCIRFQpFzwmauVUQhM2jb91gxkWFUFRSQkL8+JMfzM9pjSEhIdYCHX2kp6cPOr7/KvC8efOA3jTK1tZWa+rjtGnTBpwzlANOdQoptuWVlVx23cWRhnfTbVfSrG6juqoO0cYhzyfDLciNp5ffO6QjPCEphqiXwigrqaSne+SRmSNBEASWp8wckZDs9Tctp6W5narKY6N+v5zljjw8/yacT7IKr1Q68dQL91FVcYyW5nbG2iuUFhPFVbfOOWcGb2eD4sJytn57iOVLF5/XjkiLxcKaT77mpnuXExQ8OFX5YqVb301FWRVFeaU01Deh1ejQanQIUhkrli//SXNssLCyRCKhpKSEpUuXsm7dOlxdXdFqtUgkEi699FI2b95MYGAg5eXlSKVScnNzkUql+Pv7YzKZaGtr4/Dhw1x22WWsW7cOgISEBIqLi9FqtZhMJpqbm6mpqeGmm26ioqICpVLJxo0bufbaa5FKpRw8eJDt27dTWFhIQEAAMpmM5cuXs3HjRuRyuVXeoaCggICAgAGTY4tFxM/Pb9CY7mT0teHl5UVQUBBNbZ1DHldQUIDBYGDatGls2bKFyMhIqqur0ev1rFixgvXr11ujAjs7O63Vv+VyOT4+PjQ1NQ0Y2wFIBAHLMDps5xuVRdlV23fsyn704QfSjpd1OF0MRiM7d+09UFNcXDcqDdqxcwYcPpjPTa+MwEE9ygiCQGpSMqUllcTGjSyaWRRFCo4c5f6b7rexdSMnMMAfXafR5oUIMw4e4YmHHrNZ+6dK7+83kZLiShKSYk5+gh075yg2c8rFJ0aTmZXNovlzB2x3cXbu1bA4DqPJNGD1tE8HKTIyErPZTHd3NwqFAolEglQqJTAwkPj4eARBQKfToVKprDpkFosFs9mMxWLBycmJrq4uZsyYgUQiQaPRDKq05ObqglarHaAfp25uxttraDH/7JwjxE4YeRrKaGE2m53+97//BTg4ODB58mT279+Pr68vHh4eVFZWEhcXR1RUFCUlJRQXFxMVFWXVpNq2bRuiKDJ//vyzJjoRnxDNX9//mlVXnrk49Kng6emJ5zAFPM4Eo9GItrsLhUJ+8oMvELx9PPD2OfdLsjs6OpCQNPZCr17e7nh5j22lRUEQCB8XTPi4kUeA2hk9qiqOsWThfGZMO/3CNOcKanUztdX1F7VTLiEhIUQul0+tLC2Xv/X8+ygcFEREhRGfHEdoRDC/e+EDbr3vBjIyi6z6mK6urrS1d+Dj3TuGKCkpISAgAFEU2bZtGykpKRw+fBiTyURERARyuZyAgAA8PDxoaWnBZDLh4+NjdWilpKRQW1tLdHQ0W7ZsISIigmPHjlFRUcHEiRPJzc0lMjIST09PYmNjyc/Pt6bLpqens3XrVkJDQ2lvbycgIMCaatk3eYuKisJgMFgdXn029ae+oYEH7rnzlDIERFHk6quvZtq0aSQmJiKVSvm/x5/GbDYP0guF3mingwcPkpiYyIEDB6yFcmQymTU9taysDJlMZh0ParVa2tvbBznkALo0GlTKs59OaCPE4tKjf9i0dfvfLls8WLfzdPh+wyaOVlZ9NCqN2bFzBoiiiBT5mGUgJSclklOYMWKnHIBC4jjke2wsCQ0KQd3Uip//yCJlTwdtZ/cpVxTvr7ncn77MuTN1Ik4YH0dm0QG7U87OeY3N3iZpkxNY/fctg5xygiCAyGBP/nEBHf1XaCUSyaABIvRW+QBQKpXWtvr+wPsGbNA7QO7Dzc1tsLGCgNjPAFEU0en0ODoO7b/atedHFq08+xMui8VCZ2cnzs7OaDQaAgMDqa6upqmpiZUrV1qjMnJzc7nqqqsAOHjwIK2trYiieEKxX1vg7KKix6KlsUk94hTWc5kNm7YydebEkx9ox46dixaRwbINg44RRerq6oZ0JAxFc3PziNPR+l+jsrKStrY2UlNTrduAUxJCvzDijEbGhAkTFHK5PFkQhGmCIKQADoIg1IiieCA0Mtzy6G8fQiL5+d719Bj46NPf4entweGsn2XBpk5KZc+P+7lyxWXAwEI3fRxfDbyvmMpwRVduuukmoFfmAXqj5Proq9jcR1paGlKplLS03kJDfVp0fUVk+grO9DGUff0xGAz09BhOeUFKEATuu2+gtl5i/AQyDmeTPmWSdVthYSE+Pj5WewVBsNrc96xecsklwOBnuKyszCpF0Z/Ozk6kUuk5N2k+E6qKZZ++8/4fHrxk5vQUF+czq07Q3t7B7z/604Gqouw1o2SeHTunjVarx811sKNn/fr1+Pr6Yjab6ezsJDo6msLCQlxdXa3a4X1FsvojiiJqtXrIfUMRHhbK9zvWjdje9rZOfLwHzmvy8vKoq6tj5syZlJWVkZiYOKCv1Wg0VFVVWbV3Dxw4QEdHB2FhYSgUCkJDQ4dM3e2b644kqyciPJTamgabOuVkEvmA+fvWrVuxWCwolUrc3d1xc3PD398fiUSCRCLBaDSyZ88e5s6di9ls5vDhw6jVagwGA7Nnz0YQBNzc3KzHyuVyTCYTgiBQUFBAYmKitfDc8e//vn8DA/zZuKvFZt/Zjp2zgc1GK55e7jS3N6LvHlzYIS42mryCQpISfhYFl8tl9PSMPPXMYDCQmZmJIAjIZDJCQkLIzMyks7OTzs5O0tLSmDFjxoja6uzsGlAltPZYHQH+fkNOXEwmExW1FQQELR+xraOJq6ur9WWoVqtZtmwZ3377rdUZKZVKMZlMmM1mjEYj1dXVw64inw2uv3k5v/v9B7z5ygvndSpXe0cH32z4judf/+VYm2LHjp3zHLVazaeffsqjjz5KYWEhTk5OVp3Lnp4eampqmDp1KgUFBXh4eFBYWMjSpUspKSlBrVYzdepU9u/fj7u7OwEBARQWFhIREYFGo8FoNOLu7k57ezuHDx/mqquuoqOjg+zsbEJCQti4cSP33nvvRZVSPAxCSkpKgCAIU0VRnAqEAgZBEHKAfZ2dnR+XlZVZpSBSZkz9Z3+HHICDg2LIyI45s2fx0P89zqIFc0+pMMJo0d8hNxp8+tkaLluycFT68JVXLOfxp58nMX4CKlVvFFv/itN9DHet47cP5cS0WCy8+8EfueGaVWds77lFprG00njzY08+t+f9d153UwyxWD0SegwGHn3y2dbqyqpbAdOommjHzmnQ090z5LuytbWVlJQUtm/fzoIFC6ipqSE1NRW1Wk1WVhbBwcFs27bNqrOZmJhIVlYWAQEB7Ny5k7lz59LU1ERYWBj5+fn4+fkRFxdHZWXlgHeki4szWo1+xPZqNTqOd4z3aVxu374ds9mMl5cXR44cwcPDA1EUaWlpwcvLi82bN+Po6IhGo2HJkiV88803hISE0NraatXO1Gq1jBs3jsrKSnp6epDJZDg4OKDRaEhMTLRqrCckJNDU1GTNLnNxdqFD03iav8LIEBj4Du7u7rZWfTYajRgMBg4cOEB3d7dViqirq4vVq1ej0+kIDQ1l1qxZ1NXVsXfvXtzd3a1631qtlqCgIDQaDUFBQezevZva2lqcnJxwdHQkIyODmJgYxo8fT2lpqVW6yMnRke5Rlq+xY+dsY9MlxJmXTmL9xi1cdcVAB9bSRQv492drBjjlJBIJSqdeHTovz5Ony2VmZtLU1IRWqyU5ORmJRILBYMDJyQmTyTTiCUeXRmN17PWxbsMmFi+cN+TxW7fvZOqMpCH32RqJRMLUqVNxcXGhra2NmTNnolKpmDt3Lps3b2bChAmEhYWxYMECqyZLX8Uvd3f3sx4pBxAaFsiEtHBeeeNt/u/hB8ZkgnKm1B6r46U33uSuB64ZoDtox44dO6fDrl27iIiI4NChQ1RVVTFr1iyys7ORyWR0dXUxffp0Nm7cSGBgIGFhYRQWFmI2mykqKiI2NpY1a9Ywa9YsMjMzKS8vZ+HChWzZsoWqqiqcnZ1xcXFh2bJliKLI+vXrrROE+vp6oqOjzzuHnCiK0cAZ5+y98cYb5WvWrIkURXEioALqzWbzAYlE8sesrKxqRkmE0UGh4KF77+LRJ57l8mVLTjnV51zBbDaz78AhLBYLt988OpXt3FxdeeCeO3nsqd/i4+2FdJT7VNEiom5uYcHcOaQkj81YzZbUFObmbRIlVzz0f49//ebLz7v3l10ZCW1t7Tz21HOtW3/YvaK65EiRjcy0Y+eUkEglvdWsj9/+U7TVNddcw+rVq60RxkajEaPRSEdHB15eXpSVlREcHExGRgapqakEBQXR2NhIdXU1y5cvZ926dSgUCiZPnszatWutTqw+egvGjPxdJJPLMJkG+7MdHBysi18ymYyFCxeyceNGRFFk2rRpZGdnU1FRQVRUlHVOZrFYUKvVAMyePZt//OMfREZGkpuby8qVKykuLkYqlVJcXMzEiRPJycmxSjtt2rSJK664wnp9o8mITG7beYplmG5y9uzZvPPOO8yaNQtfX19aWlpob29nypQpHDhwgM7OThITE+np6UGtVpOXl0dUVBRdXV2kpKRQVFREZGQkPT09hIeHExERQVVVFT09PaSkpJCfn090dDTz5s3jo48+skaPA+j0epyczpo6kx07NsG2TrnZk3jpqY9YcdkS5PKfLxUaEkxrWxvq5har5grAtauu5E9//QdPPvbISVdkJ02ahNlsJjAw0OpUUyqVeHl5UVpaOqLIMFEU+cvfP+HqlSus27RaLXn5hdxzx62DjjebzXz57Vqeevmek395GyCVSjeEh4fPBKz6KgB+fn4sWbKE9957b6FKpeq888479y9ZsgQYMi2l8GzZ28fCJTPJ9ivg/556AmcnVxTy86M6jiiK6Lv1SBws3PvItTYNB7djx87FgSiKqFQq5syZw44dO6xONycnJzw8PJDL5SiVSjw8PKioqMDHx4fa2lpycnIwm80UFhaSlJTEoUOH6OjoIDw8nH379gHg7+/PuHHjaG9vRy6X09DQYK1ObjQaiY+PZ/369TYXgrYBk/Ly8j40Go2YzWYSExMxm83o9XrkcrlVoqKjo4O6ujoiIiJobW1Fr9czbtw4Wlpa+hyWf7RYLP8xGAz/LCgoGFxxahRJTJjA6y/+lt0/7qO8otKWl7IZUqmUxQvnMSEudlQj3RMTJvDhu2/S1aXBPMpFcQQBnFXOA8acFxqVRdk7NkrEmWXXlf/rVw/dl7Z00fyTVqw0mUys27CJ9z78+EBlZdWtdoecnXMJldKJTs1gvfGJEyfi5+fHnj178PX1JTQ0lMzMTHx9fUlNTUWn0+Hi4kJERAS1tbXMnj2bffv2IQgCDg4OREVFsXXrViZNmkR7ezsKhYLu7u5BKfzNLa24e4zcwe3m5kJLa+uAbREREUgkEuLi4qitrWXKlCls376dqKgodDodBQUFxMTEIJVK8fX1RafTsWXLFtLS0qwRcnK5nLS0NARBID4+nq1bt5KUlGQdCxQXFzN16lQsFgve3t7k5eWhUPw8p2ppaSVkvG11oM3iwGIS06dPRxAE5HI5d911FyqVipqaGqKjo3F3d6e8vJxLLrkEs9lMc3MzAQEBVFZWsnTpUmtATd99O3r0KJMnT6a4uBiTycSECRMIDAzk6NGjzJkzh87OTiwWC2FhYXh4/Pw9j9XV4+s3tA68HTvnCzYdtcjlMuYvncYn//2cO2650bpdEATuv/sO3nr3fV5/6TnrH3ZSYjzZR/J44tkXmDkt/YSljS1mCyUlxWj0PWzbtg0HBwcCAwLIKyymvb2dHpOF8PDwYc83GozsO3iI0JBgpk7+Wdvknff/wJ233jTkhOWLr9Yyfc7EMRMiFQShCWgabn9ycnKYRCJpveuuu/aeRbNOiiAIpKTFk5w6AaPRhMU8+ipF773+MQ8/ce+otyuTy+zRcXbs2Bk1BEGgb9FkyZIliKKI2Wzm22+/ZdasWdao7dmzZ1tX0u+++26gV/AfQKfToVarcXV1JTw8nJKSEqKjo616Y30OlPnz51s/i2Kv1t31119/9r7sKNJXvKixsZGqqioaGhrw8/OjqKiIhIQEIiMjycrKIjAwkHXr1iGTyQgKCqKkpISenh6mTZvGbbfdtu7BBx88a/2jm5sry5YsOluXO6+QSCScapSXnZ+pLsjJry7ISS+vrLrxo48jfzV/3pyJ06ZMJipyHJ4evZGZrW1tlJaVs//gIXHTth+yjh4t/31FYc5n2FNW7ZxjKBwUaPUaaz/VR5/+2syZM63b+s/t+gco9EW/9fWvwcG9xa76ghMCAgJoamoiJSVl0ByvpKSMiMiQEdvr6ORAp6ZjwLY+WwEWL14MwKJFg9//x2uAHk96err1/33pn35+g4st5ebmDmq/9Gg5M5euGHTsaOLipqSlpRUfn95Ahf6F9fp+j/6RiP3vi49Prw5fcnKydVv/4osTJ04ccE6fDnzfdk9PT5qampg7d+6A5yS/sIio+PAz/3J27IwhNl9KnDVnMm+89GfyCyYRPyHOuj1yXATT06fwxtvv8dgjDyGTyRAEgZtvuJamJjV5BYUYjMbhGxYgJjYWURSZO3cun3/22SANOcsJVmAdHR154J47rdpxFouFP/7lHwQHBw2Z8lB6tJxdB3bx9IvnTvnr8w1BEGxWuVQmleJoD122Y8fOeYYgCEilUq688spB0UjDfVYqlcyZM8e6PTw8fMhIpv7bjhdGPt9wd3enu7vburLe3t5OVVUVPj4+VFdXExkZiSiK7Nixg+nTp5Obm0t9fT0ymYwpU6YMOamxY+c8x1RZlP3PyqLsf5aWlsV8+Ke/XCIRhThBIngBiBaaLaJYaDYZd9UeLSgba2PPbwQkDB9d7KxyRiF3QMLwi7gWBqdn2vkZFw8nGhqbCPC33bva19d3yOIP+w9lcPVt80fcjiAIKJRS2tra8fAYG3mC46P9zGYLLR3NKJW2lQmaMm0i23bs4rqrV9r0OsNx/O8niiJZuTksWHnHmNhjp5fd237kL+9/gl6np7qilpffe2asTTrvsLlTThAEfvnozbz2/Ac8+9jjhIf9XHHsiuWXoVKpeOjRx1m6aAEpE5NwVqlwcHQgLTX5BK0O5odtW5g2dfIp21ff0MiR/ALWrd/EpbNnWaul9aeurp7X33mbx56987yd0NixY8eOnXOTU+1XLqZ+KC0tTf7999/71dbWEhsbS1VVFcHBwQQGBhIcHMzRo0dJTEwEequu33DDDWzduhVfX1/mz5+PRqPh66+/JiAgwFrh1I6dC43yopwSoOSkB9o5LRwlKnpaexcH+hZS2tvbrRUjVyxchZeXF4IgoNfrUSgUmM1mJBKJNfq5Tl/GKMlWXpAsWDyTNV9+w8MPnF2JoM6uLpraG/DyOjXn2twF6Xy59jvuvPWmkx98Fti7bz8TkiJtPj6YPDWRF5/4iFUrL0d2krT5s0FuXgF+we4XtGTB+UBSWgKaLi1Gg5GI6BNHg9oZmrPyBCtVTjz69O288tqb3Hj19Vwyc7r1pbFg7hxmTJvKjl17+OyLL9FpdafVZRUVl/L7Dz8+dducnIiNieLVF57FxWVwifn9BzP4yyf/4OEnbsHV7cxK0NuxY8eOHTt2hicmJsbb2dl5EpAORFosFktOTo527ty5G9LT0wkMDCQ6OprvvvuOwMBAVq1aZR1P9EXL9xe+dnZ25qabbsJsNiOVStVj8JXs2JiOjg6kUinOzvYxmh3boNNp2bR+JwqFAovFQkpKCpmZmdZUSoVCwfTp0ykuLqa2tpakpCR++OEHBEFg+fLlaDSa3tIydoZlQkIUX63eRO2xYwSPQBd8tPjgD39m1XWLT/m8lEkJvPT1hyxvWoyfr48NLBs53d09fPL5Zzz5wt02v5ZMJmP+ZdP401//wQP33Gnz650InV7PBx9/zGO/vX1M7bADbu6upE6dyIHdGcxZOPPkJ9gZxFlzK7u7u/LMS/fz30+/46tvv2PliuVMTktFqXRC6eTE0kULWLpowWm3/8wzz/D804+Piq367m4yD2fz1bff4e7rxDMv3z9mOnJ27NixY8fOhYjFbKGm8hiOcklCSkrKx4Ab0GyxWDJEUfxvTk5OOWDKysoaY0tHhj0GZmzYsmULjo6OLFu2bARHi3DxBJraGSVMJpNVEsfNzY2GhgZkMhkajYampiY8PDwQBIG8vDxcXV3Jyclh3LhxNDY28s033zBx4kTcVLaRb7mQuO/hG3julVf57RNPEBY6co2308FssfC3f36KgzuMj4885fMlEoG7H7qOZ158iReeforAAH8bWHlyuro0PPfKa6z6xUKclI5n5Zqz5kzmv598y5vvvM89d96Km+vZ1wctLC7h3Q8/4sY7l+Pial+QORe4dOFMGo41EhFlj5Q7Hc5qrKdcIeeWO1bS1anhh637+XL9V5iM4gl1GkZKaUEBD/7612fcjogFiQzi4iO58+GVuLvbhYjt2LFjx86ZIYoidfX1dHXZtOjnaeHu5oafn69N015EUUSn1VFScJSi/FKOVdcBEBDsjyhSL5FIHs/MzOw4STPnLEEhfqzfuJnxsYMqntuxMd+tW4dCoSAq+sT3XgT2HzhEcPDYTJ7tnL+4uLri5uaG2dyrC+fu7k5DQwMmU2/NjL7CAd7e3nh4eFBfX09VVRUSiYTp06ezadMmLgu/dMzsP1/w8vbgV0/dyrt/fB+ZxZHAgIARVwo3mwxIZSMLoNDqtFRUVzJrXirXL1p+2n1fQKAPD/z6el577y2cpM74+/mdtcrmoijS0tpKU1sDN9y6nJjYiLNyXeiV0Ljh5hUcySnmt6+/iMkgIpzCaocoWqivrsNR6YROpycwJPCU7pvZYsI/yItfPn4Tnl5up/MV7IwyZrOFljYNPSbIPJTHpCmJF5XUymgwJgnYLq7OrFg5nxUrRy6qeTLefvFDHv3t2dUhsGPHjh07dk5GfUMDL7/xNiHBwXi4n2MDSBGaW1pQNzfz3NOP4+E+OqLVZpOZ+rpGivJKKCsqp7OjC5WzkujxkcyYM5Xg0EAkUgkmk4k/fLSmpTgv67x1yAFcd+Nytm3ay3c/FA3Y3qpuRd3QRGxi3DBn2jkTmptaOJJ7BIBPvvwED88TP79+/t7Mnz/7bJhm5wJCAK666iq6NF3s+/FHkpIS8fDwQCaXIVos1B47hsViYdasWdQeqyUhIYHW1lacnBzR6/WsunoVelrG+mucF3h5ufObZ+6mW99Da0s7FnH4on19lBVVsO5/O/jV0/ePKBLW0dERL+/Td8b1x9fPmyefuxe9rpvW1g7EEdjbn7KiCo7V1DN7wfRTvLKAm5vzmEWJCYJAUnIcScmn1rdVlFWx+p9fccV185g1dxo7t+wlY18WyalJzF08C0ensxPtZ2d0EEWRzIN5rP3fNi5bsITPP/03//n8C17+7iNuuGU5kXZ9uRFjV0W0Y8eOHTt2bITJZOal137Hs08+ZtOqcmdKeUUlL776Ju+88cppTVQ0XVqOllRQlNcbBSeKIv6BfsQlRHPD7atwcXO5oFdNFQo5S5bPGbS9rKic/JxCLr92cBEpO2fOmk++pu+xCg7w5orr7PfZzujTbdHSY6gEBSTPiaVNrMM5WAL0OmAKdufg4C0SGh6M3BsaeypABUY6fvoX7Anup4ajkwOBwSPrM9d/uYmjxRUoVY54ennY2LKhcVI6EnQa6aOdbR3otVqCQwJsYNW5g06rZ80nX2PoMXD/Y3fi6uYCwMLlc5m3dDaH9+fw3mt/IjQiiMUr5uNxioU37Jx9jpZW89kn35EYm8QHb/0OpVNv5d9777yN5pZW/viXv/Nt9zZuvO0KfHw9x9jacx+7U86OHTt27NixETt27eaSWdPPaYccwLiIcGKio8jKziU1ZeIJj7VYLDQca6Qov5SSgjI6OzSonJ2IjIlg6sw0gkKX2yuh2TkrTEiKY9GKecjlMsIibatBZefiRmT4CCiDoQez2XTCY+zYBqPRyJ4f9mMymdj7wwGWrzr1og12bIcoivy44wA7tuzlql+sIC4+etAxUqmUyTNSmTQ9hdKio3z6589xcHTgsqsWERwaOAZW2zkRzeo2Pvn717g5evLik8/i7eU16BhvL0+efeLXHC2v5A8f/xVPfxXX/uIylCqnMbD4/MA+arZjx44dO3ZsxI7de/n1ww9aP4viiaMlTiearK9No9GIIAjI5SMXFNdqtaj+n73zDo+jOvfwO7NV0mq1KqveJavYsqzmKndcsQ2mJaRAIISESyCQQBICAQKEhCTclJtGAgkhCYEAptnG3Za7XGQVq1q997qSVlvn/iG8WLZsyWBbsjoPB+cAACAASURBVJn3efx4d+ecOd/OrmbP+Z2veAyXBbx+5XLe2vD+OaLckHmIitIqSorKqa2sQ5IkgkICiJ82hS99/Vb017gX3JVmcNBMW3M7kTHh4+5TeaoaN3c3qstrmLd4NmVF5SQkjcyxlnf8JCkZ013PJUmio62TyrJqgsOD8PXzprGuGUEQaG/rZGhwiNCIYLq7emhqaCEsMoTg0CCqTtXg5T2cbzcuMQaNVkNNZR0KhYLCvBKMgX4AaLUahsxDmPr6kSSJ2fPTcfdwJz+nEP9AIw6Hg/KSSmbOSyP/+Em8vL2YnjoVSZKoqawbV7LopJREujq60bppSJ2ZPO7rJSMjc21QlFdCd2cPAFnb9rP2lpXy79EkQJIkmhtbef2Vt0icHs9jzz6MQqm4YB9BEIhLjGVKQgytze1s3rCN3p4+Vt24jMTpcfLnOsEMDpr57783U5xbzncffIDoqEgAqqqqGBoaAiAoKAhvb2/sdjsdHR1ER0Xw/YceoK6hiV8+8zfS5iZy/brFKMf4LnwekUU5GRkZmUlKbXUj/319M5Yh60SbclWjUIpctzKT2XMv7AF2OejvH8BwRh65nTt3olKpGBgYwN3dncHBQQRBID4+npaWFjIzM7FarTgcDrRaLYODg2g0GgRBwGKxoNFosNvtCIKAKIo4nU42btyIm5sbXl5e+Pr6EhMzXEnOZrOh0Whc/SRJwmKxuMZ1c3Nj7969XH/99QAEBwXS0tpKY2MjBQUF7N61g25TB0f2ZjMlIZr02TO4+UtrUSjkydTlxDpkpbmxhfqaBiwWG5ExYYSGB1NeUkl3Vy9eBk862rpw17kREhZEWVEF/kFGnE4np0oqiYqNoK6mkb5eE/19AySnTyM/p5D21g68fQzUVdczJTGGgCB/HA4HoRHBnDhaQHLaNPr6THR39uB0OPHz9yUoNBCrxcriFfOpq24gMNifA7uzERUikiSh0Q5/r1qaWtF56tC6aTD1mlBr1GjUKpQqJTabDafDiUarAYbzCvd295KQFId5wExBTiH+Qf7U1zRw7NAJvLz1dHf2EB4VKn/XZGRkLkh0XBTP/uYJtm/cxc1fWjfR5sgAFouV9/6zkbbWDu554A58/C4upFgQBAKD/bnnwTsw9fWz9YOdfPDWRyxaNo/Z8zPGFPdkLi12u50tG/eSk11K6rSpLF8cREX5KaqrKgkKCkKlUmE2m7Hb7YSFDXusb9q0iRkzZrB//37XvPUHDz3IsRP5/OSx33P9+oXMzUyVhdYzkEU5GRkZmUnK6//4kGce+zG+PnIuhs+CxWrlge89OiGi3NkTDpttOLuQWq3G6XTicDi44YYbGBwcpL6+HofDwTvvvINKpSIwMBCHw0FjYyM6nQ69Xo8gCJw6dQq1Wo1WqyU6OhpfX18WL15MSUkJ5eXlFBUVkZCQwLZt25gxYwZKpZK+vj7a29txd3cnJiaGU6dO4enpiVL5yTRAoVBSU1PDu+++S3JyMqnpGXiFaJgzL+WKXrPPO06nE4fdgUKhJCDIQFV5Lf4BRlqb2xEEAf9AIxqthqaGFlqa2mhr7UBv8MTdw40Z6UmczC0GAUx9/cxIT2LXR3uZf91cBKAovwRjoJEB0yBCsICXwYujB3OYPT+dgCB/Oto7GewfxOF04ocvvd29DA6ayT1aQEJSHFaLDYO3Hk+9jraWdpe9CoWCuuoG3D3c6DcN0NLUSmR0OD3dvZj6+nE6nTTVtxAeFYqHzh2rxUp1RS0D/YOER4VhNpsRBAGNRkNnezcarRqb1YbCTV58ycjInB+9lyex8VEcPeDFlMSYiTbnc40kSZw4ks/WD3ay9pZV3H73LZ/5nJ56HbfdsR6rxcq+nYf4xdO/Y0Z6EktXLcDNXQ6FvJxIkkT2wVw++mAfN625gXt/+03y8/M5efIkFosFi8WCl5cXWq2W0tJSVCoVUVFReHh40NDQwODgIDqdjnXr1vHOO+9QXFzM7bffzk03ruX1N9/m2Sf+wBe/ej3xidGyOAdcmbrNMjIyMjIXjeREFuQuARq1Gg/3ialQNlolNlEUmTVrFkuXLqW7u5vGxkb6+vro7u6mq6sLlUqFl5cXXV1dBAcHo1AosFqtGI3DIX+SJDFjxgz0ej2pqanU1NTQ2NjIwMAASUlJeHp6kpeXh06nw+l0kpqailKpxN/fn2nTptHS0oKXlxeJiYkj7LLbbURHx/Dggw+yaNEivA0TkzD784wkSRQXlJE2JwWlUkF/Xz+zMtPIPVaAMdCP8OhhUcvH15uwiBCUSiUhYUEEBgdg8PbCP9CPWR8LbEZ/P0oKT7HmlhWcKirH3cOdlIzp2Kw2jIF+mAeH2LNtH6JCpKOti+KC4cqxsQkxxEyJpLOji6EhC+bBIQRBoLaqju6ubiKiw1CrVTgdTvpN/YiiiN3uIGXmdHz8vDEPDgtsKrWKyJhwIqPD0Xl6uAoyuHsM29/d2cNA/wAajZq25vbh96NS4qFzxzJkdXnWycjIyMhMbtpbO/i/n/+FqvJavv+T7zAjI+mSnl+tUbNszWJ++OzDBAQZ+f0vXub1v71Nd1fPJR1HZpiykiqefeIP9DTZ+OOLv2bt6pWIooi7uzuhoaG4ubmhUqnQarXYbDa8vLzQ6/X09PQgCAIBAQEoFAo8PT3Zs2cPERERhIaGcvLkSbQaDfd87au88PSzHM0q5cWfvUJLc/tEv+UJR/aUk5GRkZGRuUz4eHvT1t6Bv3E4z9a8efMQRRGdTocgCNx2221UVFQQHR1NQkICNpuNBQsWYLfb8fb2Jj8/H61WS2pqKoWFhURERBAfH49CoSAqKgqVSsXNN99MTU0NU6ZMQavV4uPjw8DAAA6HA71ej4eHB3PnzgWGPfTi4uKora3F398fo9HosrW2rp7QEDmp8kQiCALzl84BYNb8dNfri5ZnjminN4B/kJHz4e0zsnLdklULXY+Dz6jyd/1NK5AkCafTiSSB5HSiUquw2+3EWWNRKpXExEUhCAJ2ux2FQkFQSCAA8Wck7J42IwFPvY7g0EASpk1BqVTicDoQRQUgMWS24PZxZUK9lyd6L08Cgv1d/c98L5Ik0ddrknfOZWRkrmmKC8rIyc6no72TkLBgktOnTbRJF43dbmfTO9uoPFXNV77xBQLPuK9fDhQKkYy5qaTPSaGirJp//fW/qNQq1t2yktCIkMs69ueB1pYOXnvlXQJ9QnjhqWfx9h45l4iLiyMuLo7S0lLXHDMoKIi2tjaam5vx9/dHEARuvPFGJElCrVYzODiIu7s7/f396HSfbJB7Gww89sjD1NU38Ie/vIy7QcGXv3YjOp37lX7bk4KrXpTr6zVxcE82TfXNbHl/B4uWz5cre8jIyMhcgKKiImpra8nIyMBoNJKVlUV4eDh+fn4MDQ3h7z88qXr//fdxc3MjMjKS+Ph4YGQ45o4dO1i6dCmiKLJ9+3ZWrFgBQHV1Nfn5+QQEBDBv3jxgeKH9+uuvExQUREREhCvv2Wmu1QX4sqWL2bh5C/fcdQcABsPICY67uzvJycMJ6s/2XBsaGkKn05Genk53dzdxcXHExsaec630er3rHAAajQYvL68Rbc4eNy5uZBEAgA82bWHNqhUX9wZlLillReXYHQ7MA2YM3l5YrVYGB8wgCASFBDA4YCYmLpKq8hpi4qJoaWzFZBoAScJTr8PX34eqUzUMDVno7e4jKXUqtZV1OJ3DHpvRUyIZ6B8kLHJ48SJJEuZBM+4epyfBw+Gi5sEhjh/OxRjgy7QZidRU1REZff7CE3ovT9djtUYNQGlR+bD9/YPMmp+BKI4MzhgcGDxj3E8QBAEvgx5Tr4me7j6XrTIyMjLXEvU1Dbz1z/cA8PBwvypEOUmS2PzudtbcvILigjLee3MTy69fzI1fvP6KzuMEQWBKQjSxP/wmbS3tbNqwjZ7uXlauu45pMxIQBIG+XhOeet01O7+8HEjO4U06hahAVJwbUHn6Wp6er9psNhwOB97e3vj5+aHRDHu4WywWPD2H5wWni4mdfn42CoWIKIrDkSDOCxdDu5a56kU5rVbD6397m97uPuprG1m8YsFEmyQjIyMzqenr68NisWC329mwYQMdHR3DFRfb26mvr0cURZKTk9FoNKxatYp3332XpqYmrFYrgYGBWK1WBgYGGBoaYt++fdjtdpxOJ3v27KG7u5vAwEBMJhMeHh7s37+fqKgo6uvr6e7uxmQyYTAY2LhxI97e3tTU1LBkyRJCQ0Mn+rJcFubMyuDtd9+n9FQ5CXFTxu5wBlqt1iW2BQYGEhgYeDlMBCAnN4/unh4SE84V62SuDJYhC3a7g/raRirLqpm7cCaCIOCp16H38qS9rXNYcDMPUXKyjPqaRoJCA0GS0LppqatuQKlSUnKyDIOPAavFit1mw2azMXt+BoMDg1SUVtHR3kV3ZzfdXb1ExoSx86O9LF21kMa6ZuKmxlBWVE53Zy9rblnB8cO5dLR1UnryFEhQX9NI/LRYBvoHcTqdKJUKujp7cNgdmHr7mTU/jYKcIsIiQ2htbkOSJEIjQsjJzsVmteHn70tbawdRMeFs/WAXK25YSn11A9FxUbS1tLtyLXZ1dBMdF0lPd68sysnIyFyTzFs0i7/+7jWsFus53tCTlY3vbOXl373GkQPHiUuM5dGnHkDrpp0wewRBICDIn3seGC4Kse3DXWzasJX5S+ey8Z2txEyJ5BvfufOcTSGZ0QkMNvLYU/dRXFjB9598gsyZ87j9tlvQfLzZdjalpaV0dXVhNptRKBRMnTqVPXv20NDQQEhICCtWrCAgIGDUvr29fbz86mvUt9Vyx9fXExwyervPC1e9KKfWqMlcPJuP3tvB7PkZrvAIGRkZGZnzs2DBAsxmM5GRkSgUCsxmMzExMWi1WkRRpKqqajiMrK8PAJPJxIoVK9i9ezcajYbe3l40Gg2zZs1i586dqNVqqqurXR51CxcuJDs7G09PT0wmE3q9nsTERCRJwuFwIIoiPj4+9PX1XbOCHAznj/vJjx/jhRd/h8NhR6udfL9Rg4NmdDoPfvzYoxNtyjWFedBMf/8AQ2YLA/2DeIwRkqHWqBkyD9HZ1oUgQEdbJz5+3tRW1WPw8UKj1RAWFYLD4SA2PpraqnqCQgLwNfpQkFOEp5duWIizOzD19WPw9kI6z6Zze2snyenTaKpvJiYuihNH8vEPMlJdUYuPnw/9pkEUCgUeOg8sQxZEhUhFWRVLVy1kz7b9aDRq7HYHGo2aaSmJHDt4gpDwICrLahBFkZKTp1CqlHS2d6HVaoarwzqc1Nc2krl4NjnZeUxJjKGidPicOzdnoVQpWbxiPru27CV1ZjK5xwoICLq8oVAyMjIyE4Wnlyfpc1Koq6q/KopU5B8/yd//+G8Aqj/OHTeRgtzZeOp13PrVG7FarLz5j3cpzi+lOL+UIfMQ93//GyMKW8lcmKlJsTz1swc5uP849z/yPW67YT0rli09R9w0m820tLTg5uaGm5sbvb299Pb2EhsbS0tLCw6H45xzW6xW3nz7XQ4eO8htX1nNl6atlL0ZuQZEOYBFy+fz0Xs7WLxi/kSbIiMjIzPpiYmJIS8vj8TERCwWC1FRUfj5+REQEEBLSwuCIBAfH09bWxsnT55k7dq1dHR0cOTIEZYtW0ZeXh4+Pj4YjUby8/OZM2cONpuNqVOn0tDQQHx8PLm5uSxcuJChoSHa2tpISEjA23u4cIC/vz+HDx/GYDCMCLu8VvHS6/n5s09iNg9hs9sm2pxzUKvUaOWk+pecTRu286+X3wQJaqrq+OGzD1+wvdVipb6mkZi4SPr7B3Fz19LZ3oWXt54piTFsemcbsQlR6L08ETUKQsKD0Ol1HDmQgyRJ2O12ImPCCY0IoaWxlbaWdpLTp1FbVY9CocBiseKhc8fX6IMoCGi0Gjy9PGlv7SQmPgrLkIXwyFAkScLNXcvuLfuoKq9h4fJ5+AcaUamUHNyTTdzUWMoKy7FabQSFBKDRqPEP9BuuyNragc1mx9fog1KlxMfPmxnpSbQ2twHQbxrgyIEcps1IIO/4SYJDgziwJ5vYhGjqaxooLSxH56mj4EQRU6fHY7VOvr8XGRkZmTNxOiWqK+toa+3EeZHhd95GX+wOJ4cP5F5UP0EAg48XcXGRKFXjW85bhiycKquhr68fLjJK0G6z8dff/A2r1Y7W3Y3gyDAO7T+Bp/7CRbQUCpHg0ADCwoM+s/Bis9kpL6uhp7v3vBtOpykvq8YpSQjAjs1ZDA4OsWDFgot+36Io4B/gR1RMGKL4+RKORFFgwaKZzJmXyuYPdnP/dzdz7113kZaS7PosPTw8SElJoaioCIfDQWJiIjt37sRsNmOz2QgK+iSHrSRJbNuxi7c/eJ8Va+fx1PMPfu6u6YWYlKKcJEl0dfZSVlLJ0JB1zPZOpxOdlyddPf3s3nF4zPaiQiQkNIDY2AgE+csgI3NJGU4aLnHRv3yTFAEBQRSuqV0cf39/li1bBkBIyMjQsJkzZ7oeR0ZGuh4HBwcTHDxcBGD27Nmu18PCwkb0j4iIAGD58uWu16Kjo4GRec0WLPj8pRpwc9PixuTZVZa5vCxcNpd//fVNJEliVmb6mO1VKhXrbl1FX6+JwUEzarUag48eh92BUqVkzc0r0Gg1KJUKhswW3D2iUKqU6L088dTrsNvt9PWYiJ8WS1JKIh46d4bMFm7+0jqUKuXHXqrDIaen0Xt5Ej0lclR7oqdEMv+6uUhO5zmVUMPOSqg9PW04F1JI+OiFQk57vJ3p+bbs+sUj2kTFRox5jWRkJhOSJPHzJ35NQW4xG9/Zyh33fpFlaxZPtFkyV5CSogpef3UTadNTCAsNuegwyZnJmTinOVA4Lm5JLkkStYUdvPmPj1h2/RwWLJ553nmqJElsfG8X+cfKmTtz1jnJ+8eDQgGPPvojnGerYec6Qo08bHVwYOtJSqve5pvf/gKh4UEX7jAKkiSxL+sYuz7KZm7GLIxGI2NNydev+wLr130BgeEQV0EAycG59o+B0+Yk72AVr/7lXb5y9zoSp01+j8ZLjUqlZP2tK1i2aj5v/nsTb7z9Dg/cdy+R4eGEh4dTX19PaGgoJpOJ8vJy5s6diyiKOJ1OWltbCQgIIDf/JH999VWmp8fy1M+/jWqcQvLniUl3RSxDFv76x/8i2tXMykjHa5wVOB774eMoVaPHO5+Nw+Hg5OEq/vny+9x93y1Ex4SN3UlGRuaC2Kw2Pnh3J0X5lXhodNdM/gaH04HZOkDGnCRWrVk4auLTicDpdFJYXEJlVY0rifvlQKlUMm1qAjFRkZ9JmGxsaiY3vwCLZeyNlk+LIAiEBAeRnjpj0oUpmEz9HD56DJOpf6JNOQeDwYu5s2fi7iYXSbqU+AcaSZweR3VF3bhEudP3Fm9fA96+nyyaVCoVAD5+3q7XzhTJThdZUKlU+Bp9RpzzzMJXgiCMEOTGg1qtuqj2MjITgSRJlBRXUlvdyJguNJcYi83BgGmAftMAtXUtbNmYdUXHVygVzEhNJCDQ74qOKwOlxZVsens/f/jVi7i7T8zv5113fJkXf/sH7PZsli6fe85xSZJ46z+bMWgC+NNv/nfCNpi7u3v44VNPc9/DXyQw+PyVw0dj947DNFf28pff/RaF4uJ+wy4Vg4ODPP6T5xBvF4hPjJ4QGyYanc6db9z3BdpaO/m/l/+Anz6Q+75xN1OnTj1vn5raOn7w46fR+ap55Md3jZnG4/PMpFq1OBxOfv3C37nzC3cwMz318g62/Dr6TCZ++OTT3PU/6wn7FMq9jIzMMH29/bz4s79x+/rbeOBrD1wzgtxp7HY7H27eys+eeYnvP37POV4jV5o+k4mnn/s5U2JimDY14bJOUqxWG++8+wFWq5XHf/C9ixa7JEnizy//nabmFhbNn4fhrKqglxKn00lJ2Sle/dd/eOpH3yc46PIVRrgY8goKeemVv7Nm1Qr8/Y1MJp9LCYmOjk4efvRH/OB7DxEbEzXRJl21mAeHMA9ZRryWPjcVnV6HxWrD0tU7QZZd2wwMDGK3O+gax/V1d9fKodrXIMWFFezedJzVK5cjXmHRIXx9DAXHCoiMjGTJnOVjd7jE2Gw2fv/Lf/PUC9/+XInoWoUOtTgshLl5Gli9fC161Sdij8nWicTl27C02+28/upGfveLX06YIAegUCh49OEHeOj7j5GaPhVvn5FzrNrqRjobB3n4qS9NaMSHt7eBZ3/8BM/88mf8+Ln7x21LV2cvR/YV8btfvYBiAtcW7u7u/PSpH/PQYz/g6Z8/eNEbXNcS/gG+PPr4vZwqq+bx535C+vR07vjSF0bkTO7q7uYvr/yD9r4W7vjGennTYBxMKlFu2+Z9LJqz+PILch+j9/TkuSef4ImfPsNTzz9wTYWnychcKRwOB79+4e/86OFHiIm+Nhf0SqWSm29cS2REGL978TW+/8S9E3q/ePZnv+R/7r2HuClXxo1+6eIF7Nm7n9//+WW+++D/XFTfDe9vROfhwXNPPX5FrtnC+fNYs2oFTz7zPL//9S9cXkYThdls5s8v/53f/PL5Se2JtnTRQn7445/wh9/8ctJ5GV4NHD5wgj1bjhMYcJYQLIHRO4z3/713Ygz7HDB8Vxmk5tRY11iivrGBW76ynKRkucrwtURNVQNrV68kc+7ssRtfBt57N53MzEzmz5szIeMfyj5Kv2kAH9+LD0u8WtGI7ngoPxaglGD06UMjeaBSqSgtLcUQob6sSVQO7D3O6utWovPwuIyjjA+FQsG9d9/FBxs+5K57bx1x7J03t/CDBx6dFGvcwAB/EmMSKS2pInHq+Oav72/YzrfuvmtCBbnT6HQerFq6goP7jrNo6cTcayYTcfFRPPnTb3PkcD7ffvQRbly9lmVLFvGf/77D8ZPHuf2OtcQlrJ1oM68aJs3M2+l0cvTgSf78m69f0XH9fH1JmZpCYcEpps+Iv6Jjy8hcC2z+MIu1y68fVZCrqqoiKirqoiYDBQUFeHl5UVJSwqJFi3D7WMgYHBzEzc2NQ4cOMTAwwJIlS1yCi8PhwG63o9Gc6wExNDSEWq3m6NGjiKJIUlIS7u6fzn06LWUGJ3LzOXwgl3kL0j7VOT4rufkFRISHXTFB7jRLFi1gy/addHR04ufnO64+NpuNnXuy+NNvX7yiE0Kjny+rVy7no607uHHd9Vds3NHYvHUHt6xfN6kFOQAvLz2LF2ay7+Bhli76/OX7+6zs33ucXzz3DB4eI+8t0sehdJNhQSQDtXX1vPbOa7Iod40hIU1owvB169aRkZExYeMLgnClo3YnHLPZzNHjJ4iLi6O+vp7CwkJuu+02jh49SkdHB0siLq9ocmh/Lr94+qeXdYyLITlpKn965WUkSXL93litNhxDIoEBk6eK9fp1a3j5P6+MS5STJImG6jaSpiVeAcvGx/Url/PYsz+WRbmPEQSBOfNSyJg1na2b93L7XXdx1zdv5ckvys5OF8vEy84fU15WQ0pSyoTEit+4ZjVZu45c8XFlZK52HA4HOYeLWbt65ajH8/Ly6OjoYMeOHVRWVlJeXk5DQwP19fXs2rWLnJwctm/fTldXFwcPHqSoqIiGhgays7OZP38+oiiye/duSkpK+OMf/8iePXvw8/Nj3rx5bNu2jYqKCiorK8nOzmbz5s0cPHiQbdu20dHRQWNjI6Wlpbz11lsUFBRw6tQp0tLS+Mtf/kJ5eTnbt2+nuLiYXbt20dXVxa5du2hubmbXrl1s376drVu30t3dfc57+uqXv8j2zQdci+0rzaaPtnHrTTdOyNg3rF3N9l17xt3+6PETLJg3d0LCmVctv46s/Qev+Lhnc/R4DgvmfZLnZXBwkMHBQVpbW3E6nTgcDiorKxkcHGRoaOhTjWGz2aioqKCzs5OBgYGL6tvc3Ox6vHTxIg4eyv5UNnzecdgdoyYuHk4wLU9MJwsqlQq7fYzM5DIyF8nKlSvx85PDs64kAwMDKJVKDhw4gMlkIjo6msOHDzNr1iy8LmOaDPh4s8WuwONTbvBeDgRBINAYSF/vJ3lrqyvrSUqcPIIWQFhoCB2t40vl0NtjIsj42au2Xko8PNyR7J/f0NXzoVQqWHvjUqbEBDEnM3VSfWZXC5NGlCssOMWsjInxPAkKCqS3c/Il35aRmezk55ayYM6884ouoiiSnZ3NsmXLKCkpoaqqiqamJpqamjAajTQ1NTF37lyOHj2K1WolLy8PgBtuuIGNGzeyZcsWhoaGaGpqYtq0aQiCgNFoxN3dHZvNRlVVFdXV1QQEBDBlyhRaW1tJT0/nyJEjNDc3U1FRQVhYGPHx8SxcuJC33nqL+Ph4dDoder2eI0eOYLVaKS8vR6VSkZOTw+DgIGazmTlz5lBYWHjOe9JqNMRFxVNX23RZr+356OzqOmfX026309LSck7buro6WlpaaG1tpbKy8qLGGU10TJuRzMmi4nGfIzf/JDPTR7+vt7a2YrPZznn9xIkTtLa20tjYeEHh80wxaTQ0GjWCIOBwTOwC3Gqz4eb2SZ6NrKwsDh06RG1tLRs3buTtt9/GZrPR1dVFdvawINbQ0EBFRQVOp5OTJ0/S1tZGb28vJSUl9PX1uT7Xzs5O6urqePPNN13i3okTJ2hra6O1tZXy8nJ6e3spLy+np6eHlpYWioqKhpOil5RgMpnIzc112ebjbaC3r++KXyMZGRmZyUprayuHDh2io6ODffv20djYeM7vjyiK8iL0CtPZ2YnFYiEgIIDe3l7a2tpISEhg7969l7X4FcBA/yDeXt5jtrPb7bS3t1NaWookSTQ1nTtvbGpqor//kzVoYWEhOTk5VFVVUVZWdlF2xcZEU1vT6HpeW91IbMzYRQna29sxmUzU1tYiSdKo86vy8nLXY6fTycGDB6mqqrpoOwVBQKvSjmtuVlsz0n6Hw0FbW9uY1/PMzcmTJ09yoI/BTwAAIABJREFU7NgxrFYrVVVV551X2u32cW+2G/QG+vsHx9VWRma8TJrw1Yb6FqJuiDjv8aKiIqZNm+Z6XlZWhlKpJCZmpPtrS0sLgYHnJve2WCw0Nzfj7++Pm5sbbW1tBAQEAB/fINTu2O12OZeOjMxFcPRwPt/40j2jHmttbcXDw4PIyEi2b99OaGgobW1t1NXVkZSUhIeHB0NDQ6hUKtzc3Ojp6cFoNGIwGCguLsbd3Z2kpCRKS0uJjY2lvLycxMREsrKyUCgUZGZmcuTIEQYHB0lLSyMnJ4fOzk4OHTrE3LlzycrKQq1WExgYSEVFBQ0NDfj6+qLT6eju7sbX15eEhARsNhtqtZrBwUH8/PxcAqNarT7vbuuiBZkczt5PRGTIJb2eb//rA0LDg0ifk4JaM3o16dE8b6xWK1lZWaSmpuLn54ePjw9tbW1s3LiRtLQ0zGYzMTExdHZ2otPpMJvNNDU14eHhgd1ud3koe3h40NDQQHh4OBs2bOBrX/vaiJBgrVaLxWLBbref88/Dw8MVatzV1YVCoaChsZGQkNGL6JSVleHu7k5YWBhKpRI3Nzc6Ozs5cuQI/v7+BAYG0tTUhF6vR6/XY7fbGRgYIDo6moKCAtrb21EqlSiVSjw9PUe9d3vqdPQPDOCl13+qz2M8VJXX0NXRzYz0JFSjJNkWRinrIEkSbW1thISE0NzcTEJCAoODwxM8m83GsWPH0Ov1FBcXk5ycTFZWFiqViqSkJI4dO0ZhYSHu7u7o9XpmzZpFeHg48fHxlJSU4HQ6OXz4MDExMezcuZNp06YRGRnJ3r17MZlMhISE0NjYSGdnJydPnkSn07nsEkWRysoqnnzySYKDg+no7iVyagBOp/OaK97yeefIkSPMnn1x4TenvYrXrFlDYWEhM2fOHHEv6uzspLW19YKV2GRkrjYKCwtJS0ujqKgIo9GI0Whk+/btREdHu+Y5vr6+WCwWBgYGiI2NJS8vj9DQUJxOJ729vef8rch8diKnhBEXPzznsFltlBWV4xdqYGnoQmC40MPloq+vH2/D2Pn7hoaGKC4uJjs7m/Xr11NaWkpmZiZ5eXkkJyfT0tLCyZMnue6668jNzSU8PJzKykpWrFhBc3MzVVVVBAcHc+zYMdLS0jCMMaa3wYu+3q6Rdk4Z286ioiKCg4PZsGED3/nOdzh+/DixsbG0tLSQmZlJdnY2tbW1+Pj4kJ+fT1paGt3d3cycOZOGhgaqqqpQq9U0NjYyb975N+pPo1ZpcNidY0bH9fX24234pHiH3W4nPz+fgoICJEmirKyMzMxM8vPzmTFjBs3NzRQUFLBixQpyc3MJDQ2lurqazMxMNm7cSGpqKpWVlQwNDWGxWNBqtXh5ebnExdmzZ2MymQAIDg6mra0NLy8vvLy80Gg0eHp6uq6zqa8fnVxJVOYSMmkUqMEBM56enywOioqKaG5uxtPTE51OR3V1NYIg4OPjQ0lJCYODg8THx5Ofn49SqXTtkNTV1dHY2EhXVxczZ8503eTef/99EhMTqaioIDw8nMbGRvz9/V0/khq1mux9x1GOEn5y2d+7qU+Xmpp6wyU4VTqw4xKcR0ZmXLS1dBEWOrowFRAQwPLlw5XIpkyZMmqbsLAwABYtWnTOsfT0dACX8B4RMSza33zzza4269atcz1evnw52dnZzJkznGj5tttuG3G+6dOnnzPG+ew6TXJy8qivJ8bH8Z/33rhg39PU1zbSWHdhr67TbP1gB20tHei9PJm3eDY9Xd2jCCKjT+xFUeTUqVOUl5ezevVqcnJyiIyMpLm5mRtuuAGlUsmOHTuYPn06lZWV1NXV4ebmRkZGBhs2bECj0WA0Gpk3bx55eXn4+fmdUyRBEATq6up57rnnUKlUrn8dHR3MnDmTm266CYDnn38eo9FIfn4+qvNsdDidTnx9fTlw4ACenp5ER0djtVqJiIigu7ub/Px8VqxYwY4dO3BzcyMtLY2srCxiYmKYO3cu9fX1HD16FLVazXXXXTf6NVGIn+yYSxKN9eP7HC6Gg3uO8NY/38Pg48X8JXNAoSI28BNRQpKkETleYPizWrZsGRqNhjfffJPdu3cTFRXlWvT19/djt9sJCAigrKwMm82GKIrU1NSgUqnw8vIiLS2NhoYGIiIi2LdvH06nE61WS2BgIH19feTm5roqYQUEBFBRUYHBYMDPz4+Ojg7c3d1JTk6mpKTEZZfVaiUubgpPP/1jmpqaePOttzm0J5vc7GFvOv9AI7HxUUTHRREQZJQXmVcxzc3NHD16lJ6eHoKCgjCbzTgcDlQqFSaTid7eXqxWK0uWLKGwsBBPT0/MZjNKpZLdu3djt9upqKigqqrK5bnc19dHUFAQGzduxNPTk8WLF0/02/xcEBGfHCUK3OLt47sgNiYqwUvv6SeA1NPb11FeWVna1d27TxSsG6pLSmon2tarkdMbHfPnz+fw4cOuRfupU6eIjo5GrVZTXFxMYGAgOTk5tLW1sXLlSrZs2UJ9fT3e3t5Mnz7dtWklc2kYcvQz5Bj2MDOZ+tmyYxPhScYxel0azv5NH4vTG8x2u51Dhw6xdu1aNm3ahCAIxMTEkJ+fj9lspq+vj46ODgoKCujqGhbXdu3ahcFg4OTJkyxYcOF8r8O5BT/x9rpYO5cuXcru3buBYc+49PR03njjDRYsWEBvby87d+7EaDRSXFzs2ig/deqUy05vb286OzsxGsfzOYztlSZJEsIouSJPr+dtNhvZ2dmsWbOGDz/80OWsU1RURFdXFz09PSiVSnx9fREEgdLSUgYHB1m2bBlvvPEGvr6+aLVa1q1bh9VqRa/X09XVhcViIS8vzxXJo1QqR8wzz77OMjKXgkkjysHIpWZFRQUzZsygq6uLmpoaGhsb8fT0pLKykjVr1rB161bKy8sxm80sXryYwsJCfH19CQoK4vjx41x33XXs2bMHb29v8vPzSUxMxGAwEBsbS05ODjqdDrvdPmLRORxKNQF/ZE4ESZLOzVB/8WRbLJa8S3AeGZlxoRLVk2phflqQu9x4eLhjMZ8bejkae7cfxODjhcF7bG+t0z/yDocDh92O5Dz3fiRJzlEnWu3t7RgMBsLCwti7d6/Ley0xMZENGzYQGhrK0NAQx44dw8fHB39/f+x2O0ajEV9fX5KSkmhubsbHxwdBEBgYGMBqtY4oce5wOIiIiOCZZ54ZMfbx48epr693PXdzc+Oxxx5D+tVv6O7uIWCUJMOnRUS1Ws3AwAC5ubnMmDEDrVaLj48PK1asIDs7Gy8vL1JTU8nJyUGj0eDu7k5ubi6SJLkErPPtyprNZpf9TqeTfTsufY65ylPVAPR09XIo6wjG4AAWzlriOh4SHERtXT2REeEArFq1yvXZCYLA7bffjtVqRa1Wc9999yEIAgkJCUiShMlkorh4OFw4KiqKsrIyYmNjmT9/PoIgkJSUhCiK3Hnnna5zAERGRuJwOBAEwXVtVq1aNeJ7Y7PZUCqVLrEboKT0FFNiY1AqlYSHhxMXl0Bsajhz5qXgdDppbW6nsqyabR/uoq2lHRgW6mLiIomJj8Y/0IhCIXvUTXYkSUIURVpbW1mzZg1btmxBoVBgs9nQ6XSkpaVx4MABpk6dSk5ODkqlkpqaGrRaLRqNhoiICD766CPUajUrVqxg69at2O120tLSKCgooLu7e5yLMpnPQmTc9AQfX5+frV+35oZ1a1YpkqYmolAoXH/jkiT5OhyO+ILCohs/3LTlFx9s+ui9jr6OJxpKSsrHOLXMGXh5eTFjxgza2tpcr+n1ekRRdHmIGwwGampq0Ov1BAQEkJWV5dpkOr3wl7l28PT0oLd37Lxooiii0+kQRZHU1FTeeOMNUlNT2blzJ+Hh4VRUVFBbW0tqaiqlpaVMmzYNT09PZs+ezYEDB4DhzeuWlpZRN5bPpre3D0PoJ9VgdZ4e9PaOnZLCw8MDjUaDwWDA3d3dlV7kxIkTzJs3jxMnTiBJEjExMfT19ZGQkIAgCERHR7tCXSMjI13zt7Gw2a2I48gh7+npQU/LJ9dZEAQ8PT2x2+2kpqby73//m/T0dHbu3ElkZCQVFRXU1dUxc+ZMent7mTZtGseOHWPr1q0kJCS4okV0Oh3+/v7Ex8e7wtJ9fHzo7OykpaUFpVJJcHAw7u7uTJ06lby8vBHzzN4+EzrPia+6K3NtMWlEOXd3Lab+fny8h2P0jUYjWq0Wg8GAxWLBYDDQ39+Pn58fWVlZeHh4oFarMRgMKJVKV5hZe3s7PT097N27l8DAQHp6ejAYDFitVpxOJ25ubvj4+GA2m0e4zVqsVhZcN3dCwlf/8/oWU95HH719xQeWkfmsSKOH5u0/eJjNW7djtY5PuJqsKBQiGWmp3HbL+hHl2AVBQCGO/16RMTeVwOCxq1+Vl1YRmxDNrHlpaLQann/yz+cITkqlEovVivaMsFJ3d3fuv/9+l+jidI4MC4iMjHTZfXpBfiZf/vKXAUhJSQGGd0udTuc5wl9dfQMhwaOHo45G3JRYikvLRhXlFi5ciMPhcNly2q64uE+qIq5bt87VJj4+3hW6e/q1TZs2jeplCeCUJAYHzbh9vBgSFQq+9PVbx237eNmxOQu9lyeLV84nOS2JndsOoFJ9Enq8dvVK/vvOe/zwkYeG7Tjr2guC4AoRPjuUw2AwkJKSgru7u0sQHa3C8JnnOM1ov2Vnfp6nBbzTSJLEO+9/yP3fHD0cXRRFgkICCAoJYP7SOa4+bc3tVJbXsHNzFq0t7SBJ+Pn7Ej0lkpj4KAICjRPigS5zfqqqqpg6dSpubm7s3r2bzMxMiouLsdlsREVFodVqXRuZSqWSuro6kpOTXYJPVFQUfX19JCUlsWfPHpKTk+nt7aW+vp6MjAxOnTo1roWZzKcnOjHl/ptuXPviDx952M14nmrYgiCgVCpJS5lBWsoM5f98857bXnjxN9d/IGm+W12a9/IVNvmqZdasWcCwOHLau/9sgoODXY8bGxvp7e0lLi5uXEKKzNWHp15HZ0/XmO3c3d1dUR8A995774jjp+dcgGvuc3q+Nn/+fNexpKSkcdlVWVXNTZmLXc/DI4OpLKlm4fx5F+w3c+bMEc/P/t6OFlUyd+7cc+wcD5IkMWQ1o1SOLcqFRQbz4aH9rudqtXrE5vu3vvWtEe3PvJ7R0cO56KKiokY99y233DLq62dHyFRUVJzjodjV3Yler0NG5lIyaWbKIWGBVNfUuUS5efM+uYGc/sO6EKe9AOrq6oiPjyczM/O8bWfNmkV9ff2IxeCQbVDOJycjMw5sNjv5OYXs2boPUTo371nW/oMcOnyEpx//Ae6TqDLVp8Fms/H+xs38+a9/44H77h27w2fk7vu/MmabWTPT2X/wMMuXLh7x+pm55s4Wd8SzBMWzGc3TbLTXtu3czZKF45+ALcicy//98SWWLBo95OJMO8/ncXm6zZnHFQoFkiSxatWqc0JsT1NRUUl4WOi4bf20LLt+EcvXLD7v8YT4Kbz74Ua2bN/JquXXXZRnqSAIeHgM78aezp93OXA6nbz97gcEBQZclOgqCAIBwf4EBPszb9Es17k62jqpKq8la9t+WpvbcTqdePsaiImLIiYuisCQgFErlcpcGc7MxRsSMpx+4Mw5F3wy7/Lx8Rl1DnZ6QXY6RcGZjJbXV+bSEZec8ZMnfvDIU3d8+YvCxdxPAvyN/O8vnvdImjr1Ly/86rd+FcU5P7+MZn5uCQkJcf1dyVybCIKAAytDFsuIDdKJRJIkGlub8Pb5JBdyTEw4WzccmkCrzqWltQ29z/i8zHx8DDQ2N150GO6l5Oz0KENDFhyifUJsGQ//fe09uju7J2z88pJKXvr13ydsfIVSwTcevHNSRXGNl0kzK56WHMexnBOkp8741OcQBIGIiIgR4TjnaxceHu563tLaht5bdkOVkbkQkiTx+itvsWNzFl0d3UREhxESfu7u2TvvfsBvfvkz1KMkvb/aUKlU3HrTjTz6oycxmfpH5L2UpMtb3et8rFu9kod/8DiLF84/b762y0FPTy+FRSXc9427x93H3+gHCFRV1xIddeH78sUiCMJ5BTlJkvjr31/je9/59iUd83x2jHX8h997iFf/9R8eevRHYyY2nggcDgezZqaf10vuYhBFEf9AI/6BRuYsyACGhbquzh6qTlVzYPdhWppacTiceBn0RMZGoBQF9/T0dFVOTs7V7VorI3OZiYhP+cojDz3w5J1fuf1TrThEQeCeu74qDFmGnvvf3/yxorosT47SkJH5FGTMSWJP1n5Wr1w20aYAUFFZhX+IYcScROumwYqZ7p6ecRWmuBJs2rKNhUtmjt0QEEUBY7CeyqrqcVWRvRLsytrLzDmT1wO2tqqe+x/97HO5T8tX7/3ihI0N8KcXX8HhcI7LE3OyMWlEubj4KP772hYcDucVz0mzcfNWFi2ddUXHlJG52hgOi5To6uhGEAS++fBdbHx3/4g2JpMJg8FrhCAnSRJbt27F4XAQHBxMWlraiGOnz332TtiZSVT7+/vZtm0boiiycOFC/Pz8AOjp6Rn2wvnYw/bM/tXV1YSEhLBp0ybCwsLw9fUlOjp6xHnPl6z1zPMIgsDsmRnknyxk/rxht3mHw4EkTIwo5+bmxp1fvp0nnn6Oxx55GG9vw0XtCF1sJU1JkqhraOCFF3/L9x9+8KJ3n773nfv50VPP8uD/fJNpUxMuu62Dg2Z+/+e/MmdWBsFBk8NjR6lUcu/dd060GROGKIr4GX3wM/owK3M4lMfpdNLb3Ud5aSVqJVOdTucrqampKqBdkqRch8ORo1arS2WhTkZmmMDYVOPSxZm/u/fuOz/zJPm+e7+uyD52/Pe2AeuuhobisePwZGRkRrBk2Vyef+LPLF2yEI363KiRK4kkSbz0t1f56jfXnHNs/a3LeemVV3nskYcn3Huop7eXo7lHefoLD467z/pbV/DSK6/yq+efnXD7LRYr7278kCd/dv+E2nEhFArxc53vTqPR4HQ4QBblPj0KhUj6nEQ2frSF9evOvalcLrq6uzlecJzrbx//DWKSIQLO8z2fOnWquri42Hr6f4braUhneiV8/Ph0H8eVMlzm6qKqvIbaqnrmLJyJWq1meupUNn24j6EhC1rtsPt+R1f3x95Rn9Dd3Y1Wq2XJkiVs2LCBoaEhEhMTKS8vp76+HofDQUhICA6HA6VSiSAI+Pr6UlhY6KqcZDAYWLNmDSqVis2bN2M0GnE4HNhsNsxmM/39/Wi1WoKCgvDz86Ouro6ysjIWLlxIb28vc+fO5Y033mDhwoVUV1djMBjo7e0lMzOTEydOEBERwYkTJ7DZbPj4+JCamurK6wHDYT9v/ve/5OYcA8BisdBUV8drL41dgbUov4RlFwhv/DRkzp2Nr48PL/7uD5jNZs5XkfVsJEmirqaKiKiYsRuf0cfXx5unfvR9gj5FWJqPjze/fP4ZXnntX7zyj39d1KSqob6GwKAQlMrxel1KKJVKbr3pRmbPTB+7ucyEIYoi3r4G0mbPYNAqHS8uzbsbIDU11ShJUqpCoVjrdDofPS3UvfTSS9EZGRmpZ/YHGBoaupgk6k5ghiAIExfbISPzKdFpxe8+8tC3fS/FwlQhinzvwW8HHDp87EHgmTE7XIOUlJ3iP2++g6m/f8IX+5IkodVquO3mG0lPTRm7w2XA1NfPhv9upb6mDaXi8iwP7Q4bCUlR3HDzMjSaiRWyPisajZobv3gdP33hRZ56/AdXNHLhTCRJ4m//+BcxU4MJCPQ753jC1GgO7D3Opi3bWLt65YR9181mM08++zx3fevmi9psDQwyEpUQyN//+Tpfv/MrE2a/zWbjuV/8iptuXzYpI4G6u3o4sDubhromNr6zleVrl7jWZp8Hhou5HaK5sYXN725nzsKZBIUETLRZF8WkEeUArr9hMT9/5i9EhIeTOuPyu4b2Dwzw5LPPc/d9tyCOUnJ5Ipk+fXqCUqlcLElSpyAITkmStKIoVkqSNEUQBMnpdG7Ky8vrSUlJuQ4IFgQh0eFwvCUIgp8gCOFAuyAIjYAxJSWlRBCEm1NTUzcAHkCsw+HoS01NVTgcjgZJkhalpKT0i6KokyRpkyRJawRBaAA8HA7HyYKCgrKJvBYyE4skSRzed4zs/cd45KkHUChEzOYhBEEgMSmGE3n5zJsz7Gmq83DH1N8/or9Go6Gnpwe73Y4kSfT09DAwMEBrayuBgYEMDg7S29vL4sWLycrKQpIkdDod06ZNo7y8HA8PD2w2G62trbi5uaHX6+np6cFqtboqQBUWFpKRkcGRI0fQaDR0dHQQHh5ObGws0dHRvPXWWyQkJGAwGEhOTmbfvn3Ex8dTXFyMWq2mubnZVY10zpw5VFRUjBDlTP39LFm8mMy5swHYvHU7N9y2mrSMaWNev+tvWo6Pn/el+0A+JiF+Cj975smL6lNRUcE999zDP199BZ3uyiWp9fLS88hFhpI6HA5uu+02brnhehYvXnx5DJOZdOTm5rYD2z/+BwwLdV5eXn/417/+FRISEkJDQwNf+9rXyMvLw2QyuSrWGo1GNm/ejM1mIyUlhf3796NSqViyZAn79+/Hz8/PsXjxYrk8rMxVSLpqzqz0O6YmxF+yM6YkJ5GRlvK1quITP+VztiH7waaPOHr8BA9/+z6MxnOFjImgt6+PP//17+SfLOLrd46dX/ZS0tjQyku/fZMHvvlNUh6cftmED6fTyd79B3n+yT/z6BP3oPe6upPlp89Mwma1cf93H2H54iWEhYZcsWgvSZJoa+9gx+49JKREcOPNo4fRCoLAPd+6jX+++h4HnjzMkkUL8TYYuFLalt3uoKKyir2H9vPlu9cSFT16sZQLsf7W5by/YQcP/eAxli9Zgr/R74qJcw6Hk7r6Bnbu3cPq9QvGNe+fCNzc3PjP396m3zRAW3M7K9ctnWiTriiiKLJr616K8kspLigjY27q2J0mGZNKlFMoFDzyo6/z0v+9wQebPmL2zPTLkije4Ri+QRzJOcqd964nInLyJWQVRdFNEAT9xzv6OkEQap1OZ5ooilUnTpzYChAbG6sXBMEJxAN6URSnC4JgEQRB53Q6myRJUouiON3hcHQrlcpyYJ0kSXVAhdPpFBUKRbRKpWpxOp0KURRFSZK6AJUoivUnTpzYmpiYGKTRaC5/pvTPQL+pn462LvpNA9RW1RPxKW72MufH6XSy4fUPsQxZeOhH97nyYWk+3n2ZvzCDDf/c6RLl/Hx9aWpqGRGK6uHhQVJSEtu3b0er1TJ16lTq6+uZNWsWdXV16HQ6jEYjarWakJAQTCYTISEhiKKIVqtFpVLh5+fHsWPHcDqdLFy4kNzcXGw2GxERERQXF2OxWKioqGDt2rUcOnSIhIQE/Pz8qK6upq6ujoyMDFeS/ICAAK677jqam5uJi4ujurqa8PBwnE4nTqcTnU53TrWmE7n53Pv1OwkMDESSJE4Wl/DAD7+Mu/u4PXQmBVu3bqW/v599+/Zx/fXXT7Q5F6SoqIja2lq2bNly1YtyVquVP/31b1RV107KnHJ2h52kxES+cfcdk9K+3Nzc9rCwsNbDhw9jtVrR6/Xs27eP5uZmhoaGiIqKor29HaPRSG9vL1qtFqfTiSRJ2O12srKyuOWWW+RiTjLjQkBAFD75O3DXerBo/my/10pzwy/Q7bNiFQSh5XwHIxJt0xfMmxdyKReigiAwf96cyOzsnIS6ivyiS3biSU5RSSlHj5/guacevyiPncuNl17PDx95iN/8/s/sO3BozIqZlwqbzc6ff/sffvXc8/j6XPoNxDMRRZElixYQFhrKb/73/3j8mf+ZcC/Fz8qczFRS06eRl1tCQWUOzlFSolwOBMDbx4tvf/92PMeoBCoqRO76xi10dvRQkFdKzalTXBkrhyPhQiICeXrdA5+6ErsgCNx06wr6VvSTf6KE3FPVV8x+URQICPDj8We/hUY7eb07tW4a5i6cyY7NWcxdNAv1Ve6J+mm4bvUi8o6dJDwqlNCI4LE7TDIm3QzVzU3Lwz+4i7aWTkpLKmlusVzyMRQKkejpgaz+woOTcgFyGqfTeVAUxTin0+kUBKFUoVDkOJ3OLwGK9PR0MScnpy8tLU3ldDqrAYMoiiZJksySJHU4nc4CURTnSZJ0UqFQCA6Ho1sURX9JkjpEUVQqFIr1DodjExACdEuSlCwIQrvT6Tx+Nf1AtjS18d17HgeguqKWf7z3pwm26NrBMmThL7/9B9NTp7J4xfxRJ05+Rm96Bjppa2/H32hEEATSU1P4aNsO1qxa4Wo3ZcqUESXVT3uhBQSMdC2eMWNkoRfDGYlpz6yonJGR4Xqcnp6O0Wh0FW85U8AJDAx0lZk/+7ynKwqOVinwzHC48opKBgbNBH5sa3lFJR7eqqtOkHM4HGzduhWAjz76iNWrV0/qyfCWLVsA2L9/PyaTCU9Pzwm26NMhSRI/feF/WbZ0EQ99+75Jec0lSWLz1u38+vd/4vsPT85UDuXl5S7RvLm5meTkZIaGhvD09ET4f/bOOzyqKv3jn3unJTOT3nsgpJOEJCS00JUiIHZXXfvade0dd3VX3XVdy1p21XXLb91VXBQbKCoivRNKQkIgpBBIz6ROyZR7f3+EzBJIqAkJcj/P42Mmc+65771k7pzzPe/5voKAv78/AN7e3oSEhOB0OvHw8GDOnDls2bKFqqoqIiIi0A6y94/C0MdT5Y2vNtj9etaEYeRlTH5dluXXJUmis7MTT09PBEGgtbUVHx8fbDYboii6/74kScJisWA0Guns7ESWZXdhGlEUsdlsPf4WRVHcBIztfp2RkZEqimL94cxRgMyRqcnHfXhIkuT2SRVFEZfLhSAIxxWe0lKTBVRkAueNKPfu+//k+V8/PaQEuW4EQeCeO37BA489yYRxY87KHOWbr1Zy1SWXD7ggdyQj4oaRlpjO9m2oDLSSAAAgAElEQVRFQzbz6FTQeWgZM+70CxWeLQICfZl6wdgTNxyieHsbmTjl5IpEnI9MnpHH90tXMmVG3mCHMiiMm5SDwahnwtSxQ3KsfSKGnCgHXV9KIWGBhIQNjZTywUAQhPKOjg5Jr9dXi6Iob9++vRpg1KhRP4waNeqy6urqpSkpKV6yLPsB9YD2sCBnBFra2tra/Pz8EmVZXgvoZFm2uVyu7SqVqsnlco1RqVTfqVSqkbIslwJtQKEkSc7DA7qIzMzM2YBeluVdg3YTToLh8bHEDIuisryKvKnn7hfNUKOpwcS7r/2Dy6+7mMTUYyusdiMIAtfedDEvv/YmLz3/LKIocuP11/D6m39h2Xc/nPOZKbIsodPpePLRBxEEAYfDyWtv/Zl7Hr12sEM7ZaqrqxFFEU9PT6qrq+no6BjSQld5eTkGgwEfHx+2bdt2zmbLFewuws/P56xlPZwOgiAwZ9YMtm7bTuWBKmKih17GcVBQEElJSYwfPx6DwUBYWBjV1dXYbDZGjhxJcHCXiJKdnU1oaCgHDx5k0qRJGAwGJk+ezObNm2loaBCfe+6597KysppkWS6UZXmb1WrdVVJS0t7f8VptNl5748/U1Nads89BWZZxOB3cfvONZKSP7Nd+D1XXsKtwNw5H/9bxEEWR4cNiSUlKPO1BeV1dHQUVJaxfv56cnBxkWcblctHc3IzL5SI4OBhBEAgODmbbtm2kpaW5MzSLi4uJiIjA39+fHTt2MHnyZPbu3UtQUBDbt2/HZrMxefJkmpqaKC4uJi6uy99TkiQhOztbA2C1WgWVSvUIcG1mZuYK4MNWm5QaERHWa7wul4vly5cDYLFYsNvtXHDBBaxevdqdiT5qVO8+ZRHh4Ry2PDkvqKg8QFhYKN7eQ/e7T6fTMjpzFPk7dpGTPbBbsGRZZtumIm5//Y4BPU9vXHv1FTz1/K9/EqKcgsJgIEkS5g4LtTUNNJva6OiwYPTxpr6hhc0bduLn70NoeBAGg+eQXIQ4U2RJxmq1UVvTgMnUirnDQlhUOLKgYuO67fj6eRMaFoSXt/GsFxE9Hc7NkeJ5wI4dO1oO/9h21O/3AfsAampqLECfTvMVFRUv9fFW5eH/b+zj/b+dfKSDiyiKTLpwAh+8t5ApM8/PlYH+Zl/xfhZ98Dm/+OWNBPdiGns00THhJGVG8+obb/PgfXejVql45IF7z0KkZxe73c5zL/6BGRePwz/AZ7DDOWWioqL48ssvWbBgAc8///xgh3NC3nnnHV544QUefPDBAbExOFt8/e33XHf1lYMdxgkRBIHLLrmYZd//wB233jTY4RxDeHj4m+Hh4f+FLuENYNKkSce0CwvrEi6iov4nLAqCwJgxh/0gly7dlJqaqvPw8BgpCEK2Xq+/PjMz01sQhA6gSJblfKfTWVBQUHDaxSBkWeaFl15h/tyLBnxSPdBYrVYee/pZHnvol0RF9o/Vx8JFi9lVWMSUSRPw9PTslz67kSSJ5StW8vEnn/Hs04/3OhHZvG4bHSZTn/VxcrPHILhUjB07FoPBgKenJwUFBTgcDvR6PWq1mrS0NEpKSoiPj8flcmG321Gr1WRkZNDZ2Ym3tzfQVeioqxgPRERE0NTUhNVqJSAggMjISOx2OwDBwcHDZFl+V5ZlWafTAYwDtIIgzAJy9BqhVdOH+b4oiphMJvz9/dHpdCQlJbFhwwa0Wi2CILB7927S09N7vRd6vSdil9fwecHa9RuZNnnojxWnTZnEZ18uHfDnh6mphaiw6EGZsHt7eSG6NLhc0jkxYVZQGGy6irVVs3H9dkr3HkCUNPj5+BEZEU5ggD9BBn+eevJpEEQ62szsKT/E8i+30NLWjCS6iE+MZuyETKKiw87JTDJZlqmva2Ljuu0U796PZBfwNvoQGRFOUGAAfl5h3HLj7QiiiMViofxQI2u+3YWpuQmHbCc6NpQxE0YRnxA7JEVKRZQ7R0hPT08URXEsUARESJJUumvXrsKj22VnZ8fZ7XaTWq3+mSzLNTt27Pj8yPeTk5PD9Hp967Zt2yx9nWvUqFHzd+zY8SWctS37PZBlmbbWDuz2k1tBT8lIIiQ8GB8/HxrqTSd1jMGoH7Dth5Ik0dLSjss5uL7JarUKH1/vky5iIssya1ZsYPumXTy44G489Sc/WZo9dzIrf9jIPQ89wtxZsxiZknwqFRGHNGazme07C1j2w/fMv2oa2Tn9lzEyGDQ0NLBgwYJ+7dNkMmE2m9m2bRvQlWmi0EVtbT2REf/ztsjPz0cURWpqaoiKisJms1FXV0dKSgoWi4XU1FPPGli7di2tra0EBQURFhbWQ5A6EStWrGDatC5D4IT4OP6z8L+nfP6zgSAI7gWpfsBB16KUe2EqJSXFqNFoUkRRzNJoNFdnZmb6ARagWJKkfFmSxCO9Mo9EPspDqGTvPnx9vM95QQ66zKMff/h+3v/Hv3h2wRNn3F9ZeQWFRcW8+NyCAZsUTJ8yif9++jlfLPmaSy+ee8z7uROyufO+vrOd9Spvvv9iNSEhIXzyySc8+uijFBcXI4oi7e3tjBgxgl27dqHX69m1axeJiYkYDAYCAgIAaGtrY9++fXh4eFBbW0tAQIC7QrharUav12MymQgMDESSJAwGA62trWX5+fm3dMeQlZX1uizLe4APGhoavtZ4+T8tyfLTvcXrcDjw9PSkoqKChIQErFare/tqaWkpw4cP73MC0tnZCYJsO6UbfA6zt3Q/8y6adcrH2e12VCpVv2wnlWUZh8Nx3K30kZERHKquOeNzHY3FbEWtUburR5btryIpoe/dEEfT2dnpFnvhzO9LVEQk9XWNhIUHn7ixgsJ5Smenne+XrWXrht0kDEtg2pRp3HND8inZcXR22iksKuKHb1ZTWvEpuRPSuGDG+HPCe87lcrF29TZWLd9MeFAE06dM5sbLbkZ/CvNUp9PJ3tL9/LhqDQv/+TVJabHMuXgqRq+hsyaliHLnCGq1enJ+fv57AKNGjUpQq9WRmZmZoUD44eINEYIg2GRZztVoNJ9JklQDxIwaNeraw5VURxyu2qp2Op0HMjMzQwRB0LlcrlWiKI4RBGErMFaWZacsy4OmJu3cXsynH31HREjEKa2g502Yxjef9JX4dxQymFqasTo7uO3uqwgM8j/NaI9l2dLVbFy1k6iIKLd/zGBht9upqq5i6swxTJk+5rhtJUni438uBkHgviduP60VhCnTxzJm3Cg2rt/BB59tpdNmP93QhxSeeg8SEoex4Pk7z4kvrxPx7rvv9nufW7dupaqqiksvvbTf+z7XEQShh/hQW1uLTqdj5MiRbNmypcvA+NJLsVgsbN68GVmW+eqrr3A6naSnp7N3714kScLHxweLxUJISAgHDx5Ep9MhSRK+vr6YzWbmzJlDcXExmzZtYs+ePcTExFBQUEBMTAwtLS3odDoaGhpwOByMGzeOwsJCAgMDsdn+Nx/XajR0dHTgdDrP2S2Xp0tRUVEHsPnwfwBkZ2frZVlOFgQh68D+CvXLz76JRqsmKiaCEYnDGR4fg7evN58vXMr2jdtobm4mJCSE71esZN5Fs88oHlmWsdlsx/0edDgcCIIw4P9WkRHhNDU305co2ReyLLsLcHQft/iLJdxyw3UDvkp/6fy5PPz4gl5FuRPR1NTExIkT2bVrF7feeiuFhYWkpaXJhw4dwuFwIMsy0dHRxMXFuSuFNzQ0UFRURF5eHrW1tSQkJGC329FqtRw8eJCQkBAiIyMpLi5GpVIxfPhwhg0bRlNTE1u3bj1GjM/Pz38EcHa/jkkKqK2vb+gh8Hej1WoJDQ3FYDDQ0tKCy+VCq9XidDqJjY3F4XDgcrl6FU7q6hsAof/VnyGKxWLBYOg5CTt48CCrV68mNTWV4uJiUlNT2bt3L4GBgUycOLGrYuiqVcTFxWG1WklISGD9+vVMnjzZXVBGpVK5n5srV65k8uTJQNdkUq1Wu/39BEHAarWydetW8vK6MvZEUTzms6VRq5Gk/h+Kf75wCV9//j15U8cy+cI86mobSY3pfWszwOLFi0lLSyM6Opr333+fuLg4ZsyYgSAIOJ1O930ZPnw4kiSxZMkSVCoVOp2O6dOnu//u+vq8h4WG0FBvUkQ5BYVekGWZH5dvYNV3W7li/qXc/MqtaE7z+16n05KdOYrszFE4HA6+X7GS5xe8w7RZJ54jDiY78ov49KPvuHDKdF574fennV2vVqtJSUokJSkRSZLYuHkrr//uA1JGxXLJFTOGRObc+TXqPrfRAipAApAkKQCIFgRhtyiK/pIkrQMmAgVWq7XS09NznCAIH7hcrjmCIDQ4nc5OURRHyLJcLUnSPpVK5etyucpEUZwny/LfBEGIczqdW9Rq9ShZlgclpzV/SyFrl+/irT++gkfX9o0B5VB1Dc88/zwPL7gFPz/vM+7vk4XfoJO8eedPrw+JDzd0DQj/9PY7fGNdxey5k3ttY7PaeOe1f5A9ZhR5087MHNNT78HUC8ae00ayCqeOp6cnK1ascGfK9Rf19fVD5rN0uhydRQVdInh1dTVz5szhs88+Q5Zldzu73Y5GoyE8PJwNGzZw+eWXs3z5ckwmE3l5eWzbto2qqipSU1Npb28nLS2N7777zt1HdnY2+/btY//+/dTU1ODt7c2YMWNYu3YtWq2W+Ph4NmzYgJeX1zGrrJIkUV9fz1NPPcUDDzxwVu7PUOZwRvk2YNst99756qPP3qd1OJxUVRxi/94yNq7ZSltrG3uLSrG2d3D11Vdz5513dvnyxfTMVly2bBkzZ86ks7MTnU7X4++ie0LenT3TnY2ycuVKSkpKuP7669m8eTOzZs1yHy9JEiUlJXh7exMaGoparWbRokUA5OXlERoaisvlQqPR0NnZSXl5OSUlJWRkZLgzKY8WAwRBcAtJR0+mQ0NCaGhsJDgo6JTu4fXXX4+3tzezZ89m1qxZVB06xPBhsT3ayLJMWVmZu/jO0d9BR96r7kIG7e3tFBYWotfrkSSJzMzMY0QNDw8P9/06FTx9NUi0M3LiMGQ6qCouZ8Gdr95UuGX9h0e37RbTgoKC3EJMd+ZpN4mJie6fx4/v6S0ZEBDAzJkz4didCc4jXwhIBcUle8nK7N1MfuzY/33nnop4uqdkLzLSMbsufqpI0rFbJZ1OJ52dnRgMBux2O35+fpjNZoKCgtiyZQsdHR00NzdTXFxMZWUlOp0Oq9WK0+l0f+aGDx9Oc3MzTU1N7qIza9aswens+mc0Go0UFhYSERGBWq1GlmU+/PBDd6ZkfHw86enpPeIymZpPOqu9sKiY6tp96E6wcFi+/wCtzW0sXfwdSxd/h9HHmz/8PqvP9h4eHpSUlFBbW0toaCiSJLF06VICAgJob293L/Tk5+cTFdW1GD179mw+/fRTFi9eTHBwMFarlRkzZvTav97Tkw///gnfB/r2+v7J4nK5GDYi9oz6UFAYSlgtNt545f/ITM7inT+93q9FXzQaDRfNvJAZ06fyf//+iJdf+Cv3PXQDHp4DP/c+WVwuF39757/oRV/eevkVPD37b/eVKIqMH5vLuDE5LPnmW5576k3uf/SmQbcmUkS5cwRZlj/Oysr6mSRJuwVB2A4gSdIOWZaHybK83WKxmAwGQ75KpVJ5eHj4CYLw6bZt2xozMjK25ufn78nKyporSVKFWq0ukSQpXpKkOlEUvURR/IvL5ZrjcrnWi6I4GigVRbGVs7x1tbPTzuf/XcGfX33lrFXHiwgP4+lHHuHP77zLw0/eekZ9Hayqpaa8mRefu29I7dNXqVQ8cO9dPPj4U+SOzSDgqIFPQ10j777+T66+8VLik+IGKUqFc53U1FTefPPNwQ5jSOLhocNstmAwdPniJSYmolar3ZOz0aNH8+233zJy5EjMZjNlZWUEBARgt9uZP38+a9euxWq1kp6ezsaNGwkKCiI9PR0fHx8iIiLQ6/XExcXx7bffEh8fj7+/P/Hx8TQ2NqLX64mJiXH7TMmyjLe3N2FhYezcuRN/f/8exT4am0yMysjg9ltu4NVXX6XTKZE3a3Rfl3beIQgCWq2GuIRY4hJigS4B5Larfoksd03uP/30U8w2xzHfA52dnXz99dcYDAZUKhWSJNHR0QF0CTOFhYVotVpmzJjBunXr3BP7+Ph4Vq9eDXRtU5ZlGavVSktLC7IsEx8fz48//oiXlxcWiwWVSoVareadd97B29ub2NhYXC4X4eHhmM1mjEYj//rXv5BlGR8fHxITE6moqECn02G322lrayMgIICGhgauueYa90TAy2jgxRd/h9Fwav6O7e3tNDY28vbbb/P3v/+diOjYXkWjgwcPsnfvXhwOBzExMXh4eFBdXY3ZbCYiIoJdu3ah0WiYPn06a9euJTk5GafTSWtrK15eXrS2tvao1g2g9/TAZjt1Ue5oJFmio93qEgTBeeLWA4O1Wdi6ftPm1muvvsLnRGOMkx2DyLLM+k1bmioclu39EeO5QNe2Xgm1uucENycnh4iICObNm8c333yDr68vo0aNYu3ateTm5rJy5UpkWSY2NpawsDAKCwvp6OjAYDDg7e1NVVUV48ePZ82aNUiSRFtbGy0tLUyaNIlVq1ZRVVWFy+XCbDaTm5tLUVERzc3N5OTkYDKZjhHkAPz9/U7a//XFP7zKvGsmHjPGO5oP/7aIVlMredO6MuX27z+I0yX12V4QBPfzQK/X43A4sFqtaLVaMjIyWLVqFZIk4enpyejRo/noo4/cBVHUajUpKSmsX7++z/4tNivX3nIF6aOSTuo6FRTOBzo6LLz03Hvcf+fdpI8cuEIoarWaW2+6nu07d/His+/wxK9uR2/oX5/X08HpdPLHF//GvAvncuG0KQN2HkEQmHfRLDLSRvLrF17k/sdvIDgkYMDOdyIUUe4cYfv27Q3Af3p5a3cfPwOwc+fO3QD5+flfHfHrxqOaLTr8/0NnEuOZsPrHzVwyZ95ZE+S6iRs+DA/RSFNTCwEBp79S9+XiH7j9lpuHlCDXjSiK/OLGG1jyxVfceOtl7t/vKdzLpx9+xV0P30JAYP9t4VXoP2RkJEk657PFhgIDsRXoZBibm8PKNWuZM6srU6C72mI3I0aMYMSIEQBERkb2eK+5uRmtVsv48eMxm83o9XpGjRp1zHMyLS2NtLQ092sfHx+GDRvWo013FlI306dPPybW73/4kUl54wkKCuKFF17gj6+8ysplq0hLj8dgHDq+G0MJSZK497Hb+eS/3/LmS69hMOh54pnnkKT/TXTNZrM7Cy0zM5PCwkIsFgttbW0EBweTnZ1NY2OjOzvSz8+P9vZ2NBoNoigyevRo/vGPf5CTk0NWVhabN29GEASCgoLo6Ohwi66VlZUEBQXR3NyMj48P3t7eNDU1kZOTg1qtZtq0aaxcuRKr1UpOTg6NjY2kpaXR0NDgzj4bNmwYGo2G6OjoHivzrW3tLFjwNIEBJz9glWWZ/Px8IiIimD17NtOmTePZF/7Q6/Osu2rouHHj2LhxI2FhYTQ1NeHh4UFaWhr19fUAFBQUoNFoaGhoAHBXlLZarceIcnaHA7XmpzHMravbZV691ri4tq7+5rDQkH7ps+rgIdZt2LSI0tLOfunwHECv12M2m/Hx+d/uiJCQEAIDAxFFkT179jBz5kxaWlrYs2cPkydPpqSkxJ0FqVKpaGlpITIy0v35cTqd5ObmsmXLFjQaDRkZGezZs4cpU6a4+9u/fz9GoxEvLy9qamrIyckhPj4ep9Ppfv4ficPpRBT7LzOmm1nzL+DK6y9Bc9hTrt1sPa53XU5ODr6+vu7PJ+DOQC0vL2fKlCmIooggCIiiyJw5c9izZw9z587lxx9/pKqqigsuuKDP/mtq6kjO6TtTT0HhfMPlcvH6S//g4Xt/SUpS4okP6AcyM9K5/467ef0P7/PEr+8Y1DmHLMv89c8fM3/GPKZP7X2HV38THRXJi7/+FQt++1ue/u1dg5Yx+NMYrSic82zbXMiLC64alHNPnzqZzet3MHvelNM6XpIkTHVtxMZE929g/cjI1GTeev9/XmIrlq1m9849PPLr+0643UFh8Mgek8r9jz6BQa8IImeC0+nEN3hwKrjOnjGdXz78BJPyxuNlNJ7SsX5+fkyZMsX9Oilp4LIJmppMrN+0hWuvvgLoEjsSEpNRecm8/sJfuOzaeSSnnZ0B4rmESqViVE4a33y9Fs1hASgmOoqysgpSU7r+vVpaWpg6dSqCIFBeXs706dOpqKhArVbj7e2NSqVi/Pjx7u3Fhw4dIiTkf8KLr68vv/jFLwgKCqKoqIgZM2ZgMpmwWq1ERERQUVGBv78/YWFh+Pr6UldXh0qlIiMjg4iICIqKioiIiKCyspK5c+diMplwOBzEx3cZvI8dOxaXy4Uoiuzfv7/XwgD19Q0E+J/64s2//vUvAgIC3AtWPj7eNDY19RD3ujPnRo4cSUlJCbNnz2bDhg0kJibi4+ODKIrubaIul4va2lqio6MRBIHi4mLq6up6bBEFkGSZ9vYO9P1c3XUwaW9te/ntd9+/7re/ekp7pguAsizz9rvv29rb2l7pp/DOCRJGxLFn717G5PwvA/hIj6Jx48YBXdmr3QsoWVnHikYRET0rEXcvmmRnZ2M0Gt0LLLm5uQA9PAO7s2D9/Pz6jPPgwUNEhIed0rWdDP6BPc85PC6Kzzas6rN9YGAggLuacDdGo9Fd2ORI/Pz83PcwNzeXoBNsd686dJDgkN63tioonI9889UqLpg4vYcgZ7PZ3NYNoigiSRIeHh7uxbSjP5+nQ1pqChNz8/jumzXMmnN2xLDe2LV9D74egUybMgnoyrbvztJVqVS4XC48PDxwOBzuiujQNc6XZRmNRuO2gens7ESlUrl/Bnpkzre3t7t3i4SFhnLHTbfwwT8+57a7rz7LV92FIsopDDqyLOOyg9HQt/DQ3t6Oy+XCYDC4vS36y+A6LTWZ79Z8y8nacreYWqk5VEtiajyiKNLRYSHQL/CYLDm73U5HRwdGo5HW1lZ3NVKXy4Wvry+yLNPY2Igoivj7+3fdh8MeQL1xMsbffSEIAkZPLzo77Xz8f4vR6z2559FfKBlYQ5zZcydzwcwJPbJuFE4dQRDcgsnZRqfT8eB9d/HQ4wuYNnkivr6D61nRG42NTaxeu55nnnz0GN+SYfGxXHrVLD5472N2btvNldfP71dvk58iM6ZPZeGixaQkJyIIQo8JfHdG49EZk/5HCF69ia/h4V0G/xkZXZ5iYWH/m7AfLUiFhIQwa9Ys96S/e2tc9yT6aEGhe1B7ZNsjKSuvICQk6JQzwQVBcE/qu5k94wIWLf6Cu25zFxqlpKSEnJycHkLIpEmTehx3ZBZpTEyM++eAgAD3ROVItuVvJzFhxJDMXj9dKvcVFi9c9NkfLpg25ekpEyec0YV9v2Kl/OnnX75wcH9RaX/Fdy6QN34sCxct7iHK9QcGg4GcnJx+62/FytVMnDCu3/rrC/8AX6pqDgxIRv6JBLm29nYkleMYjz8FhfMVp9PJ1vVF/OX1X/T4/Y8//ohOp8NkMuHt7U1kZCQqlYq2tjZ27tzJjBkzWL58OTfddBOLFi1y+xJXV1eTmZlJbGysu6/ly5ejUqncc84j/R6vuHQ+d9z/ADNmTUQchM+lLMt8/slyXnn+dwiCgMvlYtGiRYwePZp9+/YREBCAr68varWa+vp6mpubSU9PZ9euXWRlZdHR0UFqair79+8H4MCBA7hcLpKSkvjhhx8YMWIEGo2GxMREqqurqaqqIiwsjKysLARBIGd0Fgs/WUxrazs+Pl4niLb/Of4sRZBsFov1LIVyfiLLMhaL9bwpR98XGtXxs7W++OILMjMzKSgocHsvybKM0WhEpVLR3t5OfHw8e/fuJSoqCpvNRltbG+Hh4Rw6dIjg4GCMfWSp+Pj40N5mxmY7uR0cJcWlPP/4ywSHBjLpggkMTxxOSMixlaO2bduG3W7HaDRSV1fn9t9IT0/H09OTiooKDhw4QFxcHCtWrCA7O5v6+nrGjh1LVVUVarWaoKAgSktLCQ0NRRRF3njjDZ588knq6urcnkAul8tt0N6dZeHh4XHMgCgoIIDfLXiNmfOmMW5S/w0eFQaWwRKTFPqPpMQE3nr1JbZt30n7YR+xoURiwgh+duVlfS4IeHh6cNv9N7J53Tb+8Ks/cfM9PydUqZbXJ3HDhyEDP65aw9TJE8+6MCQIwnGzcE6FltZW/vDamzy34Il+6W9MTjZff/s9ixZ/wYXTp6DVaok5PGGwWE9/vOk8fKwkSRQUFvH3f/2HP738Yn+EPKTYv3vbs4888UzaX954ZX5OduZp9bFh0xYeX/Dsov27t//0btAJiI2Jprqmlra2dry9z/6k62To7LSzdfsObrr+2gE/lyAIZI9J4fsffmTmhcdaGgwkH378CbPmTjpxQwWF84Tt24qYkjexx8Jn96K83W7HZDIhy122NiNGjCAmJgaz2Ux0dDShoaGYTCZiY2NpbGykoaGBuXPn8uc//5m8vDz27t1LcHDXuM3HxwdZljGZTD3Or1KpmDh2PDt37CEzO+XsXfhh6mobiQqNcSfp2Gw2RFHEZDJhMpkICAhwJ+YkJyfT0NBAfHw8+/btA2D37t0UFxcTFxeHyWTCz8+PAwcO0NHRQXV1NSqVio6ODqKjo6msrMRoNFJTU0NZWRlxcXEIgsBl8+fx4/KNXHL5hWf9+o8725Pam9f9/Z3/fr1m5ZbRgiAoSxkDgLnDYi7dV/HqYMcx2Agcf9LS2dmJ2Wxm5MiR7N69m/T0dOx2O+vWrXMr40VFRRw6dIiCggIEQcDX15fy8nIOHDiAVqvl2mt7H+CoVCoOlB3k/Tf+76RibazveojV1zby+cIlxMTFMHXKzF7bmkwmkpKSKCsro7m52S0Wfv/996SlpdHZ2UlRURFOp9PtE9XY2EhxcTFms8ssb1QAACAASURBVBmtVktaWhrLly/HYDC4/Yi2bNnCRRddxNq1axEEAZPJRGJiIitWrEAQBPeWiSPRaDSEhAUzdqJi3K6gcLbR6XSMH3vs5/JcIndCNiMSh/O3tz4gZ3wWky+c8JPKROpPHn/ol7zz/j/47KulqFXnprDenYH28P33EBJ8alVX+0IQBH791GMsXfYdr735FxwOR7/0240oisQNi+W1l17okQH4E8K1rb7q6lvuuO+9xx667/prrrpCOLpoQV84nU7+9eHH8quvv/W33dsddwPnZQr2Hb+4iZde/RO//dVTQ263wOFtxVxz5eVnLSN59rwpPPfkm4zOziLAv3/E/BNRWlZOQcku5l1711k5n4LCucCuHXu4dv51PX4nCAI2mw2dToe/vz9qtRofHx9iYmIoLCzsUZ3cYDDQ0NDgznytrKxkwoQJrFq1ioyMDIxGIzabjezsbGRZdheROpKxuTks/u7TQRHlCnaWMCYn2/3aw8OD1tZW7HY7sbGx2Gw2jEYjKSkprF69+hgf5rS0NKqrq3E6neTk5LBmzRqio6OJiooiKiqK8PBwampqiIqKcnvX1tTU9Ni5kJ05io+/XDT0RLmDBw9aDx48OGfz6h/PVjwK5yku+fgm7GFhYeTm5rJjxw5kWaa5uRmDwUBwcLA7lXfjxo1otVr3A8xkMhEeHo6Xl5d7y09vdHZ2EpcYy72P3X5Sse7YWkBrSxtTLswjb9pYOu1OVi3tvXjZpEmTkGWZ8PBwSktLUavV7klsdXW1u52HhwdWq5WioiL0ej0tLS1A1wP24MGDyLJMa2srubm55Ofnk5aWxsaNG/Hw8CA0NBSXy0VUVBR1dXWYzWZ3Rbojae8wY/QysOiDL7jy+vnKZFpBQeGU8Q/04+Fn7uWrT5fx9svvc/Pd12Ew/iTFjzNCo9Fw310n951yvqFSqbh4zmwunnOyphEKPSgt7Syk9KZfPd/+zRdfff3iDT//2bALpk7uU4Q0m81898NK/vWfhfvzd+564kDJrk/OcsRDitTkJHJHZ/HMb17kgXvuJCgo8MQHDTAWiwWH08lf3vs7wcFBTMobf9bOrdGoueuBa3nsmWe49/bbGZWeNmDjQ0mSWLVmHf/55GMeefpWZRyqoHAETQ0tHF3IR5ZlgoKC6OzsRK/Xuz3Stm7ditVqRafT0dnZyZgxY/D09CQ1NRWj0YjRaGT//v2MHj2a6OhoPDw80Gq1FBYWsm7dOgC3rdKRREaEU1/XdFau92jqahsZk5rnft3W1kZGRoa7kEx3oZ7t27e7K9jLssyYMWMwGAzuSvOVlZXs27cPf39/mpub0ev1jB49mvDwcPLz8wF6eM8diaenBy7n4KxXnZvLtwo/ORyuTrfZc29073lPTk4mMTERnU6HLMvuFQJRFLnsssvcqwm7d++msLCQjIwMRFHsYex4NNXVNQQFn7yBdXpmKq/+9QV3rHa7g+ra2mPa5ebmIooisiyTnp6OwWDA4XC4TSptNps7O677WiIiIlCr1SQkJCCKIk1NTZSUlBAUFEReXh5qtZro6GhsNhsZGRl89dVXpKWlkZ6ejkqlYsaMGdjt9l699hpNjTz54G18/vFSPvtoCZdeM1cZECkoKJwyokpk/lUXUbavgteef5vLr5tPclrCYIeloHA+IVcU71pY4bB8tm3nzkv8fPyuzEhPzYuNiQ728/URAJqaW+TKigN1OwsK1phaWv97QOX8kpIi+2AHPlAckTByQubPvYiE+BG88ed3ae8w9zoWajE14us/8IKdy+Xi4IFyEpJSuPKy+WRnjjrlPmTgBBtOjktEZAiP/epWPvl4Ke/9399Rq3q3MjhTnC4HSSOH8fRv71KKjCkoHIXT6UJz1PxNFEXy8rqEKlmWsdvt7jnwkc+t7t9FRka6haaRI0ciSRLBwcEIgoAkSYwePRpJkvrMxNVoNP2ewX6yOBxOtEeIZEcXO+uLbr9cSZLQ6/XuAlpH0u2X260nXHrppX32d6LdewOFIsopDDqCIBAc7k955QGGx8b02qZbZDqeuAZdmWUACQkJJCUlnbA9wLqNmxl1Cmm6R5tfajRqLPYO7Ha7W2QD3A8EQRDcWWtHxtPbqvaRx0OXYbfBYMDLy8v98FWr1RiNRiRJYt68eT1UfpVK1WshCIvFAioXgiBwydVz+OyjJXy56BsuvnK2IswpKCicFsPjY3n02V/yr3cXsnNbIVf8fD4nu5VOQUGhHygt7ayAjyvg4+0bVwqRkSl+slETCKCySA0HDhS0cFiz+SkTGRnKj6vW4OPtfUpjmmuuuqLP9/7yl7e57eYb+iO847JnTzFvvrGJ667+FSqVmqLiklM63uF0UF5ZgdHQu43KyeLlbeTm2/q+HwoKCgOL0UtPa2sbgYHHVjYuKiqira2N0tJSkpKS8PLywtvbm1WrVuHl5UVWVhZr165Fo9EQFBREdHQ0Op2OlStXkpCQQHp6OkuWLHH7s82YMYORI0cecx5Tc/OgFDkA8PX1osnUzPBhsad8rNlsZuHChQQGBlJaWsqVV15JdHT0KfcjyzLSCXbvDRSKKKcwJJh+4Tg+/exLHn3wvn7p72QrlLpcLtZt2sDT8+487XMJgkB2bgrLf1zFRTP7dw+6KIp9lroWRbHX1OPe+HLpMvKmdO3TFwSBy66dxyf//oKvP/ueiy69UBHmFBT6CaPRQG1d/XEzf88FZFmmtr6e4WnHL+ig89Bx2/03smntNl7+tVIEQkFhEJEPHiwyAaYTtvyJkZGVjNXWybK1X/fwWDoTqusO8fXqJf3S1/H48esfaWtr48333iQhNf6Uj1erVdx053x0HkrmmYLCucyI+GgKi/cwZeKEY94zGo00NjYCXdlsNpuN+vp6YmJiqK2txWazUVVVRUpKCqWlpe4igpGRkZSVlSGKIpmZmdTW1tLR0XFMBfhuCnYXEZ8YO5CX2SfxScPYVbib0ylipNPpGDFiBKmpqXh7exMSEnLig3qhvKKS0Ij+8dA9VRRRTmFIEBcfw2eLvmd38R5Sk5POyjllWeaDj/7LuEnpZ1zh8oJZefz2qbcZmzsa/36qetdf1NTWsXzNCp59safgefl1F7Pog8/59ssVzJp/dqtuKSj8VMkdl8H7f/mYlY+uGuxQzpiwiEDmjjw5b6MxednEJw3nb2/9m5zxmUoRCAUFhbOGIAiMm5DJuAmnV5G2N2oqDnDtDRf3W3+9YbPa+PLDzwHQiDLXXD9PeW4qKJynjJmQyUfvL+tVlLNYLPj7++Pn54fT6cRoNLo90vR6PVqtFh8fHxobG6mvrycgIACDwYAgCMiyTGhoKJs2bUKlUtHY2EhISAgpKcfuEvt+xY/cfM/8s3G5x5CUPJzPPnyPW2647pSfg21tbZSVleHp6UlVVRXV1dUMGzbslGNYuuw7Jk4enIKIiiinMCQQBIG777+Ol59/m7kzLmL6lEnuraj9jSzLNDQ08p+PP6HdaeLWO6484z61Wg133P8zHnl6AbfdeCNZmaPQaQd31dJm62Tjlq3866P/8MvHbjhm260gCFx5/SUs/OenfLfkR2bMnTpIkSr0xZqVW1jxzWY8dCeXEanQOy7JRfSIYH5+0yUDfi6tVsPd9/98wM8zFOkqAnEPSxZ/y9t/+Cs333MdBuPAPMeHGhqNGput8xgLAoWzw9q1a92+O8fDZrOh0SpDX4WhQWODieS0RMpLKxFVqi5PqTNcJFZQUDg38ff3oVMyU155gGExPbde+vr6kp+fj1arJTo62p0d53Q6EQQBg8FAamoqiYmJLFu2DFEUcTqdQNeuMJ1Oh1qtZubMmeTn5/cqyJXuLwONA28f41m53qNRq9XEJUeydv1GJk4Yd0rHGgwGoqKiyMnJQRTF0xLkWtva2LWngMtunHLKx/YHypNfYchgMOpZ8Pw9/PDdOp5+8Vlsts4BOY8gCHj7GJkyfSzpo6b326pkZFQoTz53O0u/Wsl/PluI0+Hsl35PF41WQ1LycBY8fzcenr176wmCwM9uupx///W/LP96JRdcNOXsBqlwXFb9sIW3X31F8enqB+57+LHBDuG8QFSJXHzlbMr3VfLa83/msusuJiUtcbDDGnAunJ3HQ08+hZfhaC8WmTNyYFc4KQp3bCUlLROxD/Nq6PqXaOto5eY7Lzt7gSkoHIfI6HAW/P4R3vj9uzz49N2DHY6CgsIgIggCN9x6KS+9+hpv/PEPPYoehIaGctFFF7lfx8d3bXVPS0tzb9kfM2YMgiBwzTXXAHDJJZe4M+UAZs2a1WW5lJ19zLk7O+384U9v8MvHTj1LrT+57KqZPP/0nxmZmoKfr89JH6fVapk+fXqf13ciJEnid398jZ/ffPGgXb8iyikMKdRqFTMvmsTMiyYNdiinhcGo56prLjpxwyGEIAj8/Lar+OdfPmTFstVMm3Vu3vufIgKCIsj1EyqV8nV3NhkWH9NVBOK9j9m1tZArrp/fa1XonwoZmclkZCb3+N2BioNsXL2Fq27ou8qXwplTuKOY1T98S2x8AFffqNxrhXOQn3wpDgUFhZMhKNifOZdNZMGzz/PCswt6FPM7kiOFo75EpO7fH/3+0a/tdjtPPfsbLrl6Kv4BvmcS/hnj4aHjtvuu4vFnfsUfX3web6+TKzpxMvejLyRJ4pU33iY+LWLQ/PQAxBM3UVBQ+KkjCAI33XUt5fsq+fHbNYMdjsIA43K5sFqtuFxdFYZaW1sxm83HGGR3dnZit9v77KelpcV9THNz8zH9H91fZWUl7e3tVFdX99elKAxhdB46fnHf9QxPiOXlZ9+k9lDdYIek8BNk5XdrAVi9fB2SJA1yNAoKCgoKCqdPdm4aEy5I58HHn6K+vmFAz1VbV88Djz/J1NnZjMo6dkvrYBATG8ENt1/Mg088yb7S/QN6rvaODp5+7nn8IzyZPXfygJ7rRPx0l60VFBROCUEQuPme6/jbWx8giiKTLzzWaPRkkCSJZlMrdvvgbt/tL3Q6LX7+3j8p8+WtW7fS2tpKdnY2siyzadMmUlJSEEWRpqYm4uLikCSJJUuWEB4ejlarZezYsdTV1REeHo7dbkeSJDZu3MioUaPw8/Nj48aNTJ8+nebmZhoaGigtLUWlUnHBBReg0WiwWCysWrUKDw8Ppk6dSl1dHX5+fnR2diKK4oB5SA4kFouNttZ2+qnY3zmDXu+Bj+/Jr17mTshmROJw/v72v8keO4opM/J+Up8nhcFl/cpNABwoP8j+vRXEJw0f5IgUFE4F5VmooKDQk5yx6YRHBLPgxd8wacxErrr8kn71rO3s7GThJ5+xfus6br/3Z4SFB/db3/3B8BHRPPz0zbz99jsMCx/BLTdeh5ex/7zuXC4X33y3nMVLvuDnt84nKXnwxw2KKKegoOBGFEVuvfd6/vqn/0NUiUycdvJGm+YOCx/843Maa9qICAtHp+3dx+5cw2qzcqimmpgRIVxzw8Votb2nkp9LSJJEe3s7LS0tFBcX09DQgCiKRERE0NjYSH5+PrNnzyYgIIDp06fz2WefsXTpUuLi4igpKUGj0dDe3o4kSTQ0NLB+/Xo8PT1ZuHAhNpuNYcOG0dbWRlBQEGvWrCEhIYG6ujoEQcDhcLB//35KSkrQ6/W0tbVx2WWXnXOi3L6SCv79/hISR8QPdihnnbqGehLSI5lz8ckXh/EP9OOhZ+5hyaff8tYf/sot51ERiFPFarFSV9NAbFz0iRsfZv/ecjz1npSXVjJ+ci4lRaUkpfb829y5tYCM0Wnu17Is09RgYv/ecsKjwvAP8ONQVTUCAg31TdisNiKjw2k2tVB9sJao2EjCI0Mp21eBj683AAnJceg8dFTsP4BaraJgezFBoYEAeHrosNo66WjrQJIkxuRlozfo2bVtN8GhgThdLvYV7yd3QhY7thTi6+/NyFEpyLJMZVnVSV//2x/8kXde/Tt3PHQLRqP+pO+ZgsJQQJHkFBQUeiMiKpRfvXAva1dt5e6HHyIrLZP5cy8iIjzstPs8eKiaz79ayo7dO5kxZwLPPH8vojg0N076+nnz6NO3sWvHHh555imGR8Zx6fy5JIyIO+0+m0wmln7zHas3rCN3wkie/d19qIdIcZ2hEYWCgsKQQRRFbrv/Rt597Z+oVCrGT8494TH1dY386aUPeOjeexmZkvyTy4KRZZkNm7bwm6ff4rFnbsPbe3AqE/Un4eHhuFwuXC6Xe5tpYGAgdXV1jBs3jtWrV7uz4by9vWlra0OWZTQaDdXV1ZjNZoKDg5Fl2e0VptFoSE5ORhRFBEGgqakJrVbLvn37CA8PJywsDFmW8fb2JigoiOTkZIqLi/Hz8xvMW3FabNtSyC/vuoO01KGR7n82cblc/PKJR05JlIOuZ8u8K2ZRsf9AVxGIa+eRkDJigKI8d+m02ak5VEtVxSHsnXZi46KJiA5j354yWkwtePt409jQhN6gJyIqlJKiUoJDg5Akib279zFsRAwHyg/S3tpOe2sHGaNHsmNrAQ11jfgF+FJZVkV88ghCwoJwOByER4aSv2knGdkjaW9tx9TUgiTJBAb5Ex4Vit1uZ8qMPKrKDxIaHszaFRu7BvGyjM5DhyzL1FbXYfQy4qn3oL21HZ1Oi06rQa1WYbc7kCQJnUfXQo3Ry0BLcytJIxOwWqzs2FpIcFggVRWHsFq34+PrRXNTC1GxEaiOU7ihG78AX7Q67aB74SgonBYCKKZyCgoKvSGKIpOm5jJxSg7Fu0t58+9v09JoJiYymrTUFOLjhhMREY6HTucee8uyjEuS6LR1cvBQNfv276dgdxEHDh3AP9iL6TMncOkNk8+JuZogCGRkJpM+KokDldUs/PIjDlU2EBYcTlpqMonx8URFRaD39ESlUrmvX5Ik7A4HNTW17C8rp2B3Mfsry/AwqpkyfQzPvjT0xEhFlFNQUDgGURS548GbePe1f6BSiYzJG91nW3ungzde/je/f+5ZQoL7Tn92OByoVKpTeghKkuQWjE5mcjZQCILA+LG5hAQH8fJLr7Pgt3cPuYf5qZCZmYnJZMLX1xc/Pz93qXRPT0+0Wi1Op5NLL70Us9mMKIr4+flht9tpbGwkLS2NpqYmNBoNGo2Gjo4OkpOT3f++JpOJgIAAGhsbCQ4Oxm63Y7FY8Pb2ZvjwrvRwDw8P/P398fHxISQkZJDvxunhcrl+0oULjodKpTpt7y5BEBg2oqsIxAd//Zjtm3f1c3TnPpIk4XK6UKlVBPsHsX9fBUGhgdRV1yMIAsGhgeg8tFQfrKW2up762ka8fbzQGzzJGJ1GQf5uEATaWtvJyB7J90tXMnH6OAQECncUExQaREd7B6Hhwfj6+7J57TbG5I0mNDyYxoYmLGYrkkuCIH+am1oxd1jZsaWAxJQR2Dsd+Pp54+VtpL62wR2vSqXiQMVB9HpPzB0Wag/VERsXTUtzG+1tXVm11VW1RA+LxOClx95kp7y0ko42MzHDorBabQiCgFarwdTYjFanxWF3oPJUCt0o/PRRJDkFBYXjIQgCKSPjSRkZjyzL1Nc1UVJcxuff76S2phGHw4kswaEDNUREhyGIoNGqCQ0LInZYBLOvGEdwyNxzQojrDUEQiImN4Bd3XQ2AydTK3j1lfLvuG6oP1WO32ZElqKttxM/fB61Og0ojEhwcQHRsOBNnpXF15AVDeu52fs4oFBQUTogoitz+wE3ujLnR4zJ7bffpf5dxw9XXHCPILVu2DI1Gw8SJE1GpVKxcuZK4uDjsdjvx8fGsW7eOSZMmuVc0VCoVLpcLURRZsWIFANHR0VitVjw9PRk+fDiiKLJhwwZMJhMOh4P58+e7H7BFRUWkpKS4xYIjH7xFRUV0dnZSU1NDeno6FouFhIQEZFlGlmX3l9TRcciy3KOfuOHDmDZhCsu/Xc+M2Xn9d7PPMh4eHoSHhwOg1/fc7hUYGNijXTdardZ9zJFtuo/vrhAVFtaVVt/dVq1WH3MO6CrvrnD+0lUE4gY2rd2Gt4eYk5aWNrygoKBssOMabGRZpmjXHrLGjKJg+27a2zrIHZ/F9s27CAoJRG/wRG/UI6pUiCqRjjYz4ZGhhIYHozfo8fT0YNiIGCrLqhBEgeKCvcy5bAZb1ufjafAgcWQ8lWVVBIcGYbXYWLFsNd4+XjQ1mDA1dhVriUsYhtPppKG2EV8/H2xWW9eW0vKDCKJAzPAoACSXREd7BwajAafTxajskTQ2mGiob0IQBTRaDTHDI2lv66ChrtG9T09v0AMChw5UY7VY0eq0VJQdIDImHKfDhWAQsHRY3Jl1CgoKCgoKCl0IgkBIaCAhoYFw1IaFP/7mLR751V2DE9hZxN/fh7HjMxk7vufc9P/e+YjZl1xIcGhgH0cOXRRRTkFBoU9UKhV3PHAT77z2D1RqNZk5aT3edzic7NtdxUO3PXjMse3t7fj6+lJcXExdXR2NjY1IkkRlZSWiKNLR0YEsyyxevBhRFImJiaGyspK2tjZ8fX0xGo0cOnQIg8GAw+Fg0aJFGAwG7HY7l19+OWvXrmXJkiVMnz6d1atXU1xcjMlkoq6uDofDQUhICLm5uaxZs4aCggKmT5+O1WrFbDbzww8/sHPnTqKjoykvL8fT05P4+HjWrl1LfHw8TqeTAwcOoNVquf7663tc16Xz53HPww9xwczxg7riYmpuZtHiLygrr8DlGriKgxqNmpGpKVx28Vw8PT1OfEAvOJ1Ovl72PZu2bqOzs+9qrmeKKAhERIRx+SUXExkRPmDnUeg/ssdmYO6UK308Nb/Jyspalp+f/+/BjmkwEQSBvMNenkdmKB9deMfHF0LCgvrsx++orZzTZk1y/xwR9T8/mjmXzXAvjHT9X0ar1eBwOHEkO1BrVAxPiD3sB+lErVYRFtElqCce4VmXmp6Il48X4VFhJKaMQK3RIEmuw9tcwWq1oTd4AuDt44W3jxehRxhLH3ktsizT1tp+zq7oKyicMkqqnIKCQj9wvn9rulwuVOqhmw13PBRRTkFB4bio1CrufPBm3v7j+6hUIulZqUiShCiKbN1cwLRJvfsSGAwGJk6cyKpVq8jNzWX58uW4XC6io6OJjo5mz549OBwORFEkOTmZHTt2kJWVxY4dO9BqtUydOpV169YB0NLSgt1uJyUlhaKiIjo6Oqirq8Pf35+2tjba29tJSEggICAAvV5PeXk5FouFtrY2dDodiYmJxMfHEx4ezqZNmxgxYgQOh4Po6GiKiopISkpix44dOBwOZFlm/PjxOJ1O99bZI9Go1aQljaSs9AAjEmIH+vb3yr7S/bzyp7e5/dYbuen6a1ENoDjocDjYuHkrDzz2FL977hn8/U/N/83W2ckTC55lyqQ8nnzkgR7Zd/2NLMuUVVTy8mtv8rMrL2XcmBP7IQ40kiT1+HycSGjo/mx1/+0d2d7pdOJ0Ot33sDvL88hsz6ORZblrkHLYa2Mo4pLl+vz8/FuysrLuyczM/Gtra+sjZWVlrYMd12BQUlSKy+nEYrbi6+eD3e7AYrYgCAJhESFYLFbi4odRtq+C4Qmx1FbX0dFuRpZkvHy8CAjyp2xfBTarjdbmNkZmplC5/4A7g3h4QizmDgtRMRFA19+H1fI/waybTpuNLeu3ExQSSGpGEpVlVe4Mud7wPlz4AXBnuJUU7cPR6cBstpA7IfuYRQyL2XrMeaHrb97H15v2tg5amlvdsSooKCgoKCgch6E5zDtruJyuQbU7OhMUUU5BQeGEqNQq7n7kVt566a+U7atg7YoN/O6tZ9m6aRf3/+KXvR6TkpLC5s2bGTt2LEVFRUyYMAGVSoVOp6OmpoaQkBD27t1LdnY2TU1NXH755WzYsAGn00l2dnaXf0JKCiqVCrVaTWlpKb6+vsyfP5/Nmzczfvx4AgICyM/PZ+LEibhcLioqKujo6GDMmDHo9XoqKipIT0+nvr6epqYmDhw4wMyZMykpKSE0NJTg4GCysrLw8fEhKysLl8tFSEgIOp2O7OzsXkU5gEl5E1i+4dtBEeWcTicvv/4mr/z++X4tD94XarWaqZMnEjd8GC++/Bp//N1vTun4N//8Htf97EpysrMGKMKeJMaP4JXf/5b7Hnqc5KREfH18zsp5++Kf//wneXl5lJeXM23aNMxmMz4+PthsNqBL9PTy8sJsNuPh4cF7773HRRddRHFxMTNnzqStrQ2j0Ygsyxw6dIimpiYSExPRarWsWLGCmTNnsnz5cqKiovDz86OsrIzs7GwcDgdarZZvvvkGT09Ppk6disViwWg04nA4cLlceHp6uoU+URQRRRGXyzWgwulxkPPz899KS0tL8/X1/WdGRsYrO3fuXDsYgQwWnbZOnA4nBysPUbq3nPGTukRlL28j3r5eNNQ1Uba3AqvFRnFBCVWVhwiLCEGSZTw9Pagsq0KtVlG0aw/+Ab502uw4HQ4cDgdj8kZjMVso3VNGY4OJ5qYWmptaiI2LZvnXK5k2axKHqmpISI6jZHcpzU3NzLlsJls3bqexvonighIADpQfJGlkPOYOC5JLQqVW0dzUjMsl0dba/v/s3XdYW9f5wPHv1QSBJASIbTbYbIP3Nt6J7bhxUme2SWfaphnNaNpmtU2btEnb/NI2XelK24w2TdIs773iwbbNMHtPsxFD4/7+ICgmGBvbmGGfz/PwGKRzz30FWEjvPed9mb0ghZz0U0wJC6K+pgFZlgkKCST9SBbWPivevl401DUSFhHC1vd2svqG5VSUVhIRHUZDXRNqjRrZ4eBMUwsR0aG0NouknCAIgiCMhHSNZ+UGLkJPRiIpJwjCiKhUKhavnM/TDz0HwKG9R2g904mf77mbO4SGhhIaGgrAvHnzBt3n4eFBWFiY8+vg4GB6e3tRq9WsXLkSs7l/K5OXl5dzzPTp052fL1myxPn53LlznZ8bjUYUCgVubm4AeHp6DppnIJ6kpCTnMWd/fjafVgvBQQAAIABJREFU8zStiI4M569v1Ax7/5W0c88+Vi1fNiYJubMFTwnCbPaisKiYqBG2I2/v6KC2rn7MEnIDVCoVX77rTv7933e55yt3j+m5P8vPz4/8/HzsdjstLS3s3LnTuVK0r6+PsLAw3NzcKCoqws3NjeDgYLKysgA4fvw4drudxsZG7HY7er0etVrN66+/jqurK5IksW3bNsrKyujt7cVkMpGRkUF7ezs6nY66ujqCgoI4c+YMeXl5nDx5EoPBQGVlJYmJiXh4eFBaWkp1dTVKpRJXV1dmz55NZOT4dUQ9ceLECX9//zv8/Px+nJycvEyhUDyXnp5uHbeAxpBGq6Gnu4emhjMg93e19vI2UV5SidFkwMXVhSlhgdjtdiKnhlNeUoFfgA/eZk9yMk6hN7jT19uH3Wanva0TD08jw1xXoLGuicQZcdRU1hIRHUbG0Wx8/MyUFpbj6W2is6MLpUqJm7sbPT29KJQKCvOLWbZmMXu2HUCr1WCz2dFqNcRNj+H4oQwCg/0pPl2GQqEgL6cAlVrFmcZmtC5afP3NOOwOKsurWbB0DulHsoiKiXDOufOjvajUKpauWsiuLfuYPiuRrOM5+PoP/zwsCFeDa/1NtCAIo+gafzqx2x0olZNz++rkjFoQhDEnyzIFp4pw1fVvN3rntQ9QSupRm1+r1TJv3jxnQu5S6PV6Z0LuSnJ1dcXWO/p13PZuP0hpUfmwK/QA9u0/xOoVy0b93COxbs1qdu7eN+LxBw8fYXnq4gsPvAJSpidyKjd/XM59NkmSWLp0KUePHiUtLY2AgAA6OjoIDg4mLCyMmTNn0tjYiJubG4mJiQAsXryY48ePY7FYnMlhm82G0Wikr68PjUbD9OnTMRqNrF69muDgYPz8/PD19SUwMBC1Wu1MUAcGBiLLMsXFxXh5eRETE0NwcDBz585l9+7dxMfHI0kSKSkpGAyGcU3IDaitrbVkZmY+IstymsPheCMhISF8vGMaC319VirLq4mcGs60+Cj0BnfONDZj8NATHRtJTsYp+nr7UKvVuLq5EhgciLvBnWOH0rF0ddPS3IZGq2FKSCAOu52G2kbnCrq0jzPJPH4ChyzjZfbE7OeN1kWL3qjHarUSER2GRqtmSlgQHp5GpsZFsnvLfo7sP063pQcfXzN+Ab4c2nOE6JhIurt7sHRZMHmb0Go1mP280RvcsdvsWK1WPM0mvMyeRMdGsmDpHPQGd4weBkyeHhw9mM7UuChsVhv+gb4c3HOEiKlhKBQK8k8W4q5340TGKWISpqI3jO3FB0EYc9f4m2hBEEbPtZ7kt9vsKMRKOUEQrmaSJHHbl25i7cZVfPT2Nj7471b8/EIHjZFlmfc/2squPfsm7fLhz3I4HERHRXDPV+5Gpfr0KdNhlykvqRzVc73xt/9SU1lHWGQIS1cvxNJlGVIvrLunG3f3wYnH3t5eSkpKiImJGXR7RkYG/v7+FBUVYbPZSE39TJum8+jq6hqS4IyKiuDv/3p9xHPk5uVzy80bz3lfQUEBISEhg7ZKyrLMjh078Pb2prm5mQULFuDqOrTmFMCpU6eIi4sb9twDW6UHkljjZcGCBRgMBh555BF0Oh2NjY2YTJ/W5dPpdKxZs4bGxkaMRiMBAQEYjUa+853v4OnpSVFREatXr6anp4eOjg7i4+M5c+YMrq6uTJkyxXkOnU5HfX098+fP58SJE6jVatasWUN7ezsJCQmEhIRQVFSEj48P3t7eKBQKbr/9dkwmE+vWrUOSJMLDJ1buKysra3N8fHy6Wq3+VUpKyparvQmESqVi3U1raGtt7+9KqtFg8jRis9tRq1Rcf+NKXFxcUKqU9HT3EBEdilqtxmDUoze4Y7PaaGttJzo2ktikabjr3ejp7uHG29ajVquc9QXPfh4zGPWER4WeM57wqFAWLp+LwyHj8plOqFNCB28pTUzp/78YGHzuBisDK958z2rusGLt0iHnE4RrkSw6PQiCIFy2/u2rk3PNmUjKCYJwUQxGPbd9+WY23LKWXz/7j0H3bd+1h9KyMv7vhWfHtTPpaNuxaw8vvfwHHn7g287benv6OHYofVTPY+nqBqC8pJLjhzLosthxOByDEpySpBhSsN9ut7N//37q6uqYMmUK4eHh5Ofnc+DAAcLCwkhOTiYoKIiioiJ8fX1pbm4mNzfXmZyx2WxIkoSLiwuNjY2EhITw7rvvct999w1KmqlVKjo6OsnOzqavr2/Qx8AKLIAjR47Q09NDfsFpzOZztyWvr6+nsrISs9mMTqfD09OT+vp6CgoKnE09BppveHh4oNFoqKurIy4ujuzsbNrb21EoFGg0GoKDg1Grh67adHfTYfkkuTFeDIb+Avje3v3fh5CQELq6uqioqsZqHbwrs72zq/+TyioAaurqAThdVOwc09LWPujfgbFnc3M30NNnpbi0zHnbiVO5qFUqQHLGNLC929/ff8gcE8XJkyfrgTsHmkDIsvxoVlZW63jHdSHpR7M4vPcYNZW1GIx61mxYccFjBl5IenmbgE8Tt2rUn9zu6bzt7CSZwajvH6dR4+3z6ZZ/AJ2bzvm5JEmDEnIjMZ7/dwThmiFycoIgjILmMy388se/HZdzW61WVCrVuDYVKy0qn7SLQkRSThCES6Jzc4XPPPG99+Fmfv2Ln19VCTmAlctT2bJ9F51dXbh/snpM5+7C57/wuVE9T1lxBSHhwSxZOR9ffx9++uTvR/zHJSQkBJvNRm5uLmFhYZSVlREbG0tPTw9msxlJkigpKcHNzY2qqiocDgcNDQ0sXLiQ119/HR8fH2dNv8OHDxMTEzOk4L8sg8VioaCgAK1W6/yora3FYrE4k3Lvvvsuqamp9PT0DrsVV5ZlUlJSOHjwIFqtFkmSUCqVxMTE0NDQwPbt253bPr29vfH29iYvL4+WlhY2bNjA1q1bKSsrQ6VSDbvCS4YJtTXIYrHwq1//jta2dqIiwlFrRm/790hYrVaKS0pxc3Pj4fvvHbLicgJzNoFQq9V/mwxNIFRKJds/2A1AaETwOEcjCIIgCMLV7pkXHx+3c//5N//g5js34GEa3wZrk5VIygmCcMlsjk9X+nR0dmLy8ECl+jSJlJeXR15eHl5eXs7mDAUFBYSHh6NUKpEkCVmWefnll7n33ntRKBSDkjhnrxKTZZn33nuvf7uWwcCiRYuc43Jzc4mNjcVut6NQfLqSzGKxOFdfAURHR+Pj4+Pcljkw/9nH2e12gEHzAMxMmc7JU3nMnT0Tm82GrBj9mnKPPH3fBa8wOWTHkC2tCoWCM2fO4OHhQWRkJHv37sVoNOLq6kp4eDgfffQRPj4+uLu7k5WVRXBwMK6urjgcDmdzgcDAQPr6+lCpVHh6elJTU0NPT8+gxJzV2oefny+bNm0aFFNaWhqVlZ9u5R3YOplbWEJ9fQOhIUOTEiaTibS0NMxmM319feTl5ZGcnIyXlxcGg4HExESOHz+OyWQiIiKCkpISvL29iYqKYteuXbi5ueHh4YHFYhn2e9bZ2YmbTnfO+8Zab28v333ih3zt7i+SlBg/rrGczM3ju48/zS9//hNcx6fT6iU5ceLEiaCgoNvNZvMzE70JRPz0WLx9vGhqOMOSlQvHOxxBEARBEARhghJJOUEQLplaq6Cry4Kbm47Ozk6Mn2yLG9DT04PFYkGn07FlyxZcXFwoLi7GYrGQl5eHRqNh6tSpxMXFkZubS1ZWFvHx8Rw+fJiVK1dy4MABzGYzc+bM4cCBA3h6epKamsrbb7/N7t27SUhIICsri+zsbAoLCzGZTHR1daHVap21yE6fPk1gYCAqlYrMzEyCgoLIysoiNDS0vyC5pyd2u526ujocDgcOhwODwYAsy6xbt875WLw8TbS2tgFQVVOL2deT0TaSJd96Nzda29oweXg4b3NxceGOO+5wfh0bGzvomJtuuum8c65du3bQ18nJySQnJw8Zl5t/mugRdl4FSIiLJSvnxDmTcomJic7GBmcLCgpyfn524nXatGnOz+Pj43E4HGzfvp1ly87d9MJmt9NntZ5zW+t4+NNfXuXWmzeOe0IOID42hru/cDsv//HPPHLWluyJTJZlAzBQkOwP3/3ud9dWV1dv/vnPf/6D5cuXt1zEVDWSJFlGO77WlnZee/U9ms98urPWJkugUPDvN7agUGwd7VMKZzl98jTPPPmbC47z9fPmzrs/17/SWxAEQRAEYQIQSTlBEC5ZfFI0x9LSSV2yCDc3Nzo6OoeMmTdvnnNFlM1mIywsDF9fX44cOcKsWbOctc1OnDiBp6cnERERtLe3k5eXh5ubG1OnTuX111/n1ltvZe/evXR0dCDLMhaLhZaWFgwGA9HR0f3xxMdz4MABrFYr3d3dxMXFYbVaSUxM5MiRI2g0GkJCQjhz5gx2ux13d3d0Oh35+fn09PTg6+tLUFAQRqORkydPDnocLa1thAT3F9b/+OgxpqfEDHmsY2HF8lQ+3LKdL9y26cKDR9kHm7dy9523jXj8grlz+N6TP2LDuutHvcaEQqFgzZo1w97/8ZFjzEhOGtVzXqr29g5Kysr59je/Nt6hOM2akcx/3v4fLS2tmEweFz5g/G3o7Ox8dWAl689+9jMUCgU9PT1He3t70Wr7a6zJsuxcAetw9K9mHViBa7PZUKvVa4Dtox3cG//8gNtuuI3YmKnO2woLC9m7dy9f+9rE+blf6/Yf+pgP/reLW+5Yd+HBgiAIgiCclyzL/Omlv3MiI5e2lnau37iKmPjo8Q5r0hFJOUEQLtmCxTN49eUPSF2yCINez5nm5k863/RvOY2IiODEiROsXr2a06dP4+vri5eXF/X19SxduhSNRsPixYvx9/entrYWpVKJq6sr8fHx9PT0cObMGfz9/QkJCcHPz4/U1FQyMzNZu3YtHR0d1NbWMnXqVNzd3SkpKaGkpITU1FQaGxuxWCwEBATQ0dFBTU0Nfn5+TJ06lcrKSmbOnImHhwcZGRnOWmx+fn5oNBpcXV1RqVTMnDlz0GNNy8xi7ZqVyLLMoY8/5uGnvjQe33IWL5jHvQ8+ynWrluPt5XXhA0ZJXv5p+vr6CJ4SdOHBn9DpXJk2NYo9+w6wbOniKxjdYD09Pfzzjf/w4s9/OmbnPJ/d+w6wZtXycS1++1mSJLHuulXs2L2XTTeNbm3EK+Wtt96SfHx8aGpqIjU1lbq6Ory8vDh16hQJCQmEhYWxb98+ent7USgUNDc3o1QqiY+PJyMjA7PZzIwZM65IbK0t7URHRQyqpxkdHY2vr+9VV2NzMouOjGD3xzvHOwxBcJpIfxcEQRAuliRJNDe2UF5SSXlJJetuWj3eIU1KIiknCMIl8/AwYFf2UF5RSUjwFK5bvYI///2ffO1Ld6FQ9Hd5XLBgAbIso9frCQ4ORpIk3N3dh8x1dgfIga6QAQEB1NbWsnTpUgB8fX3x9fUFwNXVFR8fn0/i8MBsNjsbGhjO2kabkJAw6DwDq+oA5s6dCzAkATcw/4ADhz7G29MTvV5PZlYOfsGeaLXj05VQoVDw+GMP8/jTP+GmG28gPnYaCsXIOw1Z+/pQX0RHRavVypFjaew/eJjnfvzURcf79S/fxdPP/IySsnJWpC4Z0jxiNGOVZZmS0jL+9cZ/uO8bX8PNbWLUk8vMzuGBe78x3mEMMSNlOj974f8mTVLOz88PDw8PdDodpaWltLa2UlJSgru7Ow0NDYSFhWG1WmloaCAuLo6GhgbUajX5+fksWrSIKVOmjGm8kiTh4TExVyG2trZedGwVFRW4uLhgNptpa2vDaDQOSih0d3djsVjwGsOLBYIgCIIgjK+lqxdxeN8xAoP9iYoZeZkb4VMiKScIwmW580uf4/kXX+KlF37GuutW8+Zb7/DAo99Dpbw6nl4cDgfBUwL5zn3fpLu7m9++8icee/qr4xpTUGAALz7/LFu27+Rfb76Fwz6yphM2u53dO7axas31Iz6XSq0iIS6WF5//KSrVxf9MVSoVzzz9Az4+epx33/+I3t7eER97YN8epqfMRK/Xj2i8pJAIDAjg2R8/Oajm3nhra2vH5HHublTNzc3OJPRIOBwO5wpPs9l83rEtLS0oFAoMBsM5V2O4u7nRZRn18mpXxOnTp2lqakKj0VBSUsL8+fOx2+3ExMRQWFjoTMQrFArWrl3LoUOH8PDwYPXq1TQ3N7N3716sVqtIGH1i7969LFu2jOzsbGbOnElnZyeyLKNQKGhoaMDd3Z2amhpmzJhBWloaMTEx5OTkUFZWxuLFiykpKWHt2rUcP36c6OhorFYr+fn5mEwmamtrMZlMBAYGjvfDFARBEEZBT3cvx45kU11V7ywNMZ4UCgkfX2/mzEvCXT9pOslftWbMSUJvcGfxigVid8AlujreNQuCMG58fL1YtnY2Tz7zLE//4DFu23QTt206f2OByaijo5Mf/OjH3P6ltRPiBYBO58pNn1t/UcccO3aM99/+N3ffeSt+fn5XKLKhFAoFC+bNYcG8OSM+pqenhx1bPiAlMfaCjSomOkmSht2idPjwYZKTk6moqMBoNKJWq9FqtdTX1zN9+nSOHDlCYGAg7u7ulJaWOhNLOp2OwsJCbDYbRqORlpYWTCYTSqUSpVJJQUEBnp6etLS0kJ6e7uxuPNK4Jprg4GBHfX29beHChfj5+RETE0N7ezs1NTXMmzfPmdicM2cOOp2OhQsXSgqFQlKpVA4fHx9WrFhBU1MTbm5u8gVOdc3Yu3cvK1asYM+ePWg0Gmw2GxqNhoiICA4fPkx0dDSFhYX09vayZ88e1Go14eHhVFZWOm+bO3cue/bsweFwEB8fT0lJiXNF3Re+8IXxfojXDF/fRDedpzxDlhXTZGRvCWQJRZPN4ci3dTSm19bWTo7suyAIE07a0Rzef2sv66+7jtULU5wlasaTw+Ggsqqa/3v2n8xdmsDyVfMnzeuZyUCWZfJOFZOTlYelq2dEx+gMBqpqmvjrH9+64FiFQsLP38z8RTMwGIfunroWiaScIAiXbd6CZHQ6V+596CHmzZxLXOw0XF1Hvk1xIuvqspCVc4KMk5nc/bUbiYgKGe+QLtmWLVuw2+3s2LFjwr9hPnLkCK2trWzZsoWNGzde1S+2jh8/zuzZszl58iQ9PT1ERkaSkZFBY2Mj8+fPZ/fu3bS0tKDX65k1axZZWVlYLBYOHz6Mm5sbRqORtWvXsmvXLtRqNTU1NZhMJpqamoiNjSUyMnLSX7l0dXV9TZblNwDi4uKA/iYynzWwNX7jxo0+XV1dvwB2Pvroo//8/Oc/L3t6eiJJ0vhf4h9npaWlaLVaNBoNhw8fxmw2k5+fj8ViITY2Fk9PTzw9PTEYDJw6dQqNRoNKpUKlUqFQKFi0aBEvvPAC69ev5+OPP8bNzY3W1lYKCgowmUwYDIZzdm8WRl9wdNJCLy+PBxbOm3f97FnJuqiICDw/adxyprmFwqJijqVldB04/PGHrW2tL5Xnn/h4nEMWBGESOXWykIM7c/jDSy9e0m6JKykuZhqrlqfywou/5tD+dBYuGVqKRrh4nR1dvPSLV4kJj2XlwjXo9edOmvX29qLRaOjt7cXFxYWNqzeiUqnQjKDsjN3uoLyigt88/xpzFseLpCoiKScIwihJSp5GfGJU/5WV4nR6e/vGO6RR4eqqJW52GBvuXDSpExvd3d3s2bMH6E/O3XnnnRP6D+DmzZsByMrKora2loCAgHGO6NLJ8vCLs7RaLa6uruh0Ojw9PWltbSU3NxcXFxe8vb05dOgQ3d3dBAYG4ubWv0LT3d2djo4OfH19iYqK4syZM7i4uODl5YVCoUChUKDRaPDy8kKlUtHU1ITD4Tjn7+/5YptoLjKhVgd8Yfr06d987rnn/vDss88+mpWV1XqlYptMQkJCCA0NBXB2qp0xY8aglZOrVq0CIDIy8py/O0891V9f0m63O+8b2P7qcDgm9HPL1SAsLN7Xw8/rN1/+wh033Xn7JoWHcej2+Chg7uyZfOH2W9yaW1pv+cdrb37+1X+9/u/6lvr7a0+fbhr7qAVBmEzsNjtvvvoRv3n+FxMuITdAoVDw8APf5lsPPUzKrHh0uqtjQcB4sdsd/PK5v/LQt+5nalTksONkWeadd95h6tSpZGRksHTpUiRkOjva6erqAvrrdqvV6mHniAgPZenihfz8ly9xxC2TeQtTRv3xTCYT83+YIAiTklKpJD4xmvhE0Qp7omlvb2fZsmWkp6cTExNDZ2fniGu1jYegoCBCQ0OJj4+nrq5uUiflXFxcsFi60elch9y3cuVK5+cDDUcGEmWtra10d3fj5ubGkiVLnEmPkJAQFAqFc9xAAmSgcYksy86xgDMB81m9vX3nfcF0FZCzsrJ+l5iYGK9Sqf6WkpLyq4yMjAPjHdR4OzvBNrAN6XwXHM5339nbmAZ+DyfzxYvJIDQ6YVpSctLmX/38p2FhIcEjOsbT5MGD3/6GYv31q2/7zmNPzMq0q66rKs4tusKhCoIwiR07ks3yRannfO0ykahUKm696WZ2bD3Iho0rxjucSW3Lh3u5fvma8ybkBvj5+WG1WomOjqahoQGj0UhDQwN6vZ7GxkY6OzsxmUznnUOhUPDIg9/mmw8+RMqs+HFrojcRiFdOgiAI1wBfX1+eeuopEhISeOKJJ3B3d3cmby73Y8Bnv74c999/PykpKTz22GOkpEzuq2fRURHkFRSMePzAiiUPDw8WLlzIkiVLkCTJmewY+He4mnBnjz3fuNNFRUSEhV7cg5mEcnJyTjY3N98G3JCSkvLDGTNmXNWZSOHqFRSdFDhzZsqOV//0uxEn5M4WER7GP175XeTMGSnbQ0Njx66wqCAIk86hAxmsWTU5klyL5s8lJ6NgUq3+n2hkWebYoZOsv37NiMbX19ej1WppbGykq6uL6upqwsLCWLBgASaT6YIJuQFqtZqbN3yO3Tuu7eoKYqWcIAjCNUSv1/Pkk0+O6pzNzc10dXWRnp4O4NxmKfRbkbqEV197kxnJ0y/qOEmSrmhB5Y+2bufzN264YvNPJGVlZT1lZWWPpqSkrHE4HG+mpKQ8lpGRIVYKCZOJ5O/n/bdf//LnQQbDpa9y9vAw8utf/izsxlu++EpZWe4NgHgXKwjCILIs09tlddaonOjUajUahQuyLA+6CPnZr4XhlZVWET81bsSr3Q0GA42Njaxbt47333+fuXPn0t3dTU5ODi4uF7eNeNnSRTzw/fe5bt2SSwn9qiCScoIgCNeQxx57bNTnTEtL4/Tp01x//fXO21pbL798V1/f1VGXMHhKEJ2dnVRV1xAUODG24dbVN9DY2EREeNh4hzKmMjIytiYmJmYolcpfTJ8+fVdWVtY/EEkJYRIInZpwwwPfvGeFv5/vZc81JSiQb93z5bXPnGlaXVaQs3UUwhME4SpitdrQuZy7wH9hYSG5ubmEh4eTkJBw3nkOHDhAXFycs0M6QH5+PtXV1cyZMwd3d3eqqqrw8vLC1fXytsl6e3nT1tqBu15HTvop9m4/yIZN1xM5Lfyy5r1W5OeWkJx0/p/nAEmSWLHi01WUGzZc3gVejUaDStJc00lUkZQTBEEQLouvry979uzhlVdeGdV53d3dJ2xx4Yv14L3f4Jmf/YLnf/oj3N3HdyWhxWLhmede4HuPPDiucYyXnJycBuDu5OTke5KTk1+x2WyPnjhxomW84xKE8wkKCnrwphtvGLV3K7fefKP057+9+mBZASIpJwjXkGOHMqirrj/vmD6rFa1Ge877oqKiyM3Nxc3Njb1792I2m50NuRoaGvD19XXWAj5+/Dhms5m0tDSmTp1KdnY2drudhQsXcubMGdLS0lAqldjtdnJzc7HZbAAsWrSIjIwMwsLCKC8vp62tjQULFjhvi4qKGhKXu86VP//mH5zMyKX5TP+fdL3BndyckZcPmSx8/L2Zu2jWqM5ZVVHLyrnDb13dvXs3y5YtO+d9u3btYvny5ee8r7Ozk87OTvz8+ism1NXVYTKZ0GoH/36ZjCY6Oy3o9dfmbpur492OIAiCMG6mTJnCo48+Ot5hTGj+/n7cf+89fOexx1m1PJXE+FjU6rEtaGu1WjmZm8fWHbt48N5vMCUocEzPP8E4MjMzf5+UlBSnVqv/mpyc/GJmZub+8Q5KEM4lNDbWb1nqkgUu2nO/Sb4UOp2OJYsWplbUVXpV5+efGbWJBUGY0PbtOMiGW9aed0xvTx/1VTnnHdPQ0MC0adM4ffo0hYWFyLLMwoUL2b17N5IkYbPZiI+PJycnB39/f8rLy/Hw8KCjo4Py8nJMJhPNzc14enrS3d2Nl5eXM5lXWFiIUqkkIyMDg8GA0Wjk4MGDGI1GGhsbz5mUQ5KImBpOj6WHjGPZ2Kw2gsOnEB4VehnfrYnpf29+OOpJuc5OC58tjSDLMps3byYoKIjKykr+85//MHfuXHJycvDy8qK9vR2z2YzFYmHHjh3OsisuLi50dHTQ3d3NtGnTsNls7Ny5E51OR19fH1FRUcyYMWPQudx0brz92ge4uY1uB90FqXMJCJr4JVRFUk4QBGGCkpGxdHeju8wl/dc6h8NBT2/3eIfBtOgofvd/L3Dg0BF27zuA1Wob0/Or1SqiIiN4+cXn0Wiu3Q5XZ8vOzj4VGRl5q8FgeCY5OXm5QqH4SXp6unW84xLGj1rS4qL89Ep9TFg8b/z9jzfNmzv7SrYVr5IkafilxrJm7uyU5FFvUDJrRormjX//dzawZbTnFgRhYlIoFETHRJx3jM1qY9sHR4e9PzAwEKPRiE6no7u7m4CAAPz8/FCpVAQEBNDV1YXNZsPPz4+QkBCqq6uZNm0anZ2dGI1GEhISqK2txdXVFU9PTwwGAxqNBrVajYeHB83NzdjtdkJCQmhoaKC4uJi1a9dy8uRJoqPP/VTc0tLKHbdcz423XE97awcf7z9GypwkfHy9L+v7NRFdiXrDAysWz2b1/lqOAAAgAElEQVS325FlmcTERKqqqoiIiCA9PR2lUolGo6G3t5fk5GSOHj1KbGwsra2tXH/99WzevBlJkpg5cyZZWVl4e3vj6+uLzWbD29ubyMih3V3tDjspcxMxelx6zdTPSj+SRVV5tUjKCYIgCJfupltX8fAT30chTdxG2Q6Hg8a6JnwDfMY7lGE5ZAfzUy+uycKVolarWbZ0EcuWLhrvUIRPFBUV9QLfTUlJWe1wON5ISUn53mg0gSguLWPLth10dHSOQpRjT6lUEh8Xw6rlqVfNNvKR6O7so6K8EZvNRl9fHyEhIWjM2htPnjx5Y0dHByaTCb1eT2BgIKdPnyY6OpqmpiZUKhVpaWmEhobi5eVFZWUl06ZNo7a2FoVCQXV1NQ6Hg7i4OOrr66mqqnJ+X/V6/RHAmZRLSkraJEmS7HA4Nufk5HSBPDUiPPSc8TocDgoKCnBzc0Oj0dDV1UVQUBAZGRm4uroSGBiI2Ww+57ER4aFIkjIakZQTBOEsKrWKnj7LsDW+Zs6c6fx89erVg+5LTk4eMn7q1KlDbgsMDCQw8Nwr9sPC+uvdyrLM0aNHUavVBAUFMWXKlGFjbm5rwd1dhyRJGE0G1myYHJ1jJwqjh54zzS14nVX/T6VS4efnx8mTJ4mJicFoNOLj4+NMtCmVSrKysli1ahW9vb2cOXOGgwcPMmfOHJqamigsLGThwoVYLBZ6e3txOBwYjUYqKysxGo2Dzt/e3k50TAQurqO3Iry8pHLU5rrSrp1XWYIgCJNMTFwkT/5k6NWkiaSr08I//vgG33z4K+MdypgyGNyprKpmWnTUuBSltVqtqNWjvnBmROrrG3BxvfpW2mVkZGxLTEzMPKsJxKuXOtfufQfYtmMXX/7iHZgmSfe6z7LZ7Bw+cpQfPP0Mz/34qVG7Ml9X38BLL/+B7u6eUf+/IyODLHPXnbcPW7C6oa6R7PSTw87h6W7Gy+jH3r172bRpE5mZmRQXF2MymXBxcXG+scjPz6eyspKSkhJsNhseHh54eHhQX19PbW0t6enptLW1UVtbS3BwsLNLtSz39xXp7Ox0viF1OByGxMREZ7EepVL5FWCVJEnNycnJ71r6ZG+DwXDOeCVJorGxkaqqKtrb2zEYDNTU1NDc3IxarSYvL49bbrnlnB31TB4eIMme55hWEIRrnMnbQFV1zbiWupAkiblz515wXGdnJ5Lacc02CRgNYeFBnC4sJjpy8CrKsxOwAwZqy4WEhAy6XavVEh4ejiRJzhpywJAEnJeX15A527vaRzUht3/nYY4cOI5KpUKlUpEyJ2nU5r4SRFJOEARBuGQOhwNphO3TrybLVy/gb396i3c3vzcq85UUll1U3ZOivNOET40ccev60aR1UXP7XevH/Lxj4ZMmEHclJyd/Izk5+S82m+2Ri20C0dnZxVtv/4/f/Ornk36F2c03bkCt1vDWO+9x6+c3XvZ8vb29PPXMczz1/UcIGmaFxOWydHfz2OM/5OEH7iU0JHjo/V0WGuoahz3eFG7m448/Zvny5XzwwQesWrWKsrIyuru76ejoIDw8HIfDQVdXFw6HA4vFgt1uR6/XO98Qms1mbDYbXV1dAM7xTU1N+Pn54ebm5nzD4nA46Ojo0KpUKue7G1mW3SRJQpIkvSzLwQoF6oFk3mf19fWRnZ3dH7vJhL+/P62trQQEBNDY2EhAQMCwb1QlSUKWuPaewAVBuKBlK+fxznsf8sC994x3KBf04dbtLFwy48IDhWHFJUTx31d3se66VSMa39vbS1pamvPvS0REBG1tbRw4cABfX19cXFyGJO2G09zcgovb6L5eaqhr5MCujwGIiokQSTlBEATh6iXLMopr8MqkTufCvQ9+YdTm++WPf8vDT907orHdlm7u+tw3ufmWlcQlTRu1GAQnOTMz8/fJycmxA00gZOQR/5Jv37WHjRvWT/qE3IB1163igUe+zy0333jZqxA+3LKNjTesvWIJOQCdqys/ePQ7/P7Pf+PHT35/yP2hESGsXJs6/AS9aprr2snLy6O7u5v29nZCQkJoaWmhrq6OoKAgSkpKSE1NJTMzk+TkZGpra6mpqSEgIIBDhw5RXV3N7Nmz6ejoIDIykqqqKoKCgmhrayM0NJSCggJcXV3p7e1FqVSiUCgaMzIy/jYQQkpKilmW5XcdDseb2dnZ1SHTEn9gsViWnitcjUZDUFAQLS0tSJJEV1eXc7UcQE9Pz7APtb29HWRaR/q9FQTh2jEtNpy339xKTW0dAf4TtyZXe3sHO/bu4oc/u2+8Q5nUvLxN1DfX0tnZhbv7hTugWq1WqqqqnE06DAYDmZmZREREcPz4cebMmTPic7/9vw9Ytmr+5YQ/xOIVC/jnn95EqVSyIHXksYyXq+MVoyAIgjAurtWVcuPpyIE0ui097N1+UCTlrqDMzMzcgSYQlrY2F6vVhlp94ZdNWTkneOj+bw26raio6JyFjYcjyzJZWVlYLBbmzZtHcXHxkG5zNTU1aDQavL37i1gfO3aMtrY2lixZMqSRR2dnJwcPHmTatGmEhoaOOA7ory2nd3enu7sbnU53UY/h2WefJT4+ntTUVAwGA0eOpfHMUz8YMq6srMxZQ2gkent7qaurw93dHYfDMaRmmr+/H21t7TgcjoteTWrHyuIV86isrGLpqoUUFBThHxB4QK1Wl8ybN4+8vDxmzpyJXq9nypQp6PV67HY7PT09+Pv7ExcXR3BwMI2NjQQHB/Pee++xePFivLy8CAkJoaCggKSkJMxmM9XV1ezatYtNmzYVnx1DRkbG82d/rZClotKyCqIihxZnlySJ9evX09fXhyzL9Pb20tzc7Py9gP7n6XNtPy4tq0CSHZddP1EQhKuPJEl8/b5beeonP+WnTz+Fr8+5a1OOp7a2dh7/0TN86Z6NV6T5wbVm4y2rePmPf+axhx+44Nienh66u7uRJImOjg6ampqYMmUKS5Ys4fXXXx/xORsamziefZynbx3dpKqPnzexSTG4aDV4eplGde4rQSTlBEEQhEsmO2QUimtvpdx42rvtIACH9x7lq/d/Ea326qvvNlEMNIHwCgz45gs//LX7Xd+4jcAp/uc9pqvLgt7dfdBtp06dwmq1UllZSUJCAl1dXfT29jpXNg18LFq0iLS0NMLDw6mrq6OhoQG73U5zczM6nY7c3FxCQ0NpaWmhqKiIefPmkZ2dja+vLw0NDfj5+VFUVERpaSlqtZrk5GSysrJQKpWYzWZCQkI4cuQIdrsdNzc3JElCqVSiVquRJIny8nKioqLIz89n5cqVzjc5vr5mXnv9DUwexnM95GFt376dd955h+eff56FCxfS0NSCVju0ZowkSRQVFVFVVUVKSgpWq5XOzk7sdjsWi8W5DTQyMpKcnBzi4+OpqKjAZrOhUqnw8PAYUmPRYNDT1dWFXn9xndyUWmi3N2EMcKHVWk9pXREP3fvcH8sLsl67qIkuwl133XX+AYq+o+mZWfZVK1LP+a5zoGYOgJubG56eIysTl56ZZZMVtmMXF60gCNcKHx8vvvXwbfzw5z/F3yuA0NAQlMrxvxDrcMhUVVdTWlnCF7/6OcIjh5YqEC5efOJU0o6d5F9v/Ifbb7n5vBe11Go13t7eGAwGKisr8fX1pbW1FUmS8PT0HHRhaDgNDY088cxP+PoDt45oJX5rSztZGbm0tnbAMCUdzuai06FSq/jff7dfcKwkSXiYjCTPiMVgdL/g+NEmknKCIAjCJXPIorDuWOvr68Ng1BMwxY+KkkqiYoaunhFG15SQIL718Ff468v/IiEljhXXLwHAbrcP2aYqSRKfrf+lUCgoKiri+uuv58MPP8RgMNDV1YVCoWDZsmVs27aNgIAAioqKUCgUnDx5EqVSiY+PDw6Hg+bmZjIzM1m7di0ffvghAImJiRQUFDibBzQ3N1NbW8ttt91GaWkpLi4ubN++nVtuuQWlUkl6ejo7d+6koKCAwMBAFAoF69evZ9u2bahUKhoaGvD396egoICAgIBBqw4cDgchISGYvYcWZz6fgTn8/PyIioqitevcDRby8vLo6+tj/vz57Nq1i4iICCoqKujp6WH9+vVs2bLF+Qags7OTvLw8HA4HarUas9lMQ0PDkC5+CkkayWv2SaE0L6989/4DGY9+575Zo7Utuq+vj70HDh0pz8urHZUJBUG4Kvn5m3nimW/R1NRCfW0Tdrv9sub799/f4Za7L69GqUKhIG7OHHz91orXoKPsrq9s5MP/7eZb33mIaVHT0OvPnaCy9vUhA5ozrfT19XHoaBp9fX3kni6mt7eXmoaPhj2Hw+6gsrqKprZGvv7A5wkI9DlvTLIs8+/XPqKquIkVqUuJnBY3op97ytTZSJKEQnHhVZSyLNPY2MTvf/lvohOC+NzNq8b0d0sk5QRBEIRL1r9Sbvyvml5Lnvvt05/UoPv2eIdyTfHwNPLg499k2/u7eOnZPxARHcrJrDy+95PvDBpnNOhpaWnFbO6/Snz69GkCAwORZZldu3aRkpJCRkYGdrudsLAwVCoVgYGBmEwmmpubcTgc+Pr6OhNaSUlJ1NTUMHXqVHbs2EFERARVVVWUlZWRlJREVlYWYWFheHp6Eh0dTV5eHiUlJURERDB//nx27txJcHAwZ86cITAwcNB2T4VCQWRkJFarFbPZTGtrK9HR0UNWndXU1vHtb3xtyLbY85Flmdtuu4358+cTExODQqEg97HHz5nIhP7aaEePHiUpKYkjR46gVCrx9fVFpVI5r7iXlpaiVCpxdXVFkiQ6OztpbW0lKChoyHztnZ3odK4jjneiKyoqfnnztp1/v2HtmlGZ7/2PtlJWUf7yqEwmCMJVTZIkzGZPzObLb9a88wMjSckxoxCVcCVIksT6G5dz3fql1FTXY7EMX5f0UikUEgvWxGH00I8o8fXGPz8g0BTKd5578Ionyq5fs5K//eM13v3vdjZ+fvUVPdfZRFJOGDVXyxVpQRBGzuEQK+WES/fJ341J89dDoVBw3edW4m324seP9Zf92vHhnkFj5s6eyf5Dh7npczcAEB0dPWSeKVOmDPp65syZQH/3snO5/fbbAZx15WJjY4edKyUlBZVKRXJyMoCzVtvAMfHx8YPGf7ZW3Wf19vZitVqHJOouRJIkvva1rw26LSkhnqNp6SyY+2nR5by8PHx8fEhJSXEeNxDzwHPLwoULAZwrEAduLykpweFw4OY2uCh1a1sb6rO2dF4NyvJzXnvx17/79pJF82caDYbLmqu5uYVfv/zHw2V5OW+NUniCIAjCVUSlUhIcEjDeYVBRVkNLXTcPf33jmLzfkCSJL33xDh59/Cnqahvx8x+bWopXz6sVYXzZ7QX7dh1xKBSSQrxBF4RrR8uZVpoam8nJyh/vUCa1lpb2i/oeXuz4iaq0uFJGlibdAzmRlYtKrcJmtfGX3/4Tv7OaJyxZtID7HnqMNSuXD0kWjQWlUulMyI2GV//1Juuvv25UXgzfuGEdj/7gKRLj45x1985OMA4Y7lyfvT08PHzIGIfDwa9e+h133Pr5y453grGVlpZ+8ZHvP3not796wXSptSR7enp56HtPNJXW1NwNXN4+NEEQBEG4gt59azv3ffXeMV0AIEkS3/jKl3j1v//gm/fdMSbnFEk5YVSUFp7Y/9abqmVvvbllGjIiKycI1wi1CrOLSjnnnXf2fjjesUxmBlfFl/bszfzblRo/UckSDeUF2e+PdxwX68v33snn79xAdsYp0o9kcXDvcRyO/lVcGo2GB+69h4e//xRr16zE5OExztFeGpvdzpGjx9FqtSxPXTwqcxr0eh649xt874kfYTQaUI7y1ndZhpbWVq5fs5KkhPgLHzDJlBeezNsuKW+498FH33v+2R95epou7ner6UwzD3//iab9ew+tqyrMKbxCYQqCIEwKXV0W9uw8QnFhOVarbdTnV6lUREQGk7piLu76sb9IN9nZbDYsbX0EBpy/wdaVEBEeRlNNG7JDRhqDhnYiKSeMmrL8zH3AvvGOQxCEsZOSkhIJKMoKsv8w3rFMZtOnT19wMd/DlJSUixovjD69Uc/C1LksTJ2LpU/m7F24sTHT+MWzP+LwkWPUNzSMX5CXQaFQsnHDeqIiw0f1CnXstKn85lc/p6enx5nIHDUSuLq4DGpScbWpOJ19cLckz994yxf+fv+998y9Ye2aC27TtVqt/O+Dj/j17/90qKy0/O6q4tyiMQpXEARhQjqZU8B//rGNOzZt4uZVmy6qZupI9Vn7yDmZyws//isbb18hauldpLraJsJCwsalTI4kSQT6B9Lc3IqXt+mKn08k5QRBEIRLZrPZlEql0jHecQjCePtswxN3d3dWrVg2TtFMbAqFAp1ON95hTFqlBTkFpQU5C8sqq255+Q+vPLhyeeqMubNnKiIjwvH0NIEMzS0tnC4q5sjR444du/YeK6+qeLE0N/u/gHi+FgThmlZdVc/7/97Hy7/6BVqt9gqeyY2lixYwf85sHvnBE5g8jROiTttkUVFWQ0R46LD3WywW9u/fT3R0NJWVlRgMBjw8PJx1aS9XRFgYFeU1IiknCIIgTGwqlUqBeJMnCIIw1uzl+Vmvl+dnvV5UXBr+p7/+fQGyNE1G9gaQJKnR7pDzFZJ0sCw/q2ycYxUEQZgQZFnm1Vfe4cnvfe8KJ+Q+pdGoeer73+XJZ5/hiWe+ddkrv5oam9n50d7RCW4CO3GikLUrNgx7f2dnJ+7u7nh4eJCWlsaiRYvYvHkzfX191NTUAP1biENDQ8nNzWXBggUcPnwYrVZLSEgIhYWFzJ8/f9j6v0ajgfb2sdntIJJygiAIwiWz2+0KSZJEUk4QBGGcVBSeKAFKxjsOQRCEia6mqh5/r0B8fXzG9LzeXl6EBYZTXlZNaFjQZc11x1duxma7+vv0GCrqkB3nf4tRWFhIREQEM2bM4J133sHFxYWKigrmz5/P7t27kSSJlpYWmpqa2LlzJ/PmzSMtLY2DBw8SEBBAVVUVU6dOPefcsjw29eRAJOUEQRCEy+BwOBQqlUok5QRBEARBEIQJ7dCBdNasWj4u575u1Qq27t982Um5+OlDu5ZfjXr77LS0tg17v0ajYcGCBRiNRrKzs/H29kan06HRaFCr1QQEBOBwOGhtbUWv1xMTE8PHH39MS0sL06dPp62tjSlTpgw7f0tLK14h+ivx0IYQSTlBEAThkqlUKoUsy1f/5TpBEARBEARhUistrubrt0VfcJwsD25ENLDlVJZlJEka9v7ziYoM55XXai8i2mtbcGggu95LG/Z+Dw8PPD7pcL9mzZoh98+YMWPQ1xaLherqavz8/EhOTr7g+YuKS0hZuvIio740IiknCIIgXDK73S4aPQiCIAiCIAgTiuyQeeLBnxAVE8HSVQsJCZuCrc8+okZDaWn9yaDu7m6USiXJycl0dHRQXl5OcHAwrq6unD59mo6ODrq7u0lKSiIo6Pwr4FxcXLBbR+WhXRN8fD0pqyp3JkIvl06nY+nSpSMaK8sydU11GI1ipZwgCIIwwSmVSlFTThA+w2az8bd/vs6Jk6dQKif3Sy273c60qdF87UtfRK2+9MdSW1tHVU3tkNUFV5KLVktUVASuLi5jdk5BEARheB3tnbzy0qtjci4ZKDhVSE7GKd5+7X3Co0JRa91HlORRKBR0dXVRVVWF2WymsLCQkpISWlpaKCsrY+bMmWi1WtLT0/Hz86Ozs3NEMXV1WEbl8YdGhrBy7dLLnmciUyqVePsZKCwuIToyYkzPnXMylynhvqOSDByJyf1KURCEa1ZKSspqWZa/KklSz3jHci2TZVkPvDfecQjCRPKrX/+O+LgYvnr3F8bsBd2VIssyu/ce4LlfvMhT33/0ko7/1a9fpqOjk6jICNLT02lqamLWrFl4eXsB0NLcgslkIi8vj5jYmIua/9TJU3R1ddHd3c2iRYtQKBUU5OXj4uqKj68vv/3DKzxw7z3EXeS8giAIwuh75On7sNvHpuqJLMvs23EIhywzY04SS1ctZPeO9BH9XXZzc+Pw4cN4enpis9mwWq0sWbKEnJwcEhIS6OnpwWazERsbS3NzMyEhISOKyc1dx6a7brzch8YrL7161SflADZuWs3vf/8XfvWzn47Z6ym73c4rf/s733z4ljE5H4iknCAIk5dZluU/ZWZm7hjvQARBEAaUlVfQ3dPDdatWTPqEHPTXyVmeupjj6RmcLiwiOiryoo7ftmM3np6ePHT/vVRVVREeEkRKSgqSJLF37148PDw4Wl/LovlzcHNRk5CQQHFxMUFBQdjtdtRqNQqFgtLSUrRaLZ2dncyePZv8/Hz0ej0mvRsWi4WZM2eiVCrJy8tDGx9DZGQkSUlJ3L7pZu5/5Hu8/OILV+g7JAiCIIyUu95tzM4lyzJff+Aups9KwOhhAGDP7nQcDgcKheK8x7q4uODl5YXD4UCr1dLX18ehQ4doamqio6MDT09PKioqiImJoaKigkOHDrFixYrzzulwOJAlhzOWy3E1vL4YCR9fL+JnhPHSy3/g/m/dc8Gf2+Wy2+288H+/Ye7SBEyexit6rrOJpJwgCJOSw+FwKK70M7MgCMJF2rZzNxtvWHdZL5hlWUaW5fO++BzJmNF00+fWs3nbjvMm5WRZxmazoVarnV9v2bGT53/yIyRJore3F61WS1ZWFuXl5fT09KBQKIiMjCQoKIisrCxOnjzJ+vXr+fDDD9FoNLi6uqJSqYiKiuLUqVPMmTOHzMxMFAoFlZWVmEwmoP+FdE5ODmvXrmXbtm3U1NSQlJSEq6sLq5ancuDwx8RMvXBxb0EQBOHqIEkSS1YuGHSbp7eRuvoGAvz9zntsSEgIAQEBKJVKgHP+rZ03bx6SJJGUlDSieM40N2MwXrienTDYmnVL2L3jY+554EHmzpyNt5cnEqOblJSRaWhs4mj6cVauncfCJTNHdf4LEW9oBUGYlCRJcjgcDuV4xyEIgnC20rJyIiPCBt22b98+oP8q+WcN1FgbuG/g3x07dvCXv/yFtra2QccPJOPq6urIzc113nbo0CEADh06RGlpKX19fRQUFAw6buvWrWzfvh2HwzForrPrvA3cfnZsAKGhIVRWVZ/3sTc0NLBs2TIef/xxDh48SHd3N2qVCq1WA0BERATNzc00NTUxe/ZszGYzQUFBBAQEcPToUXx8fEhISGDHjh3Exsai1WppbW3Fx8cHg8HgLK7t7e2NzWYjNDSUoKAgzGYzJSUlTJs2jV27duHp6Tmo4PacWTPIyj5x3tgFQRCEq19ScgyHjxy74DhJktBoNCiVSpRKJZIkDflQKBSDvr6Qj48eJzF52mg8jGuKJEksXzWfJ37yDUJivbBpO+jTtl/wIzPvKKeKM0Y01ubSSUSiD0899y0WLZ015isRxUo5QRAmJVmW7WKlnCAIE02f1YpWqx10W2trK/v27cNqtaLX67FarVitVtRqNVarlfr6ehwOB8uWLSM7OxsXFxccDgc+Pj7s2bMHSZJIT0+npaUFpVKJxWKhr68PPz8/3n77bdzc3GhqaqKzs5PKykqKi4uJjo7mwIEDxMbGotPp6O7uxm634+/vT0FBASUlJXh5eZGdnU1ERARxcXGcOHGCtrY2NBqNs1ZOTEx/LTaVUklpaRlPPPHEsI+9p6cHi8XC1q1b2bp1Kz4+PiQmz3DeL0nSoO09oaGh55wnLKw/qRkRMbiws5dXfw26lJSUYWOIiooacpvJ5EFrW9uwxwiCIAjXhplzEnj+h39m44Z1Y7bSHPovcm3btYuHnrhrzM55tVFr1MTGj7yEhq2nBxdXLbMXDP+aYaIQSTlBECYlSZIcsiyLpJwgCBOKWqXCelZibqDLW3NzM2vXrmXHjh1IkkR3dzeenp7MmjWL/fv3ExYWxvHjx3F1daW+vh69Xo9SqSQ2NpY333wTlUrFihUr2LZtG3a7ndjYWIqLi+nu7iYqKgpZllm1ahWbN29Gp9ORkJBAU1MTSqWS6dOns2/fPlatWsX27dvp7e3F398fb29vgoODWbJkCX/84x9ZsWIF+/fvJyUlhfr6emdCDsBudxAaGspPfvLMsI+9vr6ePXv2EBcXx3XXXceSJUt48bd/GNH3rbu7G4vFQlpaGrNnz3ZuS/2sEydOkJCQ8ElMdmw225Ak6Gd1dHTi7jZ2dYwEQRCEiUmr1RCXEsEHm7exYd11Y3berdt3ERkbhKur6AYuDCWScoIgTEqO/j1eYvuqIAgTSoC/HxVV1URFhANQUlLCrFmz0Gq1HD58mGXLllFQUIAsywQEBODi4sL06dNxd3fHy8uLoqIiYmJiUCgUyLKMv78/N910EyEhIRw+fJjFixfT3NxMS0sL8+fPp7CwEIPBgI+PD5IkkZycjE6no7q6mtDQUIqKisjLy2P+/Pnk5eURGBhIYmIiR48exWQyMX36dNRqNddddx3h4eF0d3ej0+kICAgY9Ljq6uvwMXuf97F7eHjw3//+l9DQUCRJQpZlenv7sNvtzro859Lc3Mxf//pXgoODWbFiBQaDgQMHDuDl5UVPTw+SJOHj40NXVxfl5eW4urpSUVGBTqejoqKCTZs2nTeu7JyTxMWKLUOCIAgCbNi4kl88+wo6VxdWLFt6RbcqyrLM3v0H+WjXZh576utX7DzC5CaScoIgTEoKhcIOqMc7DkEQhLOtSF3Kh5u38Z37vgkM3oK5dOnS/2/vzuOzOu8773/OOfeifV8QSCCB0A5a2I0xYHBiwA55ESfjuFkmTd3XTPuaTGfaztN2mnYmnaYz6TPNtNPJNJ0n6aRO6rZOvAZsA8HsEpsWBBIgCYQA7cutXbqXc54/CHdMjBcW6cbwff8DPudc1/mec+slfH73da4LgIqKipva3CiA3Siu/bKiousFpY0bNwLXi183rFix4pZ93TgmNTWVzMxMTNO8qe/HHnvspnY3cnUrgjwAACAASURBVFZWVt7yut7Y+TabH99wy303eL3e8KuncP111dWrlvPW7p+xbcsn3rddSkoKpaWlbN68mZ07dxIbG0tvby/Dw8MEAgG2b9/OW2+9FR4Rd/DgwfA8c7d6XfXdQqEQr+98k//3z77B8MjoBx4rIiIPPssy+Z3f/zX+8Uc/5eU33mBe1lzcrnv/SBEMBrnW3cn8RRn8h6//+gd+OSUPNxXlRORjyTAMOxQK6V83EbmvlBQX8sKL/0RD4xnKl5RFOg5ZWVl33Ufz+Qu0tF3kXz3/ldtu+9kdn+YP//i/0NPbS3FR4fuOSDh0pJor17ro6upiwYIFtLa2UFhYxODgAMdP1lJ/+gxlZWVcvHiJUCiEb2QUlyeKEydOMB0I3bLPyclJXt/5Fp/7zKeJjY1VUU5ERACwXBa/8uXthEI2w74RgsFb/ztyt+dISopXMU4+lIpyIvKxZNu2rYUeROR+YxgGX/+93+XPv/1X/OCHL37ofGf3O7/fT3R0NP/5D3/vjl7xcbtcfPMbX+fkqTraO67ctKLruy0tvz56MCHx+gi/q1evEhefQG5uHu2XO1i4KJ+JySnmZM0Lt/nhCy/w1Ke2036545Z9RkV5+d1/92+YmzXntnPL/WXKMB3bwQFmd0k8EXmgWZZJSmrShx8o8j5s2wG49f/cfEQqyonIx5JpmrZt2yrKich9JzY2hj/+j/8PwWCQUOjef/s+m0zLwu1y3dWcO5ZlsWrlclatXP6Rjg8Gg/zwB98naukSnv3sjvc97kxD7QfulweHJzTWd/LY6Ws/K5ifbVkz//jS093P/p8dm/HzzPa5RPTz9mDQ5/jhzp1txeNxMzEVnNHztLVcdoC6u+lDRTkRmRWVlZUl09PTY1FRUZ5gMBh1+vTppqqqqpWO48QGAoELZ86cuXI7/dm2HTIMQ+PBReS+ZBgGbrcbt1tTX96uuro6urq62L17N1/72tfQoGhpb2+fmrQSlp07++1VtmHM+PNLotf8t4ePnf3LmT7PbJ9LRD9vDwZ9jh8uzmU+6hjO1HjAOTmjJ3Ls7svnGqvvpgsV5URkVjiOk+d2uwOO48yxLCu2vLw8xrbtKsDvcrnKcnNzv9ve3j71UfszDMN2HEdPaiIiD5g333wTgJ6eHurq6li2bFmEE8n9oKftdC/wxmycq6KiYsfl5oZXZuNcVVVVs3YuEf28PRj0OX64qqoqj207Y03NDTsjneXDqCgnIrPBME2zwnGcOMdxRgzDaAEyTNNsDIVCWaZpjt1OQQ6uzylnWZaKciIiD5hly5bR09NDfn6+JsgWERGRB5qKciIyGxzHcc4ZhlEG9ABphmE02rZdbhiG3zCM2yrIQXhOOT2tiYg8YLZt20ZXVxebN28mNzc30nFEREREZoyKciIyK6anp98IhUK7PR6Py+VyuWzbzrQs6ziA4zhkZ2dHX716dfKj9FVZWfmvgV8xTTOhsrIyra6u7r/OaHgRkQ8QExtN/8CgVvm8jzmOQ//AADGx0ZGOIiIiIhKmopyIzIqmpiY/4H/Xpr477cswjEvA2p//5/jd5BIRuVvPPLuFP/32fwP7zlcolZtda7/M0dpTRMe8fxGttamZ3/ydf/+R+7TcJs//5r+4F/EixnGcHwGr7lF35wzDeOoe9SUiIjKjli5dWuZyub7Ozc+U72eu4zjfmulM94KKciLysVNbW7u3srKyE0gDfhLpPCLycJuXncl//M+/EekYD5R//L8v8+jG1WQvmPu+x/z3b/w1v/1H/3oWU0XeoUOH5q5evXrR+fPn8Xg81NTUUFJSwuDgIENDQ+Tn59PV1cWcOXNYvnw53d3dnDp1ioSEBKKjo/H5fGRnZ3PixAlycnI+0uh0ERGR+4FlWamO4+yuq6v7XqSz3EsqyonIx1HQMIx/cBynvK6urjPSYURE5N574W//kZi4mPfdf+5MC3/5Z38zoxn6egZJjDaer6ysfHxGT/QRnTx5snB6epoLFy7wla98haamJpYvX87AwABNTU3Ytk1hYSENDQ0sX76cI0eOsG3bNnp6emhsbCQmJoaFCxdy4cIFCgoK5lZWVj5QDzb3imEYJZHOICIiDwcV5UQeMnnFFf/LdFnJkc5xtyYCzjzTNJMXLVn2D5HOcrfsoN12qbnu65HOISJyv/jsF7djh+wPPOZ/fPN/8xu//dUZzXG8poF3Dtb/XYzpf3FGT/QRpaWl7V6xYkWWbb//veno6GDr1q0A2LaNbdscPXqU5ORkVq5cidvtBiArK+vq9PT0wzXUUEREBFi2bFmabduPOI4TZxiGH2gCcBxnLdBiWdaZQCAw3+VyLQAIBALNbrfbAJbZtj1k23aDy+XKBLIcxxl1HCd5bGxsX2tr68jtZlFRTuQhs37d2u1/992/nhfpHHfLcRyCwSBut3tJpLPcrW07nj2hopyIyC9YloVlffAC26Zp4va4ZzaHy8JxCP58XtSIq6ysdGJjYyksLMTtdlNScn1AV0xMDLm5ubhcLhITE4mJuT7C8Mknn2T//v3k5OSQnp5OdXU1y5Yto7i4GMMwnPvlukRERGZTIBCYtCwrzTTNacdxXKFQyLQs63HTNAdDoVBGKBRaaRhG0LZtF4Bpmlm2bS8yTXO9YRgXLMua4zhOu2EYi4FuwzDS4uLizDvJoqKciHwsGYYR/rZfRETkYVBWVva7QPKCBQsAKCgoACA6OpqcnJz3HB8fHx8eNQdQWFgIQEpKCsDYTOcVERG5T+UBGYANjAK9hmFYjuOkWJaVFwwG/+b06dOtVVVVW23bNsfHx4/Gx8cXhkKhQ6ZptgEZtm2nWpblNgwjwbbtOMuynDsJoqKciIiIiMjHgGEYJyOdQURE5OPO7XafD4VCjxmG4XUcJ2AYxlrABxjAOcuyllRVVa0IBoO7TdN8Ij4+/gvAsGEYubZt+yzLSjVNswvoA9ymaXaHQiHjTrKoKCciYb19/bz08quRjvFA+soXnwu/TiQiIiIiIiKRcerUqQDwnXdtsoBfHulmAkHgRYDs7Gzv1atXJ0tKSjwNDQ2hkpISq6mpKcj1Qp7D9VF3t01FOREJ6+ntZWxsnB3bn450lAfK337/B4xPTKgoJyIiIiIicv8J3WKb/e4/r169OglwYz7WpqamW7W5bSrKichN0tJSWZy/8LbbjY2NMTQ0hOM4ZGVlvWe+N5/Px9mzZ1m9ejX19fVkZWVhWRaXL19m+fLlHDt2jIKCAsbHxxkcHKSsrIzq6moqKiro7u4mGAySm5vLiRMnWLVqFS0tLcTExJCamkpjYyNr1qyhq6uLtLQ0oqKiALh8+TLDw8MUFRVRU1PD8uXLuXr1Ko7jkJ2dzalTp1izZg3nzp0jPj6exMREmpubWbVqFXV1dcybNw/DMLhy5QrLly/n0qVL5OXl0dHRwfDwMEuWLMEwPnyUcnJS4m3fTxEREREREYHKysp0IAtIq6ysTK+rq+uLdKZ7RUU5EbkjjuNw7NgxUlJSME2TCxcukJGRQXR0NC+99BI7duzg2rVrrF27FsMwOHLkCKWlpezcuZPs7GyOHz+OZVnMmzePnTt3smTJEo4cOYJhGMTGxvLWW2+xevVq3nnnHUzz+kI2Fy9e5JFHHuHNN98kISGB0dFRLMuiqqqKmpoaWltb2bZtG1FRUTiOw+nTp4mKiuLSpUusX7+evXv34vF4CAQCtLS0sGrVKnbt2kVycjJtbW24XC6Ki4v56U9/Sl5eHsePH8c0TebMmUNrayt79+7l+eef5/Tp03i9XhYtWkRsbGyEPwkRmWn9/UODfn8gzjPDK33K/cVxHDqv9YITGox0FhERkYeZ4zi/YZrmf/r53xcDvxbZRPeOinIickeuXr3K+fPniY+Px+VyUVFRwbVr1/D5fBQXF+Pz+Zieng4fbxgGqampXL58OXysYRgkJydTXV3Nxo0bMQwDy7KIj4+no6OD5ORkAoEA8fHxGIbByMgISUlJDAwMkJOTw+TkJLZtk5KSwpkzZ8KrygHYto3L5SI2NpbOzk4SEhKYnJwkISEBwzCYmpoiKSmJvr4+cnNzGR4eBiA5OZmOjg5WrlxJR0cHpmmSlJREKBQiLy8Px3GwLIu4uDimpqZUlBN5CDTWn3v+qc2/9mtul8sb6SzyC0Zwqmrf/rramerfdnDGJyYaL19o3DNT5xAREZGP5B+Ar3N97refRDjLPaWinIjckbS0NOLi4igtLaW1tZXGxkays7MxDIOuri6ioqLo7+8nFArhcrlITk5m3759fOYzn+Ho0aNkZWXh9/upr69n+/bt7Nmzh5ycHPr7++ns7GTdunXs2rWLoqIiWltb8Xg8FBQUsHPnTjZs2EBdXR3JycnEx8eze/duHnnkETo7O7EsCyA8uq6/v5+VK1eya9cuKioqaG5uJioqipycHN5++202b97MqVOnSElJwev1cujQIXbs2BHOODU1xZkzZ9i6dSsDAwNYloVhGPT397N69epIfgQiMksunWvYDeyOdA65WUVFxQv1J098MdI5REREZGbV19e3VFZWHjcMI3d6evpnkc5zL6koJyI3mZ6eZnR07CMd+4lPfBKAuXPn3bS9tLQMgOzsHBpOn2Z8bJyyJWWUlS0B4JOffPI9fW3e/AQA7xrsRkZGJgDz5y8Ib8vNzXtPH8XFJQDk5S3EcRwOHz6Cy+Xi0UfXhY/Jzs55T9bFiwtuuo5bXdsNfn+ApUvLGR+fCPc7Pj7xnna34g8EPtJxIiIiIiIis8RMKyyMtUOhD58k+z7gOMarjsOibr8/KiU/PyrSeT6MaVlO//nzE9x6EYkwFeVEJCw1JZmu7h6+9e2/uud979l/6J73+WF27r5/vkS5sfiEiIiIiIhIhFmPbtq657G1ax4zLdOKdJiPxHFw7BCG5fr1SEf5KBzHcU6eqms639j2aHt7ve/9jlNRTkTC5mZl8Sd/9AeRjiEiIiIiIiIzJCe/LHfH9m0b/92/+Y1IR3mQGS+/9tPS3/69P1wFvP1+B5mzGEhERERERER+zrbtSEcQkYeQaeDxeDyRjvHA83jc2OD+oGM0Uk5Ewi60tvEnf/bnpKWmRjrKA6Wru4fv/OWfk5KcHOkoIiIich+5sTCViIg8nFSUE5Gw6elpNjz2KF/98hciHeWB8s1v/QWh0AfO7ykiIrfJNM3JqqqqFyKdQ+QuBSMdQEREIkdFORG5J/r7+7l27RqJiYmYpsn8+fNv2n/mzBlaW1tZt24dR48eJS0tDbfbzZUrV1i/fj2HDx8mJyeHiYkJBgYGWLlyJSdOnGDx4sVcu3aNQCBAYWEhZ86coby8nLNnzxIVFcXixYtpbGxk8+bNvPXWW6SlpbFmzZqfr8J6GJ/PR0VFBQ0NDRQVFdHe3k4oFCIvL49z586xfPly6uvriY2NJTk5mUuXLrF27Vqqq6tJT0/HNE06OztZt24dtbW1ZGRkMDIygs/nY9u2bfqGW0QkQmpraz8WEz2LiIiIvB8V5UTkjkxPT7N7927i4+OxbZvh4WHmzp3L4OAgJ0+eZM2aNdi2zbp16zAMg46ODjZu3MiLL77IJz/5SRobG7Esi6VLl/LSSy/x7LPPcvDgQSzLIjMzkz179vD5z3+e1157jbi4OEzTpL6+nu3bt/PCCy9QXFxMb28vGRkZ2LZNS0sLpaWlnD17FgDHcRgbGyM5OZkDBw7w3HPP8eMf/5j09HSCwSDNzc1s2bKFH/3oR5SXl3P16lXGxsZ49NFHeemll9i2bRv19fVYlkVxcTH9/f2sXLmSY8eOEQqFSE5OxufzkZKSEuFPQkRERERE5M74fMP8zff+jr6+/khH+diyLItHH1nN01ufxDCM22qropyI3JGenh4GBwdJT0+nt7eXqqoqOjs7CYVClJSUsHjxYvbs2UMoFMLlcmHbNlNTUyQmJjI1NYVpmjdtm56eDm8LBAJER0fj9/txu92EQiEsy8I0Tfx+f3ifYRi43e7wnzf6uCEUChEKhfB4PAQCATweD8Hg9bdEDMPA7/cTFxeH3+//wDzT09PYtk11dXV4RF4wGESTo4qIiIiIyMfZ91/4EZ/c9DjlS8siHeVjKxgM8fVv/ClrVq4gPT3tttqqKCcidyQnJ4e8vDxSUlKIi4vj6tWr5OXlEQgE6O3tZWhoiNzcXCzLAqCiooKzZ8/y2c9+lsOHD1NWVkYwGKS7u5vPfOYzHDhwgGXLljEwMMDExARbtmzh8OHDrFu3jkuXLuFyucjOzubgwYM89dRTNDQ0kJ+fj2EYFBUVkZuby6FDhygtLQWuT5ycm5vL1NQUW7Zs4cCBA2zatInz58/j9XqZM2cONTU1fOpTn+LUqVMUFBQQHR1NS0sLzzzzDEeOHKGsrAy/309vby/z58+nt7eX8+fPh/uNjY2N5EcgIiIiIiJyVwYHBilYnH9X0/K0tbUxNTVFaWkpQ0NDhEIh0tJurzjlOA7Hjx/H5XIxd+5cGhoaWL9+PSdOnCA1NZWYmBhaW1tZv349Bw8eJC8vD7/fT3d3N2vWrOHAgQOUlZXR19fHxMQEpaWlVFdXs3LlSlpaWsLPk7W1tTz22GOcOnWK1NRU4uLiOHfuHJs2bcLlurMSmcdjkjt/PkO+YRXlROTunDxVh/s2fhm1X+kM/72t/cp79r+1508YHx+nrKwMt9vNP/zTjwHouNYdPubi5asAdPbsD29rvtAGwBu73g5vq29sAuDHr7x+oyHHTtYBcLj6eDjP//zOd7FcLsp+XqBrOt8KwCuv7/xFsNPXX3P9px+/AkDrpY7wro5//sl7Mt64tu6+wfC2G/1+mLPN5z7ScSIiIiIiIh83Bw8epKKigj179rBo0SIsy+LkyZPht5QeffRR6urqyMnJobu7G5/Px6pVq6ivrycnJ4eioiLGx8eZmppidHSU7u5u1q5dyyuvvEJJSQltbW2YpklJSQn//M//zMaNG6mtrcU0TdLS0njttdfYtm0be/fuxev1YlkW+/fvZ8uWLbz++uukpqYyPj5OV1cXGzZs4Cc/+QlLliyhra0Ny7IoLy/n9OnTVFVVzfq9U1FORMIW5eXy61/98j3tc0lZyT3t76NYuqR01s/5QZaUlZCUmBjpGCIiIiIiIvdcbm4uOTk5tLS0MDg4iOM4xMbGMjQ0RH5+Pk1NTZimyenTp/F6vaSnp3PkyBGioqLo7e2lqKiIYDCIy+XCMAwcx8HlcjExMYHX6w2P4nO73YyNjREVFRWeu83tdjM5OXnT1EKWZREIBHC5XOEpkUzTDJ9jYmKCqKiocL/vnuZotqkoJyJhMTExVJYvjXQMERERERERmQ2GgYNzV11kZGRgGAZJSUl4PB5iY2MJBoPExsaSmJjI+Pg4ExMTzJs3j8HBQc6ePcuGDRs4d+4cubm5ACQmJoYX6ktKSuLAgQM888wzHD58mKysLAzDoLGxkc9//vMcPHiQhQsXMjIyQl9fH0899RS7d+9myZIldHRcfwNq1apVvPnmm2zYsIHGxkaSkpJITU3lZz/7GZ/73Oc4cuQI8+bNwzRNTpw4webNm+/qHjg4cHtrPAAqyonIu0xMTNLS2hbpGA+kkuJC3G53pGOIiIiIiMjDx8zPz3e3trZO//KOvNwFvPrGTspKSu6kphR29VoXmXPm4gBj45MAWC4P/QNDeLzRpGdE4wDXupoYGBhkeGSMednz6ezq4Wfv7Cc5KZm8vDwAAkGb7JwFXO64Ss783PA55mXPp/3yFeYvyCMYcoiJjScmNp5rnd3kzM9lbHySlNR0AAaHhsnOWUBf/yBzsuYBMDUdIDtnAVeudjJ/QV643+ycBZw733LH1x4MBWloPMsXnv3cbbdVUU5EwtouXeJ//5/vs3rl8khHeaDs2bef//Hn3yT9Nic7FRERERERuVsVFRWrDcPYWVlZ+RrwQ99EoPfGvi899y/Y/bN3qG84PStZXG4vmXPm0tB4JrzNMF34Rkapm6UM95plWfzWb/4rEhLib7utinIicpMVy6v4l1987o7bDw0N4Xa78Xq9txwZNjw8TOIMza82Pj6OZVl4vV58Ph/JycmMjo6G5wsYHR0lKSkJn89HfHw8tm0zNTVFfHw8Q0NDJCUlMTU1heM4REdHMzQ0FO7D6/Xi9Xrx+/03zVfwUXR2dX/4QSIiIiIiIh/CcZy8qqqqF26zWTqQBHzZcZwvJca4u0IBP3B9TrZtT37iXseUj0hFORG5K47jcPnyZbKzs/H5fBw9epSKigoMw6C5uZk1a9YwMjLCvHnXhwwPDg5iGAaDg4MsWLCAa9euERMTg8fjYWpqCtM08fv9ZGZmcvnyZVJSUjAMg0AggN/vJy4uDr/fTzAYxDAMTNMkNTWVQCDArl27sG073CYhIYHOzk5s28br9RIKhZg7dy79/f0EAgFCoRB+v5/c3FwmJyfDq/0EAgHmzJmDZVlER0fjcrlobW1l2bJlHDlyhC9+8YsRvusiIiIiIvIwqqure/R221RUVDximuYmYB/wo/Hp0HnL7amB689zdfWn6e3vv9dRHxqWabF0SQmZGRm33dacgTwi8hCprq7m2LFjvPrqqxw4cIDh4WEuX77M6Ogow8PDvPHGG0xNTYWPb25u5vXXX6e9vZ0DBw7Q1tbGT3/6U/bu3UtfXx/79u3j5MmTvP3224yNjbFr1y7eeOMNuru7efXVV3nppZd47bXXCAQCvPrqq+FVcnw+H/PnzycuLo6JiQnWrl1LTU0N5eXleDweDMNg+fLlHDp0iDVr1mDbNi6Xi8LCQhoaGli7di0jIyOkpKSQnp7O0NAQa9eupbe3l6SkJDIyMli4cCHJycmRutUiIiIiIiJ3oskwjPm1tbWfrKur+3t/wB65seMfX3qZ/YeORDLbx54/4Of3/+hPGB+fuO22GiknInfF5XKRlpZGXl4e1dXVTE9fnzs0ISGBUCjEihUrOHDgAIsWLQq3SUlJITc3l6amJhzHIRQK4fV6ycvLo6GhgUAggNfrZXh4GMdxSE5OJiMjg8TERCorKwkEAuzfv5+qqioOHTrEM888Q0JCApcvX8btdhMVFUVNTQ2rV6+moaEBl8tFMBikvr6etWvXcuzYMaKiohgbG+PixYuUlpZSXV1NamoqfX19uFwuEhMTqampITU1lV27drF+/Xoc5+5WJRIREREREZlt9fX1PsB3q31Nzef5D7/9NeLj4u64/+HhYbq6uigqKmJsbAzbtklISLjtfnp6enC5XOFnu0WLFnHt2jUSEhLweDx0dXWRm5tLe3s7c+bMIRgM4vP5yM7Opq2tjfnz5zM2Nobf7ycjI4O2tjYWLlxIf39/+Bnv0qVL5Ofnc+nSJdLT03G73XR2dpKXl4dh3PlSF+2XO+js6mZx/sLbaqeinIjclRUrVjA4OEhiYiLp6ekYhoHH48HlcrFlyxYMw+DZZ5+lt7cXy7LYtGkTcL2Yl5GRQV1dHRMTEzz++ON4PB6efvppHMchGAxy5swZEhMTefzxx/F6vWzdujX8mmtBQQHj4+OUlJTQ09NDVFQUW7duxe1243K5GBkZITk5meHhYWJiYgCYmJggISEBn89HQkICwWAw/ErsjfnjJiYmME0zPC9dUlISBQUFmOb1gcVPPPFExO61iIiIiIjIveQ4NqZxdy9RvvHGG6xZs4ZTp04xd+5cXC4Xzc3NeDwefD4fS5cupaGhgcLCQoaGhhgZGaGgoIDm5mZyc3NJTEzE7/dz7NgxpqeniY+PJzMzkwMHDjA9Pc3Y2Bgej4eEhASuXLmCy+Xi9OnTOI6Dy+Xi0qVLJCUlsWfPHvx+P6FQiNTUVDIzM9m7dy9TU1MEAgHi4+PJysri+PHjpKens2fPHjweD8nJyTiOc9NAkttlGuYdDeJQUU5EwrweD+8cOMSZs833tF/Hcejq6sKyLDIzM+Dni207jkNfXx8pKckcPVF/U5tQKMTAwABpaWns2f/+w6kDAT+9vX1ER0eTkpJyT3PfK51d3VimFekYIiIiIiIi91xGRgaO49DW1kZ0dDTj4+P09vbS19dHcXExra2t+Hw+9u7dC0BcXBydnZ0MDQ1x4cIFPvvZzzIyMkJGRgYDAwOEQiGKior43ve+x5NPPklTUxOGYVBYWMiLL77Ir/7qr3Lw4EEsyyI7O5ujR4/y/PPP09LSQlxcHB6Ph97eXjZs2MDJkycpKChgcHCQ6elpiouL2bt3Lx6Ph7y8PDo7OykuLqa5ufmuinJ3SkU5EQkrWJzPD7//3UjHEBERERERkY8Jr9dLUlIShmFw5coV0tLSSElJwTRNkpKSaGpqIioqCtM08fl8+Hw+SktLmZqaory8HICkpCQuXrxITEwMiYmJ7Nmzh8cff5wTJ06QlJQEwJEjR3jyySfZs2cPKSkpDA8P09TUxNq1a9m1axdZWVlcuXIF0zRZuHAhb775JmVlZTQ3NxMbG0tycjJvvfUWWVlZHDx4kNWrV+Nyudi/fz+PPfZYRO6dinIiIiIiIiIiIg+h+Ph4unt6WJiXe8dzqt2Yf3vHjh1Y1nvfECosLCQUCmGaJvX19Zw/f57y8nKWLVtGMBjk3LlzJCQk8Oyzz4Yz2LaNZVkUFhaGpxK6se3d0ws5joNpmpSUlGBZFrZtA2CaJqFQCMuyqKioeE+/y5cvD7e/se1O2bZNT18f8XGxt91WRTkRCTt3/gL/6U//G1lz5kQ6ygPlckcH/+c7f0nqffp6rYiIiIiIPJy+9CvP8lff+S5TU9Ozcr5AIIBpmhyrbQSuF7QmpyZxWS68Xu+sZLjXDANKi4uYMyfzttuqKCciYYFgkCc2beSrX/5CpKM8UL75rb8If2MjIiIiIiJyv8iak8mffeOPIh3joaWinIjMuJdffpnNmzcTHx9PW1sb+fn5t1yZxjCM92y/Mcy4o6OD+vp6CgoKaG9vJxQKsXDhQi5c6NDtFAAACTBJREFUuEBVVRV1dXXExMSQkpJCe3s7a9eupbq6mrS0NEzTpKuri0cffZSamhrmzZvH6OgoPp+P5cuXU19fz8KFC7ly5QqhUIitW7fe1XLYIiIiIiIiIh9GRTkRmVHj4+N0dHRw+PBhMjMzGRsbo729nWAwyPDwMB6Ph/Lycqqrq1mxYgUXLlxgamqKzMxM+vv7Wb9+PSkpKZw9e5annnqKn/zkJ+FVVs+dO8fTTz/N3//931NRUUFnZyddXV1s2rSJF154ge3bt1NXV4dlWSxdupRXXnmFL3zhC7zzzjtYlsWcOXPYv38/zz33HK+88gqJiYkYhoHf7//YDp0WEZEHl+M4nwa+fA+7/P8Mw9h5D/sTERGR26CinIjMqNjYWEpLSyksLKS6upq4uDhM02TdunWcPHmSiYkJmpubGR8fp6mpiQ0bNrBv3z5aWlpYvHhxuB/TNJmcnCQ6Ohq/3x/eNj4+TnJyMhMTExiGgW3bjI6OhguANyb4HB8fJz09nfHx8fC26elp4uLimJycxOv1EggEMAzjrib5FBERmSnj4+P5fX19n547dy5tbW1cvHgRt9tNWloaHR0dlJSU0NraSmJiIo888ghDQ0PU1NSwYMECPB4Pixcv5ty5cwwODtLX10dmZuY7kb4mERGRh5mKciIy44qLixkfH6eoqIjk5GQMw8Dr9VJQUEAwGGR0dJSUlBRKSko4deoUfr+fzZs3c/nyZRISEgBYt24dNTU1bNy4kdbWVrxeL5mZmdTW1vLUU09RV1dHSUkJUVFRtLa2smPHDqqrq6mqqsLv99PT08P27ds5fPgwq1evpr+/n8nJSVatWkV1dTUbN26kra0Nr9eLy6VfjXJ/cxzHW1VV9VuRziEis2vnzp3rLMvC7/fT19dHVlYWaWlpzJ8/nytXrpCfn8/Fixfp6+sjGAwyODhIXl4eZ86cITo6OlyUe+qpp9i5cycDAwPrq6qqzEhfl4jMmvxIB5D7Q8jlCgaDoUjHeOCFgiEM2/7AG60nTxG5yZHqY0zP0so7v+zAkRpqa2spLCxicHgcgDf37KO3t5f8/HwS4hM413LpPe2aL1x8z7bGpgsAnD57PrztVP0ZAJrOt4W3HT12CuCmfvcdOHIPruYX6k833tP+RAzD+AMgMdI5RGR2zZ07N/fixYv4fL5bzs0KcP78edavXx/+gun48eOsX7+exsZGHMfBNH9Rg1uwYMFF4NBsZBeRyAuFQgcinUHuD1eb/Zd3vvl2s2FQ7LJUFpoJtmPzzoFDPZMBp/aDjtPdF5GwxYsW8fu/E9nBN5/59Kciev6Z8MSmDSQnJUU6hjxAamtrWyOdQURm35IlSzampKSwcOFC2tvb8Xq9xMTEAJCdnY1hGGzYsIHy8nIA4uPjeeKJJ5g7dy7j4+Ps2rWLhQsXYhgG2dnZlJWVddTW1p6K5DWJiEgkNPn3XKKi6X9ezLWCAdWFZoBpWvb0qKejt+vMxAcdp5svImFRUV4W5y+KdAwRERG5hcTExP2JiYm/DVBUVHTTvmXLlgGEC3IAmZmZ4b+XlpZSWlr6y8cfnsG4IiJyP2tq8l+DC5GO8bBTUU5ERERE5GPAMIyTwMlI5xAREZF7Q0U5EQlraj7P17/xTebnZEc6ygOlpa2N//u3/4u01NRIRxEREREREZH7hIpyIhIWskNsffIJvvrlL9zTfm3bxjAMDMPAcRwMw7in/d/vvvmtv3jfCblFRERERETk4aSinIjMuJdffplPfOITxMXFcfHiRfLz88OFuhturAj37u3vXiXu4sWLnDlzhkWLFtHe3k4oFGLhwoW0tbWxdOlS6uvriY6OJjU1lY6ODlavXs2xY8dISUnBsiy6u7t55JFHOHHiBHPmzGFsbAyfz8e6deuor68nKyuLK1euEAqFePrppyNWOKyqqip2HCe3rq7uzYgEEBERERERkVmhopyIzKjx8XGuXr3KO++8Q3Z2Nj6fj7a2NgAGBgbweDxUVVVx8OBBVq1axcWLFxkbGyMjI4OBgQE2bNhAWloa58+f5+mnn+bHP/4xKSkpBAIBLly4wKc+9Sl+8IMfUFVVxbVr1+jt7WXz5s384Ac/YMeOHdTW1mKaJpWVlbz++ut86UtfYt++fbhcLrKzszFNk/z8fHp6evB4PNi2jd/vx+v1zt5NcuzYysrKrwFfcBxnGfByWVnZBy6dLQ8WwzDckc4gIiIiIiKzS0U5EZlRsbGxlJaWUlJSwoEDB0hMTMQ0TdatW8fJkyeZmJigsbGRYDDIhQsXWLduHfv27ePSpUsUFRXhcl3/NWVZFqOjo8TExDA9PQ2Ay+VidHSUjIwMRkdHMQwD27bx+Xzk5OTg8/kwTZNQKMTIyAhZWVkMDw9jmiaBQIDJyUk6OzuZnp5mxYoV7N69G9M0w+ecDZOTk/gnxuYAv2UYRh6A4zglbrf7d2cthESc4zinI51BRERERERml4pyIjLjysrKGB0dpby8nKSkJAzDwOv1UlxcTCgUYnR0lLlz51JUVMSpU6cIhUJs2bKFtrY24uLiAHjssceoqalh06ZNtLW14fF4yMzMpL6+ni1btnD69Glyc3OJjo6mpaWF7du3c/z4cVauXInf76enp4enn36ao0ePsnbtWgYGBpicnCQhIYGWlhY6OjrIzc3F4/FgWdas3Zvo6Gg8sQltdbvfXFNZWbkW+CLQV1dX9wezFkJERERERERm3cM127qI8C9//Tev/t13/3rerfY1nm3iW//9r1i6tHS2YwEwOjJKXV0tpaWlpKalAXDt6vVXUvPzFxGfkBCRXHfraM1x/vavv036z6/pl23b8eyJXa/808pZjiUiIiIiIiIRpJFyIhJWuHgx//W//HGEU3wlwue/95773DOkJCdHOoaIiIiIiIjcR1SUE5Ewj8fNvLlZkY4hIiIiIiIi8sAzIx1ARERERERERETkYaORciIPmd6+Pl7f+WakY8i7DI+MRDqCiIiIiIiIzDIt9CDykJlfsHSTYZneSOeQX3BshjvO1x+JdA4REREREREREREREREREREREREREREREREREREREREREREREREREREREREREREREREREREREREREREREREREREREREREREREREREZlV/z+ZKKxaQHLPcwAAAABJRU5ErkJggg==)

### 2.1 创建 FileSystem

|  |
| --- |
| FileSystem fileSystem = FileSystem.get(conf); |

|  |
| --- |
| /\*\*  \* Returns the configured FileSystem implementation.  \*  \* @param conf the configuration to use  \*/  public static FileSystem get(Configuration conf) throws IOException {  // 往下追  return get(  // 解析 key = fs.defaultFS 对应的值 比如 hdfs://mycluster  getDefaultUri(conf), conf  );  } |

|  |
| --- |
| /\*\*  \* Get a FileSystem for this URI's scheme and authority.  \* <ol>  \* <li>  \* If the configuration has the property  \* {@code "fs.$SCHEME.impl.disable.cache"} set to true,  \* a new instance will be created, initialized with the supplied URI and  \* configuration, then returned without being cached.  \* </li>  \* <li>  \* If the there is a cached FS instance matching the same URI, it will  \* be returned.  \* </li>  \* <li>  \* Otherwise: a new FS instance will be created, initialized with the  \* configuration and URI, cached and returned to the caller.  \* </li>  \* </ol>  \*  \* @throws IOException if the FileSystem cannot be instantiated.  \*/  public static FileSystem get(URI uri, Configuration conf) throws IOException {  // hdfs  String scheme = uri.getScheme();  // mycluster  String authority = uri.getAuthority();  if (scheme == null && authority == null) { // use default FS  return get(conf);  }  if (scheme != null && authority == null) { // no authority  URI defaultUri = getDefaultUri(conf);  if (scheme.equals(defaultUri.getScheme()) // if scheme matches default  && defaultUri.getAuthority() != null) { // & default has authority  return get(defaultUri, conf); // return default  }  }  // fs.hdfs.impl.disable.cache  String disableCacheName = String.format("fs.%s.impl.disable.cache", scheme);  if (conf.getBoolean(disableCacheName, false)) {  LOGGER.debug("Bypassing cache to create filesystem {}", uri);  return createFileSystem(uri, conf);  }  // 往下追 (最终返回 DistributedFileSystem 对象)  return CACHE.get(uri, conf);  } |

|  |
| --- |
| FileSystem get(URI uri, Configuration conf) throws IOException {  Key key = new Key(uri, conf);  // 往下追  return getInternal(uri, conf, key);  } |

|  |
| --- |
| /\*\*  \* Get the FS instance if the key maps to an instance, creating and  \* initializing the FS if it is not found.  \* If this is the first entry in the map and the JVM is not shutting down,  \* this registers a shutdown hook to close filesystems, and adds this  \* FS to the {@code toAutoClose} set if {@code "fs.automatic.close"}  \* is set in the configuration (default: true).  \*  \* @param uri filesystem URI  \* @param conf configuration  \* @param key key to store/retrieve this FileSystem in the cache  \* @return a cached or newly instantiated FileSystem.  \* @throws IOException  \*/  private FileSystem getInternal(URI uri, Configuration conf, Key key)  throws IOException {  FileSystem fs;  synchronized (this) {  fs = map.get(key);  }  if (fs != null) {  return fs;  }  // 创建 DistributedFileSystem  fs = createFileSystem(uri, conf);  synchronized (this) { // refetch the lock again  FileSystem oldfs = map.get(key);  if (oldfs != null) { // a file system is created while lock is releasing  fs.close(); // close the new file system  return oldfs; // return the old file system  }  // now insert the new file system into the map  if (map.isEmpty()  && !ShutdownHookManager.get().isShutdownInProgress()) {  ShutdownHookManager.get().addShutdownHook(clientFinalizer, SHUTDOWN\_HOOK\_PRIORITY);  }  fs.key = key;  map.put(key, fs);  if (conf.getBoolean(  FS\_AUTOMATIC\_CLOSE\_KEY, FS\_AUTOMATIC\_CLOSE\_DEFAULT)) {  toAutoClose.add(key);  }  return fs;  }  } |

|  |
| --- |
| /\*\*  \* Create and initialize a new instance of a FileSystem.  \*  \* @param uri URI containing the FS schema and FS details  \* @param conf configuration to use to look for the FS instance declaration  \* and to pass to the {@link FileSystem#initialize(URI, Configuration)}.  \* @return the initialized filesystem.  \* @throws IOException problems loading or initializing the FileSystem  \*/  private static FileSystem createFileSystem(URI uri, Configuration conf)  throws IOException {  Tracer tracer = FsTracer.get(conf);  try (TraceScope scope = tracer.newScope("FileSystem#createFileSystem")) {  scope.addKVAnnotation("scheme", uri.getScheme());  // 返回 DistributedFileSystem.class  Class<?> clazz = getFileSystemClass(uri.getScheme(), conf);  // 创建 DistributedFileSystem  FileSystem fs = (FileSystem) ReflectionUtils.newInstance(clazz, conf);  // 调用 DistributedFileSystem.initialize()  fs.initialize(uri, conf);  return fs;  }  } |

#### 2.1.1 创建 DistributedFileSystem

|  |
| --- |
| /\*\* Create an object for the given class and initialize it from conf  \*  \* @param theClass class of which an object is created  \* @param conf Configuration  \* @return a new object  \*/  @SuppressWarnings("unchecked")  public static <T> T newInstance(Class<T> theClass, Configuration conf) {  T result;  try {  Constructor<T> meth = (Constructor<T>) CONSTRUCTOR\_CACHE.get(theClass);  if (meth == null) {  meth = theClass.getDeclaredConstructor(EMPTY\_ARRAY);  meth.setAccessible(true);  CONSTRUCTOR\_CACHE.put(theClass, meth);  }  // 调用 DistributedFileSystem 无参构造  result = meth.newInstance();  } catch (Exception e) {  throw new RuntimeException(e);  }  // null  setConf(result, conf);  // 返回 DistributedFileSystem 对象  return result;  } |

|  |
| --- |
| public DistributedFileSystem() {  } |

#### 2.1.2 初始化 DistributedFileSystem

|  |
| --- |
| @Override  public void initialize(URI uri, Configuration conf) throws IOException {  // 调用父类  super.initialize(uri, conf);  // 设置 配置对象  setConf(conf);  // mycluster  String host = uri.getHost();  if (host == null) {  throw new IOException("Incomplete HDFS URI, no host: "+ uri);  }  // 创建 DFSClient (底层创建 NameNode 代理对象 通讯协议接口为 ClientProtocol)  this.dfs = new DFSClient(uri, conf, statistics);  // hdfs://mycluster  this.uri = URI.create(uri.getScheme()+"://"+uri.getAuthority());  this.workingDir = getHomeDirectory();  storageStatistics = (DFSOpsCountStatistics) GlobalStorageStatistics.INSTANCE  .put(DFSOpsCountStatistics.NAME,  new StorageStatisticsProvider() {  @Override  public StorageStatistics provide() {  return new DFSOpsCountStatistics();  }  });  } |

##### 2.1.2.1 创建 DFSClient

|  |
| --- |
| /\*\*  \* Same as this(nameNodeUri, null, conf, stats);  \* @see #DFSClient(URI, ClientProtocol, Configuration, FileSystem.Statistics)  \*/  public DFSClient(URI nameNodeUri, Configuration conf,  FileSystem.Statistics stats) throws IOException {  // 往下追  this(nameNodeUri, null, conf, stats);  } |

|  |
| --- |
| /\*\*  \* Create a new DFSClient connected to the given nameNodeUri or rpcNamenode.  \* If HA is enabled and a positive value is set for  \* {@link HdfsClientConfigKeys#DFS\_CLIENT\_TEST\_DROP\_NAMENODE\_RESPONSE\_NUM\_KEY}  \* in the configuration, the DFSClient will use  \* {@link LossyRetryInvocationHandler} as its RetryInvocationHandler.  \* Otherwise one of nameNodeUri or rpcNamenode must be null.  \*/  @VisibleForTesting  public DFSClient(URI nameNodeUri, ClientProtocol rpcNamenode,  Configuration conf, FileSystem.Statistics stats) throws IOException {  // Copy only the required DFSClient configuration  this.tracer = FsTracer.get(conf);  // 创建 DfsClientConf (里面封装了很多参数)  this.dfsClientConf = new DfsClientConf(conf);  this.conf = conf;  this.stats = stats;  // 返回 StandardSocketFactory 对象  this.socketFactory = NetUtils.getSocketFactory(conf, ClientProtocol.class);  this.dtpReplaceDatanodeOnFailure = ReplaceDatanodeOnFailure.get(conf);  // 512  this.smallBufferSize = DFSUtilClient.getSmallBufferSize(conf);  // 0  this.dtpReplaceDatanodeOnFailureReplication = (short) conf  .getInt(HdfsClientConfigKeys.BlockWrite.ReplaceDatanodeOnFailure.  MIN\_REPLICATION,  HdfsClientConfigKeys.BlockWrite.ReplaceDatanodeOnFailure.  MIN\_REPLICATION\_DEFAULT);  if (LOG.isDebugEnabled()) {  LOG.debug(  "Sets " + HdfsClientConfigKeys.BlockWrite.ReplaceDatanodeOnFailure.  MIN\_REPLICATION + " to "  + dtpReplaceDatanodeOnFailureReplication);  }  this.ugi = UserGroupInformation.getCurrentUser();  // hdfs://mycluster  this.namenodeUri = nameNodeUri;  // 客户端 ID  this.clientName = "DFSClient\_" + dfsClientConf.getTaskId() + "\_" +  ThreadLocalRandom.current().nextInt() + "\_" +  Thread.currentThread().getId();  // 0  int numResponseToDrop = conf.getInt(  DFS\_CLIENT\_TEST\_DROP\_NAMENODE\_RESPONSE\_NUM\_KEY,  DFS\_CLIENT\_TEST\_DROP\_NAMENODE\_RESPONSE\_NUM\_DEFAULT);  ProxyAndInfo<ClientProtocol> proxyInfo = null;  AtomicBoolean nnFallbackToSimpleAuth = new AtomicBoolean(false);  if (numResponseToDrop > 0) {  // This case is used for testing.  LOG.warn(DFS\_CLIENT\_TEST\_DROP\_NAMENODE\_RESPONSE\_NUM\_KEY  + " is set to " + numResponseToDrop  + ", this hacked client will proactively drop responses");  proxyInfo = NameNodeProxiesClient.createProxyWithLossyRetryHandler(conf,  nameNodeUri, ClientProtocol.class, numResponseToDrop,  nnFallbackToSimpleAuth);  }  if (proxyInfo != null) {  this.dtService = proxyInfo.getDelegationTokenService();  this.namenode = proxyInfo.getProxy();  } else if (rpcNamenode != null) {  // This case is used for testing.  Preconditions.checkArgument(nameNodeUri == null);  this.namenode = rpcNamenode;  dtService = null;  } else {  // 默认来到这  Preconditions.checkArgument(nameNodeUri != null,  "null URI");  // 获取 NameNode 代理 (通讯协议接口为 ClientProtocol) 返回 ProxyAndInfo  proxyInfo = NameNodeProxiesClient.createProxyWithClientProtocol(  conf,  nameNodeUri,  nnFallbackToSimpleAuth);  this.dtService = proxyInfo.getDelegationTokenService();  // 真正 NameNode 代理对象  this.namenode = proxyInfo.getProxy();  }  String localInterfaces[] =  conf.getTrimmedStrings(DFS\_CLIENT\_LOCAL\_INTERFACES);  localInterfaceAddrs = getLocalInterfaceAddrs(localInterfaces);  if (LOG.isDebugEnabled() && 0 != localInterfaces.length) {  LOG.debug("Using local interfaces [" +  Joiner.on(',').join(localInterfaces) + "] with addresses [" +  Joiner.on(',').join(localInterfaceAddrs) + "]");  }  Boolean readDropBehind =  (conf.get(DFS\_CLIENT\_CACHE\_DROP\_BEHIND\_READS) == null) ?  null : conf.getBoolean(DFS\_CLIENT\_CACHE\_DROP\_BEHIND\_READS, false);  Long readahead = (conf.get(DFS\_CLIENT\_CACHE\_READAHEAD) == null) ?  null : conf.getLong(DFS\_CLIENT\_CACHE\_READAHEAD, 0);  this.serverDefaultsValidityPeriod =  conf.getLong(DFS\_CLIENT\_SERVER\_DEFAULTS\_VALIDITY\_PERIOD\_MS\_KEY,  DFS\_CLIENT\_SERVER\_DEFAULTS\_VALIDITY\_PERIOD\_MS\_DEFAULT);  Boolean writeDropBehind =  (conf.get(DFS\_CLIENT\_CACHE\_DROP\_BEHIND\_WRITES) == null) ?  null : conf.getBoolean(DFS\_CLIENT\_CACHE\_DROP\_BEHIND\_WRITES, false);  this.defaultReadCachingStrategy =  new CachingStrategy(readDropBehind, readahead);  this.defaultWriteCachingStrategy =  new CachingStrategy(writeDropBehind, readahead);  this.clientContext = ClientContext.get(  conf.get(DFS\_CLIENT\_CONTEXT, DFS\_CLIENT\_CONTEXT\_DEFAULT),  dfsClientConf, conf);  if (dfsClientConf.getHedgedReadThreadpoolSize() > 0) {  this.initThreadsNumForHedgedReads(dfsClientConf.  getHedgedReadThreadpoolSize());  }  this.initThreadsNumForStripedReads(dfsClientConf.  getStripedReadThreadpoolSize());  this.saslClient = new SaslDataTransferClient(  conf, DataTransferSaslUtil.getSaslPropertiesResolver(conf),  TrustedChannelResolver.getInstance(conf), nnFallbackToSimpleAuth);  } |

###### 2.1.2.1.1 创建 NameNode 代理 (通讯协议接口 ClientProtocol)

|  |
| --- |
| /\*\*  \* Creates the namenode proxy with the ClientProtocol. This will handle  \* creation of either HA- or non-HA-enabled proxy objects, depending upon  \* if the provided URI is a configured logical URI.  \*  \* @param conf the configuration containing the required IPC  \* properties, client failover configurations, etc.  \* @param nameNodeUri the URI pointing either to a specific NameNode  \* or to a logical nameservice.  \* @param fallbackToSimpleAuth set to true or false during calls to indicate  \* if a secure client falls back to simple auth  \* @return an object containing both the proxy and the associated  \* delegation token service it corresponds to  \* @throws IOException if there is an error creating the proxy  \* @see {@link NameNodeProxies#createProxy(Configuration, URI, Class)}.  \*/  public static ProxyAndInfo<ClientProtocol> createProxyWithClientProtocol(  Configuration conf, URI nameNodeUri, AtomicBoolean fallbackToSimpleAuth)  throws IOException {  // 默认返回 null  AbstractNNFailoverProxyProvider<ClientProtocol> failoverProxyProvider =  createFailoverProxyProvider(conf,  nameNodeUri,  ClientProtocol.class,  true,  fallbackToSimpleAuth);  if (failoverProxyProvider == null) {  // 获取 NameNode 地址 比如 hj101:8020  InetSocketAddress nnAddr = DFSUtilClient.getNNAddress(nameNodeUri);  Text dtService = SecurityUtil.buildTokenService(nnAddr);  // 创建 ClientProtocol 代理对象 (代理对象底层连接 NameNode Rpc 代理)  ClientProtocol proxy = createNonHAProxyWithClientProtocol(  nnAddr,  conf,  UserGroupInformation.getCurrentUser(),  true, fallbackToSimpleAuth);  // 封装 ClientProtocol 代理对象 为 ProxyAndInfo  return new ProxyAndInfo<>(proxy, dtService, nnAddr);  } else {  return createHAProxy(conf, nameNodeUri, ClientProtocol.class,  failoverProxyProvider);  }  } |

|  |
| --- |
| public static ClientProtocol createNonHAProxyWithClientProtocol(  InetSocketAddress address, Configuration conf, UserGroupInformation ugi,  boolean withRetries, AtomicBoolean fallbackToSimpleAuth)  throws IOException {  // 往下追  return createProxyWithAlignmentContext(address,  conf, ugi,  withRetries,  fallbackToSimpleAuth,  null);  } |

|  |
| --- |
| public static ClientProtocol createProxyWithAlignmentContext(  InetSocketAddress address, Configuration conf, UserGroupInformation ugi,  boolean withRetries, AtomicBoolean fallbackToSimpleAuth,  AlignmentContext alignmentContext)  throws IOException {  // 设置通信协议接口 (ClientProtocol)  RPC.setProtocolEngine(conf, ClientNamenodeProtocolPB.class,  ProtobufRpcEngine.class);  final RetryPolicy defaultPolicy =  RetryUtils.getDefaultRetryPolicy(  conf,  HdfsClientConfigKeys.Retry.POLICY\_ENABLED\_KEY,  HdfsClientConfigKeys.Retry.POLICY\_ENABLED\_DEFAULT,  HdfsClientConfigKeys.Retry.POLICY\_SPEC\_KEY,  HdfsClientConfigKeys.Retry.POLICY\_SPEC\_DEFAULT,  SafeModeException.class.getName());  // 1  final long version = RPC.getProtocolVersion(ClientNamenodeProtocolPB.class);  // ClientNamenodeProtocolPB 代理  ClientNamenodeProtocolPB proxy = RPC.getProtocolProxy(  ClientNamenodeProtocolPB.class,  version, address, ugi, conf,  NetUtils.getDefaultSocketFactory(conf),  org.apache.hadoop.ipc.Client.getTimeout(conf), defaultPolicy,  fallbackToSimpleAuth, alignmentContext).getProxy();  // true  if (withRetries) { // create the proxy with retries  Map<String, RetryPolicy> methodNameToPolicyMap = new HashMap<>();  ClientProtocol translatorProxy =  new ClientNamenodeProtocolTranslatorPB(proxy);  // hadoop-rpc 标配操作  return (ClientProtocol) RetryProxy.create(  ClientProtocol.class,  new DefaultFailoverProxyProvider<>(ClientProtocol.class,  translatorProxy),  methodNameToPolicyMap,  defaultPolicy);  } else {  return new ClientNamenodeProtocolTranslatorPB(proxy);  }  } |

### 2.2 执行创建目录

|  |
| --- |
| /\*\*  \* Call {@link #mkdirs(Path, FsPermission)} with default permission.  \*  \* @param f path  \* @return true if the directory was created  \* @throws IOException IO failure  \*/  public boolean mkdirs(Path f) throws IOException {  // 往下追  return mkdirs(f, FsPermission.getDirDefault());  } |

|  |
| --- |
| /\*\*  \* Make the given file and all non-existent parents into  \* directories. Has roughly the semantics of Unix @{code mkdir -p}.  \* Existence of the directory hierarchy is not an error.  \*  \* @param f path to create  \* @param permission to apply to f  \* @throws IOException IO failure  \*/  // 调用 DistributedFileSystem  public abstract boolean mkdirs(Path f, FsPermission permission  ) throws IOException; |

|  |
| --- |
| /\*\*  \* Create a directory and its parent directories.  \*  \* See {@link FsPermission#applyUMask(FsPermission)} for details of how  \* the permission is applied.  \*  \* @param f The path to create  \* @param permission The permission. See FsPermission#applyUMask for  \* details about how this is used to calculate the  \* effective permission.  \*/  @Override  public boolean mkdirs(Path f, FsPermission permission) throws IOException {  // 往下追  return mkdirsInternal(f, permission, true);  } |

|  |
| --- |
| private boolean mkdirsInternal(Path f, final FsPermission permission,  final boolean createParent) throws IOException {  statistics.incrementWriteOps(1);  storageStatistics.incrementOpCounter(OpType.MKDIRS);  Path absF = fixRelativePart(f);  return new FileSystemLinkResolver<Boolean>() {  @Override  public Boolean doCall(final Path p) throws IOException {  // 往下追  return dfs.mkdirs(getPathName(p), permission, createParent);  }  @Override  public Boolean next(final FileSystem fs, final Path p)  throws IOException {  // FileSystem doesn't have a non-recursive mkdir() method  // Best we can do is error out  if (!createParent) {  throw new IOException("FileSystem does not support non-recursive"  + "mkdir");  }  return fs.mkdirs(p, permission);  }  // 闭包结构 最终调用 doCall()  }.resolve(this, absF);  } |

|  |
| --- |
| /\*\*  \* Create a directory (or hierarchy of directories) with the given  \* name and permission.  \*  \* @param src The path of the directory being created  \* @param permission The permission of the directory being created.  \* If permission == null, use {@link FsPermission#getDirDefault()}.  \* @param createParent create missing parent directory if true  \* @return True if the operation success.  \* @see ClientProtocol#mkdirs(String, FsPermission, boolean)  \*/  public boolean mkdirs(String src, FsPermission permission,  boolean createParent) throws IOException {  // 权限相关  final FsPermission masked = applyUMaskDir(permission);  // 往下追  return primitiveMkdir(src, masked, createParent);  } |

|  |
| --- |
| /\*\*  \* Same {{@link #mkdirs(String, FsPermission, boolean)} except  \* that the permissions has already been masked against umask.  \*/  public boolean primitiveMkdir(String src, FsPermission absPermission,  boolean createParent) throws IOException {  checkOpen();  if (absPermission == null) {  absPermission = applyUMaskDir(null);  }  LOG.debug("{}: masked={}", src, absPermission);  try (TraceScope ignored = tracer.newScope("mkdir")) {  // 调用 NameNodeRpcServer.mkdirs()  return namenode.mkdirs(src, absPermission, createParent);  } catch (RemoteException re) {  throw re.unwrapRemoteException(AccessControlException.class,  InvalidPathException.class,  FileAlreadyExistsException.class,  FileNotFoundException.class,  ParentNotDirectoryException.class,  SafeModeException.class,  NSQuotaExceededException.class,  DSQuotaExceededException.class,  QuotaByStorageTypeExceededException.class,  UnresolvedPathException.class,  SnapshotAccessControlException.class);  }  } |

### 2.3 调用 NameNodeRpcServer.mkdirs() 执行服务端创建目录

|  |
| --- |
| @Override // ClientProtocol  public boolean mkdirs(String src, FsPermission masked, boolean createParent)  throws IOException {  checkNNStartup();  if (stateChangeLog.isDebugEnabled()) {  stateChangeLog.debug("\*DIR\* NameNode.mkdirs: " + src);  }  if (!checkPathLength(src)) {  throw new IOException("mkdirs: Pathname too long. Limit "  + MAX\_PATH\_LENGTH + " characters, " + MAX\_PATH\_DEPTH + " levels.");  }  // 往下追  return namesystem.mkdirs(src,  new PermissionStatus(getRemoteUser().getShortUserName(),  null, masked), createParent);  } |

|  |
| --- |
| /\*\*  \* Create all the necessary directories  \*/  boolean mkdirs(String src, PermissionStatus permissions,  boolean createParent) throws IOException {  final String operationName = "mkdirs";  FileStatus auditStat = null;  checkOperation(OperationCategory.WRITE);  final FSPermissionChecker pc = getPermissionChecker();  writeLock();  try {  checkOperation(OperationCategory.WRITE);  checkNameNodeSafeMode("Cannot create directory " + src);  // 创建目录  auditStat = FSDirMkdirOp.mkdirs(this, pc, src, permissions,  createParent);  } catch (AccessControlException e) {  logAuditEvent(false, operationName, src);  throw e;  } finally {  writeUnlock(operationName);  }  // 同步 EditLog (当前 hadoop-3.1.3 为异步 故忽略)  getEditLog().logSync();  // 审计日志相关  logAuditEvent(true, operationName, src, null, auditStat);  return true;  } |

#### 2.3.1 创建目录

|  |
| --- |
| static FileStatus mkdirs(FSNamesystem fsn, FSPermissionChecker pc, String src,  PermissionStatus permissions, boolean createParent) throws IOException {  // 获取 FSNamesystem  FSDirectory fsd = fsn.getFSDirectory();  if (NameNode.stateChangeLog.isDebugEnabled()) {  NameNode.stateChangeLog.debug("DIR\* NameSystem.mkdirs: " + src);  }  fsd.writeLock();  try {  // 检查创建目录不包含非法字符并解析其路径  INodesInPath iip = fsd.resolvePath(pc, src, DirOp.CREATE);  // 获取目标目录的上一 INode  final INode lastINode = iip.getLastINode();  if (lastINode != null && lastINode.isFile()) {  throw new FileAlreadyExistsException("Path is not a directory: " + src);  }  if (lastINode == null) {  if (fsd.isPermissionEnabled()) {  fsd.checkAncestorAccess(pc, iip, FsAction.WRITE);  }  if (!createParent) {  fsd.verifyParentDir(iip);  }  // validate that we have enough inodes. This is, at best, a  // heuristic because the mkdirs() operation might need to  // create multiple inodes.  fsn.checkFsObjectLimit();  // Ensure that the user can traversal the path by adding implicit  // u+wx permission to all ancestor directories.  // 返回父目录  INodesInPath existing =  createParentDirectories(fsd, iip, permissions, false);  if (existing != null) {  // 创建目录 返回该目录信息  existing = createSingleDirectory(  fsd, existing, iip.getLastLocalName(), permissions);  }  if (existing == null) {  throw new IOException("Failed to create directory: " + src);  }  iip = existing;  }  return fsd.getAuditFileInfo(iip);  } finally {  fsd.writeUnlock();  }  } |

|  |
| --- |
| private static INodesInPath createSingleDirectory(FSDirectory fsd,  INodesInPath existing, byte[] localName, PermissionStatus perm)  throws IOException {  assert fsd.hasWriteLock();  // 通过父目录创建子目录  existing = unprotectedMkdir(fsd, fsd.allocateNewInodeId(), existing,  localName, perm, null, now());  if (existing == null) {  return null;  }  final INode newNode = existing.getLastINode();  // Directory creation also count towards FilesCreated  // to match count of FilesDeleted metric.  NameNode.getNameNodeMetrics().incrFilesCreated();  // 获取已经创建目录 path  String cur = existing.getPath();  // 往 EditLog 添加一条记录  fsd.getEditLog().logMkDir(cur, newNode);  if (NameNode.stateChangeLog.isDebugEnabled()) {  NameNode.stateChangeLog.debug("mkdirs: created directory " + cur);  }  // 返回创建目录信息  return existing;  } |

##### 2.3.1.1 通过父目录创建子目录

|  |
| --- |
| /\*\*  \* create a directory at path specified by parent  \*/  private static INodesInPath unprotectedMkdir(FSDirectory fsd, long inodeId,  INodesInPath parent, byte[] name, PermissionStatus permission,  List<AclEntry> aclEntries, long timestamp)  throws QuotaExceededException, AclException, FileAlreadyExistsException {  assert fsd.hasWriteLock();  assert parent.getLastINode() != null;  if (!parent.getLastINode().isDirectory()) {  throw new FileAlreadyExistsException("Parent path is not a directory: " +  parent.getPath() + " " + DFSUtil.bytes2String(name));  }  // 创建 INodeDirectory  final INodeDirectory dir = new INodeDirectory(inodeId, name, permission,  timestamp);  // 往父目录添加子目录 返回子目录信息  INodesInPath iip =  fsd.addLastINode(parent, dir, permission.getPermission(), true);  if (iip != null && aclEntries != null) {  AclStorage.updateINodeAcl(dir, aclEntries, Snapshot.CURRENT\_STATE\_ID);  }  return iip;  } |

|  |
| --- |
| /\*\*  \* Add a child to the end of the path specified by INodesInPath.  \* @param existing the INodesInPath containing all the ancestral INodes  \* @param inode the new INode to add  \* @param modes create modes  \* @param checkQuota whether to check quota  \* @return an INodesInPath instance containing the new INode  \*/  @VisibleForTesting  public INodesInPath addLastINode(INodesInPath existing, INode inode,  FsPermission modes, boolean checkQuota) throws QuotaExceededException {  assert existing.getLastINode() != null &&  existing.getLastINode().isDirectory();  final int pos = existing.length();  // Disallow creation of /.reserved. This may be created when loading  // editlog/fsimage during upgrade since /.reserved was a valid name in older  // release. This may also be called when a user tries to create a file  // or directory /.reserved.  if (pos == 1 && existing.getINode(0) == rootDir && isReservedName(inode)) {  throw new HadoopIllegalArgumentException(  "File name \"" + inode.getLocalName() + "\" is reserved and cannot "  + "be created. If this is during upgrade change the name of the "  + "existing file or directory to another name before upgrading "  + "to the new release.");  }  // 父目录  final INodeDirectory parent = existing.getINode(pos - 1).asDirectory();  // The filesystem limits are not really quotas, so this check may appear  // odd. It's because a rename operation deletes the src, tries to add  // to the dest, if that fails, re-adds the src from whence it came.  // The rename code disables the quota when it's restoring to the  // original location because a quota violation would cause the the item  // to go "poof". The fs limits must be bypassed for the same reason.  if (checkQuota) {  final String parentPath = existing.getPath();  verifyMaxComponentLength(inode.getLocalNameBytes(), parentPath);  verifyMaxDirItems(parent, parentPath);  }  // always verify inode name  verifyINodeName(inode.getLocalNameBytes());  final QuotaCounts counts = inode  .computeQuotaUsage(getBlockStoragePolicySuite(),  parent.getStoragePolicyID(), false, Snapshot.CURRENT\_STATE\_ID);  updateCount(existing, pos, counts, checkQuota);  boolean isRename = (inode.getParent() != null);  // 往父目录添加子目录  final boolean added = parent.addChild(inode, true,  existing.getLatestSnapshotId());  if (!added) {  updateCountNoQuotaCheck(existing, pos, counts.negation());  return null;  } else {  if (!isRename) {  copyINodeDefaultAcl(inode, modes);  }  // 缓存 Inode  addToInodeMap(inode);  }  // 返回 Inode 信息  return INodesInPath.append(existing, inode, inode.getLocalNameBytes());  } |

|  |
| --- |
| /\*\*  \* Add a child inode to the directory.  \*  \* @param node INode to insert  \* @param setModTime set modification time for the parent node  \* not needed when replaying the addition and  \* the parent already has the proper mod time  \* @return false if the child with this name already exists;  \* otherwise, return true;  \*/  public boolean addChild(INode node, final boolean setModTime,  final int latestSnapshotId) {  final int low = searchChildren(node.getLocalNameBytes());  if (low >= 0) {  return false;  }  if (isInLatestSnapshot(latestSnapshotId)) {  // create snapshot feature if necessary  DirectoryWithSnapshotFeature sf = this.getDirectoryWithSnapshotFeature();  if (sf == null) {  sf = this.addSnapshotFeature(null);  }  return sf.addChild(this, node, setModTime, latestSnapshotId);  }  // 添加  addChild(node, low);  if (setModTime) {  // update modification time of the parent directory  updateModificationTime(node.getModificationTime(), latestSnapshotId);  }  return true;  } |

|  |
| --- |
| /\*\*  \* Add the node to the children list at the given insertion point.  \* The basic add method which actually calls children.add(..).  \*/  private void addChild(final INode node, final int insertionPoint) {  if (children == null) {  children = new ArrayList<>(DEFAULT\_FILES\_PER\_DIRECTORY);  }  node.setParent(this);  // 添加  children.add(-insertionPoint - 1, node);  if (node.getGroupName() == null) {  node.setGroup(getGroupName());  }  } |

##### 2.3.1.2 往 EditLog 添加一条记录

|  |
| --- |
| /\*\*  \* Add create directory record to edit log  \*/  public void logMkDir(String path, INode newNode) {  PermissionStatus permissions = newNode.getPermissionStatus();  // Mkdir 操作符记录封装  MkdirOp op = MkdirOp.getInstance(cache.get())  .setInodeId(newNode.getId())  .setPath(path)  .setTimestamp(newNode.getModificationTime())  .setPermissionStatus(permissions);  AclFeature f = newNode.getAclFeature();  if (f != null) {  op.setAclEntries(AclStorage.readINodeLogicalAcl(newNode));  }  XAttrFeature x = newNode.getXAttrFeature();  if (x != null) {  op.setXAttrs(x.getXAttrs());  }  // 执行添加 (调用 FSEditLogAsync.logEdit())  logEdit(op);  } |

|  |
| --- |
| @Override  void logEdit(final FSEditLogOp op) {  // 获取 Edit 对象 返回 RpcEdit  Edit edit = getEditInstance(op);  // 当前线程内部变量设置 RpcEdit  THREAD\_EDIT.set(edit);  // 将 RpcEdit 添加到队列  enqueueEdit(edit);  } |

###### 2.3.1.2.1 创建 RpcEdit

|  |
| --- |
| private Edit getEditInstance(FSEditLogOp op) {  final Edit edit;  final Server.Call rpcCall = Server.getCurCall().get();  // only rpc calls not explicitly sync'ed on the log will be async.  if (rpcCall != null && !Thread.holdsLock(this)) {  // 创建 RpcEdit  edit = new RpcEdit(this, op, rpcCall);  } else {  edit = new SyncEdit(this, op);  }  return edit;  } |

###### 2.3.1.2.2 将 RpcEdit 添加到队列

|  |
| --- |
| private void enqueueEdit(Edit edit) {  if (LOG.isDebugEnabled()) {  LOG.debug("logEdit " + edit);  }  try {  // not checking for overflow yet to avoid penalizing performance of  // the common case. if there is persistent overflow, a mutex will be  // use to throttle contention on the queue.  // 将 RpcEdit 添加到队列  if (!editPendingQ.offer(edit)) {  Preconditions.checkState(  isSyncThreadAlive(), "sync thread is not alive");  if (Thread.holdsLock(this)) {  // if queue is full, synchronized caller must immediately relinquish  // the monitor before re-offering to avoid deadlock with sync thread  // which needs the monitor to write transactions.  int permits = overflowMutex.drainPermits();  try {  do {  this.wait(1000); // will be notified by next logSync.  } while (!editPendingQ.offer(edit));  } finally {  overflowMutex.release(permits);  }  } else {  // mutex will throttle contention during persistent overflow.  overflowMutex.acquire();  try {  editPendingQ.put(edit);  } finally {  overflowMutex.release();  }  }  }  } catch (Throwable t) {  // should never happen! failure to enqueue an edit is fatal  terminate(t);  }  } |

#### 2.3.2 异步同步 EditLog 到磁盘和 JournalNode

入口类：FSEditLogAsync.run()

|  |
| --- |
| @Override  public void run() {  try {  while (true) {  boolean doSync;  // 取出一个 RpcEdit  Edit edit = dequeueEdit();  if (edit != null) {  // sync if requested by edit log.  // 往下追 返回是否强制刷写 EditLog  doSync = edit.logEdit();  syncWaitQ.add(edit);  } else {  // sync when editq runs dry, but have edits pending a sync.  doSync = !syncWaitQ.isEmpty();  }  if (doSync) {  // normally edit log exceptions cause the NN to terminate, but tests  // relying on ExitUtil.terminate need to see the exception.  RuntimeException syncEx = null;  try {  // 刷写 EditLog  logSync(getLastWrittenTxId());  } catch (RuntimeException ex) {  syncEx = ex;  }  while ((edit = syncWaitQ.poll()) != null) {  edit.logSyncNotify(syncEx);  }  }  }  } catch (InterruptedException ie) {  LOG.info(Thread.currentThread().getName() + " was interrupted, exiting");  } catch (Throwable t) {  terminate(t);  }  } |

##### 2.3.2.1 返回是否强制刷写 EditLog

|  |
| --- |
| // return whether edit log wants to sync.  boolean logEdit() {  // 往下追  return log.doEditTransaction(op);  } |

|  |
| --- |
| synchronized boolean doEditTransaction(final FSEditLogOp op) {  // 开启事务  long start = beginTransaction();  op.setTransactionId(txid);  try {  // 写 EditLog  // 往本地写 EditLog 调用 EditLogFileOutputStream  // 往 JournalNode 写 EditLog 调用 JournalSetOutputStream (JournalSet)  editLogStream.write(op);  } catch (IOException ex) {  // All journals failed, it is handled in logSync.  } finally {  op.reset();  }  // 结束事务  endTransaction(start);  // 判断是否强制刷写 EditLog  return shouldForceSync();  } |

###### 2.3.2.1.1 开启事务

|  |
| --- |
| private long beginTransaction() {  assert Thread.holdsLock(this);  // get a new transactionId  // 事务 ID 累计  txid++;  //  // record the transactionId when new data was written to the edits log  //  TransactionId id = myTransactionId.get();  id.txid = txid;  return monotonicNow();  } |

###### 2.3.2.1.2 写 EditLog

2.3.2.1.2.1 往本地写 EditLog 调用 EditLogFileOutputStream

|  |
| --- |
| @Override  public void write(FSEditLogOp op) throws IOException {  // 往双缓冲写 EditLog  doubleBuf.writeOp(op, getCurrentLogVersion());  } |

|  |
| --- |
| public void writeOp(FSEditLogOp op, int logVersion) throws IOException {  // 往 bufCurrent 写 EditLog  bufCurrent.writeOp(op, logVersion);  } |

2.3.2.1.2.2 往 JournalNode 写 EditLog 调用 JournalSetOutputStream (JournalSet)

|  |
| --- |
| @Override  public void write(final FSEditLogOp op)  throws IOException {  mapJournalsAndReportErrors(new JournalClosure() {  @Override  public void apply(JournalAndStream jas) throws IOException {  if (jas.isActive()) {  // 调用 QuorumOutputStream.write  jas.getCurrentStream().write(op);  }  }  }, "write op");  } |

|  |
| --- |
| @Override  public void write(FSEditLogOp op) throws IOException {  // 往双缓冲写 EditLog  buf.writeOp(op, getCurrentLogVersion());  } |

|  |
| --- |
| public void writeOp(FSEditLogOp op, int logVersion) throws IOException {  // 往 bufCurrent 写 EditLog  bufCurrent.writeOp(op, logVersion);  } |

###### 2.3.2.1.3 结束事务

|  |
| --- |
| private void endTransaction(long start) {  assert Thread.holdsLock(this);  // update statistics  long end = monotonicNow();  numTransactions++;  totalTimeTransactions += (end - start);  if (metrics != null) // Metrics is non-null only when used inside name node  metrics.addTransaction(end - start);  } |

###### 2.3.2.1.4 判断是否强制刷写 EditLog

|  |
| --- |
| /\*\*  \* Check if should automatically sync buffered edits to  \* persistent store  \*  \* @return true if any of the edit stream says that it should sync  \*/  private boolean shouldForceSync() {  // 往下追  return editLogStream.shouldForceSync();  } |

|  |
| --- |
| /\*\*  \* @return true if the number of buffered data exceeds the intial buffer size  \*/  @Override  public boolean shouldForceSync() {  // 往下追  return doubleBuf.shouldForceSync();  } |

|  |
| --- |
| public boolean shouldForceSync() {  // 判断 bufCurrent 大小是否大于 512 KB  return bufCurrent.size() >= initBufferSize;  } |

##### 2.3.2.2 刷写 EditLog

|  |
| --- |
| protected void logSync(long mytxid) {  long syncStart = 0;  boolean sync = false;  long editsBatchedInSync = 0;  try {  EditLogOutputStream logStream = null;  synchronized (this) {  try {  printStatistics(false);  // if somebody is already syncing, then wait  // 已经有其他线程正在刷写 EditLog  while (mytxid > synctxid && isSyncRunning) {  try {  wait(1000);  } catch (InterruptedException ie) {  }  }  //  // If this transaction was already flushed, then nothing to do  //  if (mytxid <= synctxid) {  return;  }  // now, this thread will do the sync. track if other edits were  // included in the sync - ie. batched. if this is the only edit  // synced then the batched count is 0  editsBatchedInSync = txid - synctxid - 1;  syncStart = txid;  isSyncRunning = true;  sync = true;  // swap buffers  try {  if (journalSet.isEmpty()) {  throw new IOException("No journals available to flush");  }  // 双缓冲内存交换  editLogStream.setReadyToFlush();  } catch (IOException e) {  final String msg =  "Could not sync enough journals to persistent storage " +  "due to " + e.getMessage() + ". " +  "Unsynced transactions: " + (txid - synctxid);  LOG.error(msg, new Exception());  synchronized (journalSetLock) {  IOUtils.cleanupWithLogger(LOG, journalSet);  }  terminate(1, msg);  }  } finally {  // Prevent RuntimeException from blocking other log edit write  doneWithAutoSyncScheduling();  }  //editLogStream may become null,  //so store a local variable for flush.  logStream = editLogStream;  }  // do the sync  long start = monotonicNow();  try {  if (logStream != null) {  // 刷写 EditLog  logStream.flush();  }  } catch (IOException ex) {  synchronized (this) {  final String msg =  "Could not sync enough journals to persistent storage. "  + "Unsynced transactions: " + (txid - synctxid);  LOG.error(msg, new Exception());  synchronized (journalSetLock) {  IOUtils.cleanupWithLogger(LOG, journalSet);  }  terminate(1, msg);  }  }  long elapsed = monotonicNow() - start;  if (metrics != null) { // Metrics non-null only when used inside name node  metrics.addSync(elapsed);  metrics.incrTransactionsBatchedInSync(editsBatchedInSync);  numTransactionsBatchedInSync.addAndGet(editsBatchedInSync);  }  } finally {  // Prevent RuntimeException from blocking other log edit sync  synchronized (this) {  if (sync) {  synctxid = syncStart;  for (JournalManager jm : journalSet.getJournalManagers()) {  /\*\*  \* {@link FileJournalManager#lastReadableTxId} is only meaningful  \* for file-based journals. Therefore the interface is not added to  \* other types of {@link JournalManager}.  \*/  if (jm instanceof FileJournalManager) {  ((FileJournalManager) jm).setLastReadableTxId(syncStart);  }  }  isSyncRunning = false;  }  this.notifyAll();  }  }  } |

|  |
| --- |
| /\*\*  \* Flush data to persistent store.  \* Collect sync metrics.  \*/  public void flush() throws IOException {  // 本地刷写 EditLog 往下追  // JournalNode 刷写 EditLog 调用子类  flush(true);  } |

###### 2.3.2.2.1 本地刷写 EditLog

|  |
| --- |
| public void flush(boolean durable) throws IOException {  numSync++;  long start = monotonicNow();  // 刷写  flushAndSync(durable);  long end = monotonicNow();  totalTimeSync += (end - start);  } |

|  |
| --- |
| /\*\*  \* Flush ready buffer to persistent store. currentBuffer is not flushed as it  \* accumulates new log records while readyBuffer will be flushed and synced.  \*/  @Override  public void flushAndSync(boolean durable) throws IOException {  if (fp == null) {  throw new IOException("Trying to use aborted output stream");  }  if (doubleBuf.isFlushed()) {  LOG.info("Nothing to flush");  return;  }  preallocate(); // preallocate file if necessary  // 刷写  doubleBuf.flushTo(fp);  if (durable && !shouldSkipFsyncForTests && !shouldSyncWritesAndSkipFsync) {  fc.force(false); // metadata updates not needed  }  } |

|  |
| --- |
| /\*\*  \* Writes the content of the "ready" buffer to the given output stream,  \* and resets it. Does not swap any buffers.  \*/  public void flushTo(OutputStream out) throws IOException {  // 往下追  bufReady.writeTo(out); // write data to file  bufReady.reset(); // erase all data in the buffer  } |

|  |
| --- |
| /\*\* Write to a file stream \*/  public void writeTo(OutputStream out) throws IOException {  // 刷写  buffer.writeTo(out);  } |

###### 2.3.2.2.2 往 JournalNode 刷写 EditLog

|  |
| --- |
| @Override  public void flush() throws IOException {  mapJournalsAndReportErrors(new JournalClosure() {  @Override  public void apply(JournalAndStream jas) throws IOException {  if (jas.isActive()) {  // 往 JournalNode 刷写 EditLog  jas.getCurrentStream().flush();  }  }  }, "flush");  } |

|  |
| --- |
| @Override  protected void flushAndSync(final boolean durable) throws IOException {  mapJournalsAndReportErrors(new JournalClosure() {  @Override  public void apply(JournalAndStream jas) throws IOException {  if (jas.isActive()) {  jas.getCurrentStream().flushAndSync(durable);  }  }  }, "flushAndSync");  } |

|  |
| --- |
| @Override  protected void flushAndSync(boolean durable) throws IOException {  int numReadyBytes = buf.countReadyBytes();  if (numReadyBytes > 0) {  int numReadyTxns = buf.countReadyTxns();  long firstTxToFlush = buf.getFirstReadyTxId();  assert numReadyTxns > 0;  // Copy from our double-buffer into a new byte array. This is for  // two reasons:  // 1) The IPC code has no way of specifying to send only a slice of  // a larger array.  // 2) because the calls to the underlying nodes are asynchronous, we  // need a defensive copy to avoid accidentally mutating the buffer  // before it is sent.  // 计算刷写数据  DataOutputBuffer bufToSend = new DataOutputBuffer(numReadyBytes);  buf.flushTo(bufToSend);  assert bufToSend.getLength() == numReadyBytes;  byte[] data = bufToSend.getData();  assert data.length == bufToSend.getLength();  // 往下追  QuorumCall<AsyncLogger, Void> qcall = loggers.sendEdits(  segmentTxId,  firstTxToFlush,  numReadyTxns,  data);  loggers.waitForWriteQuorum(qcall, writeTimeoutMs, "sendEdits");  // Since we successfully wrote this batch, let the loggers know. Any future  // RPCs will thus let the loggers know of the most recent transaction, even  // if a logger has fallen behind.  loggers.setCommittedTxId(firstTxToFlush + numReadyTxns - 1);  }  } |

|  |
| --- |
| public QuorumCall<AsyncLogger, Void> sendEdits(  long segmentTxId, long firstTxnId, int numTxns, byte[] data) {  Map<AsyncLogger, ListenableFuture<Void>> calls = Maps.newHashMap();  // 变量每个 JournalNode 连接对象  for (AsyncLogger logger : loggers) {  // 往下追  ListenableFuture<Void> future =  logger.sendEdits(segmentTxId, firstTxnId, numTxns, data);  calls.put(logger, future);  }  return QuorumCall.create(calls);  } |

2.3.2.2.2.1 最终调用IPCLoggerChannel.sendEdits() 发送异步 RPC

|  |
| --- |
| @Override  public ListenableFuture<Void> sendEdits(  final long segmentTxId, final long firstTxnId,  final int numTxns, final byte[] data) {  try {  reserveQueueSpace(data.length);  } catch (LoggerTooFarBehindException e) {  return Futures.immediateFailedFuture(e);  }  // When this batch is acked, we use its submission time in order  // to calculate how far we are lagging.  final long submitNanos = System.nanoTime();  ListenableFuture<Void> ret = null;  try {  ret = singleThreadExecutor.submit(new Callable<Void>() {  @Override  public Void call() throws IOException {  throwIfOutOfSync();  long rpcSendTimeNanos = System.nanoTime();  try {  // 调用 JournalNodeRpcServer.journal()  getProxy().journal(createReqInfo(),  segmentTxId, firstTxnId, numTxns, data);  } catch (IOException e) {  QuorumJournalManager.LOG.warn(  "Remote journal " + IPCLoggerChannel.this + " failed to " +  "write txns " + firstTxnId + "-" + (firstTxnId + numTxns - 1) +  ". Will try to write to this JN again after the next " +  "log roll.", e);  synchronized (IPCLoggerChannel.this) {  outOfSync = true;  }  throw e;  } finally {  long now = System.nanoTime();  long rpcTime = TimeUnit.MICROSECONDS.convert(  now - rpcSendTimeNanos, TimeUnit.NANOSECONDS);  long endToEndTime = TimeUnit.MICROSECONDS.convert(  now - submitNanos, TimeUnit.NANOSECONDS);  metrics.addWriteEndToEndLatency(endToEndTime);  metrics.addWriteRpcLatency(rpcTime);  if (rpcTime / 1000 > WARN\_JOURNAL\_MILLIS\_THRESHOLD) {  QuorumJournalManager.LOG.warn(  "Took " + (rpcTime / 1000) + "ms to send a batch of " +  numTxns + " edits (" + data.length + " bytes) to " +  "remote journal " + IPCLoggerChannel.this);  }  }  synchronized (IPCLoggerChannel.this) {  highestAckedTxId = firstTxnId + numTxns - 1;  lastAckNanos = submitNanos;  }  return null;  }  });  } finally {  if (ret == null) {  // it didn't successfully get submitted,  // so adjust the queue size back down.  unreserveQueueSpace(data.length);  } else {  // It was submitted to the queue, so adjust the length  // once the call completes, regardless of whether it  // succeeds or fails.  Futures.addCallback(ret, new FutureCallback<Void>() {  @Override  public void onFailure(Throwable t) {  unreserveQueueSpace(data.length);  }  @Override  public void onSuccess(Void t) {  unreserveQueueSpace(data.length);  }  }, MoreExecutors.directExecutor());  }  }  return ret;  } |

2.3.2.2.2.1.1 调用 JournalNodeRpcServer.journal()

|  |
| --- |
| @Override  public void journal(RequestInfo reqInfo,  long segmentTxId, long firstTxnId,  int numTxns, byte[] records) throws IOException {  jn.getOrCreateJournal(reqInfo.getJournalId(), reqInfo.getNameServiceId())  .journal(reqInfo, segmentTxId, firstTxnId, numTxns, records);  } |

### 2.4 NameNode 异步 RPC 发送 EditLog 给 JournalNode

入口类:JournalNodeRpcServer.journal()

|  |
| --- |
| @Override  public void journal(RequestInfo reqInfo,  long segmentTxId, long firstTxnId,  int numTxns, byte[] records) throws IOException {  // 接收 NameNode 异步 RPC 发送 EditLog 元数据    // 创建 Journal 对象  jn.getOrCreateJournal(  reqInfo.getJournalId(),  reqInfo.getNameServiceId()  )  // 执行接收 RPC 发送的 EditLog 元数据请求  .journal(reqInfo, segmentTxId, firstTxnId, numTxns, records);  } |

#### 2.4.1 创建 Journal 对象

|  |
| --- |
| public Journal getOrCreateJournal(String jid,  String nameServiceId)  throws IOException {  // 往下追  return getOrCreateJournal(jid, nameServiceId, StartupOption.REGULAR);  } |

|  |
| --- |
| synchronized Journal getOrCreateJournal(String jid,  String nameServiceId,  StartupOption startOpt)  throws IOException {  QuorumJournalManager.checkJournalId(jid);  Journal journal = journalsById.get(jid);  if (journal == null) {  // 获取 JournalNode 存储元数据目录  File logDir = getLogDir(jid, nameServiceId);  // Initializing journal in directory /opt/app/hadoop-3.1.3/data/jn/mycluster  LOG.info("Initializing journal in directory " + logDir);  // 创建 Journal  journal = new Journal(conf, logDir, jid, startOpt, new ErrorReporter());  // 缓存  journalsById.put(jid, journal);  // Start SyncJouranl thread, if JournalNode Sync is enabled  if (conf.getBoolean(  DFSConfigKeys.DFS\_JOURNALNODE\_ENABLE\_SYNC\_KEY,  DFSConfigKeys.DFS\_JOURNALNODE\_ENABLE\_SYNC\_DEFAULT)) {  // 开启同步线程 同步 JournalNode 之间的相关信息  startSyncer(journal, jid, nameServiceId);  }  } else if (journalSyncersById.get(jid) != null &&  !journalSyncersById.get(jid).isJournalSyncerStarted() &&  !journalsById.get(jid).getTriedJournalSyncerStartedwithnsId() &&  nameServiceId != null) {  startSyncer(journal, jid, nameServiceId);  }  return journal;  } |

##### 2.4.1.1 执行创建 Journal 对象

|  |
| --- |
| Journal(Configuration conf, File logDir, String journalId,  StartupOption startOpt, StorageErrorReporter errorReporter)  throws IOException {  this.conf = conf;  // 创建 JNStorage  storage = new JNStorage(conf, logDir, startOpt, errorReporter);  // mycluster  this.journalId = journalId;  refreshCachedData();  // FileJournalManager  this.fjm = storage.getJournalManager();  this.cache = createCache();  this.metrics = JournalMetrics.create(this);  // 扫描最新的 EditLog 文件  EditLogFile latest = scanStorageForLatestEdits();  if (latest != null) {  updateHighestWrittenTxId(latest.getLastTxId());  }  } |

##### 2.4.1.1 启动同步线程 (同步JournalNode 之间相关信息确保一致性)

|  |
| --- |
| private void startSyncer(Journal journal, String jid, String nameServiceId) {  JournalNodeSyncer jSyncer = journalSyncersById.get(jid);  if (jSyncer == null) {  // 创建 JournalNodeSyncer  jSyncer = new JournalNodeSyncer(this, journal, jid, conf, nameServiceId);  // 缓存  journalSyncersById.put(jid, jSyncer);  }  // 启动 JournalNodeSyncer 执行 JournalNode 之间同步相关信息  jSyncer.start(nameServiceId);  } |

###### 2.4.1.1.1 创建 JournalNodeSyncer

|  |
| --- |
| JournalNodeSyncer(JournalNode jouranlNode, Journal journal, String jid,  Configuration conf, String nameServiceId) {  // 赋值操作  this.jn = jouranlNode;  this.journal = journal;  this.jid = jid;  this.nameServiceId = nameServiceId;  this.jnStorage = journal.getStorage();  this.conf = conf;  // 120s  journalSyncInterval = conf.getLong(  DFSConfigKeys.DFS\_JOURNALNODE\_SYNC\_INTERVAL\_KEY,  DFSConfigKeys.DFS\_JOURNALNODE\_SYNC\_INTERVAL\_DEFAULT);  // 30  logSegmentTransferTimeout = conf.getInt(  DFSConfigKeys.DFS\_EDIT\_LOG\_TRANSFER\_TIMEOUT\_KEY,  DFSConfigKeys.DFS\_EDIT\_LOG\_TRANSFER\_TIMEOUT\_DEFAULT);  throttler = getThrottler(conf);  metrics = journal.getMetrics();  journalSyncerStarted = false;  } |

###### 2.4.1.1.2 启动线程

|  |
| --- |
| public void start(String nsId) {  if (nsId != null) {  // mycluster  this.nameServiceId = nsId;  journal.setTriedJournalSyncerStartedwithnsId(true);  }  if (!journalSyncerStarted && // 获取其他 JournalNode 代理  getOtherJournalNodeProxies()  ) {  // Starting SyncJournal daemon for journal mycluster  LOG.info("Starting SyncJournal daemon for journal " + jid);  // 启动同步 JournalNode EditLog 线程  startSyncJournalsDaemon();  journalSyncerStarted = true;  }  } |

2.4.1.1.2.1 获取其他 JournalNode 代理

|  |
| --- |
| private boolean getOtherJournalNodeProxies() {  // 获取其他 JournalNode 地址  List<InetSocketAddress> otherJournalNodes = getOtherJournalNodeAddrs();  if (otherJournalNodes == null || otherJournalNodes.isEmpty()) {  LOG.warn("Other JournalNode addresses not available. Journal Syncing " +  "cannot be done");  return false;  }  for (InetSocketAddress addr : otherJournalNodes) {  try {  // 添加其他 JournalNode 代理  otherJNProxies.add(new JournalNodeProxy(addr));  } catch (IOException e) {  LOG.warn("Could not add proxy for Journal at addresss " + addr, e);  }  }  if (otherJNProxies.isEmpty()) {  LOG.error("Cannot sync as there is no other JN available for sync.");  return false;  }  numOtherJNs = otherJNProxies.size();  return true;  } |

2.4.1.1.2.1.1 创建 JournalNodeProxy

|  |
| --- |
| JournalNodeProxy(InetSocketAddress jnAddr) throws IOException {  final Configuration confCopy = new Configuration(conf);  this.jnAddr = jnAddr;  // 获取其他 JournalNode 的代理  this.jnProxy = SecurityUtil.doAsLoginUser(  new PrivilegedExceptionAction<InterQJournalProtocol>() {  @Override  public InterQJournalProtocol run() throws IOException {  // 设置 JournalNode 之间内部通讯协议接口 InterQJournalProtocol  RPC.setProtocolEngine(confCopy, InterQJournalProtocolPB.class,  ProtobufRpcEngine.class);  // 获取其他 JournalNode 的代理  InterQJournalProtocolPB interQJournalProtocolPB = RPC.getProxy(  InterQJournalProtocolPB.class,  RPC.getProtocolVersion(InterQJournalProtocolPB.class),  jnAddr, confCopy);  return new InterQJournalProtocolTranslatorPB(  interQJournalProtocolPB);  }  });  } |

2.4.1.1.2.2 执行启动线程 (创建 EditLog 存储目录)

|  |
| --- |
| private void startSyncJournalsDaemon() {  // 创建线程并启动  syncJournalDaemon = new Daemon(() -> {  // Wait for journal to be formatted to create edits.sync directory  while(!journal.isFormatted()) {  try {  Thread.sleep(journalSyncInterval);  } catch (InterruptedException e) {  LOG.error("JournalNodeSyncer daemon received Runtime exception.", e);  Thread.currentThread().interrupt();  return;  }  }  // 创建 JournalNode 同步 EditLog 目录  if (!createEditsSyncDir()) {  LOG.error("Failed to create directory for downloading log " +  "segments: %s. Stopping Journal Node Sync.",  journal.getStorage().getEditsSyncDir());  return;  }  while(shouldSync) {  try {  if (!journal.isFormatted()) {  LOG.warn("Journal cannot sync. Not formatted.");  } else {  // 执行 同步 JournalNode 相关的信息  syncJournals();  }  } catch (Throwable t) {  if (!shouldSync) {  if (t instanceof InterruptedException) {  LOG.info("Stopping JournalNode Sync.");  Thread.currentThread().interrupt();  return;  } else {  LOG.warn("JournalNodeSyncer received an exception while " +  "shutting down.", t);  }  break;  } else {  if (t instanceof InterruptedException) {  LOG.warn("JournalNodeSyncer interrupted", t);  Thread.currentThread().interrupt();  return;  }  }  LOG.error(  "JournalNodeSyncer daemon received Runtime exception. ", t);  }  try {  // 120s  Thread.sleep(journalSyncInterval);  } catch (InterruptedException e) {  if (!shouldSync) {  LOG.info("Stopping JournalNode Sync.");  } else {  LOG.warn("JournalNodeSyncer interrupted", e);  }  Thread.currentThread().interrupt();  return;  }  }  });  syncJournalDaemon.start();  } |

#### 2.4.2 执行接收 RPC 发送的 EditLog 元数据请求 (写磁盘)

|  |
| --- |
| /\*\*  \* Write a batch of edits to the journal.  \* {@see QJournalProtocol#journal(RequestInfo, long, long, int, byte[])}  \*/  synchronized void journal(RequestInfo reqInfo,  long segmentTxId, long firstTxnId,  int numTxns, byte[] records) throws IOException {  checkFormatted();  checkWriteRequest(reqInfo);  // If numTxns is 0, it's actually a fake send which aims at updating  // committedTxId only. So we can return early.  if (numTxns == 0) {  return;  }  checkSync(curSegment != null,  "Can't write, no segment open" + " ; journal id: " + journalId);  if (curSegmentTxId != segmentTxId) {  // Sanity check: it is possible that the writer will fail IPCs  // on both the finalize() and then the start() of the next segment.  // This could cause us to continue writing to an old segment  // instead of rolling to a new one, which breaks one of the  // invariants in the design. If it happens, abort the segment  // and throw an exception.  JournalOutOfSyncException e = new JournalOutOfSyncException(  "Writer out of sync: it thinks it is writing segment " + segmentTxId  + " but current segment is " + curSegmentTxId  + " ; journal id: " + journalId);  abortCurSegment();  throw e;  }    checkSync(nextTxId == firstTxnId,  "Can't write txid " + firstTxnId + " expecting nextTxId=" + nextTxId  + " ; journal id: " + journalId);    long lastTxnId = firstTxnId + numTxns - 1;  if (LOG.isTraceEnabled()) {  LOG.trace("Writing txid " + firstTxnId + "-" + lastTxnId +  " ; journal id: " + journalId);  }  if (cache != null) {  // 缓存 EditLog  cache.storeEdits(records, firstTxnId, lastTxnId, curSegmentLayoutVersion);  }  // If the edit has already been marked as committed, we know  // it has been fsynced on a quorum of other nodes, and we are  // "catching up" with the rest. Hence we do not need to fsync.  boolean isLagging = lastTxnId <= committedTxnId.get();  boolean shouldFsync = !isLagging;  // 往双缓存写 EditLog  curSegment.writeRaw(records, 0, records.length);  // 交换双缓存  curSegment.setReadyToFlush();  StopWatch sw = new StopWatch();  sw.start();  // 刷写缓存 EditLog 到磁盘  curSegment.flush(shouldFsync);  sw.stop();  long nanoSeconds = sw.now();  metrics.addSync(  TimeUnit.MICROSECONDS.convert(nanoSeconds, TimeUnit.NANOSECONDS));  long milliSeconds = TimeUnit.MILLISECONDS.convert(  nanoSeconds, TimeUnit.NANOSECONDS);  if (milliSeconds > WARN\_SYNC\_MILLIS\_THRESHOLD) {  LOG.warn("Sync of transaction range " + firstTxnId + "-" + lastTxnId +  " took " + milliSeconds + "ms" + " ; journal id: " + journalId);  }  if (isLagging) {  // This batch of edits has already been committed on a quorum of other  // nodes. So, we are in "catch up" mode. This gets its own metric.  metrics.batchesWrittenWhileLagging.incr(1);  }    metrics.batchesWritten.incr(1);  metrics.bytesWritten.incr(records.length);  metrics.txnsWritten.incr(numTxns);    updateHighestWrittenTxId(lastTxnId);  nextTxId = lastTxnId + 1;  lastJournalTimestamp = Time.now();  } |

### 2.5 Standby NameNode 拉取 JournalNode EditLog 元数据信息

入口类：EditLogTailer.EditLogTailerThread.run()

|  |
| --- |
| @Override  public void run() {  SecurityUtil.doAsLoginUserOrFatal(  new PrivilegedAction<Object>() {  @Override  public Object run() {  // 执行  doWork();  return null;  }  });  } |

|  |
| --- |
| private void doWork() {  long currentSleepTimeMs = sleepTimeMs;  while (shouldRun) {  long editsTailed = 0;  try {  // There's no point in triggering a log roll if the Standby hasn't  // read any more transactions since the last time a roll was  // triggered.  // 触发 EditLog 文件滚动判断  boolean triggeredLogRoll = false;  if (// 超过 120s 没有更新  tooLongSinceLastLoad() &&  lastRollTriggerTxId < lastLoadedTxnId) {  // 触发 Active EditLog 滚动  triggerActiveLogRoll();  triggeredLogRoll = true;  }  /\*\*  \* Check again in case someone calls {@link EditLogTailer#stop} while  \* we're triggering an edit log roll, since ipc.Client catches and  \* ignores {@link InterruptedException} in a few places. This fixes  \* the bug described in HDFS-2823.  \*/  if (!shouldRun) {  break;  }  // Prevent reading of name system while being modified. The full  // name system lock will be acquired to further block even the block  // state updates.  namesystem.cpLockInterruptibly();  long startTime = Time.monotonicNow();  try {  NameNode.getNameNodeMetrics().addEditLogTailInterval(  startTime - lastLoadTimeMs);  // 往下追  editsTailed = doTailEdits();  } finally {  namesystem.cpUnlock();  NameNode.getNameNodeMetrics().addEditLogTailTime(  Time.monotonicNow() - startTime);  }  // Update NameDirSize Metric  if (triggeredLogRoll) {  namesystem.getFSImage().getStorage().updateNameDirSize();  }  } catch (EditLogInputException elie) {  LOG.warn("Error while reading edits from disk. Will try again.", elie);  } catch (InterruptedException ie) {  // interrupter should have already set shouldRun to false  continue;  } catch (Throwable t) {  LOG.fatal("Unknown error encountered while tailing edits. " +  "Shutting down standby NN.", t);  terminate(1, t);  }  try {  if (editsTailed == 0 && maxSleepTimeMs > 0) {  // If no edits were tailed, apply exponential backoff  // before tailing again. Double the current sleep time on each  // empty response, but don't exceed the max. If the sleep time  // was configured as 0, start the backoff at 1 ms.  currentSleepTimeMs = Math.min(maxSleepTimeMs,  (currentSleepTimeMs == 0 ? 1 : currentSleepTimeMs) \* 2);  } else {  currentSleepTimeMs = sleepTimeMs; // reset to initial sleep time  }  // 睡眠  EditLogTailer.this.sleep(currentSleepTimeMs);  } catch (InterruptedException e) {  LOG.warn("Edit log tailer interrupted", e);  }  }  }  } |

#### 2.5.1 触发 EditLog 文件滚动判断

|  |
| --- |
| /\*\*  \* @return true if the configured log roll period has elapsed.  \*/  private boolean tooLongSinceLastLoad() {  // 120s >= 0  return logRollPeriodMs >= 0 &&  (monotonicNow() - lastRollTimeMs) > logRollPeriodMs;  } |

##### 2.5.1.1 触发 Active NameNode EditLog 滚动

|  |
| --- |
| /\*\*  \* Trigger the active node to roll its logs.  \*/  @VisibleForTesting  void triggerActiveLogRoll() {  LOG.info("Triggering log roll on remote NameNode");  Future<Void> future = null;  try {  // 发送 RPC 请求给 Active NameNode 滚动 EditLog  future = rollEditsRpcExecutor.submit(  // 发送 RPC 请求  getNameNodeProxy()  );  future.get(rollEditsTimeoutMs, TimeUnit.MILLISECONDS);  lastRollTimeMs = monotonicNow();  lastRollTriggerTxId = lastLoadedTxnId;  } catch (ExecutionException e) {  LOG.warn("Unable to trigger a roll of the active NN", e);  } catch (TimeoutException e) {  if (future != null) {  future.cancel(true);  }  LOG.warn(String.format(  "Unable to finish rolling edits in %d ms", rollEditsTimeoutMs));  } catch (InterruptedException e) {  LOG.warn("Unable to trigger a roll of the active NN", e);  }  } |

|  |
| --- |
| /\*\*  \* NameNodeProxy factory method.  \*  \* @return a Callable to roll logs on remote NameNode.  \*/  @VisibleForTesting  Callable<Void> getNameNodeProxy() {  return new MultipleNameNodeProxy<Void>() {  @Override  protected Void doWork() throws IOException {  // 调用 NameNodeRpcServer.rollEditLog() (通讯协议接口 NamenodeProtocol)  cachedActiveProxy.rollEditLog();  return null;  }  };  } |

#### 2.5.2 执行拉取 JournalNode EditLog 数据 (HTTP GET 方式)

|  |
| --- |
| @VisibleForTesting  public long doTailEdits() throws IOException, InterruptedException {  // Write lock needs to be interruptible here because the  // transitionToActive RPC takes the write lock before calling  // tailer.stop() -- so if we're not interruptible, it will  // deadlock.  namesystem.writeLockInterruptibly();  try {  // 获取 FSImage  FSImage image = namesystem.getFSImage();  long lastTxnId = image.getLastAppliedTxId();  if (LOG.isDebugEnabled()) {  LOG.debug("lastTxnId: " + lastTxnId);  }  Collection<EditLogInputStream> streams;  long startTime = Time.monotonicNow();  try {  // 选择 JournalNode 流  streams = editLog.selectInputStreams(lastTxnId + 1, 0,  null, inProgressOk, true);  } catch (IOException ioe) {  // This is acceptable. If we try to tail edits in the middle of an edits  // log roll, i.e. the last one has been finalized but the new inprogress  // edits file hasn't been started yet.  LOG.warn("Edits tailer failed to find any streams. Will try again " +  "later.", ioe);  return 0;  } finally {  NameNode.getNameNodeMetrics().addEditLogFetchTime(  Time.monotonicNow() - startTime);  }  if (LOG.isDebugEnabled()) {  LOG.debug("edit streams to load from: " + streams.size());  }  // Once we have streams to load, errors encountered are legitimate cause  // for concern, so we don't catch them here. Simple errors reading from  // disk are ignored.  long editsLoaded = 0;  try {  // 从 streams 拉取 EditLog  editsLoaded = image.loadEdits(  streams, namesystem, maxTxnsPerLock, null, null);  } catch (EditLogInputException elie) {  editsLoaded = elie.getNumEditsLoaded();  throw elie;  } finally {  if (editsLoaded > 0 || LOG.isDebugEnabled()) {  LOG.debug(String.format("Loaded %d edits starting from txid %d ",  editsLoaded, lastTxnId));  }  NameNode.getNameNodeMetrics().addNumEditLogLoaded(editsLoaded);  }  if (editsLoaded > 0) {  lastLoadTimeMs = monotonicNow();  }  lastLoadedTxnId = image.getLastAppliedTxId();  return editsLoaded;  } finally {  namesystem.writeUnlock();  }  } |

##### 2.5.2.1 选择 JournalNode 流

|  |
| --- |
| /\*\*  \* Select a list of input streams.  \*  \* @param fromTxId first transaction in the selected streams  \* @param toAtLeastTxId the selected streams must contain this transaction  \* @param recovery recovery context  \* @param inProgressOk set to true if in-progress streams are OK  \* @param onlyDurableTxns set to true if streams are bounded  \* by the durable TxId  \*/  public Collection<EditLogInputStream> selectInputStreams(long fromTxId,  long toAtLeastTxId, MetaRecoveryContext recovery, boolean inProgressOk,  boolean onlyDurableTxns) throws IOException {  List<EditLogInputStream> streams = new ArrayList<EditLogInputStream>();  synchronized (journalSetLock) {  Preconditions.checkState(journalSet.isOpen(), "Cannot call " +  "selectInputStreams() on closed FSEditLog");  // 往下追  selectInputStreams(streams, fromTxId, inProgressOk, onlyDurableTxns);  }  try {  checkForGaps(streams, fromTxId, toAtLeastTxId, inProgressOk);  } catch (IOException e) {  if (recovery != null) {  // If recovery mode is enabled, continue loading even if we know we  // can't load up to toAtLeastTxId.  LOG.error("Exception while selecting input streams", e);  } else {  closeAllStreams(streams);  throw e;  }  }  return streams;  } |

|  |
| --- |
| @Override  public void selectInputStreams(Collection<EditLogInputStream> streams,  long fromTxId, boolean inProgressOk, boolean onlyDurableTxns)  throws IOException {  // 往下追  journalSet.selectInputStreams(  streams, fromTxId,  inProgressOk, onlyDurableTxns);  } |

|  |
| --- |
| /\*\*  \* In this function, we get a bunch of streams from all of our JournalManager  \* objects. Then we add these to the collection one by one.  \*  \* @param streams The collection to add the streams to. It may or  \* may not be sorted-- this is up to the caller.  \* @param fromTxId The transaction ID to start looking for streams at  \* @param inProgressOk Should we consider unfinalized streams?  \* @param onlyDurableTxns Set to true if streams are bounded by the durable  \* TxId. A durable TxId is the committed txid in QJM  \* or the largest txid written into file in FJM  \*/  @Override  public void selectInputStreams(Collection<EditLogInputStream> streams,  long fromTxId, boolean inProgressOk, boolean onlyDurableTxns) {  final PriorityQueue<EditLogInputStream> allStreams =  new PriorityQueue<EditLogInputStream>(64,  EDIT\_LOG\_INPUT\_STREAM\_COMPARATOR);  // 遍历每个 JournalNode  for (JournalAndStream jas : journals) {  if (jas.isDisabled()) {  LOG.info("Skipping jas " + jas + " since it's disabled");  continue;  }  try {  // 往下追  jas.getManager()  // 调用 QuorumJournalManager  .selectInputStreams(allStreams, fromTxId,  inProgressOk, onlyDurableTxns);  } catch (IOException ioe) {  LOG.warn("Unable to determine input streams from " + jas.getManager() +  ". Skipping.", ioe);  }  }  chainAndMakeRedundantStreams(streams, allStreams, fromTxId);  } |

###### 2.5.2.1.1 调用 QuorumJournalManager.selectInputStreams() 进行选择

|  |
| --- |
| @Override  public void selectInputStreams(Collection<EditLogInputStream> streams,  long fromTxnId, boolean inProgressOk,  boolean onlyDurableTxns) throws IOException {  // Some calls will use inProgressOK to get in-progress edits even if  // the cache used for RPC calls is not enabled; fall back to using the  // streaming mechanism to serve such requests  if (inProgressOk && inProgressTailingEnabled) {  if (LOG.isDebugEnabled()) {  LOG.debug("Tailing edits starting from txn ID " + fromTxnId +  " via RPC mechanism");  }  try {  Collection<EditLogInputStream> rpcStreams = new ArrayList<>();  selectRpcInputStreams(rpcStreams, fromTxnId, onlyDurableTxns);  streams.addAll(rpcStreams);  return;  } catch (IOException ioe) {  LOG.warn("Encountered exception while tailing edits >= " + fromTxnId +  " via RPC; falling back to streaming.", ioe);  }  }  // 选择流式输入流  selectStreamingInputStreams(streams, fromTxnId, inProgressOk,  onlyDurableTxns);  } |

|  |
| --- |
| /\*\*  \* Select input streams from the journals, specifically using the streaming  \* mechanism optimized for resiliency / bulk load.  \*/  private void selectStreamingInputStreams(  Collection<EditLogInputStream> streams, long fromTxnId,  boolean inProgressOk, boolean onlyDurableTxns) throws IOException {  // 通过 RPC Request 请求获取 JournalNode EditLog 清单  QuorumCall<AsyncLogger, RemoteEditLogManifest> q =  loggers.getEditLogManifest(fromTxnId, inProgressOk);  Map<AsyncLogger, RemoteEditLogManifest> resps =  loggers.waitForWriteQuorum(q, selectInputStreamsTimeoutMs,  "selectStreamingInputStreams");  LOG.debug("selectStreamingInputStream manifests:\n" +  Joiner.on("\n").withKeyValueSeparator(": ").join(resps));  final PriorityQueue<EditLogInputStream> allStreams =  new PriorityQueue<EditLogInputStream>(64,  JournalSet.EDIT\_LOG\_INPUT\_STREAM\_COMPARATOR);  for (Map.Entry<AsyncLogger, RemoteEditLogManifest> e : resps.entrySet()) {  AsyncLogger logger = e.getKey();  RemoteEditLogManifest manifest = e.getValue();  long committedTxnId = manifest.getCommittedTxnId();  for (RemoteEditLog remoteLog : manifest.getLogs()) {  // 构建拉取 JournalNode EditLog URL (HTTP 方式)  URL url = logger.buildURLToFetchLogs(remoteLog.getStartTxId());  long endTxId = remoteLog.getEndTxId();  // If it's bounded by durable Txns, endTxId could not be larger  // than committedTxnId. This ensures the consistency.  // We don't do the following for finalized log segments, since all  // edits in those are guaranteed to be committed.  if (onlyDurableTxns && inProgressOk && remoteLog.isInProgress()) {  endTxId = Math.min(endTxId, committedTxnId);  if (endTxId < remoteLog.getStartTxId()) {  LOG.warn("Found endTxId (" + endTxId + ") that is less than " +  "the startTxId (" + remoteLog.getStartTxId() +  ") - setting it to startTxId.");  endTxId = remoteLog.getStartTxId();  }  }  // 创建 HTTP 拉取 JournalNode EditLog 输入流 返回 EditLogFileInputStream  EditLogInputStream elis = EditLogFileInputStream.fromUrl(  connectionFactory, url, remoteLog.getStartTxId(),  endTxId, remoteLog.isInProgress());  // 添加  allStreams.add(elis);  }  }  // 往下追  JournalSet.chainAndMakeRedundantStreams(streams, allStreams, fromTxnId);  } |

2.5.2.1.1.1 构建拉取 JournalNode EditLog URL (HTTP 方式)

|  |
| --- |
| @Override  public URL buildURLToFetchLogs(long segmentTxId) {  Preconditions.checkArgument(segmentTxId > 0,  "Invalid segment: %s", segmentTxId);  Preconditions.checkState(hasHttpServerEndPoint(), "No HTTP/HTTPS endpoint");  try {  // 构建 HTTP 方式拉取 JournalNode EditLog  String path = GetJournalEditServlet.buildPath(  journalId, segmentTxId, nsInfo, true);  return new URL(httpServerURL, path);  } catch (MalformedURLException e) {  // should never get here.  throw new RuntimeException(e);  }  } |

|  |
| --- |
| public static String buildPath(String journalId, long segmentTxId,  NamespaceInfo nsInfo, boolean inProgressOk) {  // 构建 PATH  StringBuilder path = new StringBuilder("/getJournal?");  try {  path.append(JOURNAL\_ID\_PARAM).append("=")  .append(URLEncoder.encode(journalId, "UTF-8"));  path.append("&" + SEGMENT\_TXID\_PARAM).append("=")  .append(segmentTxId);  path.append("&" + STORAGEINFO\_PARAM).append("=")  .append(URLEncoder.encode(nsInfo.toColonSeparatedString(), "UTF-8"));  path.append("&" + IN\_PROGRESS\_OK).append("=")  .append(inProgressOk);  } catch (UnsupportedEncodingException e) {  // Never get here -- everyone supports UTF-8  throw new RuntimeException(e);  }  return path.toString();  } |

###### 2.5.2.1.2 创建 HTTP 拉取 JournalNode EditLog 输入流 返回 EditLogFileInputStream

|  |
| --- |
| /\*\*  \* Open an EditLogInputStream for the given URL.  \*  \* @param connectionFactory  \* the URLConnectionFactory used to create the connection.  \* @param url  \* the url hosting the log  \* @param startTxId  \* the expected starting txid  \* @param endTxId  \* the expected ending txid  \* @param inProgress  \* whether the log is in-progress  \* @return a stream from which edits may be read  \*/  public static EditLogInputStream fromUrl(  URLConnectionFactory connectionFactory, URL url, long startTxId,  long endTxId, boolean inProgress) {  // 创建 EditLogFileInputStream  return new EditLogFileInputStream(new URLLog(connectionFactory, url),  startTxId, endTxId, inProgress);  } |

|  |
| --- |
| private EditLogFileInputStream(LogSource log,  long firstTxId, long lastTxId,  boolean isInProgress) {  //  this.log = log;  this.firstTxId = firstTxId;  this.lastTxId = lastTxId;  this.isInProgress = isInProgress;  this.maxOpSize = DFSConfigKeys.DFS\_NAMENODE\_MAX\_OP\_SIZE\_DEFAULT;  } |

##### 2.5.2.2 从 streams 拉取 EditLog

|  |
| --- |
| public long loadEdits(Iterable<EditLogInputStream> editStreams,  FSNamesystem target, long maxTxnsToRead,  StartupOption startOpt, MetaRecoveryContext recovery)  throws IOException {  LOG.debug("About to load edits:\n " + Joiner.on("\n ").join(editStreams));  StartupProgress prog = NameNode.getStartupProgress();  prog.beginPhase(Phase.LOADING\_EDITS);    long prevLastAppliedTxId = lastAppliedTxId;  long remainingReadTxns = maxTxnsToRead;  try {  // 创建 FSEditLogLoader  FSEditLogLoader loader = new FSEditLogLoader(target, lastAppliedTxId);    // Load latest edits  for (EditLogInputStream editIn : editStreams) {  LogAction logAction = loadEditLogHelper.record();  if (logAction.shouldLog()) {  String logSuppressed = "";  if (logAction.getCount() > 1) {  logSuppressed = "; suppressed logging for " +  (logAction.getCount() - 1) + " edit reads";  }  LOG.info("Reading " + editIn + " expecting start txid #" +  (lastAppliedTxId + 1) + logSuppressed);  }  try {  // 执行  remainingReadTxns -= loader.loadFSEdits(editIn, lastAppliedTxId + 1,  remainingReadTxns, startOpt, recovery);  } finally {  // Update lastAppliedTxId even in case of error, since some ops may  // have been successfully applied before the error.  lastAppliedTxId = loader.getLastAppliedTxId();  }  // If we are in recovery mode, we may have skipped over some txids.  if (editIn.getLastTxId() != HdfsServerConstants.INVALID\_TXID  && recovery != null) {  lastAppliedTxId = editIn.getLastTxId();  }  if (remainingReadTxns <= 0) {  break;  }  }  } finally {  FSEditLog.closeAllStreams(editStreams);  }  prog.endPhase(Phase.LOADING\_EDITS);  return lastAppliedTxId - prevLastAppliedTxId;  } |

###### 2.5.2.2.1 创建 FSEditLogLoader

|  |
| --- |
| public FSEditLogLoader(FSNamesystem fsNamesys, long lastAppliedTxId) {  // 往下追  this(fsNamesys, lastAppliedTxId, new Timer());  } |

|  |
| --- |
| @VisibleForTesting  FSEditLogLoader(FSNamesystem fsNamesys, long lastAppliedTxId, Timer timer) {  this.fsNamesys = fsNamesys;  this.blockManager = fsNamesys.getBlockManager();  this.lastAppliedTxId = lastAppliedTxId;  this.timer = timer;  } |

###### 2.5.2.2.2 执行拉取

|  |
| --- |
| /\*\*  \* Load an edit log, and apply the changes to the in-memory structure  \* This is where we apply edits that we've been writing to disk all  \* along.  \*/  long loadFSEdits(EditLogInputStream edits, long expectedStartingTxId,  long maxTxnsToRead,  StartupOption startOpt, MetaRecoveryContext recovery) throws IOException {  StartupProgress prog = NameNode.getStartupProgress();  Step step = createStartupProgressStep(edits);  prog.beginStep(Phase.LOADING\_EDITS, step);  fsNamesys.writeLock();  try {  long startTime = timer.monotonicNow();  LogAction preLogAction = loadEditsLogHelper.record("pre", startTime);  if (preLogAction.shouldLog()) {  FSImage.LOG.info("Start loading edits file " + edits.getName()  + " maxTxnsToRead = " + maxTxnsToRead +  LogThrottlingHelper.getLogSupressionMessage(preLogAction));  }  // 加载 (返回 EditLog 个数)  long numEdits = loadEditRecords(edits, false, expectedStartingTxId,  maxTxnsToRead, startOpt, recovery);  long endTime = timer.monotonicNow();  LogAction postLogAction = loadEditsLogHelper.record("post", endTime,  numEdits, edits.length(), endTime - startTime);  if (postLogAction.shouldLog()) {  FSImage.LOG.info("Loaded " + postLogAction.getCount()  + " edits file(s) (the last named " + edits.getName()  + ") of total size " + postLogAction.getStats(1).getSum()  + ", total edits " + postLogAction.getStats(0).getSum()  + ", total load time " + postLogAction.getStats(2).getSum()  + " ms");  }  return numEdits;  } finally {  edits.close();  fsNamesys.writeUnlock("loadFSEdits");  prog.endStep(Phase.LOADING\_EDITS, step);  }  } |

|  |
| --- |
| long loadEditRecords(EditLogInputStream in, boolean closeOnExit,  long expectedStartingTxId, long maxTxnsToRead, StartupOption startOpt,  MetaRecoveryContext recovery) throws IOException {  EnumMap<FSEditLogOpCodes, Holder<Integer>> opCounts =  new EnumMap<FSEditLogOpCodes, Holder<Integer>>(FSEditLogOpCodes.class);  if (LOG.isTraceEnabled()) {  LOG.trace("Acquiring write lock to replay edit log");  }  fsNamesys.writeLock();  FSDirectory fsDir = fsNamesys.dir;  fsDir.writeLock();  long recentOpcodeOffsets[] = new long[4];  Arrays.fill(recentOpcodeOffsets, -1);    long expectedTxId = expectedStartingTxId;  long numEdits = 0;  long lastTxId = in.getLastTxId();  long numTxns = (lastTxId - expectedStartingTxId) + 1;  StartupProgress prog = NameNode.getStartupProgress();  Step step = createStartupProgressStep(in);  prog.setTotal(Phase.LOADING\_EDITS, step, numTxns);  Counter counter = prog.getCounter(Phase.LOADING\_EDITS, step);  long lastLogTime = timer.monotonicNow();  long lastInodeId = fsNamesys.dir.getLastInodeId();    try {  while (true) {  try {  FSEditLogOp op;  try {  // 调用 GetJournalEditServlet.doGet() 的输出流 (这里是输入流)  // 真正读取 JournalNode 的 EditLogFile  op = in.readOp();  if (op == null) {  break;  }  } catch (Throwable e) {  // Handle a problem with our input  check203UpgradeFailure(in.getVersion(true), e);  String errorMessage =  formatEditLogReplayError(in, recentOpcodeOffsets, expectedTxId);  FSImage.LOG.error(errorMessage, e);  if (recovery == null) {  // We will only try to skip over problematic opcodes when in  // recovery mode.  throw new EditLogInputException(errorMessage, e, numEdits);  }  MetaRecoveryContext.editLogLoaderPrompt(  "We failed to read txId " + expectedTxId,  recovery, "skipping the bad section in the log");  in.resync();  continue;  }  recentOpcodeOffsets[(int)(numEdits % recentOpcodeOffsets.length)] =  in.getPosition();  if (op.hasTransactionId()) {  if (op.getTransactionId() > expectedTxId) {  MetaRecoveryContext.editLogLoaderPrompt("There appears " +  "to be a gap in the edit log. We expected txid " +  expectedTxId + ", but got txid " +  op.getTransactionId() + ".", recovery, "ignoring missing " +  " transaction IDs");  } else if (op.getTransactionId() < expectedTxId) {  MetaRecoveryContext.editLogLoaderPrompt("There appears " +  "to be an out-of-order edit in the edit log. We " +  "expected txid " + expectedTxId + ", but got txid " +  op.getTransactionId() + ".", recovery,  "skipping the out-of-order edit");  continue;  }  }  try {  if (LOG.isTraceEnabled()) {  LOG.trace("op=" + op + ", startOpt=" + startOpt  + ", numEdits=" + numEdits + ", totalEdits=" + totalEdits);  }  // 将读取的 EditLog 更新到内存  long inodeId = applyEditLogOp(op, fsDir, startOpt,  in.getVersion(true), lastInodeId);  if (lastInodeId < inodeId) {  lastInodeId = inodeId;  }  } catch (RollingUpgradeOp.RollbackException e) {  throw e;  } catch (Throwable e) {  LOG.error("Encountered exception on operation " + op, e);  if (recovery == null) {  throw e instanceof IOException? (IOException)e: new IOException(e);  }  MetaRecoveryContext.editLogLoaderPrompt("Failed to " +  "apply edit log operation " + op + ": error " +  e.getMessage(), recovery, "applying edits");  }  // Now that the operation has been successfully decoded and  // applied, update our bookkeeping.  incrOpCount(op.opCode, opCounts, step, counter);  if (op.hasTransactionId()) {  lastAppliedTxId = op.getTransactionId();  expectedTxId = lastAppliedTxId + 1;  } else {  expectedTxId = lastAppliedTxId = expectedStartingTxId;  }  // log progress  if (op.hasTransactionId()) {  long now = timer.monotonicNow();  if (now - lastLogTime > REPLAY\_TRANSACTION\_LOG\_INTERVAL) {  long deltaTxId = lastAppliedTxId - expectedStartingTxId + 1;  int percent = Math.round((float) deltaTxId / numTxns \* 100);  LOG.info("replaying edit log: " + deltaTxId + "/" + numTxns  + " transactions completed. (" + percent + "%)");  lastLogTime = now;  }  }  numEdits++;  totalEdits++;  if(numEdits >= maxTxnsToRead) {  break;  }  } catch (RollingUpgradeOp.RollbackException e) {  LOG.info("Stopped at OP\_START\_ROLLING\_UPGRADE for rollback.");  break;  } catch (MetaRecoveryContext.RequestStopException e) {  MetaRecoveryContext.LOG.warn("Stopped reading edit log at " +  in.getPosition() + "/" + in.length());  break;  }  }  } finally {  fsNamesys.dir.resetLastInodeId(lastInodeId);  if(closeOnExit) {  in.close();  }  fsDir.writeUnlock();  fsNamesys.writeUnlock("loadEditRecords");  if (LOG.isTraceEnabled()) {  LOG.trace("replaying edit log finished");  }  if (FSImage.LOG.isDebugEnabled()) {  dumpOpCounts(opCounts);  FSImage.LOG.debug("maxTxnsToRead = " + maxTxnsToRead  + " actual edits read = " + numEdits);  }  assert numEdits <= maxTxnsToRead || numEdits == 1 :  "should read at least one txn, but not more than the configured max";  }  return numEdits;  } |

2.5.2.2.2.1 调用 GetJournalEditServlet.doGet()

|  |
| --- |
| @Override  public void doGet(final HttpServletRequest request,  final HttpServletResponse response) throws ServletException, IOException {  FileInputStream editFileIn = null;  try {  final ServletContext context = getServletContext();  final Configuration conf = (Configuration) getServletContext()  .getAttribute(JspHelper.CURRENT\_CONF);  final String journalId = request.getParameter(JOURNAL\_ID\_PARAM);  final String inProgressOkStr = request.getParameter(IN\_PROGRESS\_OK);  final boolean inProgressOk;  if (inProgressOkStr != null &&  inProgressOkStr.equalsIgnoreCase("false")) {  inProgressOk = false;  } else {  inProgressOk = true;  }  QuorumJournalManager.checkJournalId(journalId);  // 获取 JNStorage  final JNStorage storage = JournalNodeHttpServer  .getJournalFromContext(context, journalId).getStorage();  // Check security  if (!checkRequestorOrSendError(conf, request, response)) {  return;  }  // Check that the namespace info is correct  if (!checkStorageInfoOrSendError(storage, request, response)) {  return;  }    long segmentTxId = ServletUtil.parseLongParam(request,  SEGMENT\_TXID\_PARAM);  // 获取 FileJournalManager  FileJournalManager fjm = storage.getJournalManager();  File editFile;  synchronized (fjm) {  // Synchronize on the FJM so that the file doesn't get finalized  // out from underneath us while we're in the process of opening  // it up.  // 获取 EditLogFile  EditLogFile elf = fjm.getLogFile(segmentTxId, inProgressOk);  if (elf == null) {  response.sendError(HttpServletResponse.SC\_NOT\_FOUND,  "No edit log found starting at txid " + segmentTxId);  return;  }  editFile = elf.getFile();  ImageServlet.setVerificationHeadersForGet(response, editFile);  ImageServlet.setFileNameHeaders(response, editFile);  // 构建输入流读取 EditLog  editFileIn = new FileInputStream(editFile);  }  // null  DataTransferThrottler throttler = ImageServlet.getThrottler(conf);  // send edits  // 发送 EditLog (流拷贝)  TransferFsImage.copyFileToStream(response.getOutputStream(), editFile,  editFileIn, throttler);  } catch (Throwable t) {  String errMsg = "getedit failed. " + StringUtils.stringifyException(t);  response.sendError(HttpServletResponse.SC\_INTERNAL\_SERVER\_ERROR, errMsg);  throw new IOException(errMsg);  } finally {  IOUtils.closeStream(editFileIn);  }  } |

2.5.2.2.2.2 将读取的 EditLog 更新到内存

|  |
| --- |
| @SuppressWarnings("deprecation")  private long applyEditLogOp(FSEditLogOp op, FSDirectory fsDir,  StartupOption startOpt, int logVersion, long lastInodeId) throws IOException {  long inodeId = HdfsConstants.GRANDFATHER\_INODE\_ID;  if (LOG.isTraceEnabled()) {  LOG.trace("replaying edit log: " + op);  }  final boolean toAddRetryCache = fsNamesys.hasRetryCache() && op.hasRpcIds();  switch (op.opCode) {  case OP\_ADD: {  AddCloseOp addCloseOp = (AddCloseOp)op;  final String path =  renameReservedPathsOnUpgrade(addCloseOp.path, logVersion);  if (FSNamesystem.LOG.isDebugEnabled()) {  FSNamesystem.LOG.debug(op.opCode + ": " + path +  " numblocks : " + addCloseOp.blocks.length +  " clientHolder " + addCloseOp.clientName +  " clientMachine " + addCloseOp.clientMachine);  }  // There are 3 cases here:  // 1. OP\_ADD to create a new file  // 2. OP\_ADD to update file blocks  // 3. OP\_ADD to open file for append (old append)  // See if the file already exists (persistBlocks call)  INodesInPath iip = fsDir.getINodesInPath(path, DirOp.WRITE);  INodeFile oldFile = INodeFile.valueOf(iip.getLastINode(), path, true);  if (oldFile != null && addCloseOp.overwrite) {  // This is OP\_ADD with overwrite  FSDirDeleteOp.deleteForEditLog(fsDir, iip, addCloseOp.mtime);  iip = INodesInPath.replace(iip, iip.length() - 1, null);  oldFile = null;  }  INodeFile newFile = oldFile;  if (oldFile == null) { // this is OP\_ADD on a new file (case 1)  // versions > 0 support per file replication  // get name and replication  final short replication = fsNamesys.getBlockManager()  .adjustReplication(addCloseOp.replication);  assert addCloseOp.blocks.length == 0;  // add to the file tree  inodeId = getAndUpdateLastInodeId(addCloseOp.inodeId, logVersion, lastInodeId);  newFile = FSDirWriteFileOp.addFileForEditLog(fsDir, inodeId,  iip.getExistingINodes(), iip.getLastLocalName(),  addCloseOp.permissions, addCloseOp.aclEntries,  addCloseOp.xAttrs, replication, addCloseOp.mtime,  addCloseOp.atime, addCloseOp.blockSize, true,  addCloseOp.clientName, addCloseOp.clientMachine,  addCloseOp.storagePolicyId, addCloseOp.erasureCodingPolicyId);  assert newFile != null;  iip = INodesInPath.replace(iip, iip.length() - 1, newFile);  fsNamesys.leaseManager.addLease(addCloseOp.clientName, newFile.getId());  // add the op into retry cache if necessary  if (toAddRetryCache) {  HdfsFileStatus stat =  FSDirStatAndListingOp.createFileStatusForEditLog(fsDir, iip);  fsNamesys.addCacheEntryWithPayload(addCloseOp.rpcClientId,  addCloseOp.rpcCallId, stat);  }  } else { // This is OP\_ADD on an existing file (old append)  if (!oldFile.isUnderConstruction()) {  // This is case 3: a call to append() on an already-closed file.  if (FSNamesystem.LOG.isDebugEnabled()) {  FSNamesystem.LOG.debug("Reopening an already-closed file " +  "for append");  }  LocatedBlock lb = FSDirAppendOp.prepareFileForAppend(fsNamesys, iip,  addCloseOp.clientName, addCloseOp.clientMachine, false, false,  false);  // add the op into retry cache if necessary  if (toAddRetryCache) {  HdfsFileStatus stat =  FSDirStatAndListingOp.createFileStatusForEditLog(fsDir, iip);  fsNamesys.addCacheEntryWithPayload(addCloseOp.rpcClientId,  addCloseOp.rpcCallId, new LastBlockWithStatus(lb, stat));  }  }  }  // Fall-through for case 2.  // Regardless of whether it's a new file or an updated file,  // update the block list.    // Update the salient file attributes.  newFile.setAccessTime(addCloseOp.atime, Snapshot.CURRENT\_STATE\_ID, false);  newFile.setModificationTime(addCloseOp.mtime, Snapshot.CURRENT\_STATE\_ID);  ErasureCodingPolicy ecPolicy =  FSDirErasureCodingOp.unprotectedGetErasureCodingPolicy(  fsDir.getFSNamesystem(), iip);  updateBlocks(fsDir, addCloseOp, iip, newFile, ecPolicy);  break;  }  ......  case OP\_MKDIR: {  // 强制转换  MkdirOp mkdirOp = (MkdirOp)op;  inodeId = getAndUpdateLastInodeId(mkdirOp.inodeId, logVersion,  lastInodeId);  // 往下追  FSDirMkdirOp.mkdirForEditLog(fsDir, inodeId,  renameReservedPathsOnUpgrade(mkdirOp.path, logVersion),  mkdirOp.permissions, mkdirOp.aclEntries, mkdirOp.timestamp);  break;  }  case OP\_SET\_GENSTAMP\_V1: {  SetGenstampV1Op setGenstampV1Op = (SetGenstampV1Op)op;  blockManager.getBlockIdManager().setLegacyGenerationStamp(  setGenstampV1Op.genStampV1);  break;  }  ......  default:  throw new IOException("Invalid operation read " + op.opCode);  }  return inodeId;  } |

|  |
| --- |
| static void mkdirForEditLog(FSDirectory fsd, long inodeId, String src,  PermissionStatus permissions, List<AclEntry> aclEntries, long timestamp)  throws QuotaExceededException, UnresolvedLinkException, AclException,  FileAlreadyExistsException, ParentNotDirectoryException,  AccessControlException {  assert fsd.hasWriteLock();  //  INodesInPath iip = fsd.getINodesInPath(src, DirOp.WRITE\_LINK);  final byte[] localName = iip.getLastLocalName();  final INodesInPath existing = iip.getParentINodesInPath();  Preconditions.checkState(existing.getLastINode() != null);  // 往下追 (Standby NameNode 添加目录信息跟 Active NameNode 相同)  unprotectedMkdir(fsd, inodeId, existing, localName, permissions, aclEntries,  timestamp);  } |

|  |
| --- |
| /\*\*  \* create a directory at path specified by parent  \*/  private static INodesInPath unprotectedMkdir(FSDirectory fsd, long inodeId,  INodesInPath parent, byte[] name, PermissionStatus permission,  List<AclEntry> aclEntries, long timestamp)  throws QuotaExceededException, AclException, FileAlreadyExistsException {  assert fsd.hasWriteLock();  assert parent.getLastINode() != null;  if (!parent.getLastINode().isDirectory()) {  throw new FileAlreadyExistsException("Parent path is not a directory: " +  parent.getPath() + " " + DFSUtil.bytes2String(name));  }  // 创建 INodeDirectory  final INodeDirectory dir = new INodeDirectory(inodeId, name, permission,  timestamp);  // 往父目录添加子目录 返回子目录信息  INodesInPath iip =  fsd.addLastINode(parent, dir, permission.getPermission(), true);  if (iip != null && aclEntries != null) {  AclStorage.updateINodeAcl(dir, aclEntries, Snapshot.CURRENT\_STATE\_ID);  }  return iip;  } |

### 2.6 Standby NameNode 执行 checkpoint 并上传 Active NameNode

入口类：StandbyCheckpointer.CheckpointerThread.run()

|  |
| --- |
| @Override  public void run() {  // We have to make sure we're logged in as far as JAAS  // is concerned, in order to use kerberized SSL properly.  SecurityUtil.doAsLoginUserOrFatal(  new PrivilegedAction<Object>() {  @Override  public Object run() {  // 执行  doWork();  return null;  }  });  } |

|  |
| --- |
| private void doWork() {  // 检查 checkpoint 间隔 默认 60 \* 1000L  final long checkPeriod = 1000 \* checkpointConf.getCheckPeriod();  // Reset checkpoint time so that we don't always checkpoint  // on startup.  lastCheckpointTime = monotonicNow();  lastUploadTime = monotonicNow();  while (shouldRun) {  // 判断是否 checkpoint fsimage  boolean needRollbackCheckpoint = namesystem.isNeedRollbackFsImage();  if (!needRollbackCheckpoint) {  try {  // 睡眠 60s  Thread.sleep(checkPeriod);  } catch (InterruptedException ie) {  }  if (!shouldRun) {  break;  }  }  try {  // We may have lost our ticket since last checkpoint, log in again, just in case  if (UserGroupInformation.isSecurityEnabled()) {  UserGroupInformation.getCurrentUser().checkTGTAndReloginFromKeytab();  }  final long now = monotonicNow();  // 获取没有 checkpoint tx 总数  final long uncheckpointed = countUncheckpointedTxns();  final long secsSinceLast = (now - lastCheckpointTime) / 1000;  // if we need a rollback checkpoint, always attempt to checkpoint  boolean needCheckpoint = needRollbackCheckpoint;  if (needCheckpoint) {  LOG.info("Triggering a rollback fsimage for rolling upgrade.");  } else if (  // uncheckpointed >= 100w  uncheckpointed >= checkpointConf.getTxnCount()  ) {  LOG.info("Triggering checkpoint because there have been {} txns " +  "since the last checkpoint, " +  "which exceeds the configured threshold {}",  uncheckpointed, checkpointConf.getTxnCount());  needCheckpoint = true;  } else if (  // secsSinceLast >= 3600s = 1h  secsSinceLast >= checkpointConf.getPeriod()  ) {  LOG.info("Triggering checkpoint because it has been {} seconds " +  "since the last checkpoint, which exceeds the configured " +  "interval {}", secsSinceLast, checkpointConf.getPeriod());  needCheckpoint = true;  }  if (needCheckpoint) {  synchronized (cancelLock) {  if (now < preventCheckpointsUntil) {  LOG.info("But skipping this checkpoint since we are about to failover!");  canceledCount++;  continue;  }  assert canceler == null;  canceler = new Canceler();  }  // on all nodes, we build the checkpoint. However, we only ship the checkpoint if have a  // rollback request, are the checkpointer, are outside the quiet period.  final long secsSinceLastUpload = (now - lastUploadTime) / 1000;  boolean sendRequest =  // true  isPrimaryCheckPointer  ||  // secsSinceLastUpload >= 3600 \* 15  secsSinceLastUpload >= checkpointConf.getQuietPeriod();  // 执行 checkpoint  doCheckpoint(sendRequest);  // reset needRollbackCheckpoint to false only when we finish a ckpt  // for rollback image  if (needRollbackCheckpoint  && namesystem.getFSImage().hasRollbackFSImage()) {  namesystem.setCreatedRollbackImages(true);  namesystem.setNeedRollbackFsImage(false);  }  lastCheckpointTime = now;  LOG.info("Checkpoint finished successfully.");  }  } catch (SaveNamespaceCancelledException ce) {  LOG.info("Checkpoint was cancelled: {}", ce.getMessage());  canceledCount++;  } catch (InterruptedException ie) {  LOG.info("Interrupted during checkpointing", ie);  // Probably requested shutdown.  continue;  } catch (Throwable t) {  LOG.error("Exception in doCheckpoint", t);  } finally {  synchronized (cancelLock) {  canceler = null;  }  }  }  } |

#### 2.6.1 执行 checkpoint

|  |
| --- |
| private void doCheckpoint(boolean sendCheckpoint) throws InterruptedException, IOException {  assert canceler != null;  final long txid;  final NameNodeFile imageType;  // Acquire cpLock to make sure no one is modifying the name system.  // It does not need the full namesystem write lock, since the only thing  // that modifies namesystem on standby node is edit log replaying.  namesystem.cpLockInterruptibly();  try {  assert namesystem.getEditLog().isOpenForRead() :  "Standby Checkpointer should only attempt a checkpoint when " +  "NN is in standby mode, but the edit logs are in an unexpected state";  // 获取 FSImage  FSImage img = namesystem.getFSImage();  long prevCheckpointTxId = img.getStorage().getMostRecentCheckpointTxId();  long thisCheckpointTxId = img.getCorrectLastAppliedOrWrittenTxId();  assert thisCheckpointTxId >= prevCheckpointTxId;  if (thisCheckpointTxId == prevCheckpointTxId) {  LOG.info("A checkpoint was triggered but the Standby Node has not " +  "received any transactions since the last checkpoint at txid {}. " +  "Skipping...", thisCheckpointTxId);  return;  }  if (namesystem.isRollingUpgrade()  && !namesystem.getFSImage().hasRollbackFSImage()) {  // if we will do rolling upgrade but have not created the rollback image  // yet, name this checkpoint as fsimage\_rollback  imageType = NameNodeFile.IMAGE\_ROLLBACK;  } else {  imageType = NameNodeFile.IMAGE;  }  // 将 fsimage+editLog元数据写一份到磁盘 fsimage[合并结果] (这个 fsimage 将来上传给 Active NameNode)  img.saveNamespace(namesystem, imageType, canceler);  txid = img.getStorage().getMostRecentCheckpointTxId();  assert txid == thisCheckpointTxId : "expected to save checkpoint at txid=" +  thisCheckpointTxId + " but instead saved at txid=" + txid;  // Save the legacy OIV image, if the output dir is defined.  String outputDir = checkpointConf.getLegacyOivImageDir();  if (outputDir != null && !outputDir.isEmpty()) {  try {  img.saveLegacyOIVImage(namesystem, outputDir, canceler);  } catch (IOException ioe) {  LOG.warn("Exception encountered while saving legacy OIV image; "  + "continuing with other checkpointing steps", ioe);  }  }  } finally {  namesystem.cpUnlock();  }  //early exit if we shouldn't actually send the checkpoint to the ANN  if (!sendCheckpoint) {  return;  }  // Upload the saved checkpoint back to the active  // Do this in a separate thread to avoid blocking transition to active, but don't allow more  // than the expected number of tasks to run or queue up  // See HDFS-4816  // 创建一个线程池  ExecutorService executor = new ThreadPoolExecutor(  0,  activeNNAddresses.size(),  100,  TimeUnit.MILLISECONDS,  new LinkedBlockingQueue<Runnable>(activeNNAddresses.size()),  uploadThreadFactory);  // for right now, just match the upload to the nn address by convention. There is no need to  // directly tie them together by adding a pair class.  List<Future<TransferFsImage.TransferResult>> uploads =  new ArrayList<Future<TransferFsImage.TransferResult>>();  // 遍历 Active NameNode  for (final URL activeNNAddress : activeNNAddresses) {  Future<TransferFsImage.TransferResult> upload =  executor.submit(new Callable<TransferFsImage.TransferResult>() {  @Override  public TransferFsImage.TransferResult call()  throws IOException, InterruptedException {  CheckpointFaultInjector.getInstance().duringUploadInProgess();  // 请求 NameNode 上传 fsimage (http)  return TransferFsImage.uploadImageFromStorage(  activeNNAddress, conf, namesystem  .getFSImage().getStorage(),  imageType, txid, canceler);  }  });  uploads.add(upload);  }  InterruptedException ie = null;  IOException ioe = null;  int i = 0;  boolean success = false;  for (; i < uploads.size(); i++) {  // 获取请求结果  Future<TransferFsImage.TransferResult> upload = uploads.get(i);  try {  // TODO should there be some smarts here about retries nodes that are not the active NN?  if (upload.get() == TransferFsImage.TransferResult.SUCCESS) {  success = true;  //avoid getting the rest of the results - we don't care since we had a successful upload  break;  }  } catch (ExecutionException e) {  ioe = new IOException("Exception during image upload", e);  break;  } catch (InterruptedException e) {  ie = e;  break;  }  }  if (ie == null && ioe == null) {  //Update only when response from remote about success or  lastUploadTime = monotonicNow();  // we are primary if we successfully updated the ANN  this.isPrimaryCheckPointer = success;  }  // cleaner than copying code for multiple catch statements and better than catching all  // exceptions, so we just handle the ones we expect.  if (ie != null || ioe != null) {  // cancel the rest of the tasks, and close the pool  for (; i < uploads.size(); i++) {  Future<TransferFsImage.TransferResult> upload = uploads.get(i);  // The background thread may be blocked waiting in the throttler, so  // interrupt it.  upload.cancel(true);  }  // shutdown so we interrupt anything running and don't start anything new  executor.shutdownNow();  // this is a good bit longer than the thread timeout, just to make sure all the threads  // that are not doing any work also stop  executor.awaitTermination(500, TimeUnit.MILLISECONDS);  // re-throw the exception we got, since one of these two must be non-null  if (ie != null) {  throw ie;  } else if (ioe != null) {  throw ioe;  }  }  } |

##### 2.6.1.1 请求 NameNode 上传 fsimage (http)

|  |
| --- |
| /\*\*  \* Requests that the NameNode download an image from this node. Allows for  \* optional external cancelation.  \*  \* @param fsName the http address for the remote NN  \* @param conf Configuration  \* @param storage the storage directory to transfer the image from  \* @param nnf the NameNodeFile type of the image  \* @param txid the transaction ID of the image to be uploaded  \* @param canceler optional canceler to check for abort of upload  \* @throws IOException if there is an I/O error or cancellation  \*/  public static TransferResult uploadImageFromStorage(URL fsName, Configuration conf,  NNStorage storage, NameNodeFile nnf, long txid, Canceler canceler)  throws IOException {  // 构建 URL (xxx/imagetransfer)  URL url = new URL(fsName, ImageServlet.PATH\_SPEC);  long startTime = Time.monotonicNow();  try {  // 请求上传 fsimage  uploadImage(url, conf, storage, nnf, txid, canceler);  } catch (HttpPutFailedException e) {  // translate the error code to a result, which is a bit more obvious in usage  TransferResult result = TransferResult.getResultForCode(e.getResponseCode());  if (result.shouldReThrowException) {  throw e;  }  return result;  }  double xferSec = Math.max(  ((float) (Time.monotonicNow() - startTime)) / 1000.0, 0.001);  LOG.info("Uploaded image with txid " + txid + " to namenode at " + fsName  + " in " + xferSec + " seconds");  return TransferResult.SUCCESS;  } |

###### 2.6.1.1.1 请求上传 fsimage

|  |
| --- |
| /\*  \* Uploads the imagefile using HTTP PUT method  \*/  private static void uploadImage(URL url, Configuration conf,  NNStorage storage, NameNodeFile nnf, long txId, Canceler canceler)  throws IOException {  // 获取本地 Standby NameNode fsimage[合并结果] 路径文件 (文件已经打开)  File imageFile = storage.findImageFile(nnf, txId);  if (imageFile == null) {  throw new IOException("Could not find image with txid " + txId);  }  HttpURLConnection connection = null;  try {  // 构建 HTTP PUT 请求参数  URIBuilder uriBuilder = new URIBuilder(url.toURI());  // write all params for image upload request as query itself.  // Request body contains the image to be uploaded.  Map<String, String> params = ImageServlet.getParamsForPutImage(storage,  txId, imageFile.length(), nnf);  for (Entry<String, String> entry : params.entrySet()) {  uriBuilder.addParameter(entry.getKey(), entry.getValue());  }  URL urlWithParams = uriBuilder.build().toURL();  // 连接 NameNodeHttpServer 的 ImageServlet 容器  connection = (HttpURLConnection) connectionFactory.openConnection(  urlWithParams, UserGroupInformation.isSecurityEnabled());  // Set the request to PUT  // 请求方式为 PUT  connection.setRequestMethod("PUT");  connection.setDoOutput(true);  // 64 KB  int chunkSize = conf.getInt(  DFSConfigKeys.DFS\_IMAGE\_TRANSFER\_CHUNKSIZE\_KEY,  DFSConfigKeys.DFS\_IMAGE\_TRANSFER\_CHUNKSIZE\_DEFAULT);  if (imageFile.length() > chunkSize) {  // using chunked streaming mode to support upload of 2GB+ files and to  // avoid internal buffering.  // this mode should be used only if more than chunkSize data is present  // to upload. otherwise upload may not happen sometimes.  connection.setChunkedStreamingMode(chunkSize);  }  setTimeout(connection);  // set headers for verification  ImageServlet.setVerificationHeadersForPut(connection, imageFile);  // Write the file to output stream.  // 执行请求 (流拷贝 调用 ImageServlet.doPut())  writeFileToPutRequest(conf, connection, imageFile, canceler);  int responseCode = connection.getResponseCode();  if (responseCode != HttpURLConnection.HTTP\_OK) {  throw new HttpPutFailedException(String.format(  "Image uploading failed, status: %d, url: %s, message: %s",  responseCode, urlWithParams, connection.getResponseMessage()),  responseCode);  }  } catch (AuthenticationException | URISyntaxException e) {  throw new IOException(e);  } finally {  if (connection != null) {  connection.disconnect();  }  }  } |

|  |
| --- |
| private static void writeFileToPutRequest(Configuration conf,  HttpURLConnection connection, File imageFile, Canceler canceler)  throws IOException {  connection.setRequestProperty(Util.CONTENT\_TYPE, "application/octet-stream");  connection.setRequestProperty(Util.CONTENT\_TRANSFER\_ENCODING, "binary");  // 获取 HTTP 输出流  OutputStream output = connection.getOutputStream();  FileInputStream input = new FileInputStream(imageFile);  try {  // 将上传的 fsimage 写入输出流  copyFileToStream(output, imageFile, input,  ImageServlet.getThrottler(conf), canceler);  } finally {  IOUtils.closeStream(input);  IOUtils.closeStream(output);  }  } |

2.6.1.1.1.1 请求调用 ImageServlet.doPut()

|  |
| --- |
| @Override  protected void doPut(final HttpServletRequest request,  final HttpServletResponse response) throws ServletException, IOException {  try {  ServletContext context = getServletContext();  // 获取 Active NameNode FSImage  final FSImage nnImage = NameNodeHttpServer.getFsImageFromContext(context);  final Configuration conf = (Configuration) getServletContext()  .getAttribute(JspHelper.CURRENT\_CONF);  // 解析请求参数  final PutImageParams parsedParams = new PutImageParams(request, response,  conf);  final NameNodeMetrics metrics = NameNode.getNameNodeMetrics();  validateRequest(context, conf, request, response, nnImage,  parsedParams.getStorageInfoString());  UserGroupInformation.getCurrentUser().doAs(  new PrivilegedExceptionAction<Void>() {  @Override  public Void run() throws Exception {  // if its not the active NN, then we need to notify the caller it was was the wrong  // target (regardless of the fact that we got the image)  HAServiceProtocol.HAServiceState state = NameNodeHttpServer  .getNameNodeStateFromContext(getServletContext());  if (state != HAServiceProtocol.HAServiceState.ACTIVE) {  // we need a different response type here so the client can differentiate this  // from the failure to upload due to (1) security, or (2) other checkpoints already  // present  response.sendError(HttpServletResponse.SC\_EXPECTATION\_FAILED,  "Nameode "+request.getLocalAddr()+" is currently not in a state which can "  + "accept uploads of new fsimages. State: "+state);  return null;  }  final long txid = parsedParams.getTxId();  String remoteAddr = request.getRemoteAddr();  ImageUploadRequest imageRequest = new ImageUploadRequest(txid, remoteAddr);  final NameNodeFile nnf = parsedParams.getNameNodeFile();  // if the node is attempting to upload an older transaction, we ignore it  SortedSet<ImageUploadRequest> larger = currentlyDownloadingCheckpoints.tailSet(imageRequest);  if (larger.size() > 0) {  response.sendError(HttpServletResponse.SC\_CONFLICT,  "Another checkpointer is already in the process of uploading a" +  " checkpoint made up to transaction ID " + larger.last());  return null;  }  //make sure no one else has started uploading one  if (!currentlyDownloadingCheckpoints.add(imageRequest)) {  response.sendError(HttpServletResponse.SC\_CONFLICT,  "Either current namenode is checkpointing or another"  + " checkpointer is already in the process of "  + "uploading a checkpoint made at transaction ID "  + txid);  return null;  }  try {  if (nnImage.getStorage().findImageFile(nnf, txid) != null) {  response.sendError(HttpServletResponse.SC\_CONFLICT,  "Either current namenode has checkpointed or "  + "another checkpointer already uploaded an "  + "checkpoint for txid " + txid);  return null;  }  InputStream stream = request.getInputStream();  try {  long start = monotonicNow();  MD5Hash downloadImageDigest = TransferFsImage  // 处理 Standby NameNode 上传 fsimage 请求  .handleUploadImageRequest(  request,  txid,  nnImage.getStorage(),  stream,  parsedParams.getFileSize(), getThrottler(conf));  // fsimage 文件重命名  nnImage.saveDigestAndRenameCheckpointImage(nnf, txid,  downloadImageDigest);  // Metrics non-null only when used inside name node  if (metrics != null) {  long elapsed = monotonicNow() - start;  metrics.addPutImage(elapsed);  }  // Now that we have a new checkpoint, we might be able to  // remove some old ones.  nnImage.purgeOldStorage(nnf);  } finally {  // remove the request once we've processed it, or it threw an error, so we  // aren't using it either  currentlyDownloadingCheckpoints.remove(imageRequest);  stream.close();  }  } finally {  nnImage.removeFromCheckpointing(txid);  }  return null;  }  });  } catch (Throwable t) {  String errMsg = "PutImage failed. " + StringUtils.stringifyException(t);  response.sendError(HttpServletResponse.SC\_GONE, errMsg);  throw new IOException(errMsg);  }  } |

2.6.1.1.1.1.1 请求上传 fsimage 落盘到 Active NameNode 磁盘

|  |
| --- |
| static MD5Hash handleUploadImageRequest(HttpServletRequest request,  long imageTxId, Storage dstStorage, InputStream stream,  long advertisedSize, DataTransferThrottler throttler) throws IOException {  // 获取 image file  String fileName = NNStorage.getCheckpointImageFileName(imageTxId);  // 找到要存储 image files  List<File> dstFiles = dstStorage.getFiles(NameNodeDirType.IMAGE, fileName);  if (dstFiles.isEmpty()) {  throw new IOException("No targets in destination storage!");  }  MD5Hash advertisedDigest = parseMD5Header(request);  // 往下追  MD5Hash hash = Util.receiveFile(fileName,  dstFiles, dstStorage,  true,  advertisedSize, advertisedDigest,  fileName, stream, throttler);  LOG.info("Downloaded file " + dstFiles.get(0).getName() + " size "  + dstFiles.get(0).length() + " bytes.");  return hash;  } |

|  |
| --- |
| /\*\*  \* Receives file at the url location from the input stream and puts them in  \* the specified destination storage location.  \*/  public static MD5Hash receiveFile(String url, List<File> localPaths,  Storage dstStorage, boolean getChecksum, long advertisedSize,  MD5Hash advertisedDigest, String fsImageName, InputStream stream,  DataTransferThrottler throttler) throws  IOException {  long startTime = Time.monotonicNow();  Map<FileOutputStream, File> streamPathMap = new HashMap<>();  StringBuilder xferStats = new StringBuilder();  double xferCombined = 0;  if (localPaths != null) {  // If the local paths refer to directories, use the server-provided header  // as the filename within that directory  List<File> newLocalPaths = new ArrayList<>();  for (File localPath : localPaths) {  if (localPath.isDirectory()) {  if (fsImageName == null) {  throw new IOException("No filename header provided by server");  }  newLocalPaths.add(new File(localPath, fsImageName));  } else {  newLocalPaths.add(localPath);  }  }  localPaths = newLocalPaths;  }  long received = 0;  MessageDigest digester = null;  if (getChecksum) {  digester = MD5Hash.getDigester();  stream = new DigestInputStream(stream, digester);  }  boolean finishedReceiving = false;  int num = 1;  List<FileOutputStream> outputStreams = Lists.newArrayList();  try {  if (localPaths != null) {  for (File f : localPaths) {  try {  if (f.exists()) {  LOG.warn("Overwriting existing file " + f  + " with file downloaded from " + url);  }  FileOutputStream fos = new FileOutputStream(f);  outputStreams.add(fos);  streamPathMap.put(fos, f);  } catch (IOException ioe) {  LOG.warn("Unable to download file " + f, ioe);  // This will be null if we're downloading the fsimage to a file  // outside of an NNStorage directory.  if (dstStorage != null &&  (dstStorage instanceof StorageErrorReporter)) {  ((StorageErrorReporter) dstStorage).reportErrorOnFile(f);  }  }  }  if (outputStreams.isEmpty()) {  throw new IOException(  "Unable to download to any storage directory");  }  }  // 4096  byte[] buf = new byte[IO\_FILE\_BUFFER\_SIZE];  while (num > 0) {  // 读取 image  num = stream.read(buf);  if (num > 0) {  received += num;  for (FileOutputStream fos : outputStreams) {  // 写入 outputStreams  fos.write(buf, 0, num);  }  if (throttler != null) {  throttler.throttle(num);  }  }  }  finishedReceiving = true;  double xferSec = Math.max(  ((float) (Time.monotonicNow() - startTime)) / 1000.0, 0.001);  long xferKb = received / 1024;  xferCombined += xferSec;  xferStats.append(  String.format(" The file download took %.2fs at %.2f KB/s.",  xferSec, xferKb / xferSec));  } finally {  stream.close();  for (FileOutputStream fos : outputStreams) {  long flushStartTime = Time.monotonicNow();  fos.getChannel().force(true);  fos.close();  double writeSec = Math.max(((float)  (flushStartTime - Time.monotonicNow())) / 1000.0, 0.001);  xferCombined += writeSec;  xferStats.append(String  .format(" Synchronous (fsync) write to disk of " +  streamPathMap.get(fos).getAbsolutePath() +  " took %.2fs.", writeSec));  }  // Something went wrong and did not finish reading.  // Remove the temporary files.  if (!finishedReceiving) {  deleteTmpFiles(localPaths);  }  if (finishedReceiving && received != advertisedSize) {  // only throw this exception if we think we read all of it on our end  // -- otherwise a client-side IOException would be masked by this  // exception that makes it look like a server-side problem!  deleteTmpFiles(localPaths);  throw new IOException("File " + url + " received length " + received +  " is not of the advertised size " + advertisedSize +  ". Fsimage name: " + fsImageName + " lastReceived: " + num);  }  }  xferStats.insert(0, String.format("Combined time for file download and" +  " fsync to all disks took %.2fs.", xferCombined));  LOG.info(xferStats.toString());  if (digester != null) {  MD5Hash computedDigest = new MD5Hash(digester.digest());  if (advertisedDigest != null &&  !computedDigest.equals(advertisedDigest)) {  deleteTmpFiles(localPaths);  throw new IOException("File " + url + " computed digest " +  computedDigest + " does not match advertised digest " +  advertisedDigest);  }  return computedDigest;  } else {  return null;  }  } |

2.6.1.1.1.1.2 Active NameNode fsimage 文件重命名

|  |
| --- |
| /\*\*  \* This is called by the 2NN after having downloaded an image, and by  \* the NN after having received a new image from the 2NN. It  \* renames the image from fsimage\_N.ckpt to fsimage\_N and also  \* saves the related .md5 file into place.  \*/  public synchronized void saveDigestAndRenameCheckpointImage(NameNodeFile nnf,  long txid, MD5Hash digest) throws IOException {  // Write and rename MD5 file  List<StorageDirectory> badSds = Lists.newArrayList();    for (StorageDirectory sd : storage.dirIterable(NameNodeDirType.IMAGE)) {  File imageFile = NNStorage.getImageFile(sd, nnf, txid);  try {  MD5FileUtils.saveMD5File(imageFile, digest);  } catch (IOException ioe) {  badSds.add(sd);  }  }  storage.reportErrorsOnDirectories(badSds);    CheckpointFaultInjector.getInstance().afterMD5Rename();    // Rename image from tmp file  // 重命名  renameCheckpoint(txid, NameNodeFile.IMAGE\_NEW, nnf, false);  // So long as this is the newest image available,  // advertise it as such to other checkpointers  // from now on  if (txid > storage.getMostRecentCheckpointTxId()) {  storage.setMostRecentCheckpointInfo(txid, Time.now());  }  // Create a version file in any new storage directory.  initNewDirs();  } |