# hadoop-hdfs文件下载源码分析

## 一 案例

|  |
| --- |
| public class DownLoadMain {  public static void main(String[] args) throws Exception {  System.setProperty("HADOOP\_USER\_NAME", "tanbs");  Configuration conf = new Configuration();  FileSystem fileSystem = FileSystem.get(conf);  FSDataInputStream fis = fileSystem.open(new Path("/mkdir/LICENSE.txt"));  FileOutputStream fos = new FileOutputStream("./LICENSE.txt");  IOUtils.copyBytes(fis, fos, 1024, true);  fos.close();  fis.close();  fileSystem.close();  }  } |

## 二 文件下载源码分析

![hadoop-hdfs文件下载源码分析](data:image/png;base64,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)

### 2.1 创建 HDFSDataInputStream (继承 FSDataInputStream)

|  |
| --- |
| FSDataInputStream fis = fileSystem.open(new Path("/mkdir/LICENSE.txt")); |

|  |
| --- |
| /\*\*  \* Opens an FSDataInputStream at the indicated Path.  \*  \* @param f the file to open  \* @throws IOException IO failure  \*/  public FSDataInputStream open(Path f) throws IOException {  // 往下追 (最终调用 RawLocalFileSystem.open())  // 请求 HDFS 下载文件返回 HdfsDataInputStream (最终调用 DistributedFileSystem.open())  return open(f, getConf().getInt(IO\_FILE\_BUFFER\_SIZE\_KEY,  IO\_FILE\_BUFFER\_SIZE\_DEFAULT));  } |

|  |
| --- |
| @Override  public FSDataInputStream open(  // 请求 HDFS 下载文件路径  Path f,  // 默认 4096  final int bufferSize)  throws IOException {  statistics.incrementReadOps(1);  storageStatistics.incrementOpCounter(OpType.OPEN);  // 还是返回请求 HDFS 下载文件路径  Path absF = fixRelativePart(f);  return new FileSystemLinkResolver<FSDataInputStream>() {  @Override  public FSDataInputStream doCall(final Path p) throws IOException {  // 创建并返回 DFSInputStream  final DFSInputStream dfsis =  dfs.open(  // 请求下载 HDFS 文件路径 比如 /opt/app/LICENSE.txt  getPathName(p),  bufferSize, verifyChecksum);  // 包装 DFSInputStream 成 HdfsDataInputStream  return dfs.createWrappedInputStream(dfsis);  }  @Override  public FSDataInputStream next(final FileSystem fs, final Path p)  throws IOException {  return fs.open(p, bufferSize);  }  }.resolve(this, absF);  } |
| /\*\*  \* Create an input stream that obtains a nodelist from the  \* namenode, and then reads from all the right places. Creates  \* inner subclass of InputStream that does the right out-of-band  \* work.  \*/  public DFSInputStream open(String src, int buffersize, boolean verifyChecksum)  throws IOException {  checkOpen();  // Get block info from namenode  try (TraceScope ignored = newPathTraceScope("newDFSInputStream", src)) {  // 获取请求下载 HDFS 文件 Block 信息 (发送 RPC 请求)  LocatedBlocks locatedBlocks = getLocatedBlocks(src, 0);  // 往下追 创建并返回 DFSInputStream  return openInternal(locatedBlocks, src, verifyChecksum);  }  } |

#### 2.1.1 获取请求下载 HDFS 文件 Block 信息 (发送 RPC 请求)

|  |
| --- |
| public LocatedBlocks getLocatedBlocks(String src, long start)  throws IOException {  // 往下追  return getLocatedBlocks(  // /opt/app/LICENSE.txt  src,  // 0  start,  // 10 \* 128 MB  dfsClientConf.getPrefetchSize());  } |

|  |
| --- |
| /\*  \* This is just a wrapper around callGetBlockLocations, but non-static so that  \* we can stub it out for tests.  \*/  @VisibleForTesting  public LocatedBlocks getLocatedBlocks(String src, long start, long length)  throws IOException {  try (TraceScope ignored = newPathTraceScope("getBlockLocations", src)) {  // 往下追  return callGetBlockLocations(namenode, src, start, length);  }  } |

|  |
| --- |
| /\*\*  \* @see ClientProtocol#getBlockLocations(String, long, long)  \*/  static LocatedBlocks callGetBlockLocations(ClientProtocol namenode,  String src, long start, long length)  throws IOException {  try {  // 调用 NameNodeRpcServer.getBlockLocations()  return namenode.getBlockLocations(src, start, length);  } catch (RemoteException re) {  throw re.unwrapRemoteException(AccessControlException.class,  FileNotFoundException.class,  UnresolvedPathException.class);  }  } |

##### 2.1.1.1 调用 NameNodeRpcServer.getBlockLocations()

|  |
| --- |
| @Override // ClientProtocol  public LocatedBlocks getBlockLocations(String src,  long offset,  long length)  throws IOException {  checkNNStartup();  metrics.incrGetBlockLocations();  // 往下追  return namesystem.getBlockLocations(getClientMachine(), src, offset, length);  } |

|  |
| --- |
| /\*\*  \* Get block locations within the specified range.  \*  \* @see ClientProtocol#getBlockLocations(String, long, long)  \*/  LocatedBlocks getBlockLocations(String clientMachine, String srcArg,  long offset, long length) throws IOException {  final String operationName = "open";  checkOperation(OperationCategory.READ);  GetBlockLocationsResult res = null;  final FSPermissionChecker pc = getPermissionChecker();  readLock();  try {  checkOperation(OperationCategory.READ);  // 获取请求下载文件路径的所有 Block 信息  res = FSDirStatAndListingOp.getBlockLocations(  dir, pc, srcArg, offset, length, true);  if (isInSafeMode()) {  for (LocatedBlock b : res.blocks.getLocatedBlocks()) {  // if safemode & no block locations yet then throw safemodeException  if ((b.getLocations() == null) || (b.getLocations().length == 0)) {  SafeModeException se = newSafemodeException(  "Zero blocklocations for " + srcArg);  if (haEnabled && haContext != null &&  (haContext.getState().getServiceState() == ACTIVE ||  haContext.getState().getServiceState() == OBSERVER)) {  throw new RetriableException(se);  } else {  throw se;  }  }  }  } else if (haEnabled && haContext != null &&  haContext.getState().getServiceState() == OBSERVER) {  for (LocatedBlock b : res.blocks.getLocatedBlocks()) {  if (b.getLocations() == null || b.getLocations().length == 0) {  throw new ObserverRetryOnActiveException("Zero blocklocations for "  + srcArg);  }  }  }  } catch (AccessControlException e) {  logAuditEvent(false, operationName, srcArg);  throw e;  } finally {  readUnlock(operationName);  }  logAuditEvent(true, operationName, srcArg);  if (!isInSafeMode() && res.updateAccessTime()) {  String src = srcArg;  checkOperation(OperationCategory.WRITE);  writeLock();  final long now = now();  try {  checkOperation(OperationCategory.WRITE);  /\*\*  \* Resolve the path again and update the atime only when the file  \* exists.  \*  \* XXX: Races can still occur even after resolving the path again.  \* For example:  \*  \* <ul>  \* <li>Get the block location for "/a/b"</li>  \* <li>Rename "/a/b" to "/c/b"</li>  \* <li>The second resolution still points to "/a/b", which is  \* wrong.</li>  \* </ul>  \*  \* The behavior is incorrect but consistent with the one before  \* HDFS-7463. A better fix is to change the edit log of SetTime to  \* use inode id instead of a path.  \*/  final INodesInPath iip = dir.resolvePath(pc, srcArg, DirOp.READ);  src = iip.getPath();  INode inode = iip.getLastINode();  boolean updateAccessTime = inode != null &&  now > inode.getAccessTime() + dir.getAccessTimePrecision();  if (!isInSafeMode() && updateAccessTime) {  boolean changed = FSDirAttrOp.setTimes(dir, iip, -1, now, false);  if (changed) {  getEditLog().logTimes(src, -1, now);  }  }  } catch (Throwable e) {  LOG.warn("Failed to update the access time of " + src, e);  } finally {  writeUnlock(operationName);  }  }  LocatedBlocks blocks = res.blocks;  // 排序 (根据客户端机器进行排序 比如剔除下线的 DataNode、本地短路下载文件就不会走网络)  sortLocatedBlocks(clientMachine, blocks);  return blocks;  } |

###### 2.1.1.1.1 获取请求下载文件路径的所有 Block 信息

|  |
| --- |
| /\*\*  \* Get block locations within the specified range.  \*  \* @throws IOException  \* @see ClientProtocol#getBlockLocations(String, long, long)  \*/  static GetBlockLocationsResult getBlockLocations(  FSDirectory fsd, FSPermissionChecker pc, String src, long offset,  long length, boolean needBlockToken) throws IOException {  Preconditions.checkArgument(offset >= 0,  "Negative offset is not supported. File: " + src);  Preconditions.checkArgument(length >= 0,  "Negative length is not supported. File: " + src);  BlockManager bm = fsd.getBlockManager();  fsd.readLock();  try {  // 解析请求下载文件路径  final INodesInPath iip = fsd.resolvePath(pc, src, DirOp.READ);  src = iip.getPath();  // 根据请求下载文件路径获取对应的 INodeFile  final INodeFile inode = INodeFile.valueOf(iip.getLastINode(), src);  if (fsd.isPermissionEnabled()) {  fsd.checkPathAccess(pc, iip, FsAction.READ);  fsd.checkUnreadableBySuperuser(pc, iip);  }  final long fileSize = iip.isSnapshot()  ? inode.computeFileSize(iip.getPathSnapshotId())  : inode.computeFileSizeNotIncludingLastUcBlock();  boolean isUc = inode.isUnderConstruction();  if (iip.isSnapshot()) {  // if src indicates a snapshot file, we need to make sure the returned  // blocks do not exceed the size of the snapshot file.  length = Math.min(length, fileSize - offset);  isUc = false;  }  final FileEncryptionInfo feInfo =  FSDirEncryptionZoneOp.getFileEncryptionInfo(fsd, iip);  final ErasureCodingPolicy ecPolicy = FSDirErasureCodingOp.  unprotectedGetErasureCodingPolicy(fsd.getFSNamesystem(), iip);  // 封装请求下载文件对应的所有 Block 信息 (LocatedBlock)  final LocatedBlocks blocks = bm.createLocatedBlocks(  // 获取请求下载文件路径对应的 Block 信息  inode.getBlocks(iip.getPathSnapshotId()),  fileSize, isUc, offset,  length, needBlockToken, iip.isSnapshot(), feInfo, ecPolicy);  final long now = now();  boolean updateAccessTime = fsd.isAccessTimeSupported()  && !iip.isSnapshot()  && now > inode.getAccessTime() + fsd.getAccessTimePrecision();  // 封装  return new GetBlockLocationsResult(updateAccessTime, blocks);  } finally {  fsd.readUnlock();  }  } |

|  |
| --- |
| /\*\*  \* Create a LocatedBlocks.  \*/  public LocatedBlocks createLocatedBlocks(final BlockInfo[] blocks,  final long fileSizeExcludeBlocksUnderConstruction,  final boolean isFileUnderConstruction, final long offset,  final long length, final boolean needBlockToken,  final boolean inSnapshot, FileEncryptionInfo feInfo,  ErasureCodingPolicy ecPolicy)  throws IOException {  assert namesystem.hasReadLock();  if (blocks == null) {  return null;  } else if (blocks.length == 0) {  return new LocatedBlocks(0, isFileUnderConstruction,  Collections.<LocatedBlock>emptyList(), null, false, feInfo, ecPolicy);  } else {  if (LOG.isDebugEnabled()) {  LOG.debug("blocks = {}", java.util.Arrays.asList(blocks));  }  final AccessMode mode = needBlockToken ? BlockTokenIdentifier.AccessMode.READ : null;  LocatedBlockBuilder locatedBlocks = providedStorageMap  .newLocatedBlocks(Integer.MAX\_VALUE)  .fileLength(fileSizeExcludeBlocksUnderConstruction)  .lastUC(isFileUnderConstruction)  .encryption(feInfo)  .erasureCoding(ecPolicy);  // 请求下载文件路径的所有 Block DataNode 地址信息添加到 locatedBlocks  createLocatedBlockList(locatedBlocks, blocks, offset, length, mode);  if (!inSnapshot) {  final BlockInfo last = blocks[blocks.length - 1];  final long lastPos = last.isComplete() ?  fileSizeExcludeBlocksUnderConstruction - last.getNumBytes()  : fileSizeExcludeBlocksUnderConstruction;  // 添加最后一个 Block DataNode 信息  locatedBlocks  .lastBlock(createLocatedBlock(locatedBlocks, last, lastPos, mode))  .lastComplete(last.isComplete());  } else {  locatedBlocks  .lastBlock(createLocatedBlock(locatedBlocks, blocks,  fileSizeExcludeBlocksUnderConstruction, mode))  .lastComplete(true);  }  // 构建  LocatedBlocks locations = locatedBlocks.build();  // Set caching information for the located blocks.  CacheManager cm = namesystem.getCacheManager();  if (cm != null) {  cm.setCachedLocations(locations);  }  // 返回  return locations;  }  } |

|  |
| --- |
| private void createLocatedBlockList(  LocatedBlockBuilder locatedBlocks,  final BlockInfo[] blocks,  // 0  final long offset,  // 10 \* 128 MB  final long length,  final AccessMode mode) throws IOException {  int curBlk;  long curPos = 0, blkSize = 0;  // Block 个数  int nrBlocks = (blocks[0].getNumBytes() == 0) ? 0 : blocks.length;  for (curBlk = 0; curBlk < nrBlocks; curBlk++) {  blkSize = blocks[curBlk].getNumBytes();  assert blkSize > 0 : "Block of size 0";  if (curPos + blkSize > offset) {  break;  }  curPos += blkSize;  }  if (nrBlocks > 0 && curBlk == nrBlocks) // offset >= end of file  return;  // 0 + 128 MB  long endOff = offset + length;  do {  // 遍历所有的 Block 信息  // 添加一个 Block 对应的地址 LocatedBlock  locatedBlocks.addBlock(  // 返回请求下载文件路径的所有 Block DataNode 地址信息  createLocatedBlock(locatedBlocks, blocks[curBlk], curPos, mode));  curPos += blocks[curBlk].getNumBytes();  curBlk++;  } while (curPos < endOff  && curBlk < blocks.length  && !locatedBlocks.isBlockMax());  } |

|  |
| --- |
| private LocatedBlock createLocatedBlock(LocatedBlockBuilder locatedBlocks,  final BlockInfo blk, final long pos, final AccessMode mode)  throws IOException {  // 往下追 创建 LocatedBlock  final LocatedBlock lb = createLocatedBlock(locatedBlocks, blk, pos);  if (mode != null) {  setBlockToken(lb, mode);  }  return lb;  } |

|  |
| --- |
| /\*\*  \* @return a LocatedBlock for the given block  \*/  private LocatedBlock createLocatedBlock(LocatedBlockBuilder locatedBlocks,  final BlockInfo blk, final long pos) throws IOException {  if (!blk.isComplete()) {  final BlockUnderConstructionFeature uc = blk.getUnderConstructionFeature();  if (blk.isStriped()) {  final DatanodeStorageInfo[] storages = uc.getExpectedStorageLocations();  final ExtendedBlock eb = new ExtendedBlock(getBlockPoolId(),  blk);  return newLocatedStripedBlock(eb, storages, uc.getBlockIndices(), pos,  false);  } else {  final DatanodeStorageInfo[] storages = uc.getExpectedStorageLocations();  final ExtendedBlock eb = new ExtendedBlock(getBlockPoolId(),  blk);  return null == locatedBlocks  ? newLocatedBlock(eb, storages, pos, false)  : locatedBlocks.newLocatedBlock(eb, storages, pos, false);  }  }  // get block locations  // 获取 Block 副本 DataNode 地址 默认 3  NumberReplicas numReplicas = countNodes(blk);  final int numCorruptNodes = numReplicas.corruptReplicas();  final int numCorruptReplicas = corruptReplicas.numCorruptReplicas(blk);  if (numCorruptNodes != numCorruptReplicas) {  LOG.warn("Inconsistent number of corrupt replicas for {}"  + " blockMap has {} but corrupt replicas map has {}",  blk, numCorruptNodes, numCorruptReplicas);  }  final int numNodes = blocksMap.numNodes(blk);  final boolean isCorrupt;  if (blk.isStriped()) {  BlockInfoStriped sblk = (BlockInfoStriped) blk;  isCorrupt = numCorruptReplicas != 0 &&  numReplicas.liveReplicas() < sblk.getRealDataBlockNum();  } else {  // true  isCorrupt = numCorruptReplicas != 0 && numCorruptReplicas == numNodes;  }  // 3  int numMachines = isCorrupt ? numNodes : numNodes - numCorruptReplicas;  numMachines -= numReplicas.maintenanceNotForReadReplicas();  // 创建 对应 Block 副本 DataNode 存储信息数组  DatanodeStorageInfo[] machines = new DatanodeStorageInfo[numMachines];  // null  final byte[] blockIndices = blk.isStriped() ? new byte[numMachines] : null;  int j = 0, i = 0;  if (numMachines > 0) {  final boolean noCorrupt = (numCorruptReplicas == 0);  for (DatanodeStorageInfo storage : blocksMap.getStorages(blk)) {  if (storage.getState() != State.FAILED) {  final DatanodeDescriptor d = storage.getDatanodeDescriptor();  // Don't pick IN\_MAINTENANCE or dead ENTERING\_MAINTENANCE states.  if (d.isInMaintenance()  || (d.isEnteringMaintenance() && !d.isAlive())) {  continue;  }  // Block 没有副本损坏  if (noCorrupt) {  // 赋值  machines[j++] = storage;  i = setBlockIndices(blk, blockIndices, i, storage);  } else {  final boolean replicaCorrupt = isReplicaCorrupt(blk, d);  if (isCorrupt || !replicaCorrupt) {  machines[j++] = storage;  i = setBlockIndices(blk, blockIndices, i, storage);  }  }  }  }  }  if (j < machines.length) {  machines = Arrays.copyOf(machines, j);  }  assert j == machines.length :  "isCorrupt: " + isCorrupt +  " numMachines: " + numMachines +  " numNodes: " + numNodes +  " numCorrupt: " + numCorruptNodes +  " numCorruptRepls: " + numCorruptReplicas;  final ExtendedBlock eb = new ExtendedBlock(getBlockPoolId(), blk);  return blockIndices == null  ? null == locatedBlocks ? newLocatedBlock(eb, machines, pos, isCorrupt)  // 创建 LocatedBlock  : locatedBlocks.newLocatedBlock(eb, machines, pos, isCorrupt)  : newLocatedStripedBlock(eb, machines, blockIndices, pos, isCorrupt);  } |

###### 2.1.1.1.2 排序 LocatedBlocks (LocatedBlocks 保存当前下载文件路径的所有 LocatedBlock信息)

|  |
| --- |
| private void sortLocatedBlocks(String clientMachine, LocatedBlocks blocks) {  if (blocks != null) {  List<LocatedBlock> blkList = blocks.getLocatedBlocks();  if (blkList == null || blkList.size() == 0) {  // simply return, block list is empty  return;  }  // 根据客户端机器进行排序  blockManager.getDatanodeManager().sortLocatedBlocks(clientMachine,  blkList);  // lastBlock is not part of getLocatedBlocks(), might need to sort it too  LocatedBlock lastBlock = blocks.getLastLocatedBlock();  if (lastBlock != null) {  ArrayList<LocatedBlock> lastBlockList = Lists.newArrayList(lastBlock);  blockManager.getDatanodeManager().sortLocatedBlocks(clientMachine,  lastBlockList);  }  }  } |

|  |
| --- |
| /\*\*  \* Sort the non-striped located blocks by the distance to the target host.  \* <p>  \* For striped blocks, it will only move decommissioned/stale nodes to the  \* bottom. For example, assume we have storage list:  \* d0, d1, d2, d3, d4, d5, d6, d7, d8, d9  \* mapping to block indices:  \* 0, 1, 2, 3, 4, 5, 6, 7, 8, 2  \* <p>  \* Here the internal block b2 is duplicated, locating in d2 and d9. If d2 is  \* a decommissioning node then should switch d2 and d9 in the storage list.  \* After sorting locations, will update corresponding block indices  \* and block tokens.  \*/  public void sortLocatedBlocks(final String targetHost,  final List<LocatedBlock> locatedBlocks) {  // 默认 avoidStaleDataNodesForRead = false  Comparator<DatanodeInfo> comparator = avoidStaleDataNodesForRead ?  new DFSUtil.ServiceAndStaleComparator(staleInterval) :  // 返回  new DFSUtil.ServiceComparator();  // sort located block  for (LocatedBlock lb : locatedBlocks) {  if (lb.isStriped()) {  sortLocatedStripedBlock(lb, comparator);  } else {  // 往下追  sortLocatedBlock(lb, targetHost, comparator);  }  }  } |

|  |
| --- |
| /\*\*  \* Move decommissioned/stale datanodes to the bottom. Also, sort nodes by  \* network distance.  \*  \* @param lb located block  \* @param targetHost target host  \* @param comparator dn comparator  \*/  private void sortLocatedBlock(final LocatedBlock lb, String targetHost,  Comparator<DatanodeInfo> comparator) {  // As it is possible for the separation of node manager and datanode,  // here we should get node but not datanode only .  boolean nonDatanodeReader = false;  Node client = getDatanodeByHost(targetHost);  if (client == null) {  nonDatanodeReader = true;  List<String> hosts = new ArrayList<>(1);  hosts.add(targetHost);  List<String> resolvedHosts = dnsToSwitchMapping.resolve(hosts);  if (resolvedHosts != null && !resolvedHosts.isEmpty()) {  String rName = resolvedHosts.get(0);  if (rName != null) {  client = new NodeBase(rName + NodeBase.PATH\_SEPARATOR\_STR +  targetHost);  }  } else {  LOG.error("Node Resolution failed. Please make sure that rack " +  "awareness scripts are functional.");  }  }  DatanodeInfo[] di = lb.getLocations();  // Move decommissioned/stale datanodes to the bottom  // 移除已经下线的 DataNode  Arrays.sort(di, comparator);  // Sort nodes by network distance only for located blocks  int lastActiveIndex = di.length - 1;  while (lastActiveIndex > 0 && isInactive(di[lastActiveIndex])) {  --lastActiveIndex;  }  int activeLen = lastActiveIndex + 1;  if (nonDatanodeReader) {  // 网络拓扑排序  networktopology.sortByDistanceUsingNetworkLocation(client,  lb.getLocations(), activeLen);  } else {  networktopology.sortByDistance(client, lb.getLocations(), activeLen);  }  // move PROVIDED storage to the end to prefer local replicas.  lb.moveProvidedToEnd(activeLen);  // must update cache since we modified locations array  lb.updateCachedStorageInfo();  } |

##### 2.1.1.2 请求下载文件的所有 Block 在线的 DataNode 地址信息封装成 LocatedBlocks返回给客户端

|  |
| --- |
| // 获取请求下载 HDFS 文件 Block 信息 (发送 RPC 请求)  LocatedBlocks locatedBlocks = getLocatedBlocks(src, 0); |

#### 2.1.2 创建并返回 DFSInputStream

|  |
| --- |
| private DFSInputStream openInternal(LocatedBlocks locatedBlocks, String src,  boolean verifyChecksum) throws IOException {  if (locatedBlocks != null) {  ErasureCodingPolicy ecPolicy = locatedBlocks.getErasureCodingPolicy();  if (ecPolicy != null) {  return new DFSStripedInputStream(this, src, verifyChecksum, ecPolicy,  locatedBlocks);  }  // 创建 DFSInputStream  return new DFSInputStream(this, src, verifyChecksum, locatedBlocks);  } else {  throw new IOException("Cannot open filename " + src);  }  } |

|  |
| --- |
| DFSInputStream(DFSClient dfsClient, String src, boolean verifyChecksum,  LocatedBlocks locatedBlocks) throws IOException {  this.dfsClient = dfsClient;  this.verifyChecksum = verifyChecksum;  this.src = src;  synchronized (infoLock) {  this.cachingStrategy = dfsClient.getDefaultReadCachingStrategy();  }  // Block 信息  this.locatedBlocks = locatedBlocks;  openInfo(false);  } |

#### 2.1.3 包装 DFSInputStream 成 HdfsDataInputStream

|  |
| --- |
| /\*\*  \* Wraps the stream in a CryptoInputStream if the underlying file is  \* encrypted.  \*/  public HdfsDataInputStream createWrappedInputStream(DFSInputStream dfsis)  throws IOException {  FileEncryptionInfo feInfo = dfsis.getFileEncryptionInfo();  if (feInfo != null) {  CryptoInputStream cryptoIn;  try (TraceScope ignored = getTracer().newScope("decryptEDEK")) {  cryptoIn = HdfsKMSUtil.createWrappedInputStream(dfsis,  getKeyProvider(), feInfo, getConfiguration());  }  return new HdfsDataInputStream(cryptoIn);  } else {  // No FileEncryptionInfo so no encryption.  // 创建 HdfsDataInputStream  return new HdfsDataInputStream(dfsis);  }  } |

|  |
| --- |
| public HdfsDataInputStream(DFSInputStream in) {  // in = DFSInputStream  super(in);  } |

|  |
| --- |
| public FSDataInputStream(InputStream in) {  // 往下追  super(  // in = DFSInputStream  in  );  if (!(in instanceof Seekable) || !(in instanceof PositionedReadable)) {  throw new IllegalArgumentException(  "In is not an instance of Seekable or PositionedReadable");  }  } |

### 2.2 创建 FileOutputStream (Java IO 编程)

|  |
| --- |
| FileOutputStream fos = new FileOutputStream("./LICENSE.txt"); |

### 2.3 流拷贝

|  |
| --- |
| IOUtils.copyBytes(fis, fos, 1024, true); |

|  |
| --- |
| /\*\*  \* Copies from one stream to another.  \*  \* @param in InputStrem to read from  \* @param out OutputStream to write to  \* @param buffSize the size of the buffer  \* @param close whether or not close the InputStream and  \* OutputStream at the end. The streams are closed in the finally clause.  \*/  public static void copyBytes(InputStream in, OutputStream out,  int buffSize, boolean close)  throws IOException {  try {  // 往下追  copyBytes(in, out, buffSize);  if (close) {  out.close();  out = null;  in.close();  in = null;  }  } finally {  if (close) {  closeStream(out);  closeStream(in);  }  }  } |

|  |
| --- |
| /\*\*  \* Copies from one stream to another.  \*  \* @param in InputStrem to read from  \* @param out OutputStream to write to  \* @param buffSize the size of the buffer  \*/  public static void copyBytes(InputStream in, OutputStream out, int buffSize)  throws IOException {  PrintStream ps = out instanceof PrintStream ? (PrintStream) out : null;  // 标准的 Java IO 编程  // 4096  byte[] buf = new byte[buffSize];  // 最终调用 DFSInputStream.read  int bytesRead = in.read(buf);  while (bytesRead >= 0) {  // 最终调用 FSOutputSummer.write()  // out = HdfsDataOutputStream extends FSDataOutputStream extends DataOutputStream extends FilterOutputStream implements DataOutput  // 先调用 DataOutput.write() 接着调用 FilterOutputStream.write() 然后调用 DataOutputStream.write()  // 在然后调用 FSDataOutputStream 入参 PositionCache.write() 本质调用 DFSOutputStream  // 但是 DFSOutputStream 没有 write 调用其父类 FSOutputSummer.write()  // 写到本地磁盘  out.write(buf, 0, bytesRead);  if ((ps != null) && ps.checkError()) {  throw new IOException("Unable to write to output stream.");  }  // 继续读取  bytesRead = in.read(buf);  }  } |

|  |
| --- |
| @Override  public synchronized int read() throws IOException {  if (oneByteBuf == null) {  // 赋值  oneByteBuf = new byte[1];  }  // 读取一个字节  int ret = read(oneByteBuf, 0, 1);  return (ret <= 0) ? -1 : (oneByteBuf[0] & 0xff);  } |

|  |
| --- |
| /\*\*  \* Read the entire buffer.  \*/  @Override  public synchronized int read(@Nonnull final byte buf[], int off, int len)  throws IOException {  validatePositionedReadArgs(pos, buf, off, len);  if (len == 0) {  return 0;  }  // 创建 ByteArrayStrategy  ReaderStrategy byteArrayReader =  new ByteArrayStrategy(buf, off, len, readStatistics, dfsClient);  // 往下追  return readWithStrategy(byteArrayReader);  } |

|  |
| --- |
| protected synchronized int readWithStrategy(ReaderStrategy strategy)  throws IOException {  dfsClient.checkOpen();  if (closed.get()) {  throw new IOException("Stream closed");  }  // 1  int len = strategy.getTargetLength();  CorruptedBlocks corruptedBlocks = new CorruptedBlocks();  failures = 0;  // 0 < 请求下载文件 Block 个数 比如 3  if (pos < getFileLength()) {  int retries = 2;  while (retries > 0) {  try {  // currentNode can be left as null if previous read had a checksum  // error on the same block. See HDFS-3067  if (pos > blockEnd || currentNode == null) {  // 读取第一个 Block 对应的 DataNode  // 读取第二个 Block 对应的 DataNode  // 读取第N个 Block 对应的 DataNode  currentNode = blockSeekTo(pos);  }  int realLen = (int) Math.min(len, (blockEnd - pos + 1L));  synchronized (infoLock) {  if (locatedBlocks.isLastBlockComplete()) {  realLen = (int) Math.min(realLen,  locatedBlocks.getFileLength() - pos);  }  }  // 读取数据  int result = readBuffer(strategy, realLen, corruptedBlocks);  if (result >= 0) {  pos += result;  } else {  // got a EOS from reader though we expect more data on it.  throw new IOException("Unexpected EOS from the reader");  }  updateReadStatistics(readStatistics, result, blockReader);  dfsClient.updateFileSystemReadStats(blockReader.getNetworkDistance(),  result);  return result;  } catch (ChecksumException ce) {  throw ce;  } catch (IOException e) {  checkInterrupted(e);  if (retries == 1) {  DFSClient.LOG.warn("DFS Read", e);  }  blockEnd = -1;  if (currentNode != null) {  addToDeadNodes(currentNode);  }  if (--retries == 0) {  throw e;  }  } finally {  // Check if need to report block replicas corruption either read  // was successful or ChecksumException occurred.  reportCheckSumFailure(corruptedBlocks,  getCurrentBlockLocationsLength(), false);  }  }  }  return -1;  } |

#### 2.3.1 读取第N个 Block 对应的 DataNode

|  |
| --- |
| /\*\*  \* Open a DataInputStream to a DataNode so that it can be read from.  \* We get block ID and the IDs of the destinations at startup, from the namenode.  \*/  private synchronized DatanodeInfo blockSeekTo(long target)  throws IOException {  if (target >= getFileLength()) {  throw new IOException("Attempted to read past end of file");  }  // Will be getting a new BlockReader.  closeCurrentBlockReaders();  //  // Connect to best DataNode for desired Block, with potential offset  //  DatanodeInfo chosenNode;  int refetchToken = 1; // only need to get a new access token once  int refetchEncryptionKey = 1; // only need to get a new encryption key once  boolean connectFailedOnce = false;  while (true) {  //  // Compute desired block  //  // 获取第N个 Block 对应的 LocatedBlock  LocatedBlock targetBlock = getBlockAt(target);  // update current position  this.pos = target;  this.blockEnd = targetBlock.getStartOffset() +  targetBlock.getBlockSize() - 1;  this.currentLocatedBlock = targetBlock;  long offsetIntoBlock = target - targetBlock.getStartOffset();  // 选择第 pos 个 Block 对应的 DataNode 信息  DNAddrPair retval = chooseDataNode(targetBlock, null);  // 选择 DataNode  chosenNode = retval.info;  // DataNode 地址  InetSocketAddress targetAddr = retval.addr;  StorageType storageType = retval.storageType;  // Latest block if refreshed by chooseDatanode()  targetBlock = retval.block;  try {  // 获取 BlockReaderRemote  blockReader = getBlockReader(targetBlock, offsetIntoBlock,  targetBlock.getBlockSize() - offsetIntoBlock, targetAddr,  storageType, chosenNode);  if (connectFailedOnce) {  DFSClient.LOG.info("Successfully connected to " + targetAddr +  " for " + targetBlock.getBlock());  }  // 返回存储 Block DataNode 信息  return chosenNode;  } catch (IOException ex) {  checkInterrupted(ex);  if (ex instanceof InvalidEncryptionKeyException && refetchEncryptionKey > 0) {  DFSClient.LOG.info("Will fetch a new encryption key and retry, "  + "encryption key was invalid when connecting to " + targetAddr  + " : " + ex);  // The encryption key used is invalid.  refetchEncryptionKey--;  dfsClient.clearDataEncryptionKey();  } else if (refetchToken > 0 && tokenRefetchNeeded(ex, targetAddr)) {  refetchToken--;  fetchBlockAt(target);  } else {  connectFailedOnce = true;  DFSClient.LOG.warn("Failed to connect to {} for block {}, " +  "add to deadNodes and continue. ", targetAddr,  targetBlock.getBlock(), ex);  // Put chosen node into dead list, continue  addToDeadNodes(chosenNode);  }  }  }  } |

|  |
| --- |
| private DNAddrPair chooseDataNode(LocatedBlock block,  Collection<DatanodeInfo> ignoredNodes) throws IOException {  // 往下追  return chooseDataNode(block, ignoredNodes, true);  } |

|  |
| --- |
| /\*\*  \* Choose datanode to read from.  \*  \* @param block Block to choose datanode addr from  \* @param ignoredNodes Ignored nodes inside.  \* @param refetchIfRequired Whether to refetch if no nodes to chose  \* from.  \* @return Returns chosen DNAddrPair; Can be null if refetchIfRequired is  \* false.  \*/  private DNAddrPair chooseDataNode(LocatedBlock block,  Collection<DatanodeInfo> ignoredNodes, boolean refetchIfRequired)  throws IOException {  while (true) {  // 选择  DNAddrPair result = getBestNodeDNAddrPair(block, ignoredNodes);  if (result != null) {  return result;  } else if (refetchIfRequired) {  block = refetchLocations(block, ignoredNodes);  } else {  return null;  }  }  } |

|  |
| --- |
| /\*\*  \* Get the best node from which to stream the data.  \* @param block LocatedBlock, containing nodes in priority order.  \* @param ignoredNodes Do not choose nodes in this array (may be null)  \* @return The DNAddrPair of the best node. Null if no node can be chosen.  \*/  protected DNAddrPair getBestNodeDNAddrPair(LocatedBlock block,  Collection<DatanodeInfo> ignoredNodes) {  // 获取 Block 对应的所有 DataNode 信息  DatanodeInfo[] nodes = block.getLocations();  StorageType[] storageTypes = block.getStorageTypes();  DatanodeInfo chosenNode = null;  StorageType storageType = null;  if (nodes != null) {  for (int i = 0; i < nodes.length; i++) {  if (!deadNodes.containsKey(nodes[i])  && (ignoredNodes == null || !ignoredNodes.contains(nodes[i]))) {  // 一般情况下直接返回第一个  chosenNode = nodes[i];  // Storage types are ordered to correspond with nodes, so use the same  // index to get storage type.  if (storageTypes != null && i < storageTypes.length) {  storageType = storageTypes[i];  }  break;  }  }  }  if (chosenNode == null) {  reportLostBlock(block, ignoredNodes);  return null;  }  // 封装选择 DataNode 信息  final String dnAddr =  chosenNode.getXferAddr(dfsClient.getConf().isConnectToDnViaHostname());  DFSClient.LOG.debug("Connecting to datanode {}", dnAddr);  InetSocketAddress targetAddr = NetUtils.createSocketAddr(dnAddr);  // 创建 DNAddrPair 并返回  return new DNAddrPair(chosenNode, targetAddr, storageType, block);  } |

##### 2.3.1.1 获取 BlockReaderRemote

|  |
| --- |
| protected BlockReader getBlockReader(LocatedBlock targetBlock,  long offsetInBlock, long length, InetSocketAddress targetAddr,  StorageType storageType, DatanodeInfo datanode) throws IOException {  ExtendedBlock blk = targetBlock.getBlock();  Token<BlockTokenIdentifier> accessToken = targetBlock.getBlockToken();  CachingStrategy curCachingStrategy;  boolean shortCircuitForbidden;  synchronized (infoLock) {  curCachingStrategy = cachingStrategy;  shortCircuitForbidden = shortCircuitForbidden();  }  // 返回 BlockReaderRemote  return new BlockReaderFactory(dfsClient.getConf()).  setInetSocketAddress(targetAddr).  setRemotePeerFactory(dfsClient).  setDatanodeInfo(datanode).  setStorageType(storageType).  setFileName(src).  setBlock(blk).  setBlockToken(accessToken).  setStartOffset(offsetInBlock).  setVerifyChecksum(verifyChecksum).  setClientName(dfsClient.clientName).  setLength(length).  setCachingStrategy(curCachingStrategy).  setAllowShortCircuitLocalReads(!shortCircuitForbidden).  setClientCacheContext(dfsClient.getClientContext()).  setUserGroupInformation(dfsClient.ugi).  setConfiguration(dfsClient.getConfiguration()).  build();  } |

|  |
| --- |
| /\*\*  \* Build a BlockReader with the given options.  \*  \* This function will do the best it can to create a block reader that meets  \* all of our requirements. We prefer short-circuit block readers  \* (BlockReaderLocal and BlockReaderLocalLegacy) over remote ones, since the  \* former avoid the overhead of socket communication. If short-circuit is  \* unavailable, our next fallback is data transfer over UNIX domain sockets,  \* if dfs.client.domain.socket.data.traffic has been enabled. If that doesn't  \* work, we will try to create a remote block reader that operates over TCP  \* sockets.  \*  \* There are a few caches that are important here.  \*  \* The ShortCircuitCache stores file descriptor objects which have been passed  \* from the DataNode.  \*  \* The DomainSocketFactory stores information about UNIX domain socket paths  \* that we not been able to use in the past, so that we don't waste time  \* retrying them over and over. (Like all the caches, it does have a timeout,  \* though.)  \*  \* The PeerCache stores peers that we have used in the past. If we can reuse  \* one of these peers, we avoid the overhead of re-opening a socket. However,  \* if the socket has been timed out on the remote end, our attempt to reuse  \* the socket may end with an IOException. For that reason, we limit our  \* attempts at socket reuse to dfs.client.cached.conn.retry times. After  \* that, we create new sockets. This avoids the problem where a thread tries  \* to talk to a peer that it hasn't talked to in a while, and has to clean out  \* every entry in a socket cache full of stale entries.  \*  \* @return The new BlockReader. We will not return null.  \*  \* @throws InvalidToken  \* If the block token was invalid.  \* InvalidEncryptionKeyException  \* If the encryption key was invalid.  \* Other IOException  \* If there was another problem.  \*/  public BlockReader build() throws IOException {  Preconditions.checkNotNull(configuration);  Preconditions  .checkState(length >= 0, "Length must be set to a non-negative value");  BlockReader reader = tryToCreateExternalBlockReader();  if (reader != null) {  return reader;  }  final ShortCircuitConf scConf = conf.getShortCircuitConf();  try {  // 判断是否为本地短路读取 Block (默认情况下不开启)  if (scConf.isShortCircuitLocalReads() && allowShortCircuitLocalReads) {  if (clientContext.getUseLegacyBlockReaderLocal()) {  reader = getLegacyBlockReaderLocal();  if (reader != null) {  LOG.trace("{}: returning new legacy block reader local.", this);  return reader;  }  } else {  reader = getBlockReaderLocal();  if (reader != null) {  LOG.trace("{}: returning new block reader local.", this);  return reader;  }  }  }  if (scConf.isDomainSocketDataTraffic()) {  reader = getRemoteBlockReaderFromDomain();  if (reader != null) {  LOG.trace("{}: returning new remote block reader using UNIX domain "  + "socket on {}", this, pathInfo.getPath());  return reader;  }  }  } catch (IOException e) {  LOG.debug("Block read failed. Getting remote block reader using TCP", e);  }  Preconditions.checkState(!DFSInputStream.tcpReadsDisabledForTesting,  "TCP reads were disabled for testing, but we failed to " +  "do a non-TCP read.");  // 从远程获取 Block 数据 通过 TCP  return getRemoteBlockReaderFromTcp();  } |

|  |
| --- |
| /\*\*  \* Get a BlockReaderRemote that communicates over a TCP socket.  \*  \* @return The new BlockReader. We will not return null, but instead throw  \* an exception if this fails.  \*  \* @throws InvalidToken  \* If the block token was invalid.  \* InvalidEncryptionKeyException  \* If the encryption key was invalid.  \* Other IOException  \* If there was another problem.  \*/  private BlockReader getRemoteBlockReaderFromTcp() throws IOException {  LOG.trace("{}: trying to create a remote block reader from a TCP socket",  this);  BlockReader blockReader = null;  while (true) {  BlockReaderPeer curPeer = null;  Peer peer = null;  try {  // 创建 BlockReaderPeer  curPeer = nextTcpPeer();  if (curPeer.fromCache) remainingCacheTries--;  // BasicInetPeer  peer = curPeer.peer;  // 发送一个请求给 DataNode 读取对应的 Block 数据  // 返回 BlockReaderRemote  blockReader = getRemoteBlockReader(peer);  return blockReader;  } catch (IOException ioe) {  if (isSecurityException(ioe)) {  LOG.trace("{}: got security exception while constructing a remote "  + "block reader from {}", this, peer, ioe);  throw ioe;  }  if ((curPeer != null) && curPeer.fromCache) {  // Handle an I/O error we got when using a cached peer. These are  // considered less serious, because the underlying socket may be  // stale.  LOG.debug("Closed potentially stale remote peer {}", peer, ioe);  } else {  // Handle an I/O error we got when using a newly created peer.  LOG.warn("I/O error constructing remote block reader.", ioe);  throw ioe;  }  } finally {  if (blockReader == null) {  IOUtilsClient.cleanup(LOG, peer);  }  }  }  } |

|  |
| --- |
| @SuppressWarnings("deprecation")  private BlockReader getRemoteBlockReader(Peer peer) throws IOException {  int networkDistance = clientContext.getNetworkDistance(datanode);  // 往下追  return BlockReaderRemote.newBlockReader(  fileName, block, token, startOffset, length,  verifyChecksum, clientName, peer, datanode,  clientContext.getPeerCache(), cachingStrategy,  networkDistance);  } |

|  |
| --- |
| /\*\*  \* Create a new BlockReader specifically to satisfy a read.  \* This method also sends the OP\_READ\_BLOCK request.  \*  \* @param file File location  \* @param block The block object  \* @param blockToken The block token for security  \* @param startOffset The read offset, relative to block head  \* @param len The number of bytes to read  \* @param verifyChecksum Whether to verify checksum  \* @param clientName Client name  \* @param peer The Peer to use  \* @param datanodeID The DatanodeID this peer is connected to  \* @return New BlockReader instance, or null on error.  \*/  public static BlockReader newBlockReader(String file,  ExtendedBlock block,  Token<BlockTokenIdentifier> blockToken,  long startOffset, long len,  boolean verifyChecksum,  String clientName,  Peer peer, DatanodeID datanodeID,  PeerCache peerCache,  CachingStrategy cachingStrategy,  int networkDistance) throws IOException {  // in and out will be closed when sock is closed (by the caller)  // 获取 Client 与 DataNode 连接的输出流  final DataOutputStream out = new DataOutputStream(new BufferedOutputStream(  peer.getOutputStream()));  // 发送一个请求读取 Block 数据  new Sender(out).readBlock(block, blockToken, clientName, startOffset, len,  verifyChecksum, cachingStrategy);  //  // Get bytes in block  //  // 获取输入流  DataInputStream in = new DataInputStream(peer.getInputStream());  BlockOpResponseProto status = BlockOpResponseProto.parseFrom(  PBHelperClient.vintPrefixed(in));  checkSuccess(status, peer, block, file);  ReadOpChecksumInfoProto checksumInfo =  status.getReadOpChecksumInfo();  DataChecksum checksum = DataTransferProtoUtil.fromProto(  checksumInfo.getChecksum());  //Warning when we get CHECKSUM\_NULL?  // Read the first chunk offset.  long firstChunkOffset = checksumInfo.getChunkOffset();  if ( firstChunkOffset < 0 || firstChunkOffset > startOffset ||  firstChunkOffset <= (startOffset - checksum.getBytesPerChecksum())) {  throw new IOException("BlockReader: error in first chunk offset (" +  firstChunkOffset + ") startOffset is " +  startOffset + " for file " + file);  }  // 创建 BlockReaderRemote  return new BlockReaderRemote(file, block.getBlockId(), checksum,  verifyChecksum, startOffset, firstChunkOffset, len, peer, datanodeID,  peerCache, networkDistance);  } |

|  |
| --- |
| protected BlockReaderRemote(String file, long blockId,  DataChecksum checksum, boolean verifyChecksum,  long startOffset, long firstChunkOffset,  long bytesToRead, Peer peer,  DatanodeID datanodeID, PeerCache peerCache,  int networkDistance) {  // Path is used only for printing block and file information in debug  this.peer = peer;  this.datanodeID = datanodeID;  this.in = peer.getInputStreamChannel();  this.checksum = checksum;  this.verifyChecksum = verifyChecksum;  this.startOffset = Math.max( startOffset, 0 );  this.filename = file;  this.peerCache = peerCache;  this.blockId = blockId;  // The total number of bytes that we need to transfer from the DN is  // the amount that the user wants (bytesToRead), plus the padding at  // the beginning in order to chunk-align. Note that the DN may elect  // to send more than this amount if the read starts/ends mid-chunk.  this.bytesNeededToFinish = bytesToRead + (startOffset - firstChunkOffset);  bytesPerChecksum = this.checksum.getBytesPerChecksum();  checksumSize = this.checksum.getChecksumSize();  this.networkDistance = networkDistance;  } |

###### 2.3.1.1.1 连接 DataNode (创建 BlockReaderPeer)

|  |
| --- |
| /\*\*  \* Get the next TCP-based peer-- either from the cache or by creating it.  \*  \* @return the next Peer, or null if we could not construct one.  \*  \* @throws IOException If there was an error while constructing the peer  \* (such as an InvalidEncryptionKeyException)  \*/  private BlockReaderPeer nextTcpPeer() throws IOException {  if (remainingCacheTries > 0) {  Peer peer = clientContext.getPeerCache().get(datanode, false);  if (peer != null) {  LOG.trace("nextTcpPeer: reusing existing peer {}", peer);  return new BlockReaderPeer(peer, true);  }  }  try {  // 连接 DataNode 的 DataXceiverServer 的 run() 里面的 TcpPeerServer  Peer peer = remotePeerFactory.newConnectedPeer(inetSocketAddress, token,  datanode);  LOG.trace("nextTcpPeer: created newConnectedPeer {}", peer);  // 创建 BlockReaderPeer  return new BlockReaderPeer(peer, false);  } catch (IOException e) {  LOG.trace("nextTcpPeer: failed to create newConnectedPeer connected to"  + "{}", datanode);  throw e;  }  } |

#### 2.3.2 读取数据

|  |
| --- |
| /\* This is a used by regular read() and handles ChecksumExceptions.  \* name readBuffer() is chosen to imply similarity to readBuffer() in  \* ChecksumFileSystem  \*/  private synchronized int readBuffer(ReaderStrategy reader, int len,  CorruptedBlocks corruptedBlocks)  throws IOException {  IOException ioe;  /\* we retry current node only once. So this is set to true only here.  \* Intention is to handle one common case of an error that is not a  \* failure on datanode or client : when DataNode closes the connection  \* since client is idle. If there are other cases of "non-errors" then  \* then a datanode might be retried by setting this to true again.  \*/  boolean retryCurrentNode = true;  while (true) {  // retry as many times as seekToNewSource allows.  try {  // 读取数据 调用 ByteArrayStrategy.readFromBlock()  return reader.readFromBlock(blockReader, len);  } catch (ChecksumException ce) {  DFSClient.LOG.warn("Found Checksum error for "  + getCurrentBlock() + " from " + currentNode  + " at " + ce.getPos());  ioe = ce;  retryCurrentNode = false;  // we want to remember which block replicas we have tried  corruptedBlocks.addCorruptedBlock(getCurrentBlock(), currentNode);  } catch (IOException e) {  if (!retryCurrentNode) {  DFSClient.LOG.warn("Exception while reading from "  + getCurrentBlock() + " of " + src + " from "  + currentNode, e);  }  ioe = e;  }  boolean sourceFound;  if (retryCurrentNode) {  /\* possibly retry the same node so that transient errors don't  \* result in application level failures (e.g. Datanode could have  \* closed the connection because the client is idle for too long).  \*/  sourceFound = seekToBlockSource(pos);  } else {  addToDeadNodes(currentNode);  sourceFound = seekToNewSource(pos);  }  if (!sourceFound) {  throw ioe;  }  retryCurrentNode = false;  }  } |

|  |
| --- |
| @Override  public int readFromBlock(BlockReader blockReader,  int length) throws IOException {  // blockReader = BlockReaderRemote  // 读取数据  int nRead = blockReader.read(readBuf, offset, length);  if (nRead > 0) {  offset += nRead;  }  return nRead;  } |

|  |
| --- |
| @Override  public synchronized int read(byte[] buf, int off, int len)  throws IOException {  boolean logTraceEnabled = LOG.isTraceEnabled();  UUID randomId = null;  if (logTraceEnabled) {  randomId = UUID.randomUUID();  LOG.trace("Starting read #{} file {} from datanode {}",  randomId, filename, datanodeID.getHostName());  }  if (curDataSlice == null ||  curDataSlice.remaining() == 0 && bytesNeededToFinish > 0) {  // 读取下一个 Packet  readNextPacket();  }  if (logTraceEnabled) {  LOG.trace("Finishing read #{}", randomId);  }  if (curDataSlice.remaining() == 0) {  // we're at EOF now  return -1;  }  int nRead = Math.min(curDataSlice.remaining(), len);  curDataSlice.get(buf, off, nRead);  return nRead;  } |

|  |
| --- |
| private void readNextPacket() throws IOException {  //Read packet headers.  // 读取 Packet Header  packetReceiver.receiveNextPacket(in);  PacketHeader curHeader = packetReceiver.getHeader();  curDataSlice = packetReceiver.getDataSlice();  assert curDataSlice.capacity() == curHeader.getDataLen();  LOG.trace("DFSClient readNextPacket got header {}", curHeader);  // Sanity check the lengths  if (!curHeader.sanityCheck(lastSeqNo)) {  throw new IOException("BlockReader: error in packet header " +  curHeader);  }  if (curHeader.getDataLen() > 0) {  int chunks = 1 + (curHeader.getDataLen() - 1) / bytesPerChecksum;  int checksumsLen = chunks \* checksumSize;  assert packetReceiver.getChecksumSlice().capacity() == checksumsLen :  "checksum slice capacity=" +  packetReceiver.getChecksumSlice().capacity() +  " checksumsLen=" + checksumsLen;  lastSeqNo = curHeader.getSeqno();  if (verifyChecksum && curDataSlice.remaining() > 0) {  // N.B.: the checksum error offset reported here is actually  // relative to the start of the block, not the start of the file.  // This is slightly misleading, but preserves the behavior from  // the older BlockReader.  checksum.verifyChunkedSums(curDataSlice,  packetReceiver.getChecksumSlice(),  filename, curHeader.getOffsetInBlock());  }  bytesNeededToFinish -= curHeader.getDataLen();  }  // First packet will include some data prior to the first byte  // the user requested. Skip it.  if (curHeader.getOffsetInBlock() < startOffset) {  int newPos = (int) (startOffset - curHeader.getOffsetInBlock());  curDataSlice.position(newPos);  }  // If we've now satisfied the whole client read, read one last packet  // header, which should be empty  if (bytesNeededToFinish <= 0) {  readTrailingEmptyPacket();  if (verifyChecksum) {  sendReadResult(Status.CHECKSUM\_OK);  } else {  sendReadResult(Status.SUCCESS);  }  }  } |

|  |
| --- |
| /\*\*  \* Reads all of the data for the next packet into the appropriate buffers.  \* <p>  \* The data slice and checksum slice members will be set to point to the  \* user data and corresponding checksums. The header will be parsed and  \* set.  \*/  public void receiveNextPacket(ReadableByteChannel in) throws IOException {  // 往下追  doRead(in, null);  } |

|  |
| --- |
| private void doRead(ReadableByteChannel ch, InputStream in)  throws IOException {  // Each packet looks like:  // PLEN HLEN HEADER CHECKSUMS DATA  // 32-bit 16-bit <protobuf> <variable length>  //  // PLEN: Payload length  // = length(PLEN) + length(CHECKSUMS) + length(DATA)  // This length includes its own encoded length in  // the sum for historical reasons.  //  // HLEN: Header length  // = length(HEADER)  //  // HEADER: the actual packet header fields, encoded in protobuf  // CHECKSUMS: the crcs for the data chunk. May be missing if  // checksums were not requested  // DATA the actual block data  Preconditions.checkState(curHeader == null || !curHeader.isLastPacketInBlock());  curPacketBuf.clear();  curPacketBuf.limit(PacketHeader.PKT\_LENGTHS\_LEN);  // 读取 packet 到 curPacketBuf = ByteBuf  doReadFully(ch, in, curPacketBuf);  curPacketBuf.flip();  int payloadLen = curPacketBuf.getInt();  if (payloadLen < Ints.BYTES) {  // The "payload length" includes its own length. Therefore it  // should never be less than 4 bytes  throw new IOException("Invalid payload length " +  payloadLen);  }  int dataPlusChecksumLen = payloadLen - Ints.BYTES;  int headerLen = curPacketBuf.getShort();  if (headerLen < 0) {  throw new IOException("Invalid header length " + headerLen);  }  LOG.trace("readNextPacket: dataPlusChecksumLen={}, headerLen={}",  dataPlusChecksumLen, headerLen);  // Sanity check the buffer size so we don't allocate too much memory  // and OOME.  int totalLen = payloadLen + headerLen;  if (totalLen < 0 || totalLen > MAX\_PACKET\_SIZE) {  throw new IOException("Incorrect value for packet payload size: " +  payloadLen);  }  // Make sure we have space for the whole packet, and  // read it.  // 确保有足够的空间存放整个 packet  reallocPacketBuf(PacketHeader.PKT\_LENGTHS\_LEN +  dataPlusChecksumLen + headerLen);  curPacketBuf.clear();  curPacketBuf.position(PacketHeader.PKT\_LENGTHS\_LEN);  curPacketBuf.limit(PacketHeader.PKT\_LENGTHS\_LEN +  dataPlusChecksumLen + headerLen);  // 读取数据 到 curPacketBuf  doReadFully(ch, in, curPacketBuf);  curPacketBuf.flip();  curPacketBuf.position(PacketHeader.PKT\_LENGTHS\_LEN);  // Extract the header from the front of the buffer (after the length prefixes)  // 读取头部信息  byte[] headerBuf = new byte[headerLen];  curPacketBuf.get(headerBuf);  if (curHeader == null) {  curHeader = new PacketHeader();  }  curHeader.setFieldsFromData(payloadLen, headerBuf);  // Compute the sub-slices of the packet  int checksumLen = dataPlusChecksumLen - curHeader.getDataLen();  if (checksumLen < 0) {  throw new IOException("Invalid packet: data length in packet header " +  "exceeds data length received. dataPlusChecksumLen=" +  dataPlusChecksumLen + " header: " + curHeader);  }  // 往下追  reslicePacket(headerLen, checksumLen, curHeader.getDataLen());  } |

#### 2.3.3 DataNode 处理 Client 请求下载 Block

入口：DataXceiverServer.run() 最终调用 DataXceiver.run()

|  |
| --- |
| /\*\*  \* Read/write data from/to the DataXceiverServer.  \*/  @Override  public void run() {  int opsProcessed = 0;  Op op = null;  try {  synchronized (this) {  xceiver = Thread.currentThread();  }  // 缓存  dataXceiverServer.addPeer(peer, Thread.currentThread(), this);  peer.setWriteTimeout(datanode.getDnConf().socketWriteTimeout);  InputStream input = socketIn;  try {  // 创建 IOStreamPair(in,out)  IOStreamPair saslStreams = datanode.saslServer.receive(peer, socketOut,  socketIn, datanode.getXferAddress().getPort(),  datanode.getDatanodeId());  // 封装 Socket 的输入流为 BufferedInputStream  input = new BufferedInputStream(saslStreams.in,  smallBufferSize);  // 赋值 Socket 的输出流为 socketOut  socketOut = saslStreams.out;  } catch (InvalidMagicNumberException imne) {  if (imne.isHandshake4Encryption()) {  LOG.info("Failed to read expected encryption handshake from client " +  "at {}. Perhaps the client " +  "is running an older version of Hadoop which does not support " +  "encryption", peer.getRemoteAddressString(), imne);  } else {  LOG.info("Failed to read expected SASL data transfer protection " +  "handshake from client at {}" +  ". Perhaps the client is running an older version of Hadoop " +  "which does not support SASL data transfer protection",  peer.getRemoteAddressString(), imne);  }  return;  }  // 调用父类  super.initialize(  // 再次封装输入流为 DataInputStream  new DataInputStream(input)  );  // We process requests in a loop, and stay around for a short timeout.  // This optimistic behaviour allows the other end to reuse connections.  // Setting keepalive timeout to 0 disable this behavior.  do {  updateCurrentThreadName("Waiting for operation #" + (opsProcessed + 1));  try {  if (opsProcessed != 0) {  assert dnConf.socketKeepaliveTimeout > 0;  peer.setReadTimeout(dnConf.socketKeepaliveTimeout);  } else {  peer.setReadTimeout(dnConf.socketTimeout);  }  // 读取数据类型 ( WRITE\_BLOCK (80))  // 读取数据类型 ( READ\_BLOCK (81))  op = readOp();  } catch (InterruptedIOException ignored) {  // Time out while we wait for client rpc  break;  } catch (EOFException | ClosedChannelException e) {  // Since we optimistically expect the next op, it's quite normal to  // get EOF here.  LOG.debug("Cached {} closing after {} ops. " +  "This message is usually benign.", peer, opsProcessed);  break;  } catch (IOException err) {  incrDatanodeNetworkErrors();  throw err;  }  // restore normal timeout  if (opsProcessed != 0) {  peer.setReadTimeout(dnConf.socketTimeout);  }  opStartTime = monotonicNow();  // 处理 WRITE\_BLOCK  // 处理 READ\_BLOCK  processOp(op);  ++opsProcessed;  } while ((peer != null) &&  (!peer.isClosed() && dnConf.socketKeepaliveTimeout > 0));  } catch (Throwable t) {  String s = datanode.getDisplayName() + ":DataXceiver error processing "  + ((op == null) ? "unknown" : op.name()) + " operation "  + " src: " + remoteAddress + " dst: " + localAddress;  if (op == Op.WRITE\_BLOCK && t instanceof ReplicaAlreadyExistsException) {  // For WRITE\_BLOCK, it is okay if the replica already exists since  // client and replication may write the same block to the same datanode  // at the same time.  if (LOG.isTraceEnabled()) {  LOG.trace(s, t);  } else {  LOG.info("{}; {}", s, t.toString());  }  } else if (op == Op.READ\_BLOCK && t instanceof SocketTimeoutException) {  String s1 =  "Likely the client has stopped reading, disconnecting it";  s1 += " (" + s + ")";  if (LOG.isTraceEnabled()) {  LOG.trace(s1, t);  } else {  LOG.info("{}; {}", s1, t.toString());  }  } else if (t instanceof InvalidToken ||  t.getCause() instanceof InvalidToken) {  // The InvalidToken exception has already been logged in  // checkAccess() method and this is not a server error.  LOG.trace(s, t);  } else {  LOG.error(s, t);  }  } finally {  collectThreadLocalStates();  LOG.debug("{}:Number of active connections is: {}",  datanode.getDisplayName(), datanode.getXceiverCount());  updateCurrentThreadName("Cleaning up");  if (peer != null) {  dataXceiverServer.closePeer(peer);  IOUtils.closeStream(in);  }  }  } |

|  |
| --- |
| /\*\* Process op by the corresponding method. \*/  protected final void processOp(Op op) throws IOException {  switch (op) {  case READ\_BLOCK:  // 读取 Block  opReadBlock();  break;  case WRITE\_BLOCK:  // 往下追  opWriteBlock(in);  break;  case REPLACE\_BLOCK:  opReplaceBlock(in);  break;  case COPY\_BLOCK:  opCopyBlock(in);  break;  case BLOCK\_CHECKSUM:  opBlockChecksum(in);  break;  case BLOCK\_GROUP\_CHECKSUM:  opStripedBlockChecksum(in);  break;  case TRANSFER\_BLOCK:  opTransferBlock(in);  break;  case REQUEST\_SHORT\_CIRCUIT\_FDS:  opRequestShortCircuitFds(in);  break;  case RELEASE\_SHORT\_CIRCUIT\_FDS:  opReleaseShortCircuitFds(in);  break;  case REQUEST\_SHORT\_CIRCUIT\_SHM:  opRequestShortCircuitShm(in);  break;  default:  throw new IOException("Unknown op " + op + " in data stream");  }  } |

|  |
| --- |
| /\*\* Receive OP\_READ\_BLOCK \*/  private void opReadBlock() throws IOException {  OpReadBlockProto proto = OpReadBlockProto.parseFrom(vintPrefixed(in));  TraceScope traceScope = continueTraceSpan(proto.getHeader(),  proto.getClass().getSimpleName());  try {  // 往下追 (调用 DataXceiver.readBlock())  readBlock(PBHelperClient.convert(proto.getHeader().getBaseHeader().getBlock()),  PBHelperClient.convert(proto.getHeader().getBaseHeader().getToken()),  proto.getHeader().getClientName(),  proto.getOffset(),  proto.getLen(),  proto.getSendChecksums(),  (proto.hasCachingStrategy() ?  getCachingStrategy(proto.getCachingStrategy()) :  CachingStrategy.newDefaultStrategy()));  } finally {  if (traceScope != null) traceScope.close();  }  } |

|  |
| --- |
| @Override  public void readBlock(final ExtendedBlock block,  final Token<BlockTokenIdentifier> blockToken,  final String clientName,  final long blockOffset,  final long length,  final boolean sendChecksum,  final CachingStrategy cachingStrategy) throws IOException {  previousOpClientName = clientName;  long read = 0;  updateCurrentThreadName("Sending block " + block);  // socket output stream  OutputStream baseStream = getOutputStream();  // 封装 Socket output stream 的输出流为 DataOutputStream  DataOutputStream out = getBufferedOutputStream();  checkAccess(out, true, block, blockToken, Op.READ\_BLOCK,  BlockTokenIdentifier.AccessMode.READ);  // send the block  // 发送 Block 对象 BlockSender  BlockSender blockSender = null;  DatanodeRegistration dnR =  datanode.getDNRegistrationForBP(block.getBlockPoolId());  final String clientTraceFmt =  clientName.length() > 0 && ClientTraceLog.isInfoEnabled()  ? String.format(DN\_CLIENTTRACE\_FORMAT, localAddress, remoteAddress,  "%d", "HDFS\_READ", clientName, "%d",  dnR.getDatanodeUuid(), block, "%d")  : dnR + " Served block " + block + " to " +  remoteAddress;  try {  try {  // 创建 BlockSender  blockSender = new BlockSender(block, blockOffset, length,  true, false, sendChecksum, datanode, clientTraceFmt,  cachingStrategy);  } catch (IOException e) {  String msg = "opReadBlock " + block + " received exception " + e;  LOG.info(msg);  sendResponse(ERROR, msg);  throw e;  }  // send op status  writeSuccessWithChecksumInfo(blockSender, new DataOutputStream(getOutputStream()));  long beginRead = Time.monotonicNow();  // 发送 Block  read = blockSender.sendBlock(out, baseStream, null); // send data  long duration = Time.monotonicNow() - beginRead;  if (blockSender.didSendEntireByteRange()) {  // If we sent the entire range, then we should expect the client  // to respond with a Status enum.  try {  ClientReadStatusProto stat = ClientReadStatusProto.parseFrom(  PBHelperClient.vintPrefixed(in));  if (!stat.hasStatus()) {  LOG.warn("Client {} did not send a valid status code " +  "after reading. Will close connection.",  peer.getRemoteAddressString());  IOUtils.closeStream(out);  }  } catch (IOException ioe) {  LOG.debug("Error reading client status response. Will close connection.", ioe);  IOUtils.closeStream(out);  incrDatanodeNetworkErrors();  }  } else {  IOUtils.closeStream(out);  }  datanode.metrics.incrBytesRead((int) read);  datanode.metrics.incrBlocksRead();  datanode.metrics.incrTotalReadTime(duration);  } catch (SocketException ignored) {  LOG.trace("{}:Ignoring exception while serving {} to {}",  dnR, block, remoteAddress, ignored);  // Its ok for remote side to close the connection anytime.  datanode.metrics.incrBlocksRead();  IOUtils.closeStream(out);  } catch (IOException ioe) {  /\* What exactly should we do here?  \* Earlier version shutdown() datanode if there is disk error.  \*/  if (!(ioe instanceof SocketTimeoutException)) {  LOG.warn("{}:Got exception while serving {} to {}",  dnR, block, remoteAddress, ioe);  incrDatanodeNetworkErrors();  }  // Normally the client reports a bad block to the NN. However if the  // meta file is corrupt or an disk error occurs (EIO), then the client  // never gets a chance to do validation, and hence will never report  // the block as bad. For some classes of IO exception, the DN should  // report the block as bad, via the handleBadBlock() method  datanode.handleBadBlock(block, ioe, false);  throw ioe;  } finally {  IOUtils.closeStream(blockSender);  }  //update metrics  datanode.metrics.addReadBlockOp(elapsed());  datanode.metrics.incrReadsFromClient(peer.isLocal(), read);  } |

##### 2.3.3.1 创建 BlockSender

|  |
| --- |
| /\*\*  \* Constructor  \*  \* @param block Block that is being read  \* @param startOffset starting offset to read from  \* @param length length of data to read  \* @param corruptChecksumOk if true, corrupt checksum is okay  \* @param verifyChecksum verify checksum while reading the data  \* @param sendChecksum send checksum to client.  \* @param datanode datanode from which the block is being read  \* @param clientTraceFmt format string used to print client trace logs  \* @throws IOException  \*/  BlockSender(ExtendedBlock block, long startOffset, long length,  boolean corruptChecksumOk, boolean verifyChecksum,  boolean sendChecksum, DataNode datanode, String clientTraceFmt,  CachingStrategy cachingStrategy)  throws IOException {  InputStream blockIn = null;  DataInputStream checksumIn = null;  FsVolumeReference volumeRef = null;  this.fileIoProvider = datanode.getFileIoProvider();  try {  this.block = block;  this.corruptChecksumOk = corruptChecksumOk;  this.verifyChecksum = verifyChecksum;  this.clientTraceFmt = clientTraceFmt;  /\*  \* If the client asked for the cache to be dropped behind all reads,  \* we honor that. Otherwise, we use the DataNode defaults.  \* When using DataNode defaults, we use a heuristic where we only  \* drop the cache for large reads.  \*/  if (cachingStrategy.getDropBehind() == null) {  this.dropCacheBehindAllReads = false;  this.dropCacheBehindLargeReads =  datanode.getDnConf().dropCacheBehindReads;  } else {  this.dropCacheBehindAllReads =  this.dropCacheBehindLargeReads =  cachingStrategy.getDropBehind().booleanValue();  }  /\*  \* Similarly, if readahead was explicitly requested, we always do it.  \* Otherwise, we read ahead based on the DataNode settings, and only  \* when the reads are large.  \*/  if (cachingStrategy.getReadahead() == null) {  this.alwaysReadahead = false;  this.readaheadLength = datanode.getDnConf().readaheadLength;  } else {  this.alwaysReadahead = true;  this.readaheadLength = cachingStrategy.getReadahead().longValue();  }  this.datanode = datanode;    if (verifyChecksum) {  // To simplify implementation, callers may not specify verification  // without sending.  Preconditions.checkArgument(sendChecksum,  "If verifying checksum, currently must also send it.");  }  // if there is a append write happening right after the BlockSender  // is constructed, the last partial checksum maybe overwritten by the  // append, the BlockSender need to use the partial checksum before  // the append write.  ChunkChecksum chunkChecksum = null;  final long replicaVisibleLength;  try(AutoCloseableLock lock = datanode.data.acquireDatasetLock()) {  replica = getReplica(block, datanode);  replicaVisibleLength = replica.getVisibleLength();  }  if (replica.getState() == ReplicaState.RBW) {  final ReplicaInPipeline rbw = (ReplicaInPipeline) replica;  waitForMinLength(rbw, startOffset + length);  chunkChecksum = rbw.getLastChecksumAndDataLen();  }  if (replica instanceof FinalizedReplica) {  chunkChecksum = getPartialChunkChecksumForFinalized(  (FinalizedReplica)replica);  }  if (replica.getGenerationStamp() < block.getGenerationStamp()) {  throw new IOException("Replica gen stamp < block genstamp, block="  + block + ", replica=" + replica);  } else if (replica.getGenerationStamp() > block.getGenerationStamp()) {  if (DataNode.LOG.isDebugEnabled()) {  DataNode.LOG.debug("Bumping up the client provided"  + " block's genstamp to latest " + replica.getGenerationStamp()  + " for block " + block);  }  block.setGenerationStamp(replica.getGenerationStamp());  }  if (replicaVisibleLength < 0) {  throw new IOException("Replica is not readable, block="  + block + ", replica=" + replica);  }  if (DataNode.LOG.isDebugEnabled()) {  DataNode.LOG.debug("block=" + block + ", replica=" + replica);  }  // transferToFully() fails on 32 bit platforms for block sizes >= 2GB,  // use normal transfer in those cases  this.transferToAllowed = datanode.getDnConf().transferToAllowed &&  (!is32Bit || length <= Integer.MAX\_VALUE);  // Obtain a reference before reading data  // 获取 Block FSVolume 磁盘存储路径  volumeRef = datanode.data.getVolume(block).obtainReference();  /\*  \* (corruptChecksumOK, meta\_file\_exist): operation  \* True, True: will verify checksum  \* True, False: No verify, e.g., need to read data from a corrupted file  \* False, True: will verify checksum  \* False, False: throws IOException file not found  \*/  DataChecksum csum = null;  if (verifyChecksum || sendChecksum) {  LengthInputStream metaIn = null;  boolean keepMetaInOpen = false;  try {  DataNodeFaultInjector.get().throwTooManyOpenFiles();  metaIn = datanode.data.getMetaDataInputStream(block);  if (!corruptChecksumOk || metaIn != null) {  if (metaIn == null) {  //need checksum but meta-data not found  throw new FileNotFoundException("Meta-data not found for " +  block);  }  // The meta file will contain only the header if the NULL checksum  // type was used, or if the replica was written to transient storage.  // Also, when only header portion of a data packet was transferred  // and then pipeline breaks, the meta file can contain only the  // header and 0 byte in the block data file.  // Checksum verification is not performed for replicas on transient  // storage. The header is important for determining the checksum  // type later when lazy persistence copies the block to non-transient  // storage and computes the checksum.  int expectedHeaderSize = BlockMetadataHeader.getHeaderSize();  if (!replica.isOnTransientStorage() &&  metaIn.getLength() >= expectedHeaderSize) {  checksumIn = new DataInputStream(new BufferedInputStream(  metaIn, IO\_FILE\_BUFFER\_SIZE));  csum = BlockMetadataHeader.readDataChecksum(checksumIn, block);  keepMetaInOpen = true;  } else if (!replica.isOnTransientStorage() &&  metaIn.getLength() < expectedHeaderSize) {  LOG.warn("The meta file length {} is less than the expected " +  "header length {}, indicating the meta file is corrupt",  metaIn.getLength(), expectedHeaderSize);  throw new CorruptMetaHeaderException("The meta file length "+  metaIn.getLength()+" is less than the expected length "+  expectedHeaderSize);  }  } else {  LOG.warn("Could not find metadata file for " + block);  }  } catch (FileNotFoundException e) {  if ((e.getMessage() != null) && !(e.getMessage()  .contains("Too many open files"))) {  // The replica is on its volume map but not on disk  datanode  .notifyNamenodeDeletedBlock(block, replica.getStorageUuid());  datanode.data.invalidate(block.getBlockPoolId(),  new Block[] {block.getLocalBlock()});  }  throw e;  } finally {  if (!keepMetaInOpen) {  IOUtils.closeStream(metaIn);  }  }  }  if (csum == null) {  csum = DataChecksum.newDataChecksum(DataChecksum.Type.NULL,  (int)CHUNK\_SIZE);  }  /\*  \* If chunkSize is very large, then the metadata file is mostly  \* corrupted. For now just truncate bytesPerchecksum to blockLength.  \*/  int size = csum.getBytesPerChecksum();  if (size > 10\*1024\*1024 && size > replicaVisibleLength) {  csum = DataChecksum.newDataChecksum(csum.getChecksumType(),  Math.max((int)replicaVisibleLength, 10\*1024\*1024));  size = csum.getBytesPerChecksum();  }  chunkSize = size;  checksum = csum;  checksumSize = checksum.getChecksumSize();  length = length < 0 ? replicaVisibleLength : length;  // end is either last byte on disk or the length for which we have a  // checksum  long end = chunkChecksum != null ? chunkChecksum.getDataLength()  : replica.getBytesOnDisk();  if (startOffset < 0 || startOffset > end  || (length + startOffset) > end) {  String msg = " Offset " + startOffset + " and length " + length  + " don't match block " + block + " ( blockLen " + end + " )";  LOG.warn(datanode.getDNRegistrationForBP(block.getBlockPoolId()) +  ":sendBlock() : " + msg);  throw new IOException(msg);  }    // Ensure read offset is position at the beginning of chunk  offset = startOffset - (startOffset % chunkSize);  if (length >= 0) {  // Ensure endOffset points to end of chunk.  long tmpLen = startOffset + length;  if (tmpLen % chunkSize != 0) {  tmpLen += (chunkSize - tmpLen % chunkSize);  }  if (tmpLen < end) {  // will use on-disk checksum here since the end is a stable chunk  end = tmpLen;  } else if (chunkChecksum != null) {  // last chunk is changing. flag that we need to use in-memory checksum  this.lastChunkChecksum = chunkChecksum;  }  }  endOffset = end;  // seek to the right offsets  if (offset > 0 && checksumIn != null) {  long checksumSkip = (offset / chunkSize) \* checksumSize;  // note blockInStream is seeked when created below  if (checksumSkip > 0) {  // Should we use seek() for checksum file as well?  IOUtils.skipFully(checksumIn, checksumSkip);  }  }  seqno = 0;  if (DataNode.LOG.isDebugEnabled()) {  DataNode.LOG.debug("replica=" + replica);  }  // 打开 Block 输入流  blockIn = datanode.data.getBlockInputStream(block, offset); // seek to offset  ris = new ReplicaInputStreams(  blockIn, checksumIn, volumeRef, fileIoProvider);  } catch (IOException ioe) {  IOUtils.closeStream(this);  org.apache.commons.io.IOUtils.closeQuietly(blockIn);  org.apache.commons.io.IOUtils.closeQuietly(checksumIn);  throw ioe;  }  } |

##### 2.3.3.2 发送 Packet

|  |
| --- |
| /\*\*  \* sendBlock() is used to read block and its metadata and stream the data to  \* either a client or to another datanode.  \*  \* @param out stream to which the block is written to  \* @param baseStream optional. if non-null, <code>out</code> is assumed to  \* be a wrapper over this stream. This enables optimizations for  \* sending the data, e.g.  \* {@link SocketOutputStream#transferToFully(FileChannel,  \* long, int)}.  \* @param throttler for sending data.  \* @return total bytes read, including checksum data.  \*/  long sendBlock(DataOutputStream out, OutputStream baseStream,  DataTransferThrottler throttler) throws IOException {  final TraceScope scope = datanode.getTracer().  newScope("sendBlock\_" + block.getBlockId());  try {  // 往下追  return doSendBlock(out, baseStream, throttler);  } finally {  scope.close();  }  } |

|  |
| --- |
| private long doSendBlock(DataOutputStream out, OutputStream baseStream,  DataTransferThrottler throttler) throws IOException {  if (out == null) {  throw new IOException( "out stream is null" );  }  initialOffset = offset;  long totalRead = 0;  OutputStream streamForSendChunks = out;    lastCacheDropOffset = initialOffset;  if (isLongRead() && ris.getDataInFd() != null) {  // Advise that this file descriptor will be accessed sequentially.  ris.dropCacheBehindReads(block.getBlockName(), 0, 0,  POSIX\_FADV\_SEQUENTIAL);  }    // Trigger readahead of beginning of file if configured.  manageOsCache();  final long startTime = ClientTraceLog.isDebugEnabled() ? System.nanoTime() : 0;  try {  int maxChunksPerPacket;  int pktBufSize = PacketHeader.PKT\_MAX\_HEADER\_LEN;  boolean transferTo = transferToAllowed && !verifyChecksum  && baseStream instanceof SocketOutputStream  && ris.getDataIn() instanceof FileInputStream;  if (transferTo) {  FileChannel fileChannel =  ((FileInputStream)ris.getDataIn()).getChannel();  blockInPosition = fileChannel.position();  streamForSendChunks = baseStream;  maxChunksPerPacket = numberOfChunks(TRANSFERTO\_BUFFER\_SIZE);    // Smaller packet size to only hold checksum when doing transferTo  pktBufSize += checksumSize \* maxChunksPerPacket;  } else {  maxChunksPerPacket = Math.max(1,  numberOfChunks(IO\_FILE\_BUFFER\_SIZE));  // Packet size includes both checksum and data  pktBufSize += (chunkSize + checksumSize) \* maxChunksPerPacket;  }  ByteBuffer pktBuf = ByteBuffer.allocate(pktBufSize);  while (endOffset > offset && !Thread.currentThread().isInterrupted()) {  manageOsCache();  // 发送 Packet  long len = sendPacket(pktBuf, maxChunksPerPacket, streamForSendChunks,  transferTo, throttler);  offset += len;  totalRead += len + (numberOfChunks(len) \* checksumSize);  seqno++;  }  // If this thread was interrupted, then it did not send the full block.  if (!Thread.currentThread().isInterrupted()) {  try {  // send an empty packet to mark the end of the block  sendPacket(pktBuf, maxChunksPerPacket, streamForSendChunks, transferTo,  throttler);  out.flush();  } catch (IOException e) { //socket error  throw ioeToSocketException(e);  }  sentEntireByteRange = true;  }  } finally {  if ((clientTraceFmt != null) && ClientTraceLog.isDebugEnabled()) {  final long endTime = System.nanoTime();  ClientTraceLog.debug(String.format(clientTraceFmt, totalRead,  initialOffset, endTime - startTime));  }  close();  }  return totalRead;  } |

|  |
| --- |
| /\*\*  \* Sends a packet with up to maxChunks chunks of data.  \*  \* @param pkt buffer used for writing packet data  \* @param maxChunks maximum number of chunks to send  \* @param out stream to send data to  \* @param transferTo use transferTo to send data  \* @param throttler used for throttling data transfer bandwidth  \*/  private int sendPacket(ByteBuffer pkt, int maxChunks, OutputStream out,  boolean transferTo, DataTransferThrottler throttler) throws IOException {  int dataLen = (int) Math.min(endOffset - offset,  (chunkSize \* (long) maxChunks));    int numChunks = numberOfChunks(dataLen); // Number of chunks be sent in the packet  int checksumDataLen = numChunks \* checksumSize;  int packetLen = dataLen + checksumDataLen + 4;  boolean lastDataPacket = offset + dataLen == endOffset && dataLen > 0;  // The packet buffer is organized as follows:  // \_\_\_\_\_\_\_HHHHCCCCD?D?D?D?  // ^ ^  // | \ checksumOff  // \ headerOff  // \_ padding, since the header is variable-length  // H = header and length prefixes  // C = checksums  // D? = data, if transferTo is false.    int headerLen = writePacketHeader(pkt, dataLen, packetLen);    // Per above, the header doesn't start at the beginning of the  // buffer  int headerOff = pkt.position() - headerLen;    int checksumOff = pkt.position();  byte[] buf = pkt.array();    if (checksumSize > 0 && ris.getChecksumIn() != null) {  readChecksum(buf, checksumOff, checksumDataLen);  // write in progress that we need to use to get last checksum  if (lastDataPacket && lastChunkChecksum != null) {  int start = checksumOff + checksumDataLen - checksumSize;  byte[] updatedChecksum = lastChunkChecksum.getChecksum();  if (updatedChecksum != null) {  System.arraycopy(updatedChecksum, 0, buf, start, checksumSize);  }  }  }    int dataOff = checksumOff + checksumDataLen;  if (!transferTo) { // normal transfer  try {  // 读取 Packet  ris.readDataFully(buf, dataOff, dataLen);  } catch (IOException ioe) {  if (ioe.getMessage().startsWith(EIO\_ERROR)) {  throw new DiskFileCorruptException("A disk IO error occurred", ioe);  }  throw ioe;  }  if (verifyChecksum) {  verifyChecksum(buf, dataOff, dataLen, numChunks, checksumOff);  }  }    try {  if (transferTo) {  // Socket 输出流  SocketOutputStream sockOut = (SocketOutputStream)out;  // First write header and checksums  // 发送数据头部  sockOut.write(buf, headerOff, dataOff - headerOff);  // no need to flush since we know out is not a buffered stream  FileChannel fileCh = ((FileInputStream)ris.getDataIn()).getChannel();  LongWritable waitTime = new LongWritable();  LongWritable transferTime = new LongWritable();  fileIoProvider.transferToSocketFully(  ris.getVolumeRef().getVolume(), sockOut, fileCh, blockInPosition,  dataLen, waitTime, transferTime);  datanode.metrics.addSendDataPacketBlockedOnNetworkNanos(waitTime.get());  datanode.metrics.addSendDataPacketTransferNanos(transferTime.get());  blockInPosition += dataLen;  } else {  // normal transfer  // 正常情况下传输  out.write(buf, headerOff, dataOff + dataLen - headerOff);  }  } catch (IOException e) {  if (e instanceof SocketTimeoutException) {  /\*  \* writing to client timed out. This happens if the client reads  \* part of a block and then decides not to read the rest (but leaves  \* the socket open).  \*  \* Reporting of this case is done in DataXceiver#run  \*/  } else {  /\* Exception while writing to the client. Connection closure from  \* the other end is mostly the case and we do not care much about  \* it. But other things can go wrong, especially in transferTo(),  \* which we do not want to ignore.  \*  \* The message parsing below should not be considered as a good  \* coding example. NEVER do it to drive a program logic. NEVER.  \* It was done here because the NIO throws an IOException for EPIPE.  \*/  String ioem = e.getMessage();  /\*  \* If we got an EIO when reading files or transferTo the client socket,  \* it's very likely caused by bad disk track or other file corruptions.  \*/  if (ioem.startsWith(EIO\_ERROR)) {  throw new DiskFileCorruptException("A disk IO error occurred", e);  }  if (!ioem.startsWith("Broken pipe") && !ioem.startsWith("Connection reset")) {  LOG.error("BlockSender.sendChunks() exception: ", e);  datanode.getBlockScanner().markSuspectBlock(  ris.getVolumeRef().getVolume().getStorageID(),  block);  }  }  throw ioeToSocketException(e);  }  if (throttler != null) { // rebalancing so throttle  throttler.throttle(packetLen);  }  return dataLen;  } |