1. P1

|  |
| --- |
| 已采集微博数据结构化（hive）数据从何而来？ 通过数据交易获得，交易到的数据是以文件的形式。 数据格式是什么？ Json格式/xml格式 数据结构化？ 通过交易而来的数据是非结构化的，不方便分析与管理，所以要将这些非结构化的数据结构化到hive中去。 项目的产出？ 产出两张表，给定用户id可以通过hive sql查出用户信息和用户评论信息，  通过hive cli演示效果 数据的输入与输出？  * 输入   输入是两个类别的文件集合。   1. 房地产评论主题下的对应用户基本信息文件集和评论内容文件集，两者通过用户id关联。 2. 通过一定Java程序做数据解析、结构化，将两个文件集合各自合并成一个文件load到hive中。  * 输出   两张表，一个用户表，一个评论内容表   1. 将两个类别下各自对应的文件集进行解析、结构化 2. 通过load语法，将数据分别导入到两张表中  主要思路  1. 用JavaSE+maven完成数据解析、结构化到文本文件。 2. 用hive load语法将数据加载进hive进行管理  技术要点  1. 数据仓库的目录结构和开发规范 2. JavaSE程序设计基础 3. 面向对象程序设计思想 4. Maven项目的构建与开发 5. Xml数据解析  步骤拆解  1. 非结构化数据 -> 结构化数据 80% 2. 将数据加载到hive 10% 3. 效果测试和优化 10% |
| 项目实现  1. 在Eclipse中创建maven项目，名为WbDataToHive； 2. 粘贴之前pom.xml文件的内容（注意修改项目名）； 3. Update maven； 4. 把数据文件夹“房地产”拖到根目录； 5. 开始编写解析数据的工具类：   （见下节.......） |

1. P2

|  |  |
| --- | --- |
| 工具类和业务类的思考：     1. 文件操作工具类（java.util.FileOpratorUtil）   功能：给定文件夹，读出文件夹内所有文件   |  | | --- | | **package** utils;  **import** java.io.File;  **import** java.util.ArrayList;  **import** java.util.List;  /\*\*  \* 指定文件夹，找出文件夹中的文件  \* **@author** Apollo  \*  \*/  **public** **class** FileOperatorUtil {  /\*\*  \* 根据路径，找出其下的所有文件  \*/  **public** **static** List<String> getAllSubNormalFilePath(String filePath){  //1.创建文件类，定位到该路径  File file = **new** File(filePath);  //2.创建List用来存储遍历出的结果集  List<String> resultList = **new** ArrayList();  //3.判断是否是目录  **if**(file.isDirectory()){  //列出该目录下的全部文件  **for**(File tempFile : file.listFiles()){  resultList.addAll(*getAllSubNormalFilePath*(tempFile.toString()));  }  }**else**{  //如果是文件，直接加进list  resultList.add(file.toString());  }  //4.返回结果集  **return** resultList;  }    /\*\*  \* 编写测试方法  \*/  **public** **static** **void** main(String[] args){  String filePath = "房地产";  List<String> res = *getAllSubNormalFilePath*(filePath);  //遍历打印  System.***out***.println("res的个数为："+res.size());  System.***out***.println("------------------------");  **for**(String temp : res){  System.***out***.println(temp);  }    }  } | |
| 1. IO操作工具类  |  | | --- | | **package** utils;  /\*\*  \* 根据文件名称，读取出该文件中的内容  \* **@author** Apollo  \*  \*/  **import** java.io.BufferedReader;  **import** java.io.File;  **import** java.io.FileInputStream;  **import** java.io.InputStreamReader;  **import** java.util.ArrayList;  **import** java.util.List;  **public** **class** IOUtil {  /\*\*  \* 给定文件名，读取出文件内容  \* **@param** args  \*/  **public** **static** List<String> getTxtContent(String txtFilePath,String charset)  **throws** Exception {  //1.新建File类定位文件位置  File txtFile = **new** File(txtFilePath);  //2.文件输入流  FileInputStream fis = **new** FileInputStream(txtFile);  //3.字符输入流  InputStreamReader isr = **new** InputStreamReader(fis,charset);  //4.字节输入流？  BufferedReader br = **new** BufferedReader(isr);    //5.定义结果集  List<String> lineList = **new** ArrayList<String>();    //6.读  String tempLine = **null**;  **while**((tempLine = br.readLine()) != **null**){  lineList.add(tempLine);  }  //7.关流  br.close();    //8.返回  **return** lineList;  }    /\*\*  \* 测试  \* **@param** args  \*/  **public** **static** **void** main(String[] args) **throws** Exception{  String txtFilePath = "房地产\\user\\1107717945.txt";  String charset = "utf-8";  List<String> res = *getTxtContent*(txtFilePath,charset);  **for**(String temp : res){  System.***out***.println(temp);  }    }  } | | 1. 指定编码，将文件重新写出  |  | | --- | | 源文件编码为utf-8  /\*\*  \* 转文件编码  \*/  **public** **static** **boolean** writeListToFile(List<String> lineList,String outputFilePath,String charset) **throws** Exception{  File outputFile = **new** File(outputFilePath);  FileOutputStream fos = **new** FileOutputStream(outputFile);  **int** lineCounter = 0;  **for**(String line : lineList){  **if**(lineCounter > 0){  fos.write('\n');  }  fos.write(line.getBytes(charset));  lineCounter++;  }  fos.close();  **return** **true**;  }    /\*\*  \* 测试  \* **@param** args  \*/  **public** **static** **void** main(String[] args) **throws** Exception{  String txtFilePath = "房地产\\user\\1107717945.txt";  String inputCharset = "utf-8";  String outputCharset = "utf-8";  String outputFilePath = "newFile.txt";  List<String> res = *getTxtContent*(txtFilePath,inputCharset);  **for**(String temp : res){  System.***out***.println(temp);  }  *writeListToFile*(res,outputFilePath,outputCharset);  } | | pojo类的编写  1. WbUserInfoPojo  |  | | --- | | **package** pojos;  **import** java.util.Date;  **public** **class** WbContentInfoPojo {  **private** **long** id;  **private** String content;  **private** Date Time;  **private** **int** repostsCount;  **private** **int** commentsCount;    **public** **long** getId() {  **return** id;  }  **public** **void** setId(**long** id) {  **this**.id = id;  }  **public** String getContent() {  **return** content;  }  **public** **void** setContent(String content) {  **this**.content = content;  }  **public** Date getTime() {  **return** Time;  }  **public** **void** setTime(Date time) {  Time = time;  }  **public** **int** getRepostsCount() {  **return** repostsCount;  }  **public** **void** setRepostsCount(**int** repostsCount) {  **this**.repostsCount = repostsCount;  }  **public** **int** getCommentsCount() {  **return** commentsCount;  }  **public** **void** setCommentsCount(**int** commentsCount) {  **this**.commentsCount = commentsCount;  }      } |  1. WbUserContentPojo  |  | | --- | | **package** pojos;  **import** java.util.Date;  **public** **class** WbContentInfoPojo {  **private** **long** id;  **private** String content;  **private** Date Time;  **private** **int** repostsCount;  **private** **int** commentsCount;    **public** **long** getId() {  **return** id;  }  **public** **void** setId(**long** id) {  **this**.id = id;  }  **public** String getContent() {  **return** content;  }  **public** **void** setContent(String content) {  **this**.content = content;  }  **public** Date getTime() {  **return** Time;  }  **public** **void** setTime(Date time) {  Time = time;  }  **public** **int** getRepostsCount() {  **return** repostsCount;  }  **public** **void** setRepostsCount(**int** repostsCount) {  **this**.repostsCount = repostsCount;  }  **public** **int** getCommentsCount() {  **return** commentsCount;  }  **public** **void** setCommentsCount(**int** commentsCount) {  **this**.commentsCount = commentsCount;  }      } |  业务类编写---数据激活 DataLoadManager   |  | | --- | | package manager;  import java.util.ArrayList;  import java.util.List;  import utils.FileOperatorUtil;  import utils.IOUtil;  public class DataLoadManager {  public static void main(String[] args) throws Exception{  String inputDir = "房地产";  String inputCharset = "utf-8";    ArrayList<String> resultList = new ArrayList<>();  List<String> txtFilePathList = FileOperatorUtil.getAllSubNormalFilePath(inputDir);  for(String txtFilePath : txtFilePathList){  List<String> singleTxtLineList = IOUtil.getTxtContent(txtFilePath,inputCharset);  resultList.addAll(singleTxtLineList);  }  for(String line : resultList){  System.out.println(line);  }  }  } |   把上面的整理成一个方法：  @Author Tangyingying1997   |  | | --- | | package manager;  import java.util.ArrayList;  import java.util.List;  import utils.FileOperatorUtil;  import utils.IOUtil;  public class DataLoadManager {    public static List<String> getAllFileLineList(String inputDir,String charset) throws Exception{  ArrayList<String> resultList = new ArrayList<>();  List<String> txtFilePathList = FileOperatorUtil.getAllSubNormalFilePath(inputDir);  for(String txtFilePath : txtFilePathList){  List<String> singleTxtLineList = IOUtil.getTxtContent(txtFilePath,charset);  resultList.addAll(singleTxtLineList);  }    return resultList;  }  public static void main(String[] args) throws Exception{  String inputDir = "房地产";  String inputCharset = "utf-8";  List<String> res = getAllFileLineList(inputDir,inputCharset);  for(String line : res){  System.out.println(line);  }  }  } |   以上完成了：给定一个目录，读出了其中的所有数据。  ~~接下来需要将读出来的数据结构化。~~ | | 通过以上代码，将content和user中的数据全部读出来了，但是没有分成两部分，即content数据与user数据粘连在一起。我们需要再改动一下，把content和user区分开来。 | | package manager;  import java.util.ArrayList;  import java.util.List;  import pojos.WbContentInfoPojo;  import pojos.WbUserInfoPojo;  import utils.FileOperatorUtil;  import utils.IOUtil;  public class DataLoadManager {    public static List<String> getAllFileLineList(String inputDir,String charset) throws Exception{  ArrayList<String> resultList = new ArrayList<>();  List<String> txtFilePathList = FileOperatorUtil.getAllSubNormalFilePath(inputDir);  for(String txtFilePath : txtFilePathList){  List<String> singleTxtLineList = IOUtil.getTxtContent(txtFilePath,charset);  resultList.addAll(singleTxtLineList);  }    return resultList;  }  public static void main(String[] args) throws Exception{  String inputDir = "房地产";  String inputCharset = "utf-8";  List<String> res = getAllFileLineList(inputDir,inputCharset);    //对读出的内容集res做结构化  //1.定义user集  List<WbUserInfoPojo> userPojoList = new ArrayList<>();  //2.定义content集  List<WbContentInfoPojo> contentPojoList = new ArrayList<>();    //遍历res的每一行  for(String line : res){  //首先去掉前后的空格  line = line.trim();    if(line.length() == 0){  continue;  }  //如果以 < 开头，说明是content  if(line.startsWith("<")){    }else{  //否则就是user，暂时不考虑其他类型的数据  //先把[...]之间的内容截取出来  line = (String) line.subSequence(line.indexOf('[')+1, line.lastIndexOf(']'));  //再按照逗号切割  String[] kvArray = line.split(",");    WbUserInfoPojo userInfoPojo = new WbUserInfoPojo();    //遍历每个kvArray，找每个字段对应的值  for(String kv : kvArray){  //按照等号把字段和值分割开  String[] kvPair = kv.split("=");  if(kvPair[0] .equals("id")){  userInfoPojo.setId(Long.parseLong(kvPair[1]));  }else if(kvPair[0] .equals("screenName")){  userInfoPojo.setScreenName(kvPair[1]);  }else if(kvPair[0] .equals("name")){  userInfoPojo.setName(kvPair[1]);  }else if(kvPair[0] .equals("province")){  userInfoPojo.setProvince(Integer.parseInt(kvPair[1]));  }else if(kvPair[0] .equals("remark")){  userInfoPojo.setRemark(kvPair[1]);  }  }  System.out.println(userInfoPojo.toString4FileOutput());  //System.out.println(line);  //@Author Tangyingying1997  }    }  }  } | | 在WbuserInfoPojo中加上一个toString定制： | | **public** String toString4FileOutput() {  List<Object> fieldList = **new** ArrayList<>();  fieldList.add(id);  fieldList.add(screenName);  fieldList.add(province);  fieldList.add(remark);    **return** StringUtil.*join*(fieldList, "\001");  } | | 同时编写了一个StringUtil工具类· | | **package** utils;  **import** java.util.List;  **public** **class** StringUtil {  **public** **static** String join(List<Object> objList,String deli){  **int** lineCounter = 0;  StringBuilder stringBuilder = **new** StringBuilder();  **for**(Object obj : objList){  **if**(lineCounter > 0){  stringBuilder.append(deli);  }  stringBuilder.append(obj.toString());  lineCounter++;  }  **return** stringBuilder.toString();  }  } | | @Author Tangyingying1997  以上代码意在：   1. 对于读取出user+content的数据，进行区分，区分出user和content 2. 如果以‘<’开头，则认为是content; 3. 如果不以‘<’开头，则认为是user 4. 对于user,先掐头去尾截取出[]之间的内容，也就是：id=1182389073, screenName=张三, name=张有雪 5. 再按照,分割，也就是：id=1182389073 6. 再按照=分割，也就是：id 1182389073 7. 同时创建WbUserInfoPojo对象，set进各个属性的值   但是，打印后却发现出现了空指针错误：  @Author Tangyingying1997 | | 出现以上空指针bug的原因是，元数据中会有：  User [id=1107717945, screenName=null, name=null, province=0]  以上情况，需要关注screenName=null，那么我们经过切割要将screenName的值set进一个userPojo对象的screenName属性时，就会发现set的是一个null.  **空字符串 or 空值 出现混乱**  **其实就是某个属性的值为“null”字符串，但是直接当作Object类型被add进集合时，误以为是NULL了。**  **~~ArrayList 在 add时是认识null字符串和null值的。~~**  @AUthor Tangyingying1997  **切割后要进行trim()** | | |

1. P3

P2已经基本完成了将文本文件转成结构化的list<UserInfoPojo>.

但是我们存在两个大的list，也就是List<WbUserInfoPojo>和List<WbContentPojo>.

所以我们考虑创建一个新的pojo，这个pojo结合了user和content。即UserAndContentInfoPojo.

@AUthor Tangyingying1997

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **package** pojos;  **import** java.util.List;  **public** **class** UserAndContentInfoPojo {  **private** List<WbUserInfoPojo> userPojoList;  **private** List<WbContentInfoPojo> contentPojoList;    //构造器  **public** UserAndContentInfoPojo(List<WbUserInfoPojo> userPojoList, List<WbContentInfoPojo> contentPojoList) {  **super**();  **this**.userPojoList = userPojoList;  **this**.contentPojoList = contentPojoList;  }  //getter setter  **public** List<WbUserInfoPojo> getUserPojoList() {  **return** userPojoList;  }  **public** **void** setUserPojoList(List<WbUserInfoPojo> userPojoList) {  **this**.userPojoList = userPojoList;  }  **public** List<WbContentInfoPojo> getContentPojoList() {  **return** contentPojoList;  }  **public** **void** setContentPojoList(List<WbContentInfoPojo> contentPojoList) {  **this**.contentPojoList = contentPojoList;  }      }  然后运行代码，会看到我们把userpojolist和contentpojolist放在了一个大的list里面，叫做UserAndContentPojoList.  UserAndContentInfoPojo [userPojoList=[WbUserInfoPojo [id=1107717945, screenName=null, name=null, province=0, city=0, location=null, description=null, userDomain=null, gender=null, followersCount=0, friendsCount=0, statusesCount=0, favouritesCount=0, createdAt=null, verified=false, remark=房地产, verifiedReason=null], WbUserInfoPojo [id=1182389073, screenName=张三, name=张有雪, province=0, city=0, location=null, description=null, userDomain=null, gender=null, followersCount=0, friendsCount=0, statusesCount=0, favouritesCount=0, createdAt=null, verified=false, remark=房地产, verifiedReason=null], WbUserInfoPojo [id=1182391231, screenName=李四, name=李四孩, province=0, city=0, location=null, description=null, userDomain=null, gender=null, followersCount=0, friendsCount=0, statusesCount=0, favouritesCount=0, createdAt=null, verified=false, remark=房地产, verifiedReason=null]], contentPojoList=[]]  将以上的userAndContentPojoList持久化到一个文件中去，并且指定编码为utf-8.  此时需要在IOUtil工具类中添加一个，参数为字符串的持久化方法：   |  | | --- | | /\*\*  \* 接收一个字符串 ,用某种编码写到某个输出路径中  \*/  **public** **static** **boolean** writeListToFile(String txtContent,String outputFilePath,String charset) **throws** Exception{  File outputFile = **new** File(outputFilePath);  FileOutputStream fos = **new** FileOutputStream(outputFile);  fos.write(txtContent.getBytes(charset));  fos.close();  **return** **true**;  } |   然后进行测试在DataLoadManager类中：   |  | | --- | | **public** **static** **void** main(String[] args) **throws** Exception{  String inputDir = "房地产";  String inputCharset = "utf-8";  //1.把给定目录中的文本文件读取成list  List<String> res = *getAllFileLineList*(inputDir,inputCharset);  //2.将字符串的list转换成结构化的pojolist  UserAndContentInfoPojo userAndContentInfoPojo = *getConstructInfoPojo*(res);  //System.out.println(userAndContentInfoPojo);  //System.out.println(userAndContentInfoPojo.toString());  //3.把两个pojo形成的list对象分别持久化输出到一个统一的文本文件中，编码为utf-8  List<WbUserInfoPojo> userInfoPojoList = userAndContentInfoPojo.getUserPojoList();  String outputFilePath4User = "user\_pojo\_list.txt";  String outputCharset = "utf-8";    StringBuilder stringBuilder = **new** StringBuilder();  **int** lineCounter = 0;  **for**(WbUserInfoPojo tempPojo : userInfoPojoList){  **if**(lineCounter > 0){  stringBuilder.append("\n");  }  stringBuilder.append(tempPojo.toString4FileOutput());  lineCounter++;  }  IOUtil.*writeListToFile*(stringBuilder.toString(), outputFilePath4User, outputCharset);  } |   结果如下：（根目录多出了一个user\_pojo\_list.txt文件，并且其中写进去了暂时所有user数据的pojo）    到此，效果做到了，但是不太规范啦，所以整理下代码，抽出一个方法：   |  | | --- | | /\*\*  \* 传入复合pojo，将复合pojo拆分并且分别持久化到对应的txt文件中  \* **@param** userAndContentInfoPojo  \* **@param** userOutputFilePath  \* **@param** contentOutputFilePath  \* **@param** outputCharset  \* **@return**  \* **@throws** Exception  \*/  **public** **static** **boolean** writePojoToFile(UserAndContentInfoPojo userAndContentInfoPojo,String userOutputFilePath,String contentOutputFilePath,String outputCharset ) **throws** Exception{  List<WbUserInfoPojo> userInfoPojoList = userAndContentInfoPojo.getUserPojoList();  StringBuilder stringBuilder = **new** StringBuilder();  **int** lineCounter = 0;  **for**(WbUserInfoPojo tempPojo : userInfoPojoList){  **if**(lineCounter > 0){  stringBuilder.append("\n");  }  stringBuilder.append(tempPojo.toString4FileOutput());  lineCounter++;  }  IOUtil.*writeListToFile*(stringBuilder.toString(), userOutputFilePath, outputCharset);  **return** **true**;  } |   那么主测试方法，就简化成了：   |  | | --- | | **public** **static** **void** main(String[] args) **throws** Exception{  String inputDir = "房地产";  String inputCharset = "utf-8";  //1.把给定目录中的文本文件读取成list  List<String> res = *getAllFileLineList*(inputDir,inputCharset);  //2.将字符串的list转换成结构化的pojolist  UserAndContentInfoPojo userAndContentInfoPojo = *getConstructInfoPojo*(res);  //System.out.println(userAndContentInfoPojo);  //System.out.println(userAndContentInfoPojo.toString());  //3.把两个pojo形成的list对象分别持久化输出到一个统一的文本文件中，编码为utf-8  String userOutputFilePath = "user\_pojo\_list2.txt";  String contentOutputFilePath = "";  String outputCharset = "utf-8";  *writePojoToFile*(userAndContentInfoPojo,userOutputFilePath,contentOutputFilePath,outputCharset);  } | |

1. P4

直到p3我们完成了user数据结构化并且序列化到txt文件。P4需要着手进行一下content的xml解析。

@Author tangyingying1997 作者自用，请勿盗用

Xml的解析用Java如何实现呢？

先建一各xml解析的工具类XmlParseUtil

稍等，确认使用dom4j来解析xml，先在pom.xml文件中引入dom4j的jar.

|  |
| --- |
| <dependencies>  <dependency>  <groupId>dom4j</groupId>  <artifactId>dom4j</artifactId>  <version>1.6.1</version>  </dependency>  </dependencies> |

只引入这个包不够，还得粘贴上旧pom文件的仓库。

XmlParserUtil如下：

|  |
| --- |
| **package** utils;  **import** java.io.File;  **import** java.io.StringReader;  **import** org.dom4j.Document;  **import** org.dom4j.DocumentException;  **import** org.dom4j.Element;  **import** org.dom4j.io.SAXReader;  /\*\*  \* 用来解析xml文件  \* **@author** Apollo  \*  \*/  **public** **class** XmlParserUtil {  **public** **static** Element getXmlRootElement(String xmlContent){  SAXReader reader = **new** SAXReader();  **try**{  StringReader stringReader = **new** StringReader(xmlContent);  Document document = reader.read(stringReader);  Element rootElement = document.getRootElement();  System.***out***.println(rootElement.elementText("content"));  **return** rootElement;  }**catch**(DocumentException e){  e.printStackTrace();  }  **return** **null**;  }    **public** **static** **void** main(String[] args){  String xmlContent = "<comment><content>回复@雷亚雷：在哈佛或MIT，每天都有各种议题的小型研讨会，凡在中午或晚餐时间举行的，一般都会准备晚餐。即使如此，有时也会忽略。//@雷亚雷：王老师，不吃午饭吗？</content><time>2012-4-6 5:45:52</time><repostsCount>574</repostsCount><commentsCount>290</commentsCount></comment>";  Element e = *getXmlRootElement*(xmlContent);  System.***out***.println(e.elementText("time"));  }  } |

有了这个工具就可以解析基本的xml文件了，那么继续回到dataLoadManager，去补充对content文件的解析代码：

|  |
| --- |
| **if**(line.startsWith("<")){  //**TODO**  line = line.trim();  Element rootElement = XmlParserUtil.*getXmlRootElement*(line);  WbContentInfoPojo contentInfoPojo = **new** WbContentInfoPojo();  //contentInfoPojo.setId(Long.parseLong(rootElement.elementText("id")));  contentInfoPojo.setContent(rootElement.elementText("content"));  //字符串转为date类型  //contentInfoPojo.setTime(new Date(rootElement.elementText("time")));  contentInfoPojo.setTime(DateUtil.*getDate*((rootElement.elementText("time"))));  contentInfoPojo.setRepostsCount(Integer.*parseInt*(rootElement.elementText("repostsCount")));  contentInfoPojo.setCommentsCount(Integer.*parseInt*(rootElement.elementText("commentsCount")));    //造好一个content就丢进contentlist  contentPojoList.add(contentInfoPojo);  }**else**{......} |

**要特别注意一下，这里从xml解析拿出的时间是字符串类型，专门写了个工具类来将字符串类型转为Date类型。**

|  |
| --- |
| contentInfoPojo.setTime(DateUtil.*getDate*((rootElement.elementText("time")))); |
| **package** utils;  **import** java.text.ParseException;  **import** java.text.SimpleDateFormat;  **import** java.util.Date;  /\*\*  \* 把字符串转为日期类型  \* **@author** Apollo  \*  \*/  **public** **class** DateUtil {  **static** SimpleDateFormat *dateFormat* = **new** SimpleDateFormat("yyyy-MM-dd hh:mm:ss");    **public** **static** Date getDate(String dateString) **throws** ParseException{  **return** *dateFormat*.parse(dateString);  }  } |

如此，就构成了一个个的contentInfoPojo，并且把这些都塞进了contentPojoList中，再写个序列化contentPojoList的方法，其实加在了user序列化代码附近，没有重写。

|  |
| --- |
| //2.序列化contentPojoList  List<WbContentInfoPojo> contentInfoPojoList = userAndContentInfoPojo.getContentPojoList();  StringBuilder stringBuilder2 = **new** StringBuilder();  **int** lineCounter2 = 0;  **for**(WbContentInfoPojo tempPojo : contentInfoPojoList){  **if**(lineCounter2 > 0){  stringBuilder2.append("\n");  }  stringBuilder2.append(tempPojo.toString4FileOutput());  lineCounter2++;  }  //3.调用序列化方法  IOUtil.*writeListToFile*(stringBuilder2.toString(), contentOutputFilePath, outputCharset); |

至此，content的内容也持久化到了文件中：

![](data:image/png;base64,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)

**但是明显看到content的id没有正确读取到。**

**......**

1. P5

通过前面已经完成了第一步：非结构化数据到结构化的转换。

接下来需要将数据导入hive中。前提是：

1. 准备Linux环境
2. 搭建hadoop
3. 搭建hive
4. 进入Linux后，创建一个目录job/code，在其下创建一个专门的目录来存放该项目，例如weibo\_data\_to\_struct.

|  |
| --- |
| mkdir weibo\_data\_to\_struct |

1. 在该目录下创建4个目录

|  |
| --- |
| mkdir config  mkdir create  mkdir deal  mkdir udf |

1. 进到config中，把hive搞进来。

|  |  |
| --- | --- |
| //1.先找到hive的路径，将路径记录下来  which hive  //2.在config下创建脚本文件set\_env.sh  touch set\_env.sh  //3.编辑这个脚本   |  | | --- | | #! /bin/bash  HIVE=’/usr/bin/hive’ //注意这里的路径就是本机hive的路径 | |

1. 进到create，要在这个目录下，建两张表

先建user

(1)

|  |
| --- |
| //weibo\_user\_base\_info.sh  #! /bin/bash  source ../config/set\_env.sh #配置脚本位置  db=job008 #数据库名  table\_name=weibo\_user\_info #表名  $HIVE -e "  use $db;  create external table $table\_name(  id bigint,  screenName string,  province int,  remark string  )  partitioned by (dt string comment 'update date') #dt作为分区？  ROW FORMAT DELIMITED FIELDS TERMINATED BY '\001' LINES TERMINATED BY '\n'  STORED AS textfile;  " |

建好user表之后，在hive中，use job008; show tables;看一下

继续在create路径下，创建第二张表content

|  |
| --- |
| cp weibo\_user\_base\_info.sh weibo\_comment\_info.sh |

|  |
| --- |
| #! /bin/bash  source ../config/set\_env.sh #配置脚本位置  db=job008 #库名  table\_name=weibo\_content\_info #表名  $HIVE -e "  use $db;  create external table $table\_name(  id bigint,  comment string,  time timestamp,  repostsCount int,  commentsCount int  )  partitioned by (dt string comment 'update date') #dt作为分区？  ROW FORMAT DELIMITED FIELDS TERMINATED BY '\001' LINES TERMINATED BY '\n'  STORED AS textfile;  " |
| sh weibo\_comment\_info.sh |

到此两张表就建好了。

1. 进到deal里面，把前期搞到的结构化数据拷进来

content\_pojo\_list.txt 和 user\_pojo\_list.txt

|  |
| --- |
| rz -y ... |

然后more一下看看，数据乱码没。

1. 下面开始装载user数据。在deal下

|  |
| --- |
| touch produce\_weibo\_user\_base\_info.sh |
| #! /bin/bash  source ../config/set\_env.sh  db=”job\_002”  table\_name=”weibo\_user\_base\_info”  $HIVE -e “  use $db;  load data local inpath ‘./user\_pojo\_list.txt’  overwrite into table $table\_name partition(dt=’20200406’)  ;  “ |
| sh produce\_weibo\_user\_base\_info.sh |

1. 测试下user的数据是否成功装载进表中

|  |
| --- |
| select \* from weibo\_user\_base\_info; |

1. 装载content数据

|  |
| --- |
| touch produce\_weibo\_comment\_info.sh |
| #! /bin/bash  source ../config/set\_env.sh  db=”job\_002”  table\_name=”weibo\_comment\_info”  $HIVE -e “  use $db;  load data local inpath ‘./content\_pojo\_list.txt’  overwrite into table $table\_name partition(dt=’20200406’)  ;  “ |
| sh produce\_weibo\_comment\_info.sh |

1. 测试cotent数据

|  |
| --- |
| select \* from weibo\_comment\_info; |

1. P6
2. P7