1) What are components/directives/ templates/ modules/ services ?

**Core/Building Blocks of Angular:**

a) **Components (View):** Component is a basic unit of programming in Angular. Component represents the View part of the Angular application. Component is what users see on the screen.

Html 🡪 View

ts -🡪 Programming Logic

css 🡪 Styling Logic

b) **Templates:**

You define a component's view with its companion template. A template is a form of HTML that tells Angular how to render the component.

c) **Services (Use DI):**

To share common logic across components. E.g. – Authentication, Data Access Code etc.

d) **Directives:**

**Reference URL:** [Angular Directives With Examples (c-sharpcorner.com)](https://www.c-sharpcorner.com/article/angular-directives-with-examples/)

Custom HTML tags or attributes which perform some kind of task.

In Angular, there are three types of directives those are component directive, attribute directive and structural directive

Classification of Directives  
![Angular 2 Directives](data:image/jpeg;base64,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)

**What is Component directive?**

* Component directive, is nothing but a simple class which is decorated with the @component decorator.
* In Angular, Normal typescript class will become a Component class once it has been decorated with @component decorator
* It is mainly used to specify the html templates.
* It is most commonly used directive in angular project

**Built-In Component Directive @component**

@component decorator provides additional metadata that determines how the component should be processed, instantiated and used at runtime

**What is attribute directive?**

* It is mainly used to change/modify the behavior of the html element.
* As the name tells, it is used to change the attributes of the existing html element. In Angular 2 there are many built in attribute directives. Some of the useful ones are NgClass, NgStyle

**Built-In Attribute Directive: NgStyle, NgClass**

**NgStyle**NgStyle directive is similar to one of data binding technique called style binding in angular, but the main difference is, NgStyle used to set multiple inline styles for html element.

**NgClass**It is similar to NgStyle attribute but here it is using class attribute of the html element to apply the style.

**What is Structural Directive?**

* Structural directives are responsible for HTML layout. They shape or reshape the DOM's *structure*, typically by adding, removing, or manipulating elements.
* To say in simple words, unlike Attribute Directive which we see above, Structural directive is used to add or remove the Dom Element itself in the Dom Layout, whereas attribute directives are used to just change the attribute or appearance of the Dom element.
* Structural directives are easy to recognize by using an asterisk (\*)

**Built-in structural directive - NgIf, NgFor, and NgSwitch**

* NgIf is used to create or remove a part of DOM tree depending on a condition.
* NgFor is used to customize data display. It is mainly used for display a list of items using repetitive loops
* *NgSwitch* is like the JavaScript switch It can display *one* element from among several possible elements, based on a *switch condition*. Angular puts only the *selected* element into the DOM.

e) **Modules (NgModules):**

NgModule represents a “compilation unit” for Angular.

Compilation Unit: Huge Chunk of JavaScript for all .ts files in the application.

Huge Chunk: Compilation Context

Separate Chunk for Each Feature is called as NgModule.

Logical Grouping of Components, Pipes, Directives and Services.

**App Component is part of App Module.**

**If you don’t create child modules, js for all components will be loaded as a part of root module.**

**Modules are logical. Modules cannot be seen on the screen.**

**Data is always transferred between the components.**

2) What is the Difference between ngOnInit() and constructor()

**Reference URL:** <https://javascript.plainenglish.io/difference-between-constructor-and-ngoninit-in-angular-537ecfa6ce1e#:~:text=The%20constructor()%20should%20only,as%20the%20class%20is%20instantiated>.

We use constructor() for all the initialization/declaration.

It’s better to avoid writing actual work code in the constructor.

The constructor() should only be used to initialize class members but shouldn't do actual "work".

So, we should use constructor() to setup Dependency Injection, Initialization of class fields etc.

ngOnInit() is a better place to write "actual work code" that we need to execute as soon as the class is instantiated.

Like loading data from Database — to show the user in your HTML template view. Such code should be written in ngOnInit().

3) What is the difference between string interpolation and property binding?

**Reference URL:** <https://stackoverflow.com/questions/37348563/difference-between-interpolation-and-property-binding>

Angular evaluates all expressions in double curly braces, converts the expression results to strings, and concatenates them with neighboring literal strings. Finally, it assigns this composite interpolated to an element or directive/component property. Property binding does not convert the expression result to a string.

So, if you need to bind something other than a string to your directive/component property, you must use property binding.

4) What is dependency injection in Angular?

**Reference URL:** <https://www.tektutorialshub.com/angular/angular-dependency-injection/>

**Dependency Injection (DI) is a technique in which a class receives its dependencies from external sources rather than creating them itself.**

**Benefits of Dependency Injection**

**loosely coupled**

Component is loosely coupled to the Service. It does not know how to create the Service. Actually, it does not know anything about the Service. It just works with the Service passed onto it. You can pass any Service. The Component does not care.

**Easier to Test**

Component is now easier to Test. Our Component is not dependent on a particular implementation of Service anymore. It will work with any implementation of Service that is passed on to it. You can just create a mockService Class and pass it while testing.

**Reusing the Component**

Reusing of the component is becomes easier. Our Component will now work with any Service as long as the interface is honored.

Dependency injection pattern makes our Component testable, maintainable, etc.

5) What are pipes? When do we use them, give one example.

**Use pipes to transform strings, currency amounts, dates, and other data for display.** Pipes are simple functions to use in template expressions to accept an input value and return a transformed value. Pipes are useful because you can use them throughout your application, while only declaring each pipe once. For example, you would use a pipe to show a date as April 15, 1988 rather than the raw string format.

Angular provides built-in pipes for typical data transformations, including transformations for internationalization (i18n), which use locale information to format data. The following are commonly used built-in pipes for data formatting:

• **DatePipe:** Formats a date value according to locale rules.

• **UpperCasePipe:** Transforms text to all upper case.

• **LowerCasePipe:** Transforms text to all lower case.

• **CurrencyPipe:** Transforms a number to a currency string, formatted according to locale rules.

• **DecimalPipe:** Transforms a number into a string with a decimal point, formatted according to locale rules.

• **PercentPipe:** Transforms a number to a percentage string, formatted according to locale rules.

6) What is RxJS? Name 2-3 methods

**Reference URLs (for Observables):** <https://www.geeksforgeeks.org/angular-7-observables/>

<https://angular.io/guide/comparing-observables>

<https://www.tektutorialshub.com/angular/angular-observable-tutorial-using-rxjs/>

Observables provide support for data sharing between publishers and subscribers in an angular application. It is referred to as a better technique for event handling, asynchronous programming, and handling multiple values as compared to techniques like promises.

A special feature of Observables is that it can only be accessed by a consumer who subscribes to it i.e. A function for publishing values is defined, but it is not executed till it is subscribed by the consumer (it can be any component). Consumer can receive notifications till the function runs or till they subscribed.

**RxJS:**

RxJS (Reactive Extensions for JavaScript) is a library for reactive programming using observables that makes it easier to compose asynchronous or callback-based code.

**RxJS methods:**

* [**of**](https://rxjs.dev/api/index/function/of)

The Of operator is used to convert an argument to an observable.

For more details, please refer the following URL:

[RxJS - Creation Operators - DEV Community](https://dev.to/this-is-learning/rxjs-creation-operators-6bh)

* [**filter**](https://rxjs.dev/api/operators/filter)

Filter items emitted by the source Observable by only emitting those that satisfy a specified predicate (condition).

For more details, please refer the following URL:

[RxJS - Filtering Operators - DEV Community](https://dev.to/this-is-learning/rxjs-filtering-operators-pe1)

* **Map**

The Angular observable Map operator takes an observable source as input. It applies a project function to each of the values emitted by the source observable and transforms it into a new value. It then emits the new value to the subscribers.

**Reference URL:** [https://www.tektutorialshub.com/angular/angular-observa https://www.geeksforgeeks.org/what-is-spa-single-page-application-in-angularjs/#:~:text=Single%20Page%20Applications%20are%20web,performance%20and%20loading%20pages%20faster.ble-map-operator/](https://www.tektutorialshub.com/angular/angular-observable-map-operator/)

**difference between observable and promise**(observable vs promise)

|  |  |
| --- | --- |
| **Observables** | **Promises** |
| Emit multiple values over a period of time. | Emit a single value at a time. |
| Are lazy: they’re not executed until we subscribe to them using the subscribe() method. | Are not lazy: execute immediately after creation. |
| Have subscriptions that are cancellable using the unsubscribe() method, which stops the listener from receiving further values. | Are not cancellable. |
| Provide the map, for, forEach, filter, reduce, retry, and retryWhen operators. | Don’t provide any operations. |

7) What is the use of package.json?

**Package.json is the important file for the project where you import our dependencies used in your project.** Basically, there are **two types of dependencies:**

**Dependency :** These dependencies are needed during project development and also after hosting the project. The packages listed in the dependencies section of package.json are essential to running applications. They are installed using the following command:

npm install <pakagename>

**DevDependency :** The packages listed in the devDependencies section of package.json help you develop the application on your local machine. You don't deploy them with the production application. They are installed using the following command:

npm install --save-dev <package-name>

8) What is spa in angular? how to implement it?

**Reference URL:** <https://www.geeksforgeeks.org/what-is-spa-single-page-application-in-angularjs/#:~:text=Single%20Page%20Applications%20are%20web,performance%20and%20loading%20pages%20faster>.

Single Page Applications are web applications that load a single HTML page and only a part of the page instead of the entire page gets updated with every click of the mouse. The page does not reload or transfer control to another page during the process. This ensures high performance and loading pages faster.

SPA in Angular are implemented using Routing.

9) What are decorators? Give one example

**Reference URLs:**

<https://codecraft.tv/courses/angular/es6-typescript/decorators/>

<https://medium.com/@madhavmahesh/list-of-all-decorators-available-in-angular-71bdf4ad6976>

Decorators are a new feature of TypeScript and used throughout the Angular code, but they are nothing to be scared of.

With decorators we can configure and customize our classes at design time.

They are just functions that can be used to add meta-data, properties or functions to the thing they are attached to.

A collection of useful decorators, for use in your projects or just to read and learn, can be found here:

<https://github.com/jayphelps/core-decorators.js>

**Example of Decorator:**

@NgModule:

Defines a module that contains components, directives, pipes, and providers.

**Usage:**

import { NgModule } from '@angular/core';

@NgModule({

declarations:[Component1, Component2],

imports: [Module1, Module2],

exports: [MyModule],

providers: [Service1, Service2],

bootstrap: [AppComponent]})

class MyModule {}

10) What are npm and node\_module folders?

**Reference URL:** <https://docs.npmjs.com/about-npm>

npm is the world's largest software registry. Open source developers from every continent use npm to share and borrow packages, and many organizations use npm to manage private development as well.

npm consists of three distinct components:

* the website
* the Command Line Interface (CLI)
* the registry

Use the [website](https://npmjs.com/) to discover packages, set up profiles, and manage other aspects of your npm experience. For example, you can set up [organizations](https://www.npmjs.com/features) to manage access to public or private packages.

The [CLI](https://docs.npmjs.com/cli/npm) runs from a terminal, and is how most developers interact with npm.

The [registry](https://docs.npmjs.com/misc/registry) is a large public database of JavaScript software and the meta-information surrounding it.

**node\_modules folder**

This folder is generated when we run "npm install" command. This folder contains third-party libraries and files. All these files are bundled in our project together.

**Note**  
We don't need this folder while deploying our application somewhere.

11) What are annotations?

**Reference URL:**

<https://stackoverflow.com/questions/37317705/what-is-the-difference-between-annotation-and-decorator>

Traceur gives us annotations. TypeScript gives us decorators. But Angular supports both.

Annotations create an "annotations" array whereas Decorators are functions that receive the decorated object and can make any changes to it they like.

**As angular use TypeScript instead of atScript so it is using decorators.** There are basically **four kind of decorators** are there which are

**Class decorators**, e.g. @Component and @NgModule

**Property decorators** for properties inside classes, e.g. @Input and @Output

**Method decorators** for methods inside classes, e.g. @HostListener

**Parameter decorators** for parameters inside class constructors, e.g. @Inject

For more in depth you can refer:

* <https://toddmotto.com/angular-decorators>
* <http://nicholasjohnson.com/blog/annotations-vs-decorators/>