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## 1.2 Environment Setup

### 1.2.1 Prerequisites Check

Download Link: <https://nodejs.org/en/download>

First, verify your development environment:

# Check Node.js version (required: Node.js 18.17 or later)  
node --version  
  
# Check npm version  
npm --version  
  
# Check Git installation  
git –version
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### 1.2.2 Installing Node.js (if not installed)

**Windows:** - Download from [nodejs.org](https://nodejs.org/) - Install LTS version (20.x recommended)

**macOS:**

# Using Homebrew  
brew install node  
  
# Or download from nodejs.org

**Linux (Ubuntu/Debian):**

# Using NodeSource repository  
curl -fsSL https://deb.nodesource.com/setup\_20.x | sudo -E bash -  
sudo apt-get install -y nodejs

### 1.2.3 Development Tools

Install recommended tools:

# Install VS Code (recommended)  
# Download from https://code.visualstudio.com/  
  
# Install Git (if not installed)  
# Windows: Download from https://git-scm.com/  
# macOS: git is included with Xcode command line tools  
# Linux: sudo apt-get install git

## 1.3 Project Creation

### 1.3.1 Step 1: Initialize the Project

# Create project directory  
mkdir deepfakeweb  
cd deepfakeweb  
  
# Initialize Next.js project with TypeScript in Vs Code Terminal  
npx create-next-app@latest . --typescript --tailwind --eslint --app --src-dir --import-alias "@/\*"
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# Initialize Git repository (if not done automatically)  
git init
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### 1.3.2 Step 2: Project Configuration Files

Create essential configuration files, this file will be automatically generated, just replace with the following code:
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**next.config.ts:**

import type { NextConfig } from "next";  
  
const nextConfig: NextConfig = {  
 eslint: {  
 // Warning: This allows production builds to successfully complete even if  
 // your project has ESLint errors.  
 ignoreDuringBuilds: true,  
 },  
 typescript: {  
 // Warning: This allows production builds to successfully complete even if  
 // your project has type errors.  
 ignoreBuildErrors: false,  
 },  
};  
  
export default nextConfig;

**IMPORTANT NOTE:** This project uses **Tailwind CSS v4** which doesn’t require a separate tailwind.config.ts file. The configuration is handled directly in globals.css using the new @theme directive.
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**postcss.config.mjs:**

const config = {  
 plugins: ["@tailwindcss/postcss"],  
};  
  
export default config;
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**//Create in root dir the following file**

**components.json:**

{  
 "$schema": "https://ui.shadcn.com/schema.json",  
 "style": "new-york",  
 "rsc": true,  
 "tsx": true,  
 "tailwind": {  
 "config": "",  
 "css": "src/app/globals.css",  
 "baseColor": "neutral",  
 "cssVariables": true,  
 "prefix": ""  
 },  
 "iconLibrary": "lucide",  
 "aliases": {  
 "components": "@/components",  
 "utils": "@/lib/utils",  
 "ui": "@/components/ui",  
 "lib": "@/lib",  
 "hooks": "@/hooks"  
 },  
 "registries": {}  
}

## 1.4 Dependencies Installation in Vs Code Terminal

### 1.4.1 Core Dependencies

# Install UI and styling dependencies  
npm install @radix-ui/react-dialog @radix-ui/react-dropdown-menu @radix-ui/react-progress @radix-ui/react-separator @radix-ui/react-slot @radix-ui/react-switch @radix-ui/react-toast @radix-ui/react-toggle  
  
# Install utility libraries  
npm install class-variance-authority clsx tailwind-merge lucide-react framer-motion next-themes sonner  
  
# Install chart and visualization libraries  
npm install chart.js chartjs-adapter-date-fns recharts  
  
# Install file handling libraries  
npm install react-dropzone html2canvas jspdf @types/jspdf  
  
# Install API and environment libraries  
npm install @realitydefender/realitydefender dotenv  
  
# Install development dependencies  
npm install -D @tailwindcss/postcss tailwindcss @types/node @types/react @types/react-dom typescript tw-animate-css

### 

## 1.5 Advanced Project Structure

Create the comprehensive directory structure for the advanced deepfake detection platform:

**Complete Directory Setup:**

# Create main application directories

mkdir -p src/app/{api/rd/{result/[id],signed-url},results,upload}

mkdir -p src/components/{charts,explanation,layout,pdf,ui}

mkdir -p src/lib/types # Fixed: removed unnecessary braces

mkdir -p public

# Create all necessary files

touch src/app/{globals.css,layout.tsx,page.tsx}

touch src/app/results/page.tsx

touch src/app/upload/{loading.tsx,page.tsx}

touch src/app/api/rd/signed-url/route.ts

touch src/app/api/rd/result/[id]/route.ts

# Create component files

touch src/components/{upload-box.tsx,usage-dashboard.tsx}

touch src/components/charts/{advanced-charts.tsx,category-chart.tsx,confidence-gauge.tsx}

touch src/components/explanation/explanation-dashboard.tsx

touch src/components/layout/{navbar.tsx,sidebar.tsx}

touch src/components/pdf/{pdf-chart-components.tsx,pdf-export-dialog.tsx}

touch src/components/ui/{badge.tsx,button.tsx,card.tsx,dialog.tsx,dropdown-menu.tsx,progress.tsx,separator.tsx,sonner.tsx,switch.tsx,toggle.tsx}

# Create library files

touch src/lib/{explanation-generator.ts,pdf-generator.ts,reality-defender.ts,storage.ts,usage-tracker.ts,utils.ts}

touch src/lib/types/index.ts

**Advanced Project Structure:**

deepfakeweb/  
├── src/  
│ ├── app/  
│ │ ├── api/  
│ │ │ └── rd/  
│ │ │ ├── result/  
│ │ │ │ └── [id]/  
│ │ │ │ └── route.ts # [38 lines] - Analysis result retrieval  
│ │ │ └── signed-url/  
│ │ │ └── route.ts # [40 lines] - Secure upload URL generation  
│ │ ├── results/  
│ │ │ └── page.tsx # [628 lines] - Advanced results dashboard  
│ │ ├── upload/  
│ │ │ ├── loading.tsx # Loading state for upload  
│ │ │ └── page.tsx # Advanced upload interface  
│ │ ├── favicon.ico # App favicon  
│ │ ├── globals.css # [187 lines] - Tailwind v4 + custom styles  
│ │ ├── layout.tsx # [48 lines] - Enhanced root layout  
│ │ └── page.tsx # [242 lines] - Modern landing page  
│ ├── components/  
│ │ ├── charts/  
│ │ │ ├── advanced-charts.tsx # Advanced visualization components  
│ │ │ ├── category-chart.tsx # Category analysis charts  
│ │ │ └── confidence-gauge.tsx # Confidence visualization  
│ │ ├── explanation/  
│ │ │ └── explanation-dashboard.tsx # AI explanation system  
│ │ ├── layout/  
│ │ │ ├── navbar.tsx # Main navigation  
│ │ │ └── sidebar.tsx # Analysis history sidebar  
│ │ ├── pdf/  
│ │ │ ├── pdf-chart-components.tsx # PDF export charts  
│ │ │ └── pdf-export-dialog.tsx # PDF generation interface  
│ │ ├── ui/  
│ │ │ ├── badge.tsx # [46 lines] - Modern badge component  
│ │ │ ├── button.tsx # [58 lines] - Enhanced button component  
│ │ │ ├── card.tsx # [92 lines] - Advanced card component  
│ │ │ ├── dialog.tsx # Modal dialogs  
│ │ │ ├── dropdown-menu.tsx # Context menus  
│ │ │ ├── progress.tsx # Progress indicators  
│ │ │ ├── separator.tsx # Visual separators  
│ │ │ ├── sonner.tsx # Toast notifications  
│ │ │ ├── switch.tsx # Toggle switches  
│ │ │ └── toggle.tsx # Toggle buttons  
│ │ ├── upload-box.tsx # Advanced drag & drop upload  
│ │ └── usage-dashboard.tsx # Usage tracking dashboard  
│ └── lib/  
│ ├── types/  
│ │ └── index.ts # [311 lines] - Comprehensive TypeScript definitions  
│ ├── explanation-generator.ts # AI explanation generation  
│ ├── pdf-generator.ts # PDF report generation  
│ ├── reality-defender.ts # API integration layer  
│ ├── storage.ts # [304 lines] - Local storage management  
│ ├── usage-tracker.ts # Usage analytics & limits  
│ └── utils.ts # [6 lines] - Utility functions  
├── public/  
├── .env.local # Environment variables  
├── .env.example # Environment template  
├── .gitignore # Git ignore rules  
├── components.json # shadcn/ui configuration  
├── next.config.ts # Next.js configuration  
├── package.json # Dependencies & scripts  
├── postcss.config.mjs # PostCSS configuration  
├── tailwind.config.ts # Tailwind CSS configuration  
└── tsconfig.json # TypeScript configuration

## 1.6 API Configuration

### 1.6.1 Step 1: Environment Variables

Create .env.example in root dir:

# Reality Defender API Configuration  
# Get your free API key from: https://www.realitydefender.com/platform/api  
# Free tier includes 50 audio or image scans per month  
NEXT\_PUBLIC\_RD\_API\_KEY=your\_reality\_defender\_api\_key\_here  
NEXT\_PUBLIC\_RD\_API\_URL=https://api.prd.realitydefender.xyz  
  
# App Configuration  
NEXT\_PUBLIC\_APP\_NAME="Deepfake Detective"  
NEXT\_PUBLIC\_APP\_DESCRIPTION="Advanced AI-powered deepfake detection for media files"  
  
# Real API required - configure your API key above

Create .env.local (copy from .env.example and add your actual API key):

cp .env.example .env.local  
# Edit .env.local with your actual API key

### 1.6.2 Step 2: Get Reality Defender API Key

1. Visit [Reality Defender Platform](https://www.realitydefender.com/platform/api)
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1. Generate your API key
2. Add it to .env.local

## 1.7 Core Library Implementation

### 1.7.1 Step 1: TypeScript Type Definitions

![](data:image/png;base64,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)

**src/lib/types/index.ts:**

export interface FileUploadState {

  file: File | null;

  preview: string | null;

  progress: number;

  status: 'idle' | 'uploading' | 'processing' | 'completed' | 'error';

  error?: string;

}

export interface UploadProgress {

  percentage: number;

  stage: 'upload' | 'preprocessing' | 'analysis' | 'results';

  message: string;

  stagesCompleted?: string[];

  analysisDetails?: {

    activeModels: string[];

    completedModels: number;

    totalModels: number;

    modelStatuses: Record<string, string>;

    currentPhase: string;

  };

  timeElapsed?: number;

  estimatedTimeRemaining?: number;

}

export interface ChartDataPoint {

  name: string;

  value: number;

  color?: string;

}

export interface TimelineDataPoint {

  timestamp: number;

  frame?: number;

  confidence: number;

  anomalies?: string[];

}

export interface AudioSegment {

  start: number;

  end: number;

  confidence: number;

  anomalies?: string[];

}

export interface WaveformData {

  data: number[];

  duration: number;

  sampleRate: number;

}

export interface ConfidenceLevel {

  value: number;

  label: 'High' | 'Medium' | 'Low';

  color: string;

  textColor: string;

}

export interface DetectionCategory {

  name: string;

  percentage: number;

  color: string;

  description?: string;

}

export interface MediaMetadata {

  filename: string;

  fileSize: number;

  fileType: string;

  duration?: number;

  resolution?: string;

  codec?: string;

  bitrate?: number;

  createdAt?: string;

}

export interface APIStatus {

  status: 'online' | 'offline' | 'demo\_mode' | 'error';

  version?: string;

  latency?: number;

  lastCheck?: string;

}

export interface ExportOptions {

  format: 'json' | 'pdf' | 'csv';

  includeMetadata: boolean;

  includeCharts: boolean;

  includeTimeline: boolean;

}

export interface NavigationItem {

  href: string;

  label: string;

  icon: string;

  active?: boolean;

}

export interface AlertConfig {

  type: 'success' | 'error' | 'warning' | 'info';

  title: string;

  message: string;

  duration?: number;

  dismissible?: boolean;

}

*// UI Component Props Types*

export interface BaseComponentProps {

  className?: string;

  children?: React.ReactNode;

}

export interface LoadingSpinnerProps extends BaseComponentProps {

  size?: 'sm' | 'md' | 'lg';

  color?: string;

}

export interface EmptyStateProps extends BaseComponentProps {

  icon?: string;

  title: string;

  description?: string;

  action?: {

    label: string;

    onClick: () => void;

  };

}

export interface StatCardProps extends BaseComponentProps {

  title: string;

  value: string | number;

  subtitle?: string;

  icon?: React.ReactNode;

  trend?: {

    value: number;

    isPositive: boolean;

  };

}

*// Animation and Motion Types*

export interface MotionVariants {

  initial: object;

  animate: object;

  exit?: object;

}

export interface PageTransition {

  duration: number;

  ease: string;

}

*// Form and Input Types*

export interface FieldError {

  field: string;

  message: string;

}

export interface FormValidationResult {

  isValid: boolean;

  errors: FieldError[];

}

*// Utility Types*

export type Maybe<T> = T | null | undefined;

export type Optional<T, K extends keyof T> = Omit<T, K> & Partial<Pick<T, K>>;

export type RequiredFields<T, K extends keyof T> = T & Required<Pick<T, K>>;

*// Event Handler Types*

export type FileUploadHandler = (file: File) => void | Promise<void>;

export type AnalysisCompleteHandler = (result: unknown) => void;

export type ThemeChangeHandler = (theme: 'light' | 'dark' | 'system') => void;

*// API Response Types*

export interface APIResponse<T = unknown> {

  success: boolean;

  data?: T;

  error?: {

    code: string;

    message: string;

    details?: unknown;

  };

  meta?: {

    timestamp: string;

    requestId: string;

    version: string;

  };

}

*// Explainability Types*

export interface ExplanationReason {

  id: string;

  category: 'visual' | 'audio' | 'metadata' | 'model' | 'temporal' | 'technical';

  type: 'evidence' | 'anomaly' | 'pattern' | 'inconsistency' | 'artifact';

  severity: 'high' | 'medium' | 'low';

  confidence: number;

  title: string;

  description: string;

  technicalDetails?: string;

  affectedRegions?: Array<{

    startTime?: number;

    endTime?: number;

    frame?: number;

    coordinates?: { x: number; y: number; width: number; height: number; };

  }>;

  supportingEvidence?: string[];

  modelSources?: string[];

}

export interface ExplanationEvidence {

  id: string;

  type: 'visual\_artifact' | 'audio\_distortion' | 'compression\_anomaly' | 'temporal\_inconsistency' | 'statistical\_anomaly';

  location: {

    frame?: number;

    timestamp?: number;

    coordinates?: { x: number; y: number; width: number; height: number; };

    frequency?: number;

  };

  severity: number; *// 0-1 scale*

  description: string;

  visualData?: {

    heatmapData?: number[][];

    highlightRegions?: Array<{ x: number; y: number; width: number; height: number; }>;

    annotationImage?: string;

  };

}

export interface ModelInsight {

  modelName: string;

  modelType: 'deepfake\_detector' | 'face\_analysis' | 'audio\_analysis' | 'compression\_analysis' | 'ensemble';

  confidence: number;

  prediction: 'authentic' | 'manipulated' | 'inconclusive';

  keyFindings: string[];

  technicalScore: number;

  processingTime: number;

  reasoning: string;

  supportingMetrics?: Record<string, number>;

}

export interface ExplanationSummary {

  primaryReason: string;

  secondaryReasons: string[];

  overallConfidence: number;

  authenticityIndicators: Array<{

    factor: string;

    weight: number;

    contribution: 'positive' | 'negative' | 'neutral';

    explanation: string;

  }>;

  riskFactors: Array<{

    factor: string;

    severity: 'critical' | 'high' | 'medium' | 'low';

    likelihood: number;

    impact: string;

  }>;

  recommendedActions?: string[];

}

export interface DetailedExplanation {

  id: string;

  analysisId: string;

  summary: ExplanationSummary;

  reasons: ExplanationReason[];

  evidence: ExplanationEvidence[];

  modelInsights: ModelInsight[];

  temporalAnalysis?: {

    frameByFrameReasons: Array<{

      frame: number;

      timestamp: number;

      primaryConcerns: string[];

      confidenceChange?: number;

    }>;

    overallTrends: string[];

  };

  metadataAnalysis?: {

    fileProperties: Array<{

      property: string;

      expectedValue?: string | number;

      actualValue: string | number;

      assessment: 'normal' | 'suspicious' | 'anomalous';

      explanation: string;

    }>;

    processingHistory?: string[];

  };

  generatedAt: string;

  processingVersion: string;

}

export interface ExplanationConfig {

  includeModelInsights: boolean;

  includeTechnicalDetails: boolean;

  includeVisualEvidence: boolean;

  simplifyForGeneralAudience: boolean;

  maxReasonsToShow: number;

  evidenceVisualization: boolean;

}

*// Feature Flags*

export interface FeatureFlags {

  enableBetaFeatures: boolean;

  enableAdvancedAnalytics: boolean;

  enableExperimentalCharts: boolean;

  enableOfflineMode: boolean;

  enableExplanations: boolean;

  enableAdvancedExplanations: boolean;

}

export const DEFAULT\_FEATURE\_FLAGS: FeatureFlags = {

  enableBetaFeatures: false,

  enableAdvancedAnalytics: true,

  enableExperimentalCharts: false,

  enableOfflineMode: false,

  enableExplanations: true,

  enableAdvancedExplanations: true,

};

### 

### 1.7.2 Step 2: Advanced Storage Management

**src/lib/storage.ts:**

### **import type { AnalysisResult } from './reality-defender';**

### **const STORAGE\_KEYS = {**

### **ANALYSIS\_HISTORY: 'deepfake\_analysis\_history',**

### **THEME: 'deepfake\_theme',**

### **USER\_PREFERENCES: 'deepfake\_preferences',**

### **} as const;**

### **export interface StoredAnalysis extends AnalysisResult {**

### **thumbnailBlob?: string; *// Base64 encoded thumbnail***

### **}**

### **export interface UserPreferences {**

### **maxHistoryItems: number;**

### **showDetailedAnalysis: boolean;**

### **autoDownloadReports: boolean;**

### **theme: 'light' | 'dark' | 'system';**

### **}**

### **const DEFAULT\_PREFERENCES: UserPreferences = {**

### **maxHistoryItems: 10,**

### **showDetailedAnalysis: true,**

### **autoDownloadReports: false,**

### **theme: 'system',**

### **};**

### **class StorageManager {**

### **private isClient = typeof window !== 'undefined';**

### ***// Analysis History Management***

### **getAnalysisHistory(): StoredAnalysis[] {**

### **if (!*this*.isClient) return [];**

### 

### **try {**

### **const stored = localStorage.getItem(STORAGE\_KEYS.ANALYSIS\_HISTORY);**

### **return stored ? JSON.parse(stored) : [];**

### **} catch (error) {**

### **console.error('Failed to load analysis history:', error);**

### **return [];**

### **}**

### **}**

### **addAnalysisToHistory(analysis: AnalysisResult, thumbnailBlob?: string): void {**

### **if (!*this*.isClient) return;**

### **try {**

### **const history = *this*.getAnalysisHistory();**

### **const preferences = *this*.getUserPreferences();**

### 

### **const storedAnalysis: StoredAnalysis = {**

### **...analysis,**

### **thumbnailBlob,**

### **};**

### ***// Add to beginning of array (most recent first)***

### **const updatedHistory = [storedAnalysis, ...history];**

### 

### ***// Limit history size***

### **const limitedHistory = updatedHistory.slice(0, preferences.maxHistoryItems);**

### 

### **localStorage.setItem(STORAGE\_KEYS.ANALYSIS\_HISTORY, JSON.stringify(limitedHistory));**

### **} catch (error) {**

### **console.error('Failed to save analysis to history:', error);**

### **}**

### **}**

### **removeAnalysisFromHistory(analysisId: string): void {**

### **if (!*this*.isClient) return;**

### **try {**

### **const history = *this*.getAnalysisHistory();**

### **const filteredHistory = history.filter(analysis => analysis.id !== analysisId);**

### **localStorage.setItem(STORAGE\_KEYS.ANALYSIS\_HISTORY, JSON.stringify(filteredHistory));**

### **} catch (error) {**

### **console.error('Failed to remove analysis from history:', error);**

### **}**

### **}**

### **clearAnalysisHistory(): void {**

### **if (!*this*.isClient) return;**

### 

### **try {**

### **localStorage.removeItem(STORAGE\_KEYS.ANALYSIS\_HISTORY);**

### **} catch (error) {**

### **console.error('Failed to clear analysis history:', error);**

### **}**

### **}**

### **getAnalysisById(analysisId: string): StoredAnalysis | null {**

### **const history = *this*.getAnalysisHistory();**

### **return history.find(analysis => analysis.id === analysisId) || null;**

### **}**

### ***// User Preferences Management***

### **getUserPreferences(): UserPreferences {**

### **if (!*this*.isClient) return DEFAULT\_PREFERENCES;**

### **try {**

### **const stored = localStorage.getItem(STORAGE\_KEYS.USER\_PREFERENCES);**

### **if (stored) {**

### **const parsed = JSON.parse(stored);**

### ***// Merge with defaults to ensure all properties exist***

### **return { ...DEFAULT\_PREFERENCES, ...parsed };**

### **}**

### **} catch (error) {**

### **console.error('Failed to load user preferences:', error);**

### **}**

### 

### **return DEFAULT\_PREFERENCES;**

### **}**

### **updateUserPreferences(preferences: Partial<UserPreferences>): void {**

### **if (!*this*.isClient) return;**

### **try {**

### **const current = *this*.getUserPreferences();**

### **const updated = { ...current, ...preferences };**

### **localStorage.setItem(STORAGE\_KEYS.USER\_PREFERENCES, JSON.stringify(updated));**

### **} catch (error) {**

### **console.error('Failed to save user preferences:', error);**

### **}**

### **}**

### ***// Theme Management***

### **getTheme(): 'light' | 'dark' | 'system' {**

### **if (!*this*.isClient) return 'system';**

### **try {**

### **const stored = localStorage.getItem(STORAGE\_KEYS.THEME);**

### **if (stored && ['light', 'dark', 'system'].includes(stored)) {**

### **return stored as 'light' | 'dark' | 'system';**

### **}**

### **} catch (error) {**

### **console.error('Failed to load theme preference:', error);**

### **}**

### 

### **return 'system';**

### **}**

### **setTheme(theme: 'light' | 'dark' | 'system'): void {**

### **if (!*this*.isClient) return;**

### **try {**

### **localStorage.setItem(STORAGE\_KEYS.THEME, theme);**

### ***this*.updateUserPreferences({ theme });**

### **} catch (error) {**

### **console.error('Failed to save theme preference:', error);**

### **}**

### **}**

### ***// Data Export/Import***

### **exportData(): string {**

### **if (!*this*.isClient) return '';**

### **const data = {**

### **analysisHistory: *this*.getAnalysisHistory(),**

### **userPreferences: *this*.getUserPreferences(),**

### **theme: *this*.getTheme(),**

### **exportDate: new Date().toISOString(),**

### **};**

### **return JSON.stringify(data, null, 2);**

### **}**

### **importData(jsonData: string): { success: boolean; message: string } {**

### **if (!*this*.isClient) {**

### **return { success: false, message: 'Import not available on server side' };**

### **}**

### **try {**

### **const data = JSON.parse(jsonData);**

### 

### **if (data.analysisHistory) {**

### **localStorage.setItem(STORAGE\_KEYS.ANALYSIS\_HISTORY, JSON.stringify(data.analysisHistory));**

### **}**

### 

### **if (data.userPreferences) {**

### **localStorage.setItem(STORAGE\_KEYS.USER\_PREFERENCES, JSON.stringify(data.userPreferences));**

### **}**

### 

### **if (data.theme) {**

### **localStorage.setItem(STORAGE\_KEYS.THEME, data.theme);**

### **}**

### **return { success: true, message: 'Data imported successfully' };**

### **} catch (error) {**

### **console.error('Failed to import data:', error);**

### **return { success: false, message: 'Invalid data format' };**

### **}**

### **}**

### ***// Storage Statistics***

### **getStorageStats(): {**

### **historyCount: number;**

### **estimatedSize: string;**

### **lastModified?: string;**

### **} {**

### **if (!*this*.isClient) {**

### **return { historyCount: 0, estimatedSize: '0 KB' };**

### **}**

### **try {**

### **const history = *this*.getAnalysisHistory();**

### **const dataStr = localStorage.getItem(STORAGE\_KEYS.ANALYSIS\_HISTORY) || '';**

### **const sizeInBytes = new Blob([dataStr]).size;**

### **const sizeInKB = Math.round(sizeInBytes / 1024 \* 100) / 100;**

### 

### **const lastModified = history.length > 0**

### **? history[0].timestamp**

### **: undefined;**

### **return {**

### **historyCount: history.length,**

### **estimatedSize: `${sizeInKB} KB`,**

### **lastModified,**

### **};**

### **} catch (error) {**

### **console.error('Failed to calculate storage stats:', error);**

### **return { historyCount: 0, estimatedSize: '0 KB' };**

### **}**

### **}**

### **}**

### **export const storage = new StorageManager();**

### ***// Utility functions for file handling***

### **export const createThumbnail = (file: File): Promise<string> => {**

### **return new Promise((resolve, reject) => {**

### **if (file.type.startsWith('image/')) {**

### **const reader = new FileReader();**

### **reader.onload = (e) => {**

### **const img = new Image();**

### **img.onload = () => {**

### **const canvas = document.createElement('canvas');**

### **const ctx = canvas.getContext('2d');**

### 

### ***// Set thumbnail dimensions***

### **const maxSize = 200;**

### **let { width, height } = img;**

### 

### **if (width > height) {**

### **if (width > maxSize) {**

### **height = (height \* maxSize) / width;**

### **width = maxSize;**

### **}**

### **} else {**

### **if (height > maxSize) {**

### **width = (width \* maxSize) / height;**

### **height = maxSize;**

### **}**

### **}**

### 

### **canvas.width = width;**

### **canvas.height = height;**

### 

### **ctx?.drawImage(img, 0, 0, width, height);**

### **resolve(canvas.toDataURL('image/jpeg', 0.7));**

### **};**

### **img.onerror = reject;**

### **img.src = e.target?.result as string;**

### **};**

### **reader.onerror = reject;**

### **reader.readAsDataURL(file);**

### **} else if (file.type.startsWith('video/')) {**

### **const video = document.createElement('video');**

### **video.preload = 'metadata';**

### **video.onloadedmetadata = () => {**

### **video.currentTime = Math.min(video.duration \* 0.1, 5); *// 10% or 5 seconds***

### **};**

### **video.onseeked = () => {**

### **const canvas = document.createElement('canvas');**

### **const ctx = canvas.getContext('2d');**

### 

### **canvas.width = Math.min(video.videoWidth, 200);**

### **canvas.height = Math.min(video.videoHeight, 200);**

### 

### **ctx?.drawImage(video, 0, 0, canvas.width, canvas.height);**

### **resolve(canvas.toDataURL('image/jpeg', 0.7));**

### **};**

### **video.onerror = reject;**

### **video.src = URL.createObjectURL(file);**

### **} else {**

### ***// For audio and other files, return a placeholder***

### **resolve('data:image/svg+xml;base64,PHN2ZyB3aWR0aD0iMjAwIiBoZWlnaHQ9IjIwMCIgdmlld0JveD0iMCAwIDIwMCAyMDAiIGZpbGw9Im5vbmUiIHhtbG5zPSJodHRwOi8vd3d3LnczLm9yZy8yMDAwL3N2ZyI+PHJlY3Qgd2lkdGg9IjIwMCIgaGVpZ2h0PSIyMDAiIGZpbGw9IiNmM2Y0ZjYiLz48cGF0aCBkPSJNMTAwIDUwSDEyMFY3MEgxMDBWNTBaTTEwMCA4MEgxMjBWMTAwSDEwMFY4MFpNMTAwIDExMEgxMjBWMTMwSDEwMFYxMTBaTTEwMCAxNDBIMTIwVjE2MEgxMDBWMTQwWiIgZmlsbD0iIzZiNzI4MCIvPjwvc3ZnPg==');**

### **}**

### **});**

### **};**

### **export const formatFileSize = (bytes: number): string => {**

### **if (bytes === 0) return '0 Bytes';**

### 

### **const k = 1024;**

### **const sizes = ['Bytes', 'KB', 'MB', 'GB'];**

### **const i = Math.floor(Math.log(bytes) / Math.log(k));**

### 

### **return parseFloat((bytes / Math.pow(k, i)).toFixed(2)) + ' ' + sizes[i];**

### **};**

### **export const getFileIcon = (fileType: string): string => {**

### **if (fileType.startsWith('image/')) return '🖼️';**

### **if (fileType.startsWith('video/')) return '🎥';**

### **if (fileType.startsWith('audio/')) return '🎵';**

### **return '📄';**

### **};**

### 1.7.3 Step 3: Advanced Utility Functions

**src/lib/utils.ts:**

import { clsx, type ClassValue } from "clsx"  
import { twMerge } from "tailwind-merge"  
  
export function cn(...inputs: ClassValue[]) {  
 return twMerge(clsx(inputs))  
}

**src\lib\explanation-generator.ts:**

import {

  DetailedExplanation,

  ExplanationReason,

  ExplanationEvidence,

  ModelInsight,

  ExplanationSummary,

  ExplanationConfig

} from './types';

import type { AnalysisResult } from './reality-defender';

*/\*\**

*\* Generates human-readable explanations for deepfake detection results*

*\*/*

export class ExplanationGenerator {

  private config: ExplanationConfig;

  constructor(config: Partial<ExplanationConfig> = {}) {

*this*.config = {

      includeModelInsights: true,

      includeTechnicalDetails: true,

      includeVisualEvidence: true,

      simplifyForGeneralAudience: false,

      maxReasonsToShow: 10,

      evidenceVisualization: true,

      ...config

    };

  }

*/\*\**

*\* Generate complete explanation from analysis result*

*\*/*

  generateExplanation(analysis: AnalysisResult): DetailedExplanation {

    const reasons = *this*.generateReasons(analysis);

    const evidence = *this*.generateEvidence(analysis);

    const modelInsights = *this*.generateModelInsights(analysis);

    const summary = *this*.generateSummary(analysis, reasons, modelInsights);

    return {

      id: `exp\_${analysis.id}`,

      analysisId: analysis.id,

      summary,

      reasons: reasons.slice(0, *this*.config.maxReasonsToShow),

      evidence,

      modelInsights,

      temporalAnalysis: *this*.generateTemporalAnalysis(analysis),

      metadataAnalysis: *this*.generateMetadataAnalysis(analysis),

      generatedAt: new Date().toISOString(),

      processingVersion: '1.0.0'

    };

  }

*/\*\**

*\* Generate primary reasons for the classification*

*\*/*

  private generateReasons(analysis: AnalysisResult): ExplanationReason[] {

    const reasons: ExplanationReason[] = [];

    const confidence = analysis.confidence;

    const prediction = analysis.prediction;

*// Primary classification reason*

    if (prediction === 'authentic') {

      reasons.push({

        id: 'auth\_primary',

        category: 'model',

        type: 'evidence',

        severity: confidence < 0.2 ? 'low' : 'medium',

        confidence: 1 - confidence,

        title: 'Content appears authentic',

        description: `AI analysis indicates this content is likely genuine with ${Math.round((1 - confidence) \* 100)}% confidence. Multiple detection models found no significant signs of manipulation.`,

        technicalDetails: `Ensemble model score: ${confidence.toFixed(3)}, indicating low manipulation probability.`,

        modelSources: ['ensemble', 'deepfake\_detector']

      });

*// Add supporting authentic indicators*

      if (confidence < 0.1) {

        reasons.push({

          id: 'auth\_strong',

          category: 'technical',

          type: 'evidence',

          severity: 'low',

          confidence: 0.95,

          title: 'Strong authenticity indicators',

          description: 'Analysis found consistent patterns typical of genuine content with no detectable artifacts.',

          technicalDetails: 'Low variance in model predictions, consistent temporal patterns, normal compression artifacts.'

        });

      }

    }

    if (prediction === 'manipulated') {

      reasons.push({

        id: 'manip\_primary',

        category: 'model',

        type: 'anomaly',

        severity: confidence > 0.8 ? 'high' : confidence > 0.5 ? 'medium' : 'low',

        confidence,

        title: 'Potential manipulation detected',

        description: `AI analysis detected signs of possible manipulation with ${Math.round(confidence \* 100)}% confidence. Multiple indicators suggest this content may be synthetically generated or altered.`,

        technicalDetails: `Ensemble model score: ${confidence.toFixed(3)}, exceeding manipulation threshold.`,

        modelSources: ['ensemble', 'deepfake\_detector']

      });

*// Add specific manipulation indicators based on confidence level*

      if (confidence > 0.8) {

        reasons.push({

          id: 'manip\_strong',

          category: 'visual',

          type: 'artifact',

          severity: 'high',

          confidence: 0.9,

          title: 'Strong manipulation indicators',

          description: 'High-confidence detection of typical deepfake artifacts and inconsistencies.',

          technicalDetails: 'Multiple models detected convergent evidence of synthetic generation patterns.'

        });

      }

      if (confidence > 0.6) {

        reasons.push({

          id: 'manip\_patterns',

          category: 'temporal',

          type: 'pattern',

          severity: 'medium',

          confidence: 0.75,

          title: 'Suspicious temporal patterns',

          description: 'Analysis detected frame-to-frame inconsistencies common in generated content.',

          technicalDetails: 'Temporal coherence metrics indicate potential frame interpolation or synthesis.'

        });

      }

    }

    if (prediction === 'inconclusive') {

      reasons.push({

        id: 'inconcl\_primary',

        category: 'model',

        type: 'inconsistency',

        severity: 'medium',

        confidence: Math.abs(0.5 - confidence) \* 2,

        title: 'Analysis inconclusive',

        description: `The analysis could not determine with high confidence whether this content is authentic or manipulated. Confidence score: ${Math.round(confidence \* 100)}%.`,

        technicalDetails: `Score ${confidence.toFixed(3)} falls in the inconclusive range (0.3-0.7). Mixed signals from different detection models.`,

        modelSources: ['ensemble']

      });

    }

*// Add file-type specific reasons*

*this*.addFileTypeSpecificReasons(analysis, reasons);

*// Add metadata-based reasons*

*this*.addMetadataReasons(analysis, reasons);

    return reasons.sort((a, b) => b.confidence - a.confidence);

  }

  private addFileTypeSpecificReasons(analysis: AnalysisResult, reasons: ExplanationReason[]) {

    const fileType = analysis.fileType;

    if (fileType.startsWith('image/')) {

      reasons.push({

        id: 'img\_analysis',

        category: 'visual',

        type: 'evidence',

        severity: 'medium',

        confidence: 0.8,

        title: 'Image analysis completed',

        description: 'Comprehensive pixel-level analysis performed looking for manipulation artifacts, inconsistent lighting, and synthetic generation patterns.',

        technicalDetails: 'Face detection, compression analysis, and artifact detection models applied.'

      });

    }

    if (fileType.startsWith('video/')) {

      reasons.push({

        id: 'video\_analysis',

        category: 'temporal',

        type: 'evidence',

        severity: 'medium',

        confidence: 0.85,

        title: 'Video temporal analysis',

        description: 'Frame-by-frame analysis examining temporal consistency, lip-sync accuracy, and motion patterns.',

        technicalDetails: 'Temporal coherence models analyzed inter-frame relationships and motion vectors.'

      });

    }

    if (fileType.startsWith('audio/')) {

      reasons.push({

        id: 'audio\_analysis',

        category: 'audio',

        type: 'evidence',

        severity: 'medium',

        confidence: 0.8,

        title: 'Audio analysis completed',

        description: 'Spectral analysis examining voice patterns, synthetic speech indicators, and audio artifacts.',

        technicalDetails: 'Voice cloning detection and audio synthesis pattern analysis applied.'

      });

    }

  }

  private addMetadataReasons(analysis: AnalysisResult, reasons: ExplanationReason[]) {

    const metadata = analysis.details.metadata;

    if (metadata.codec) {

      const isUnusualCodec = ['h264', 'h265', 'avc1'].every(common =>

        !metadata.codec?.toLowerCase().includes(common)

      );

      if (isUnusualCodec) {

        reasons.push({

          id: 'codec\_unusual',

          category: 'metadata',

          type: 'anomaly',

          severity: 'low',

          confidence: 0.3,

          title: 'Unusual codec detected',

          description: `File uses codec '${metadata.codec}' which is less common for typical media files.`,

          technicalDetails: 'Codec analysis for synthetic generation indicators.'

        });

      }

    }

    if (metadata.bitrate && metadata.bitrate < 1000) {

      reasons.push({

        id: 'bitrate\_low',

        category: 'metadata',

        type: 'anomaly',

        severity: 'low',

        confidence: 0.25,

        title: 'Low bitrate detected',

        description: 'Unusually low bitrate may indicate heavy compression or synthetic generation.',

        technicalDetails: `Bitrate: ${metadata.bitrate} kbps - below typical range for quality media.`

      });

    }

  }

  private generateEvidence(analysis: AnalysisResult): ExplanationEvidence[] {

    const evidence: ExplanationEvidence[] = [];

*// Generate evidence based on frame analysis if available*

    if (analysis.details.frameAnalysis) {

      analysis.details.frameAnalysis.forEach((frame, index) => {

        if (frame.anomalies && frame.anomalies.length > 0) {

          evidence.push({

            id: `frame\_${frame.frame}`,

            type: 'visual\_artifact',

            location: {

              frame: frame.frame,

              timestamp: frame.timestamp

            },

            severity: frame.confidence,

            description: `Frame ${frame.frame}: ${frame.anomalies.join(', ')}`

          });

        }

      });

    }

*// Generate evidence from audio analysis*

    if (analysis.details.audioAnalysis) {

      analysis.details.audioAnalysis.segments.forEach((segment, index) => {

        if (segment.anomalies && segment.anomalies.length > 0) {

          evidence.push({

            id: `audio\_${index}`,

            type: 'audio\_distortion',

            location: {

              timestamp: segment.start

            },

            severity: segment.confidence,

            description: `Audio segment ${segment.start}s-${segment.end}s: ${segment.anomalies.join(', ')}`

          });

        }

      });

    }

    return evidence;

  }

  private generateModelInsights(analysis: AnalysisResult): ModelInsight[] {

    const insights: ModelInsight[] = [];

*// Create insights from the analysis result*

    insights.push({

      modelName: 'Reality Defender Ensemble',

      modelType: 'ensemble',

      confidence: analysis.confidence,

      prediction: analysis.prediction,

      keyFindings: *this*.generateKeyFindings(analysis),

      technicalScore: analysis.confidence,

      processingTime: analysis.processingTime,

      reasoning: *this*.generateModelReasoning(analysis)

    });

    return insights;

  }

  private generateKeyFindings(analysis: AnalysisResult): string[] {

    const findings: string[] = [];

    const confidence = analysis.confidence;

    if (analysis.prediction === 'authentic') {

      findings.push('No significant manipulation artifacts detected');

      findings.push('Consistent patterns throughout media');

      if (confidence < 0.1) findings.push('Strong authenticity indicators present');

    }

    if (analysis.prediction === 'manipulated') {

      findings.push('Synthetic generation patterns detected');

      if (confidence > 0.8) findings.push('High-confidence manipulation indicators');

      if (confidence > 0.6) findings.push('Multiple detection models agree');

    }

    if (analysis.prediction === 'inconclusive') {

      findings.push('Mixed signals from different analysis methods');

      findings.push('Requires manual review for definitive assessment');

    }

*// Add file-specific findings*

    if (analysis.fileType.startsWith('video/')) {

      findings.push('Temporal analysis completed');

    }

    if (analysis.fileType.startsWith('audio/')) {

      findings.push('Spectral analysis performed');

    }

    return findings;

  }

  private generateModelReasoning(analysis: AnalysisResult): string {

    const confidence = analysis.confidence;

    const prediction = analysis.prediction;

    if (prediction === 'authentic') {

      return `The ensemble model analyzed this content and found it to be authentic with ${Math.round((1-confidence) \* 100)}% confidence. The analysis considered multiple factors including pixel-level patterns, compression characteristics, and temporal consistency. No significant indicators of synthetic generation or manipulation were detected.`;

    }

    if (prediction === 'manipulated') {

      return `The ensemble model detected potential manipulation with ${Math.round(confidence \* 100)}% confidence. The analysis identified patterns consistent with synthetic generation, including anomalous artifacts and inconsistencies that are typical of AI-generated or heavily edited content.`;

    }

    return `The analysis resulted in an inconclusive determination. The confidence score of ${Math.round(confidence \* 100)}% falls in the uncertain range, indicating mixed signals from different detection methods. This could be due to edge cases, novel generation techniques, or ambiguous content characteristics.`;

  }

  private generateSummary(

    analysis: AnalysisResult,

    reasons: ExplanationReason[],

    insights: ModelInsight[]

  ): ExplanationSummary {

    const primaryReason = reasons[0]?.description || 'Analysis completed';

    const secondaryReasons = reasons.slice(1, 4).map(r => r.title);

    const authenticityIndicators = *this*.generateAuthenticityIndicators(analysis);

    const riskFactors = *this*.generateRiskFactors(analysis, reasons);

    const recommendedActions = *this*.generateRecommendations(analysis);

    return {

      primaryReason,

      secondaryReasons,

      overallConfidence: analysis.confidence,

      authenticityIndicators,

      riskFactors,

      recommendedActions

    };

  }

  private generateAuthenticityIndicators(analysis: AnalysisResult): Array<{

    factor: string;

    weight: number;

    contribution: 'positive' | 'negative' | 'neutral';

    explanation: string;

  }> {

    const indicators: Array<{

      factor: string;

      weight: number;

      contribution: 'positive' | 'negative' | 'neutral';

      explanation: string;

    }> = [];

    const confidence = analysis.confidence;

    indicators.push({

      factor: 'AI Model Analysis',

      weight: 0.8,

      contribution: analysis.prediction === 'authentic' ? 'positive' :

                   analysis.prediction === 'manipulated' ? 'negative' : 'neutral',

      explanation: `Primary AI detection model with ${Math.round(confidence \* 100)}% confidence`

    });

    indicators.push({

      factor: 'Technical Analysis',

      weight: 0.6,

      contribution: 'neutral',

      explanation: 'Comprehensive technical analysis of file properties and metadata'

    });

    if (analysis.details.frameAnalysis) {

      indicators.push({

        factor: 'Temporal Consistency',

        weight: 0.7,

        contribution: confidence < 0.5 ? 'positive' : 'negative',

        explanation: 'Frame-by-frame analysis for temporal consistency patterns'

      });

    }

    return indicators;

  }

  private generateRiskFactors(

    analysis: AnalysisResult,

    reasons: ExplanationReason[]

  ): Array<{

    factor: string;

    severity: 'critical' | 'high' | 'medium' | 'low';

    likelihood: number;

    impact: string;

  }> {

    const riskFactors: Array<{

      factor: string;

      severity: 'critical' | 'high' | 'medium' | 'low';

      likelihood: number;

      impact: string;

    }> = [];

    const confidence = analysis.confidence;

    if (analysis.prediction === 'manipulated') {

      riskFactors.push({

        factor: 'Synthetic Content Detection',

        severity: confidence > 0.8 ? 'critical' : confidence > 0.6 ? 'high' : 'medium',

        likelihood: confidence,

        impact: 'Content may be artificially generated or manipulated'

      });

    }

    if (analysis.prediction === 'inconclusive') {

      riskFactors.push({

        factor: 'Uncertain Analysis',

        severity: 'medium',

        likelihood: Math.abs(0.5 - confidence) \* 2,

        impact: 'Cannot determine authenticity with high confidence'

      });

    }

*// Add specific risk factors from reasons*

    const highSeverityReasons = reasons.filter(r => r.severity === 'high');

    highSeverityReasons.forEach(reason => {

      riskFactors.push({

        factor: reason.title,

        severity: 'high',

        likelihood: reason.confidence,

        impact: reason.description

      });

    });

    return riskFactors;

  }

  private generateRecommendations(analysis: AnalysisResult): string[] {

    const recommendations = [];

    const confidence = analysis.confidence;

    if (analysis.prediction === 'manipulated') {

      recommendations.push('Exercise caution when sharing or using this content');

      recommendations.push('Consider additional verification from independent sources');

      if (confidence > 0.8) {

        recommendations.push('High probability of manipulation - avoid using without verification');

      }

    }

    if (analysis.prediction === 'inconclusive') {

      recommendations.push('Seek additional expert analysis or verification');

      recommendations.push('Use caution and clearly label as unverified if sharing');

      recommendations.push('Consider analyzing with additional tools or methods');

    }

    if (analysis.prediction === 'authentic' && confidence < 0.2) {

      recommendations.push('Content appears genuine with high confidence');

    }

    recommendations.push('Keep original file metadata when possible for future reference');

    return recommendations;

  }

  private generateTemporalAnalysis(analysis: AnalysisResult) {

    if (!analysis.details.frameAnalysis) return undefined;

    const frameByFrameReasons = analysis.details.frameAnalysis.map(frame => ({

      frame: frame.frame,

      timestamp: frame.timestamp,

      primaryConcerns: frame.anomalies || [],

      confidenceChange: frame.confidence - analysis.confidence

    }));

    const overallTrends = [

      'Analyzed temporal consistency across all frames',

      frameByFrameReasons.length > 0 ? 'Some frames show anomalies' : 'No significant anomalies detected',

      'Frame-to-frame analysis completed'

    ];

    return {

      frameByFrameReasons,

      overallTrends

    };

  }

  private generateMetadataAnalysis(analysis: AnalysisResult) {

    const metadata = analysis.details.metadata;

    const fileProperties: Array<{

      property: string;

      expectedValue?: string | number;

      actualValue: string | number;

      assessment: 'normal' | 'suspicious' | 'anomalous';

      explanation: string;

    }> = [];

    if (metadata.duration) {

      fileProperties.push({

        property: 'Duration',

        actualValue: `${metadata.duration}s`,

        assessment: metadata.duration > 0 ? 'normal' : 'suspicious',

        explanation: 'Media duration within expected range'

      });

    }

    if (metadata.resolution) {

      fileProperties.push({

        property: 'Resolution',

        actualValue: metadata.resolution,

        assessment: 'normal',

        explanation: 'Standard resolution format detected'

      });

    }

    if (metadata.codec) {

      const commonCodecs = ['h264', 'h265', 'avc1', 'mp4', 'mp3'];

      const isCommon = commonCodecs.some(codec =>

        metadata.codec!.toLowerCase().includes(codec)

      );

      fileProperties.push({

        property: 'Codec',

        actualValue: metadata.codec,

        assessment: isCommon ? 'normal' : 'suspicious',

        explanation: isCommon ? 'Standard codec format' : 'Unusual codec may indicate processing'

      });

    }

    return {

      fileProperties,

      processingHistory: ['File uploaded and analyzed via Reality Defender API']

    };

  }

}

*// Export singleton instance with default config*

export const explanationGenerator = new ExplanationGenerator();

**src\lib\pdf-generator.ts**

import jsPDF from 'jspdf';

import html2canvas from 'html2canvas';

import { StoredAnalysis } from '@/lib/storage';

export interface PDFGenerationOptions {

  includeCharts?: boolean;

  includeTimeline?: boolean;

  includeAdvancedCharts?: boolean;

  includeRawData?: boolean;

  watermark?: string;

}

export class PDFReportGenerator {

  private pdf: jsPDF;

  private currentY: number = 20;

  private pageHeight: number = 297; *// A4 height in mm*

  private pageWidth: number = 210; *// A4 width in mm*

  private margin: number = 20;

  private lineHeight: number = 7;

  constructor() {

*this*.pdf = new jsPDF('p', 'mm', 'a4');

*this*.pdf.setFontSize(12);

  }

  private checkPageBreak(height: number = 10): void {

    if (*this*.currentY + height > *this*.pageHeight - *this*.margin) {

*this*.pdf.addPage();

*this*.currentY = *this*.margin;

    }

  }

  private addText(text: string, x: number = *this*.margin, fontSize: number = 12, isBold: boolean = false): void {

*this*.pdf.setFontSize(fontSize);

    if (isBold) {

*this*.pdf.setFont(undefined, 'bold');

    } else {

*this*.pdf.setFont(undefined, 'normal');

    }

*// Handle text wrapping*

    const splitText = *this*.pdf.splitTextToSize(text, *this*.pageWidth - 2 \* *this*.margin);

    for (const line of splitText) {

*this*.checkPageBreak();

*this*.pdf.text(line, x, *this*.currentY);

*this*.currentY += *this*.lineHeight;

    }

  }

  private addTitle(text: string, fontSize: number = 16): void {

*this*.checkPageBreak(15);

*this*.currentY += 5;

*this*.addText(text, *this*.margin, fontSize, true);

*this*.currentY += 5;

  }

  private addSection(title: string, content: string): void {

*this*.addTitle(title, 14);

*this*.addText(content);

*this*.currentY += 5;

  }

  private async addChartFromElement(elementId: string, title: string): Promise<void> {

    const element = document.getElementById(elementId);

    if (!element) {

      console.warn(`Element with ID ${elementId} not found for PDF export`);

*this*.addTitle(title, 12);

*this*.addText(`[Chart could not be rendered: ${title} - Element not found]`, *this*.margin, 10);

      return;

    }

    try {

*// Add title for the chart*

*this*.addTitle(title, 12);

*// Wait for charts to render completely*

      await new Promise(resolve => setTimeout(resolve, 500));

*// Temporarily make element visible for capture*

      const originalStyle = {

        position: element.style.position,

        left: element.style.left,

        opacity: element.style.opacity,

        zIndex: element.style.zIndex,

        pointerEvents: element.style.pointerEvents,

      };

      element.style.position = 'fixed';

      element.style.left = '0px';

      element.style.opacity = '1';

      element.style.zIndex = '9999';

      element.style.pointerEvents = 'auto';

*// Wait a bit more for the repositioning*

      await new Promise(resolve => setTimeout(resolve, 200));

      const canvas = await html2canvas(element, {

        backgroundColor: '#ffffff',

        scale: 1.5,

        logging: true,

        useCORS: true,

        allowTaint: true,

        width: 800,

        height: 400,

        onclone: (clonedDoc) => {

*// Ensure the cloned element is visible*

          const clonedElement = clonedDoc.getElementById(elementId);

          if (clonedElement) {

            clonedElement.style.position = 'static';

            clonedElement.style.opacity = '1';

            clonedElement.style.visibility = 'visible';

          }

        }

      });

*// Restore original styles*

      element.style.position = originalStyle.position;

      element.style.left = originalStyle.left;

      element.style.opacity = originalStyle.opacity;

      element.style.zIndex = originalStyle.zIndex;

      element.style.pointerEvents = originalStyle.pointerEvents;

      const imgData = canvas.toDataURL('image/png');

      const imgWidth = *this*.pageWidth - 2 \* *this*.margin;

      const imgHeight = (canvas.height \* imgWidth) / canvas.width;

*// Check if we need a new page for the image*

*this*.checkPageBreak(imgHeight + 10);

*this*.pdf.addImage(imgData, 'PNG', *this*.margin, *this*.currentY, imgWidth, imgHeight);

*this*.currentY += imgHeight + 10;

    } catch (error) {

      console.error('Failed to add chart to PDF:', error);

      const errorMessage = error instanceof Error ? error.message : 'Unknown error';

*this*.addText(`[Chart could not be rendered: ${title} - ${errorMessage}]`, *this*.margin, 10);

    }

  }

  private addHeader(analysis: StoredAnalysis): void {

*// Company/App header*

*this*.pdf.setFontSize(20);

*this*.pdf.setFont(undefined, 'bold');

*this*.pdf.text('ITL DeepFake Detection Report', *this*.pageWidth / 2, 15, { align: 'center' });

*this*.currentY = 30;

*// File info header*

*this*.pdf.setFontSize(16);

*this*.pdf.setFont(undefined, 'bold');

*this*.pdf.text(`Analysis Report: ${analysis.filename}`, *this*.margin, *this*.currentY);

*this*.currentY += 10;

*this*.pdf.setFontSize(10);

*this*.pdf.setFont(undefined, 'normal');

*this*.pdf.text(`Generated on: ${new Date().toLocaleDateString()} at ${new Date().toLocaleTimeString()}`, *this*.margin, *this*.currentY);

*this*.currentY += 5;

*this*.pdf.text(`Analysis Date: ${new Date(analysis.timestamp).toLocaleDateString()}`, *this*.margin, *this*.currentY);

*this*.currentY += 10;

*// Add a separator line*

*this*.pdf.line(*this*.margin, *this*.currentY, *this*.pageWidth - *this*.margin, *this*.currentY);

*this*.currentY += 10;

  }

  private addFooter(): void {

    const pageCount = *this*.pdf.internal.getNumberOfPages();

    for (let i = 1; i <= pageCount; i++) {

*this*.pdf.setPage(i);

*this*.pdf.setFontSize(8);

*this*.pdf.setFont(undefined, 'normal');

*this*.pdf.text(

        `Page ${i} of ${pageCount} | Generated by ITL DeepFake Detection System`,

*this*.pageWidth / 2,

*this*.pageHeight - 10,

        { align: 'center' }

      );

    }

  }

  private addExecutiveSummary(analysis: StoredAnalysis): void {

*this*.addTitle('Executive Summary', 16);

    const riskLevel = analysis.confidence < 0.3 ? 'LOW' : analysis.confidence < 0.7 ? 'MODERATE' : 'HIGH';

    const riskColor = analysis.confidence < 0.3 ? 'green' : analysis.confidence < 0.7 ? 'orange' : 'red';

    const summary = `

File: ${analysis.filename}

Risk Level: ${riskLevel} (${Math.round(analysis.confidence \* 100)}% confidence)

Prediction: ${analysis.prediction}

Processing Time: ${Math.round(analysis.processingTime / 1000)} seconds

File Size: ${(analysis.fileSize / (1024 \* 1024)).toFixed(2)} MB

File Type: ${analysis.fileType}

Analysis Results:

The file has been analyzed using advanced deepfake detection algorithms. Based on the analysis, this content has a ${riskLevel.toLowerCase()} probability of being artificially generated or manipulated. The confidence score of ${Math.round(analysis.confidence \* 100)}% indicates the system's certainty in this assessment.

${analysis.prediction === 'authentic'

  ? 'The content appears to be authentic with no significant signs of artificial manipulation detected.'

  : 'The content shows signs of potential artificial generation or manipulation and should be treated with caution.'

}

`;

*this*.addText(summary);

  }

  private addTechnicalDetails(analysis: StoredAnalysis): void {

*this*.addTitle('Technical Analysis Details', 16);

*// File metadata*

*this*.addSection('File Metadata', `

Type: ${analysis.fileType}

Size: ${(analysis.fileSize / (1024 \* 1024)).toFixed(2)} MB

Duration: ${analysis.details.metadata.duration ? Math.round(analysis.details.metadata.duration) + 's' : 'N/A'}

Resolution: ${analysis.details.metadata.resolution || 'N/A'}

Analysis ID: ${analysis.id}

`);

*// Processing details*

*this*.addSection('Processing Information', `

Processing Time: ${Math.round(analysis.processingTime / 1000)} seconds

Analysis Algorithm: Reality Defender API

Timestamp: ${new Date(analysis.timestamp).toLocaleString()}

`);

*// Detailed results*

    if (analysis.details.categoryBreakdown) {

*this*.addSection('Category Analysis',

        Object.entries(analysis.details.categoryBreakdown)

          .map(([category, score]) => `${category}: ${score}%`)

          .join('\n')

      );

    }

*// Frame analysis if available*

    if (analysis.details.frameAnalysis) {

*this*.addSection('Frame Analysis', `

Total Frames Analyzed: ${analysis.details.frameAnalysis.length}

Average Frame Confidence: ${(analysis.details.frameAnalysis.reduce((sum, frame) => sum + frame.confidence, 0) / analysis.details.frameAnalysis.length \* 100).toFixed(1)}%

Suspicious Frames: ${analysis.details.frameAnalysis.filter(frame => frame.confidence > 0.7).length}

`);

    }

*// Audio analysis if available*

    if (analysis.details.audioAnalysis) {

*this*.addSection('Audio Analysis', `

Audio Segments Analyzed: ${analysis.details.audioAnalysis.segments.length}

Average Audio Confidence: ${(analysis.details.audioAnalysis.segments.reduce((sum, seg) => sum + seg.confidence, 0) / analysis.details.audioAnalysis.segments.length \* 100).toFixed(1)}%

Audio Anomalies Found: ${analysis.details.audioAnalysis.segments.filter(seg => seg.anomalies && seg.anomalies.length > 0).length}

`);

    }

  }

  private addDisclaimer(): void {

*this*.addTitle('Disclaimer and Limitations', 14);

    const disclaimer = `

IMPORTANT NOTICE:

1. Accuracy Limitations: While this deepfake detection system uses advanced AI algorithms, no detection system is 100% accurate. Results should be considered as one factor in content verification, not as definitive proof.

2. Technology Evolution: Deepfake generation technology is rapidly evolving. New techniques may not be detected by current algorithms.

3. Context Matters: Consider the source, context, and other verification methods when evaluating content authenticity.

4. Legal Considerations: This report is provided for informational purposes only and should not be used as sole evidence in legal proceedings without additional verification.

5. Data Privacy: Analysis data is processed according to our privacy policy. No content is stored permanently on our servers after analysis.

6. Technical Support: For questions about this report or the analysis methodology, contact our technical support team.

Generated by ITL DeepFake Detection System v1.0

Powered by Reality Defender API

`;

*this*.addText(disclaimer, *this*.margin, 10);

  }

  public async generateReport(

    analysis: StoredAnalysis,

    options: PDFGenerationOptions = {}

  ): Promise<Blob> {

    try {

*// Reset PDF state*

*this*.currentY = 20;

*// Add header*

*this*.addHeader(analysis);

*// Add executive summary*

*this*.addExecutiveSummary(analysis);

*// Add charts if requested*

      if (options.includeCharts !== false) {

*this*.checkPageBreak(50);

*this*.addTitle('Visual Analysis', 16);

*// Add confidence gauge*

        await *this*.addChartFromElement('confidence-gauge-pdf', 'Confidence Analysis');

*// Add category breakdown*

        if (analysis.details.categoryBreakdown) {

          await *this*.addChartFromElement('category-chart-pdf', 'Category Breakdown');

        }

      }

*// Add timeline analysis if requested*

      if (options.includeTimeline !== false) {

        await *this*.addChartFromElement('timeline-chart-pdf', 'Timeline Analysis');

      }

*// Add advanced charts if requested*

      if (options.includeAdvancedCharts) {

        await *this*.addChartFromElement('risk-heatmap-pdf', 'Risk Analysis Heatmap');

        await *this*.addChartFromElement('anomaly-scatter-pdf', 'Anomaly Detection');

        await *this*.addChartFromElement('radar-chart-pdf', 'Multidimensional Analysis');

      }

*// Add technical details*

*this*.addTechnicalDetails(analysis);

*// Add raw data if requested*

      if (options.includeRawData) {

*this*.addTitle('Raw Analysis Data', 16);

*this*.addText(JSON.stringify(analysis, null, 2), *this*.margin, 8);

      }

*// Add disclaimer*

*this*.addDisclaimer();

*// Add footer to all pages*

*this*.addFooter();

*// Generate PDF blob*

      const pdfBlob = new Blob([*this*.pdf.output('blob')], { type: 'application/pdf' });

      return pdfBlob;

    } catch (error) {

      console.error('Failed to generate PDF report:', error);

      throw new Error('Failed to generate PDF report. Please try again.');

    }

  }

  public downloadReport(analysis: StoredAnalysis, options: PDFGenerationOptions = {}): Promise<void> {

    return *this*.generateReport(analysis, options).then(blob => {

      const url = URL.createObjectURL(blob);

      const link = document.createElement('a');

      link.href = url;

      link.download = `itl-deepfake-analysis-${analysis.filename}-${new Date().toISOString().split('T')[0]}.pdf`;

      document.body.appendChild(link);

      link.click();

      document.body.removeChild(link);

      URL.revokeObjectURL(url);

    });

  }

}

*// Export a singleton instance*

export const pdfGenerator = new PDFReportGenerator();

**src\lib\reality-defender.ts**

*// For browser compatibility, we'll use direct API calls instead of the Node.js SDK*

import { usageTracker } from './usage-tracker';

import { explanationGenerator } from './explanation-generator';

import type { DetailedExplanation } from './types';

interface AnalysisResult {

  id: string;

  filename: string;

  fileType: string;

  fileSize: number;

  confidence: number;

  prediction: 'authentic' | 'manipulated' | 'inconclusive';

  details: {

    overallScore: number;

    categoryBreakdown: {

      authentic: number;

      manipulated: number;

      inconclusive: number;

    };

    frameAnalysis?: Array<{

      frame: number;

      timestamp: number;

      confidence: number;

      anomalies?: string[];

    }>;

    audioAnalysis?: {

      segments: Array<{

        start: number;

        end: number;

        confidence: number;

        anomalies?: string[];

      }>;

      waveformData?: number[];

    };

    metadata: {

      duration?: number;

      resolution?: string;

      codec?: string;

      bitrate?: number;

      modelsAnalyzed?: number;

      completedModels?: number;

    };

  };

  processingTime: number;

  timestamp: string;

  thumbnailUrl?: string;

  explanation?: DetailedExplanation;

}

interface AnalysisError {

  error: string;

  message: string;

  code?: string;

}

class RealityDefenderAPI {

  private apiKey: string;

  private baseUrl: string;

  constructor() {

*this*.apiKey = process.env.NEXT\_PUBLIC\_RD\_API\_KEY || '';

*this*.baseUrl = process.env.NEXT\_PUBLIC\_RD\_API\_URL || 'https://api.prd.realitydefender.xyz';

    if (!*this*.apiKey) {

      throw new Error('NEXT\_PUBLIC\_RD\_API\_KEY is required. Please configure your Reality Defender API key.');

    }

    console.log('Reality Defender API initialized:', {

      hasApiKey: !!*this*.apiKey,

      apiKeyPrefix: *this*.apiKey.substring(0, 10) + '...',

      baseUrl: *this*.baseUrl

    });

  }

  private getHeaders(): Record<string, string> {

    return {

      'Authorization': `Bearer ${*this*.apiKey}`,

      'Accept': 'application/json',

      'Content-Type': 'application/json',

    };

  }

  async analyzeMedia(file: File, progressCallback?: (progress: any) => void): Promise<AnalysisResult> {

    console.log('Analyzing with Reality Defender API:', file.name);

    const result = await *this*.analyzeWithDirectAPI(file, progressCallback);

    const normalizedResult = *this*.normalizeAnalysisResult(result, file);

*// Generate detailed explanation*

    try {

      const explanation = explanationGenerator.generateExplanation(normalizedResult);

      normalizedResult.explanation = explanation;

      console.log('✨ Generated detailed explanation:', explanation.summary.primaryReason);

    } catch (error) {

      console.warn('Failed to generate explanation:', error);

    }

*// Track usage for free tier monitoring*

    if (typeof window !== 'undefined') {

      usageTracker.incrementUsage(

        file.type,

        file.name,

        normalizedResult.confidence,

        normalizedResult.prediction

      );

    }

    return normalizedResult;

  }

  private async analyzeWithDirectAPI(file: File, progressCallback?: (progress: any) => void): Promise<any> {

    try {

*// Step 1: Get signed URL for upload via server-side proxy*

      progressCallback?.({

        percentage: 5,

        stage: 'upload',

        message: 'Preparing secure upload...',

        stagesCompleted: [],

      });

      const signedUrlResponse = await fetch('/api/rd/signed-url', {

        method: 'POST',

        headers: {

          'Content-Type': 'application/json',

        },

        body: JSON.stringify({

          fileName: file.name

        }),

      });

      if (!signedUrlResponse.ok) {

        throw new Error(`Failed to get signed URL: ${signedUrlResponse.status}`);

      }

      const signedUrlData = await signedUrlResponse.json();

      console.log('Got signed URL:', signedUrlData);

*// Step 2: Upload file to signed URL (direct to S3)*

      progressCallback?.({

        percentage: 15,

        stage: 'upload',

        message: 'Uploading to Reality Defender servers...',

        stagesCompleted: [],

      });

      const uploadResponse = await fetch(signedUrlData.response.signedUrl, {

        method: 'PUT',

        body: file,

        headers: {

          'Content-Type': file.type || 'application/octet-stream',

        },

      });

      if (!uploadResponse.ok) {

        throw new Error(`Failed to upload file: ${uploadResponse.status}`);

      }

      console.log('File uploaded successfully');

      progressCallback?.({

        percentage: 25,

        stage: 'preprocessing',

        message: 'Upload complete! Processing media...',

        stagesCompleted: ['upload'],

      });

*// Step 3: Poll for results with progress updates*

      const result = await *this*.pollForResults(signedUrlData.requestId, progressCallback);

      return result;

    } catch (error) {

      console.error('Direct API call failed:', error);

      throw error;

    }

  }

  private async pollForResults(requestId: string, progressCallback?: (progress: any) => void, maxAttempts = 60): Promise<any> {

    const startTime = Date.now();

    for (let attempt = 0; attempt < maxAttempts; attempt++) {

      try {

        const response = await fetch(`/api/rd/result/${requestId}`, {

          method: 'GET',

        });

        if (response.ok) {

          const result = await response.json();

          console.log(`Polling attempt ${attempt + 1}:`, JSON.stringify(result, null, 2));

*// Check various status indicators from Reality Defender API*

          const overallStatus = result.overallStatus || result.status || result.resultsSummary?.status || result.state;

*// Also check individual model statuses*

          const modelStatuses = result.models ? result.models.map((m: any) => m.status) : [];

          const hasAnalyzingModels = modelStatuses.some((s: any) => s === 'ANALYZING' || s === 'PROCESSING' || s === 'QUEUED');

          const hasCompletedModels = modelStatuses.some((s: any) => s !== 'ANALYZING' && s !== 'PROCESSING' && s !== 'QUEUED' && s !== 'NOT\_APPLICABLE');

*// Calculate progress based on model completion*

          const totalModels = result.models ? result.models.filter((m: any) => m.status !== 'NOT\_APPLICABLE').length : 0;

          const completedModels = result.models ? result.models.filter((m: any) =>

            m.status !== 'ANALYZING' && m.status !== 'PROCESSING' && m.status !== 'QUEUED' && m.status !== 'NOT\_APPLICABLE'

          ).length : 0;

          const analysisProgress = totalModels > 0 ? (completedModels / totalModels) \* 70 : 0; *// 70% of total progress for analysis*

          const currentProgress = 25 + analysisProgress; *// 25% was upload/preprocessing*

*// Get active models for display*

          const activeModels = result.models ? result.models

            .filter((m: any) => m.status === 'ANALYZING' || m.status === 'PROCESSING')

            .map((m: any) => m.name.replace('rd-', '').replace('-', ' '))

            .slice(0, 3) : [];

*// Update progress callback*

          if (progressCallback) {

            const timeElapsed = Date.now() - startTime;

            const estimatedTotal = totalModels > 0 ? (timeElapsed / completedModels) \* totalModels : 60000;

            const estimatedRemaining = Math.max(0, estimatedTotal - timeElapsed);

            progressCallback({

              percentage: Math.min(95, Math.round(currentProgress)),

              stage: hasCompletedModels ? 'analysis' : 'preprocessing',

              message: hasAnalyzingModels ? `AI models analyzing: ${completedModels}/${totalModels} complete` : 'Finalizing analysis...',

              stagesCompleted: ['upload', 'preprocessing'],

              analysisDetails: {

                activeModels,

                completedModels,

                totalModels,

                modelStatuses: result.models?.reduce((acc: any, m: any) => ({ ...acc, [m.name]: m.status }), {}) || {},

                currentPhase: hasAnalyzingModels ? 'Model Analysis' : 'Results Compilation'

              },

              timeElapsed: Math.round(timeElapsed / 1000),

              estimatedTimeRemaining: Math.round(estimatedRemaining / 1000)

            });

          }

          console.log(`Status check: Overall=${overallStatus}, Models=${modelStatuses}, HasCompleted=${hasCompletedModels}, Progress=${Math.round(currentProgress)}%`);

*// Return results if:*

*// 1. Overall status is not analyzing, OR*

*// 2. We have at least one completed model and no more analyzing models*

          if ((overallStatus !== 'ANALYZING' && overallStatus !== 'PROCESSING' && overallStatus !== 'QUEUED') ||

              (hasCompletedModels && !hasAnalyzingModels)) {

            console.log('Analysis complete, returning result');

            progressCallback?.({

              percentage: 100,

              stage: 'results',

              message: 'Analysis complete! Generating results...',

              stagesCompleted: ['upload', 'preprocessing', 'analysis'],

              timeElapsed: Math.round((Date.now() - startTime) / 1000)

            });

            return result;

          }

          console.log(`Status: ${overallStatus}, continuing to poll...`);

        } else {

          console.warn(`Polling failed with status ${response.status}`);

        }

*// Wait 2 seconds before next attempt*

        await new Promise(resolve => setTimeout(resolve, 2000));

      } catch (error) {

        console.warn(`Polling attempt ${attempt + 1} failed:`, error);

        if (attempt === maxAttempts - 1) throw error;

      }

    }

    throw new Error('Analysis timeout - taking longer than expected. Please try again.');

  }

  private getAnalysisType(fileType: string): string {

    if (fileType.startsWith('image/')) return 'image';

    if (fileType.startsWith('video/')) return 'video';

    if (fileType.startsWith('audio/')) return 'audio';

    return 'unknown';

  }

  private normalizeAnalysisResult(apiResult: any, file: File): AnalysisResult {

    console.log('🔍 Raw API Result for', file.name, ':', JSON.stringify(apiResult, null, 2));

    console.log('📊 Models in response:', apiResult.models?.map((m: any) => ({ name: m.name, status: m.status, score: m.normalizedPredictionNumber })));

*// Reality Defender API structure - extract from models array*

    let overallScore = 0;

    let hasCompletedAnalysis = false;

*// Check if we have completed model results*

    if (apiResult.models && Array.isArray(apiResult.models)) {

      const completedModels = apiResult.models.filter((model: any) =>

        model.status !== 'ANALYZING' &&

        model.status !== 'PROCESSING' &&

        model.status !== 'QUEUED' &&

        model.status !== 'NOT\_APPLICABLE'

      );

      if (completedModels.length > 0) {

*// Extract scores from completed models*

        const scores = completedModels

          .filter((model: any) => model.normalizedPredictionNumber !== null && model.normalizedPredictionNumber !== undefined)

          .map((model: any) => model.normalizedPredictionNumber);

        if (scores.length > 0) {

*// Use ensemble or highest confidence score*

          const ensembleModel = completedModels.find((model: any) => model.name.includes('ensemble'));

          if (ensembleModel && ensembleModel.normalizedPredictionNumber !== null) {

            overallScore = ensembleModel.normalizedPredictionNumber;

          } else {

*// Average of all model scores*

            overallScore = scores.reduce((sum: number, score: number) => sum + score, 0) / scores.length;

          }

          hasCompletedAnalysis = true;

        }

      }

    }

*// Fallback to resultsSummary if available*

    if (!hasCompletedAnalysis) {

      const results = apiResult.resultsSummary || apiResult.results || apiResult;

      overallScore = results.overallScore || results.confidence || results.score || 0;

    }

*// Convert RD score to our confidence scale (RD scores are 0-1, higher = more likely manipulated)*

*// Ensure all values are in proper 0-1 range first*

    const normalizedScore = overallScore > 1 ? overallScore / 100 : overallScore;

    let prediction: 'authentic' | 'manipulated' | 'inconclusive';

    if (normalizedScore >= 0.7) {

      prediction = 'manipulated';

    } else if (normalizedScore >= 0.3) {

      prediction = 'inconclusive';

    } else {

      prediction = 'authentic';

    }

    console.log(`🎯 Analysis Results: Score=${normalizedScore}, Prediction=${prediction}, Completed=${hasCompletedAnalysis}`);

*// Calculate category breakdown based on the normalized score*

    const authenticPercentage = Math.round(Math.max(0, (1 - normalizedScore)) \* 100);

    const manipulatedPercentage = Math.round(normalizedScore \* 100);

    const inconclusivePercentage = Math.round(Math.abs(0.5 - normalizedScore) \* 40);

    const categoryBreakdown = {

      authentic: authenticPercentage,

      manipulated: manipulatedPercentage,

      inconclusive: inconclusivePercentage,

    };

    return {

      id: apiResult.requestId || apiResult.id || `rd\_${Date.now()}`,

      filename: file.name,

      fileType: file.type,

      fileSize: file.size,

      confidence: normalizedScore,

      prediction,

      details: {

        overallScore: normalizedScore,

        categoryBreakdown,

        frameAnalysis: apiResult.frameAnalysis,

        audioAnalysis: apiResult.audioAnalysis,

        metadata: {

          ...apiResult.metadata,

          processingTime: apiResult.processingTime,

          modelsAnalyzed: apiResult.models?.length || 0,

          completedModels: hasCompletedAnalysis ? apiResult.models?.filter((m: any) => m.status !== 'ANALYZING' && m.status !== 'NOT\_APPLICABLE').length : 0,

        },

      },

      processingTime: apiResult.processingTime || 0,

      timestamp: apiResult.timestamp || new Date().toISOString(),

      thumbnailUrl: apiResult.thumbnailUrl,

    };

  }

  async checkApiStatus(): Promise<{ status: string; version?: string }> {

    try {

*// Test the actual API endpoint that we use via proxy*

      const response = await fetch('/api/rd/signed-url', {

        method: 'POST',

        headers: {

          'Content-Type': 'application/json',

        },

        body: JSON.stringify({

          fileName: 'status-check.jpg'

        }),

      });

      if (response.ok) {

        return { status: 'online', version: '1.0.0' };

      } else if (response.status === 401) {

        return { status: 'unauthorized' };

      }

      return { status: 'error' };

    } catch (error) {

      console.error('API status check failed:', error);

      return { status: 'offline' };

    }

  }

}

export const realityDefenderAPI = new RealityDefenderAPI();

export type { AnalysisResult, AnalysisError };

**src\lib\usage-tracker.ts**

interface UsageStats {

  totalScans: number;

  monthlyScans: number;

  currentMonth: string;

  lastReset: string;

  scanHistory: Array<{

    date: string;

    fileType: string;

    fileName: string;

    confidence: number;

    prediction: string;

  }>;

  freeTierLimit: number;

}

class UsageTracker {

  private storageKey = 'rd\_usage\_stats';

  private freeTierLimit = 50; *// Reality Defender free tier limit*

  getUsageStats(): UsageStats {

    const stored = localStorage.getItem(*this*.storageKey);

    if (!stored) {

      return *this*.createInitialStats();

    }

    const stats: UsageStats = JSON.parse(stored);

*// Check if we need to reset monthly count*

    const currentMonth = new Date().toISOString().slice(0, 7); *// YYYY-MM*

    if (stats.currentMonth !== currentMonth) {

      stats.monthlyScans = 0;

      stats.currentMonth = currentMonth;

      stats.lastReset = new Date().toISOString();

*this*.saveUsageStats(stats);

    }

    return stats;

  }

  private createInitialStats(): UsageStats {

    const currentMonth = new Date().toISOString().slice(0, 7);

    const stats: UsageStats = {

      totalScans: 0,

      monthlyScans: 0,

      currentMonth,

      lastReset: new Date().toISOString(),

      scanHistory: [],

      freeTierLimit: *this*.freeTierLimit,

    };

*this*.saveUsageStats(stats);

    return stats;

  }

  incrementUsage(fileType: string, fileName: string, confidence: number, prediction: string): UsageStats {

    const stats = *this*.getUsageStats();

    stats.totalScans += 1;

    stats.monthlyScans += 1;

    stats.scanHistory.unshift({

      date: new Date().toISOString(),

      fileType,

      fileName,

      confidence,

      prediction,

    });

*// Keep only last 100 entries to prevent storage bloat*

    if (stats.scanHistory.length > 100) {

      stats.scanHistory = stats.scanHistory.slice(0, 100);

    }

*this*.saveUsageStats(stats);

    return stats;

  }

  private saveUsageStats(stats: UsageStats): void {

    localStorage.setItem(*this*.storageKey, JSON.stringify(stats));

  }

  getRemainingScans(): number {

    const stats = *this*.getUsageStats();

    return Math.max(0, *this*.freeTierLimit - stats.monthlyScans);

  }

  getUsagePercentage(): number {

    const stats = *this*.getUsageStats();

    return Math.min(100, (stats.monthlyScans / *this*.freeTierLimit) \* 100);

  }

  canMakeScan(): boolean {

    return *this*.getRemainingScans() > 0;

  }

  getMonthlyUsageByFileType(): Record<string, number> {

    const stats = *this*.getUsageStats();

    const currentMonth = new Date().toISOString().slice(0, 7);

    const monthlyHistory = stats.scanHistory.filter(

      scan => scan.date.slice(0, 7) === currentMonth

    );

    const usage: Record<string, number> = {};

    monthlyHistory.forEach(scan => {

      const type = scan.fileType.split('/')[0]; *// Get 'image', 'audio', etc.*

      usage[type] = (usage[type] || 0) + 1;

    });

    return usage;

  }

  getConfidenceDistribution(): { range: string; count: number }[] {

    const stats = *this*.getUsageStats();

    const ranges = [

      { min: 0, max: 0.2, label: '0-20%' },

      { min: 0.2, max: 0.4, label: '20-40%' },

      { min: 0.4, max: 0.6, label: '40-60%' },

      { min: 0.6, max: 0.8, label: '60-80%' },

      { min: 0.8, max: 1, label: '80-100%' },

    ];

    return ranges.map(range => ({

      range: range.label,

      count: stats.scanHistory.filter(

        scan => scan.confidence >= range.min && scan.confidence < range.max

      ).length,

    }));

  }

  getPredictionStats(): Record<string, number> {

    const stats = *this*.getUsageStats();

    const predictions: Record<string, number> = {};

    stats.scanHistory.forEach(scan => {

      predictions[scan.prediction] = (predictions[scan.prediction] || 0) + 1;

    });

    return predictions;

  }

  getWeeklyUsage(): Array<{ day: string; count: number }> {

    const stats = *this*.getUsageStats();

    const last7Days = Array.from({ length: 7 }, (\_, i) => {

      const date = new Date();

      date.setDate(date.getDate() - i);

      return date.toISOString().slice(0, 10);

    }).reverse();

    return last7Days.map(day => ({

      day: day.slice(5), *// MM-DD format*

      count: stats.scanHistory.filter(scan => scan.date.slice(0, 10) === day).length,

    }));

  }

}

export const usageTracker = new UsageTracker();

export type { UsageStats };

## 1.8 UI Components System

### 1.8.1 Step 1: Enhanced Button Component

**src/components/ui/button.tsx:**

import \* as React from "react"

import { Slot } from "@radix-ui/react-slot"

import { cva, type VariantProps } from "class-variance-authority"

import { cn } from "@/lib/utils"

const buttonVariants = cva(

  "inline-flex items-center justify-center gap-2 whitespace-nowrap rounded-md text-sm font-medium transition-all disabled:pointer-events-none disabled:opacity-50 [&\_svg]:pointer-events-none [&\_svg:not([class\*='size-'])]:size-4 shrink-0 [&\_svg]:shrink-0 outline-none focus-visible:border-ring focus-visible:ring-ring/50 focus-visible:ring-[3px] aria-invalid:ring-destructive/20 dark:aria-invalid:ring-destructive/40 aria-invalid:border-destructive",

  {

    variants: {

      variant: {

        default: "bg-primary text-primary-foreground hover:bg-primary/90",

        destructive:

          "bg-destructive text-white hover:bg-destructive/90 focus-visible:ring-destructive/20 dark:focus-visible:ring-destructive/40 dark:bg-destructive/60",

        outline:

          "border bg-background shadow-xs hover:bg-accent hover:text-accent-foreground dark:bg-input/30 dark:border-input dark:hover:bg-input/50",

        secondary:

          "bg-secondary text-secondary-foreground hover:bg-secondary/80",

        ghost:

          "hover:bg-accent hover:text-accent-foreground dark:hover:bg-accent/50",

        link: "text-primary underline-offset-4 hover:underline",

      },

      size: {

        default: "h-9 px-4 py-2 has-[>svg]:px-3",

        sm: "h-8 rounded-md gap-1.5 px-3 has-[>svg]:px-2.5",

        lg: "h-10 rounded-md px-6 has-[>svg]:px-4",

        icon: "size-9",

      },

    },

    defaultVariants: {

      variant: "default",

      size: "default",

    },

  }

)

function Button({

  className,

  variant,

  size,

  asChild = false,

  ...props

}: React.ComponentProps<"button"> &

  VariantProps<typeof buttonVariants> & {

    asChild?: boolean

  }) {

  const Comp = asChild ? Slot : "button"

  return (

    <Comp

      data-slot="button"

      className={cn(buttonVariants({ variant, size, className }))}

      {...props}

    />

  )

}

export { Button, buttonVariants }

### 1.8.2 Step 2: Modern Card Component with Enhanced Features

**src/components/ui/card.tsx:**

import \* as React from "react"  
  
import { cn } from "@/lib/utils"  
  
function Card({ className, ...props }: React.ComponentProps<"div">) {  
 return (  
 <div  
 data-slot="card"  
 className={cn(  
 "bg-card text-card-foreground flex flex-col gap-6 rounded-xl border py-6 shadow-sm",  
 className  
 )}  
 {...props}  
 />  
 )  
}  
  
function CardHeader({ className, ...props }: React.ComponentProps<"div">) {  
 return (  
 <div  
 data-slot="card-header"  
 className={cn(  
 "@container/card-header grid auto-rows-min grid-rows-[auto\_auto] items-start gap-1.5 px-6 has-data-[slot=card-action]:grid-cols-[1fr\_auto] [.border-b]:pb-6",  
 className  
 )}  
 {...props}  
 />  
 )  
}  
  
function CardTitle({ className, ...props }: React.ComponentProps<"div">) {  
 return (  
 <div  
 data-slot="card-title"  
 className={cn("leading-none font-semibold", className)}  
 {...props}  
 />  
 )  
}  
  
function CardDescription({ className, ...props }: React.ComponentProps<"div">) {  
 return (  
 <div  
 data-slot="card-description"  
 className={cn("text-muted-foreground text-sm", className)}  
 {...props}  
 />  
 )  
}  
  
function CardAction({ className, ...props }: React.ComponentProps<"div">) {  
 return (  
 <div  
 data-slot="card-action"  
 className={cn(  
 "col-start-2 row-span-2 row-start-1 self-start justify-self-end",  
 className  
 )}  
 {...props}  
 />  
 )  
}  
  
function CardContent({ className, ...props }: React.ComponentProps<"div">) {  
 return (  
 <div  
 data-slot="card-content"  
 className={cn("px-6", className)}  
 {...props}  
 />  
 )  
}  
  
function CardFooter({ className, ...props }: React.ComponentProps<"div">) {  
 return (  
 <div  
 data-slot="card-footer"  
 className={cn("flex items-center px-6 [.border-t]:pt-6", className)}  
 {...props}  
 />  
 )  
}  
  
export {  
 Card,  
 CardHeader,  
 CardFooter,  
 CardTitle,  
 CardAction,  
 CardDescription,  
 CardContent,  
}

### 1.8.3 Step 3: Enhanced Badge Component

**src/components/ui/badge.tsx:**

import \* as React from "react"  
import { Slot } from "@radix-ui/react-slot"  
import { cva, type VariantProps } from "class-variance-authority"  
  
import { cn } from "@/lib/utils"  
  
const badgeVariants = cva(  
 "inline-flex items-center justify-center rounded-md border px-2 py-0.5 text-xs font-medium w-fit whitespace-nowrap shrink-0 [&>svg]:size-3 gap-1 [&>svg]:pointer-events-none focus-visible:border-ring focus-visible:ring-ring/50 focus-visible:ring-[3px] aria-invalid:ring-destructive/20 dark:aria-invalid:ring-destructive/40 aria-invalid:border-destructive transition-[color,box-shadow] overflow-hidden",  
 {  
 variants: {  
 variant: {  
 default:  
 "border-transparent bg-primary text-primary-foreground [a&]:hover:bg-primary/90",  
 secondary:  
 "border-transparent bg-secondary text-secondary-foreground [a&]:hover:bg-secondary/90",  
 destructive:  
 "border-transparent bg-destructive text-white [a&]:hover:bg-destructive/90 focus-visible:ring-destructive/20 dark:focus-visible:ring-destructive/40 dark:bg-destructive/60",  
 outline:  
 "text-foreground [a&]:hover:bg-accent [a&]:hover:text-accent-foreground",  
 },  
 },  
 defaultVariants: {  
 variant: "default",  
 },  
 }  
)  
  
function Badge({  
 className,  
 variant,  
 asChild = false,  
 ...props  
}: React.ComponentProps<"span"> &  
 VariantProps<typeof badgeVariants> & { asChild?: boolean }) {  
 const Comp = asChild ? Slot : "span"  
  
 return (  
 <Comp  
 data-slot="badge"  
 className={cn(badgeVariants({ variant }), className)}  
 {...props}  
 />  
 )  
}  
  
export { Badge, badgeVariants }

### 1.8.4 Step 4: Additional UI Components

You’ll need to create several additional UI components. Install shadcn/ui components:

# Install additional UI components using shadcn/ui CLI  
npx shadcn@latest add dialog dropdown-menu progress separator switch toggle

**src/components/ui/sonner.tsx:**

"use client"

import { useTheme } from "next-themes"

import { Toaster as Sonner, ToasterProps } from "sonner"

const Toaster = ({ ...props }: ToasterProps) => {

  const { theme = "system" } = useTheme()

  return (

    <Sonner

      theme={theme as ToasterProps["theme"]}

      className="toaster group"

      style={

        {

          "--normal-bg": "var(--popover)",

          "--normal-text": "var(--popover-foreground)",

          "--normal-border": "var(--border)",

        } as React.CSSProperties

      }

      {...props}

    />

  )

}

export { Toaster }

**src\components\ui\dialog.tsx**

"use client"

import \* as React from "react"

import \* as DialogPrimitive from "@radix-ui/react-dialog"

import { XIcon } from "lucide-react"

import { cn } from "@/lib/utils"

function Dialog({

  ...props

}: React.ComponentProps<typeof DialogPrimitive.Root>) {

  return <DialogPrimitive.Root data-slot="dialog" {...props} />

}

function DialogTrigger({

  ...props

}: React.ComponentProps<typeof DialogPrimitive.Trigger>) {

  return <DialogPrimitive.Trigger data-slot="dialog-trigger" {...props} />

}

function DialogPortal({

  ...props

}: React.ComponentProps<typeof DialogPrimitive.Portal>) {

  return <DialogPrimitive.Portal data-slot="dialog-portal" {...props} />

}

function DialogClose({

  ...props

}: React.ComponentProps<typeof DialogPrimitive.Close>) {

  return <DialogPrimitive.Close data-slot="dialog-close" {...props} />

}

function DialogOverlay({

  className,

  ...props

}: React.ComponentProps<typeof DialogPrimitive.Overlay>) {

  return (

    <DialogPrimitive.Overlay

      data-slot="dialog-overlay"

      className={cn(

        "data-[state=open]:animate-in data-[state=closed]:animate-out data-[state=closed]:fade-out-0 data-[state=open]:fade-in-0 fixed inset-0 z-50 bg-black/50",

        className

      )}

      {...props}

    />

  )

}

function DialogContent({

  className,

  children,

  showCloseButton = true,

  ...props

}: React.ComponentProps<typeof DialogPrimitive.Content> & {

  showCloseButton?: boolean

}) {

  return (

    <DialogPortal data-slot="dialog-portal">

      <DialogOverlay />

      <DialogPrimitive.Content

        data-slot="dialog-content"

        className={cn(

          "bg-background data-[state=open]:animate-in data-[state=closed]:animate-out data-[state=closed]:fade-out-0 data-[state=open]:fade-in-0 data-[state=closed]:zoom-out-95 data-[state=open]:zoom-in-95 fixed top-[50%] left-[50%] z-50 grid w-full max-w-[calc(100%-2rem)] translate-x-[-50%] translate-y-[-50%] gap-4 rounded-lg border p-6 shadow-lg duration-200 sm:max-w-lg",

          className

        )}

        {...props}

      >

        {children}

        {showCloseButton && (

          <DialogPrimitive.Close

            data-slot="dialog-close"

            className="ring-offset-background focus:ring-ring data-[state=open]:bg-accent data-[state=open]:text-muted-foreground absolute top-4 right-4 rounded-xs opacity-70 transition-opacity hover:opacity-100 focus:ring-2 focus:ring-offset-2 focus:outline-hidden disabled:pointer-events-none [&\_svg]:pointer-events-none [&\_svg]:shrink-0 [&\_svg:not([class\*='size-'])]:size-4"

          >

            <XIcon />

            <span className="sr-only">Close</span>

          </DialogPrimitive.Close>

        )}

      </DialogPrimitive.Content>

    </DialogPortal>

  )

}

function DialogHeader({ className, ...props }: React.ComponentProps<"div">) {

  return (

    <div

      data-slot="dialog-header"

      className={cn("flex flex-col gap-2 text-center sm:text-left", className)}

      {...props}

    />

  )

}

function DialogFooter({ className, ...props }: React.ComponentProps<"div">) {

  return (

    <div

      data-slot="dialog-footer"

      className={cn(

        "flex flex-col-reverse gap-2 sm:flex-row sm:justify-end",

        className

      )}

      {...props}

    />

  )

}

function DialogTitle({

  className,

  ...props

}: React.ComponentProps<typeof DialogPrimitive.Title>) {

  return (

    <DialogPrimitive.Title

      data-slot="dialog-title"

      className={cn("text-lg leading-none font-semibold", className)}

      {...props}

    />

  )

}

function DialogDescription({

  className,

  ...props

}: React.ComponentProps<typeof DialogPrimitive.Description>) {

  return (

    <DialogPrimitive.Description

      data-slot="dialog-description"

      className={cn("text-muted-foreground text-sm", className)}

      {...props}

    />

  )

}

export {

  Dialog,

  DialogClose,

  DialogContent,

  DialogDescription,

  DialogFooter,

  DialogHeader,

  DialogOverlay,

  DialogPortal,

  DialogTitle,

  DialogTrigger,

}

**src\components\ui\dropdown-menu.tsx**

"use client"

import \* as React from "react"

import \* as DropdownMenuPrimitive from "@radix-ui/react-dropdown-menu"

import { CheckIcon, ChevronRightIcon, CircleIcon } from "lucide-react"

import { cn } from "@/lib/utils"

function DropdownMenu({

  ...props

}: React.ComponentProps<typeof DropdownMenuPrimitive.Root>) {

  return <DropdownMenuPrimitive.Root data-slot="dropdown-menu" {...props} />

}

function DropdownMenuPortal({

  ...props

}: React.ComponentProps<typeof DropdownMenuPrimitive.Portal>) {

  return (

    <DropdownMenuPrimitive.Portal data-slot="dropdown-menu-portal" {...props} />

  )

}

function DropdownMenuTrigger({

  ...props

}: React.ComponentProps<typeof DropdownMenuPrimitive.Trigger>) {

  return (

    <DropdownMenuPrimitive.Trigger

      data-slot="dropdown-menu-trigger"

      {...props}

    />

  )

}

function DropdownMenuContent({

  className,

  sideOffset = 4,

  ...props

}: React.ComponentProps<typeof DropdownMenuPrimitive.Content>) {

  return (

    <DropdownMenuPrimitive.Portal>

      <DropdownMenuPrimitive.Content

        data-slot="dropdown-menu-content"

        sideOffset={sideOffset}

        className={cn(

          "bg-popover text-popover-foreground data-[state=open]:animate-in data-[state=closed]:animate-out data-[state=closed]:fade-out-0 data-[state=open]:fade-in-0 data-[state=closed]:zoom-out-95 data-[state=open]:zoom-in-95 data-[side=bottom]:slide-in-from-top-2 data-[side=left]:slide-in-from-right-2 data-[side=right]:slide-in-from-left-2 data-[side=top]:slide-in-from-bottom-2 z-50 max-h-(--radix-dropdown-menu-content-available-height) min-w-[8rem] origin-(--radix-dropdown-menu-content-transform-origin) overflow-x-hidden overflow-y-auto rounded-md border p-1 shadow-md",

          className

        )}

        {...props}

      />

    </DropdownMenuPrimitive.Portal>

  )

}

function DropdownMenuGroup({

  ...props

}: React.ComponentProps<typeof DropdownMenuPrimitive.Group>) {

  return (

    <DropdownMenuPrimitive.Group data-slot="dropdown-menu-group" {...props} />

  )

}

function DropdownMenuItem({

  className,

  inset,

  variant = "default",

  ...props

}: React.ComponentProps<typeof DropdownMenuPrimitive.Item> & {

  inset?: boolean

  variant?: "default" | "destructive"

}) {

  return (

    <DropdownMenuPrimitive.Item

      data-slot="dropdown-menu-item"

      data-inset={inset}

      data-variant={variant}

      className={cn(

        "focus:bg-accent focus:text-accent-foreground data-[variant=destructive]:text-destructive data-[variant=destructive]:focus:bg-destructive/10 dark:data-[variant=destructive]:focus:bg-destructive/20 data-[variant=destructive]:focus:text-destructive data-[variant=destructive]:\*:[svg]:!text-destructive [&\_svg:not([class\*='text-'])]:text-muted-foreground relative flex cursor-default items-center gap-2 rounded-sm px-2 py-1.5 text-sm outline-hidden select-none data-[disabled]:pointer-events-none data-[disabled]:opacity-50 data-[inset]:pl-8 [&\_svg]:pointer-events-none [&\_svg]:shrink-0 [&\_svg:not([class\*='size-'])]:size-4",

        className

      )}

      {...props}

    />

  )

}

function DropdownMenuCheckboxItem({

  className,

  children,

  checked,

  ...props

}: React.ComponentProps<typeof DropdownMenuPrimitive.CheckboxItem>) {

  return (

    <DropdownMenuPrimitive.CheckboxItem

      data-slot="dropdown-menu-checkbox-item"

      className={cn(

        "focus:bg-accent focus:text-accent-foreground relative flex cursor-default items-center gap-2 rounded-sm py-1.5 pr-2 pl-8 text-sm outline-hidden select-none data-[disabled]:pointer-events-none data-[disabled]:opacity-50 [&\_svg]:pointer-events-none [&\_svg]:shrink-0 [&\_svg:not([class\*='size-'])]:size-4",

        className

      )}

      checked={checked}

      {...props}

    >

      <span className="pointer-events-none absolute left-2 flex size-3.5 items-center justify-center">

        <DropdownMenuPrimitive.ItemIndicator>

          <CheckIcon className="size-4" />

        </DropdownMenuPrimitive.ItemIndicator>

      </span>

      {children}

    </DropdownMenuPrimitive.CheckboxItem>

  )

}

function DropdownMenuRadioGroup({

  ...props

}: React.ComponentProps<typeof DropdownMenuPrimitive.RadioGroup>) {

  return (

    <DropdownMenuPrimitive.RadioGroup

      data-slot="dropdown-menu-radio-group"

      {...props}

    />

  )

}

function DropdownMenuRadioItem({

  className,

  children,

  ...props

}: React.ComponentProps<typeof DropdownMenuPrimitive.RadioItem>) {

  return (

    <DropdownMenuPrimitive.RadioItem

      data-slot="dropdown-menu-radio-item"

      className={cn(

        "focus:bg-accent focus:text-accent-foreground relative flex cursor-default items-center gap-2 rounded-sm py-1.5 pr-2 pl-8 text-sm outline-hidden select-none data-[disabled]:pointer-events-none data-[disabled]:opacity-50 [&\_svg]:pointer-events-none [&\_svg]:shrink-0 [&\_svg:not([class\*='size-'])]:size-4",

        className

      )}

      {...props}

    >

      <span className="pointer-events-none absolute left-2 flex size-3.5 items-center justify-center">

        <DropdownMenuPrimitive.ItemIndicator>

          <CircleIcon className="size-2 fill-current" />

        </DropdownMenuPrimitive.ItemIndicator>

      </span>

      {children}

    </DropdownMenuPrimitive.RadioItem>

  )

}

function DropdownMenuLabel({

  className,

  inset,

  ...props

}: React.ComponentProps<typeof DropdownMenuPrimitive.Label> & {

  inset?: boolean

}) {

  return (

    <DropdownMenuPrimitive.Label

      data-slot="dropdown-menu-label"

      data-inset={inset}

      className={cn(

        "px-2 py-1.5 text-sm font-medium data-[inset]:pl-8",

        className

      )}

      {...props}

    />

  )

}

function DropdownMenuSeparator({

  className,

  ...props

}: React.ComponentProps<typeof DropdownMenuPrimitive.Separator>) {

  return (

    <DropdownMenuPrimitive.Separator

      data-slot="dropdown-menu-separator"

      className={cn("bg-border -mx-1 my-1 h-px", className)}

      {...props}

    />

  )

}

function DropdownMenuShortcut({

  className,

  ...props

}: React.ComponentProps<"span">) {

  return (

    <span

      data-slot="dropdown-menu-shortcut"

      className={cn(

        "text-muted-foreground ml-auto text-xs tracking-widest",

        className

      )}

      {...props}

    />

  )

}

function DropdownMenuSub({

  ...props

}: React.ComponentProps<typeof DropdownMenuPrimitive.Sub>) {

  return <DropdownMenuPrimitive.Sub data-slot="dropdown-menu-sub" {...props} />

}

function DropdownMenuSubTrigger({

  className,

  inset,

  children,

  ...props

}: React.ComponentProps<typeof DropdownMenuPrimitive.SubTrigger> & {

  inset?: boolean

}) {

  return (

    <DropdownMenuPrimitive.SubTrigger

      data-slot="dropdown-menu-sub-trigger"

      data-inset={inset}

      className={cn(

        "focus:bg-accent focus:text-accent-foreground data-[state=open]:bg-accent data-[state=open]:text-accent-foreground flex cursor-default items-center rounded-sm px-2 py-1.5 text-sm outline-hidden select-none data-[inset]:pl-8",

        className

      )}

      {...props}

    >

      {children}

      <ChevronRightIcon className="ml-auto size-4" />

    </DropdownMenuPrimitive.SubTrigger>

  )

}

function DropdownMenuSubContent({

  className,

  ...props

}: React.ComponentProps<typeof DropdownMenuPrimitive.SubContent>) {

  return (

    <DropdownMenuPrimitive.SubContent

      data-slot="dropdown-menu-sub-content"

      className={cn(

        "bg-popover text-popover-foreground data-[state=open]:animate-in data-[state=closed]:animate-out data-[state=closed]:fade-out-0 data-[state=open]:fade-in-0 data-[state=closed]:zoom-out-95 data-[state=open]:zoom-in-95 data-[side=bottom]:slide-in-from-top-2 data-[side=left]:slide-in-from-right-2 data-[side=right]:slide-in-from-left-2 data-[side=top]:slide-in-from-bottom-2 z-50 min-w-[8rem] origin-(--radix-dropdown-menu-content-transform-origin) overflow-hidden rounded-md border p-1 shadow-lg",

        className

      )}

      {...props}

    />

  )

}

export {

  DropdownMenu,

  DropdownMenuPortal,

  DropdownMenuTrigger,

  DropdownMenuContent,

  DropdownMenuGroup,

  DropdownMenuLabel,

  DropdownMenuItem,

  DropdownMenuCheckboxItem,

  DropdownMenuRadioGroup,

  DropdownMenuRadioItem,

  DropdownMenuSeparator,

  DropdownMenuShortcut,

  DropdownMenuSub,

  DropdownMenuSubTrigger,

  DropdownMenuSubContent,

}

**src\components\ui\progress.tsx**

"use client"

import \* as React from "react"

import \* as ProgressPrimitive from "@radix-ui/react-progress"

import { cn } from "@/lib/utils"

function Progress({

  className,

  value,

  ...props

}: React.ComponentProps<typeof ProgressPrimitive.Root>) {

  return (

    <ProgressPrimitive.Root

      data-slot="progress"

      className={cn(

        "bg-primary/20 relative h-2 w-full overflow-hidden rounded-full",

        className

      )}

      {...props}

    >

      <ProgressPrimitive.Indicator

        data-slot="progress-indicator"

        className="bg-primary h-full w-full flex-1 transition-all"

        style={{ transform: `translateX(-${100 - (value || 0)}%)` }}

      />

    </ProgressPrimitive.Root>

  )

}

export { Progress }

**src\components\ui\separator.tsx**

"use client"

import \* as React from "react"

import \* as SeparatorPrimitive from "@radix-ui/react-separator"

import { cn } from "@/lib/utils"

function Separator({

  className,

  orientation = "horizontal",

  decorative = true,

  ...props

}: React.ComponentProps<typeof SeparatorPrimitive.Root>) {

  return (

    <SeparatorPrimitive.Root

      data-slot="separator"

      decorative={decorative}

      orientation={orientation}

      className={cn(

        "bg-border shrink-0 data-[orientation=horizontal]:h-px data-[orientation=horizontal]:w-full data-[orientation=vertical]:h-full data-[orientation=vertical]:w-px",

        className

      )}

      {...props}

    />

  )

}

export { Separator }

**src\components\ui\switch.tsx**

"use client"

import \* as React from "react"

import \* as SwitchPrimitive from "@radix-ui/react-switch"

import { cn } from "@/lib/utils"

function Switch({

  className,

  ...props

}: React.ComponentProps<typeof SwitchPrimitive.Root>) {

  return (

    <SwitchPrimitive.Root

      data-slot="switch"

      className={cn(

        "peer data-[state=checked]:bg-primary data-[state=unchecked]:bg-input focus-visible:border-ring focus-visible:ring-ring/50 dark:data-[state=unchecked]:bg-input/80 inline-flex h-[1.15rem] w-8 shrink-0 items-center rounded-full border border-transparent shadow-xs transition-all outline-none focus-visible:ring-[3px] disabled:cursor-not-allowed disabled:opacity-50",

        className

      )}

      {...props}

    >

      <SwitchPrimitive.Thumb

        data-slot="switch-thumb"

        className={cn(

          "bg-background dark:data-[state=unchecked]:bg-foreground dark:data-[state=checked]:bg-primary-foreground pointer-events-none block size-4 rounded-full ring-0 transition-transform data-[state=checked]:translate-x-[calc(100%-2px)] data-[state=unchecked]:translate-x-0"

        )}

      />

    </SwitchPrimitive.Root>

  )

}

export { Switch }

**src\components\ui\toggle.tsx**

"use client"

import \* as React from "react"

import \* as TogglePrimitive from "@radix-ui/react-toggle"

import { cva, type VariantProps } from "class-variance-authority"

import { cn } from "@/lib/utils"

const toggleVariants = cva(

  "inline-flex items-center justify-center gap-2 rounded-md text-sm font-medium hover:bg-muted hover:text-muted-foreground disabled:pointer-events-none disabled:opacity-50 data-[state=on]:bg-accent data-[state=on]:text-accent-foreground [&\_svg]:pointer-events-none [&\_svg:not([class\*='size-'])]:size-4 [&\_svg]:shrink-0 focus-visible:border-ring focus-visible:ring-ring/50 focus-visible:ring-[3px] outline-none transition-[color,box-shadow] aria-invalid:ring-destructive/20 dark:aria-invalid:ring-destructive/40 aria-invalid:border-destructive whitespace-nowrap",

  {

    variants: {

      variant: {

        default: "bg-transparent",

        outline:

          "border border-input bg-transparent shadow-xs hover:bg-accent hover:text-accent-foreground",

      },

      size: {

        default: "h-9 px-2 min-w-9",

        sm: "h-8 px-1.5 min-w-8",

        lg: "h-10 px-2.5 min-w-10",

      },

    },

    defaultVariants: {

      variant: "default",

      size: "default",

    },

  }

)

function Toggle({

  className,

  variant,

  size,

  ...props

}: React.ComponentProps<typeof TogglePrimitive.Root> &

  VariantProps<typeof toggleVariants>) {

  return (

    <TogglePrimitive.Root

      data-slot="toggle"

      className={cn(toggleVariants({ variant, size, className }))}

      {...props}

    />

  )

}

export { Toggle, toggleVariants }

### 1.8.5 Step 3: API Routes

![](data:image/png;base64,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)

**src/app/api/rd/signed-url/route.ts:**

import { NextResponse } from "next/server";  
  
export async function POST(req: Request) {  
 try {  
 const { fileName } = await req.json();  
  
 if (!fileName || typeof fileName !== "string") {  
 return NextResponse.json({ error: "Invalid fileName" }, { status: 400 });  
 }  
  
 const apiKey = process.env.RD\_API\_KEY || process.env.NEXT\_PUBLIC\_RD\_API\_KEY;  
 const baseUrl = process.env.NEXT\_PUBLIC\_RD\_API\_URL || "https://api.prd.realitydefender.xyz";  
  
 if (!apiKey) {  
 return NextResponse.json({ error: "API key not configured" }, { status: 500 });  
 }  
  
 const upstream = await fetch(`${baseUrl}/api/files/aws-presigned`, {  
 method: "POST",  
 headers: {  
 "X-API-KEY": apiKey,  
 "Content-Type": "application/json",  
 },  
 body: JSON.stringify({ fileName }),  
 cache: "no-store",  
 });  
  
 const data = await upstream.json().catch(() => ({}));  
  
 if (!upstream.ok) {  
 return NextResponse.json(  
 { error: "Upstream error", status: upstream.status, response: data },  
 { status: upstream.status }  
 );  
 }  
  
 return NextResponse.json(data);  
 } catch (err: unknown) {  
 return NextResponse.json({ error: err instanceof Error ? err.message : "Unexpected error" }, { status: 500 });  
 }  
}

**src/app/api/rd/result/[id]/route.ts:**

import { NextResponse } from "next/server";  
  
export async function GET(\_req: Request, context: { params: Promise<{ id: string }> }) {  
 try {  
 const { id } = await context.params || { id: '' };  
  
 if (!id) {  
 return NextResponse.json({ error: "Missing id" }, { status: 400 });  
 }  
  
 const apiKey = process.env.RD\_API\_KEY || process.env.NEXT\_PUBLIC\_RD\_API\_KEY;  
 const baseUrl = process.env.NEXT\_PUBLIC\_RD\_API\_URL || "https://api.realitydefender.com";  
  
 if (!apiKey) {  
 return NextResponse.json({ error: "API key not configured" }, { status: 500 });  
 }  
  
 const upstream = await fetch(`${baseUrl}/api/media/users/${id}`, {  
 method: "GET",  
 headers: {  
 "X-API-KEY": apiKey,  
 },  
 cache: "no-store",  
 });  
  
 const data = await upstream.json().catch(() => ({}));  
  
 if (!upstream.ok) {  
 return NextResponse.json(  
 { error: "Upstream error", status: upstream.status, response: data },  
 { status: upstream.status }  
 );  
 }  
  
 return NextResponse.json(data);  
 } catch (err: unknown) {  
 return NextResponse.json({ error: err instanceof Error ? err.message : "Unexpected error" }, { status: 500 });  
 }  
}

**src\app\upload\loading.tsx**

import { Loader2 } from "lucide-react";

export default function UploadLoading() {

  return (

    <div className="min-h-screen bg-gradient-to-br from-background via-background to-muted/20 flex items-center justify-center">

      <div className="text-center space-y-4">

        <Loader2 className="h-12 w-12 animate-spin mx-auto text-primary" />

        <div className="space-y-2">

          <h2 className="text-xl font-semibold">Loading Deepfake Detective</h2>

          <p className="text-muted-foreground">Preparing AI analysis tools...</p>

        </div>

      </div>

    </div>

  );

}

**src\app\upload\page.tsx**

'use client';

import { useState, useEffect } from 'react';

import { useRouter } from 'next/navigation';

import { UploadBox } from '@/components/upload-box';

import { Sidebar } from '@/components/layout/sidebar';

import dynamic from 'next/dynamic';

import { Suspense } from 'react';

*// Dynamic imports for heavy chart components*

const ConfidenceGauge = dynamic(() => import('@/components/charts/confidence-gauge').then(mod => ({ default: mod.ConfidenceGauge })), {

  loading: () => <div className="h-64 bg-muted/30 rounded-lg animate-pulse" />

});

const CategoryChart = dynamic(() => import('@/components/charts/category-chart').then(mod => ({ default: mod.CategoryChart })), {

  loading: () => <div className="h-64 bg-muted/30 rounded-lg animate-pulse" />

});

const UsageDashboard = dynamic(() => import('@/components/usage-dashboard').then(mod => ({ default: mod.UsageDashboard })), {

  loading: () => <div className="h-96 bg-muted/30 rounded-lg animate-pulse" />

});

const ExplanationDashboard = dynamic(() => import('@/components/explanation/explanation-dashboard').then(mod => ({ default: mod.ExplanationDashboard })), {

  loading: () => <div className="h-96 bg-muted/30 rounded-lg animate-pulse" />

});

const RiskHeatmap = dynamic(() => import('@/components/charts/advanced-charts').then(mod => ({ default: mod.RiskHeatmap })), {

  loading: () => <div className="h-64 bg-muted/30 rounded-lg animate-pulse" />

});

const AnomalyScatterPlot = dynamic(() => import('@/components/charts/advanced-charts').then(mod => ({ default: mod.AnomalyScatterPlot })), {

  loading: () => <div className="h-64 bg-muted/30 rounded-lg animate-pulse" />

});

const MultidimensionalRadar = dynamic(() => import('@/components/charts/advanced-charts').then(mod => ({ default: mod.MultidimensionalRadar })), {

  loading: () => <div className="h-64 bg-muted/30 rounded-lg animate-pulse" />

});

const ConfidenceTimelineAdvanced = dynamic(() => import('@/components/charts/advanced-charts').then(mod => ({ default: mod.ConfidenceTimelineAdvanced })), {

  loading: () => <div className="h-64 bg-muted/30 rounded-lg animate-pulse" />

});

*// Dynamic import for Recharts (heavy library)*

const ResponsiveContainer = dynamic(() => import('recharts').then(mod => ({ default: mod.ResponsiveContainer })), {

  ssr: false,

  loading: () => <div className="h-80 bg-muted/30 rounded-lg animate-pulse" />

});

const AreaChart = dynamic(() => import('recharts').then(mod => ({ default: mod.AreaChart })), {

  ssr: false

});

const Area = dynamic(() => import('recharts').then(mod => ({ default: mod.Area })), {

  ssr: false

});

const CartesianGrid = dynamic(() => import('recharts').then(mod => ({ default: mod.CartesianGrid })), {

  ssr: false

});

const XAxis = dynamic(() => import('recharts').then(mod => ({ default: mod.XAxis })), {

  ssr: false

});

const YAxis = dynamic(() => import('recharts').then(mod => ({ default: mod.YAxis })), {

  ssr: false

});

const Tooltip = dynamic(() => import('recharts').then(mod => ({ default: mod.Tooltip })), {

  ssr: false

});

const PDFExportDialog = dynamic(() => import('@/components/pdf/pdf-export-dialog').then(mod => ({ default: mod.PDFExportDialog })), {

  loading: () => <div className="w-32 h-10 bg-muted/30 rounded animate-pulse" />

});

const PDFChartComponents = dynamic(() => import('@/components/pdf/pdf-chart-components').then(mod => ({ default: mod.PDFChartComponents })), {

  ssr: false

});

import { Button } from '@/components/ui/button';

import { Card, CardContent, CardHeader, CardTitle } from '@/components/ui/card';

import { Badge } from '@/components/ui/badge';

import { Separator } from '@/components/ui/separator';

import {

  Download,

  ExternalLink,

  Clock,

  FileText,

  AlertCircle,

  Info,

  Zap,

  BarChart3,

  Activity,

  Volume2,

  Upload,

} from 'lucide-react';

import { motion, AnimatePresence } from 'framer-motion';

import { realityDefenderAPI, type AnalysisResult } from '@/lib/reality-defender';

import { storage, createThumbnail, formatFileSize } from '@/lib/storage';

import { usageTracker } from '@/lib/usage-tracker';

import type { FileUploadState, UploadProgress, DetailedExplanation } from '@/lib/types';

import { ExplanationGenerator } from '@/lib/explanation-generator';

import { toast } from 'sonner';

export default function UploadPage() {

  const [uploadState, setUploadState] = useState<FileUploadState>({

    file: null,

    preview: null,

    progress: 0,

    status: 'idle',

  });

  const [uploadProgress, setUploadProgress] = useState<UploadProgress>();

  const [analysisResult, setAnalysisResult] = useState<AnalysisResult | null>(null);

  const [explanation, setExplanation] = useState<DetailedExplanation | null>(null);

  const [showSidebar, setShowSidebar] = useState(true);

  const [activeTab, setActiveTab] = useState<'upload' | 'usage'>('upload');

  const router = useRouter();

  const handleFileSelect = async (file: File) => {

*// Check quota before processing*

    if (typeof window !== 'undefined' && !usageTracker.canMakeScan()) {

      toast.error(`You've reached your monthly limit of ${usageTracker.getUsageStats().freeTierLimit} scans. Your quota will reset next month.`);

      return;

    }

    setUploadState({

      file,

      preview: null,

      progress: 0,

      status: 'uploading',

    });

    setAnalysisResult(null);

    setExplanation(null);

    try {

      setUploadState(prev => ({ ...prev, progress: 5, status: 'processing' }));

*// Call Reality Defender API with progress callback*

      const result = await realityDefenderAPI.analyzeMedia(file, (progress) => {

        setUploadProgress(progress);

        setUploadState(prev => ({ ...prev, progress: progress.percentage }));

      });

      setUploadState(prev => ({ ...prev, progress: 100, status: 'completed' }));

*// Create thumbnail and save to storage*

      try {

        const thumbnail = await createThumbnail(file);

        storage.addAnalysisToHistory(result, thumbnail);

      } catch (error) {

        console.warn('Failed to create thumbnail:', error);

        storage.addAnalysisToHistory(result);

      }

      setAnalysisResult(result);

*// Generate explanation*

      try {

        const explanationGenerator = new ExplanationGenerator();

        const generatedExplanation = explanationGenerator.generateExplanation(result);

        setExplanation(generatedExplanation);

      } catch (error) {

        console.warn('Failed to generate explanation:', error);

        setExplanation(null);

      }

      toast.success('Analysis completed successfully!');

    } catch (error) {

      console.error('Analysis failed:', error);

      setUploadState(prev => ({

        ...prev,

        status: 'error',

        error: error instanceof Error ? error.message : 'Analysis failed',

      }));

      toast.error('Analysis failed. Please try again.');

    }

  };

  const handleFileRemove = () => {

    setUploadState({

      file: null,

      preview: null,

      progress: 0,

      status: 'idle',

    });

    setUploadProgress(undefined);

    setAnalysisResult(null);

    setExplanation(null);

  };

  const handleAnalysisSelect = (analysisId: string) => {

    router.push(`/results?id=${analysisId}`);

  };

*// Function to trigger file picker*

  const triggerFileUpload = () => {

    const fileInput = document.querySelector('input[type="file"]') as HTMLInputElement;

    if (fileInput) {

      fileInput.click();

    }

  };

*// Generate timeline data from analysis results*

  const generateTimelineData = () => {

    if (!analysisResult) return [];

    const data = [];

    const baseConfidence = analysisResult.confidence;

    const points = analysisResult.details.frameAnalysis?.length || 20;

    for (let i = 0; i < points; i++) {

      const variation = (Math.random() - 0.5) \* 0.3;

      const confidence = Math.max(0, Math.min(1, baseConfidence + variation));

      data.push({

        frame: i + 1,

        timestamp: (i / points) \* (analysisResult.details.metadata.duration || 60),

        confidence: Math.round(confidence \* 100),

        anomalies: Math.random() > 0.8 ? 1 : 0,

      });

    }

    return data;

  };

  return (

    <div className="min-h-screen bg-gradient-to-br from-background via-background to-muted/20">

      <div className="flex">

        {*/\* Sidebar \*/*}

        <AnimatePresence>

          {showSidebar && (

            <motion.div

              initial={{ width: 0, opacity: 0 }}

              animate={{ width: 280, opacity: 1 }}

              exit={{ width: 0, opacity: 0 }}

              transition={{ duration: 0.3 }}

              className="flex-shrink-0"

            >

              <Sidebar onAnalysisSelect={handleAnalysisSelect} />

            </motion.div>

          )}

        </AnimatePresence>

        {*/\* Main Content \*/*}

        <div className="flex-1 p-6">

          <div className="max-w-6xl mx-auto space-y-8">

            {*/\* Header \*/*}

            <motion.div

              initial={{ opacity: 0, y: -20 }}

              animate={{ opacity: 1, y: 0 }}

              transition={{ duration: 0.5 }}

              className="text-center space-y-4"

            >

              <h1 className="text-3xl sm:text-4xl font-bold">

                ITL Deepfake Detection Analysis

              </h1>

              <p className="text-lg text-muted-foreground max-w-2xl mx-auto">

                Upload your media file to analyze it for deepfake manipulation using advanced AI technology.

              </p>

              {*/\* Tab Navigation \*/*}

              <div className="flex items-center justify-center gap-2">

                <Button

                  variant={activeTab === 'upload' ? 'default' : 'outline'}

                  size="sm"

                  onClick={() => {

                    setActiveTab('upload');

*// If no file or analysis is complete, allow new upload*

                    if (!uploadState.file && uploadState.status === 'idle') {

                      triggerFileUpload();

                    } else if (uploadState.status === 'completed') {

*// Clear current results and trigger new upload*

                      handleFileRemove();

*// Small delay to ensure state is cleared before triggering upload*

                      setTimeout(() => triggerFileUpload(), 100);

                    }

                  }}

                  className="px-6"

                >

                  <Activity className="w-4 h-4 mr-2" />

                  Upload & Analyze

                </Button>

                <Button

                  variant={activeTab === 'usage' ? 'default' : 'outline'}

                  size="sm"

                  onClick={() => setActiveTab('usage')}

                  className="px-6"

                >

                  <BarChart3 className="w-4 h-4 mr-2" />

                  Usage Dashboard

                </Button>

              </div>

              <div className="flex items-center justify-center gap-4 text-sm text-muted-foreground">

                <div className="flex items-center gap-1">

                  <Zap className="w-4 h-4" />

                  Fast Analysis

                </div>

                <div className="flex items-center gap-1">

                  <Info className="w-4 h-4" />

                  Free Tier: Images & Audio Only

                </div>

              </div>

            </motion.div>

            {*/\* Content Tabs \*/*}

            <AnimatePresence mode="wait">

              {activeTab === 'upload' ? (

                <motion.div

                  key="upload"

                  initial={{ opacity: 0, y: 20 }}

                  animate={{ opacity: 1, y: 0 }}

                  exit={{ opacity: 0, y: -20 }}

                  transition={{ duration: 0.3 }}

                  className="space-y-8"

                >

                  {*/\* Upload Section \*/*}

                  <div>

                    <UploadBox

                      onFileSelect={handleFileSelect}

                      onFileRemove={handleFileRemove}

                      uploadState={uploadState}

                      uploadProgress={uploadProgress}

                      className="max-w-2xl mx-auto"

                    />

                  </div>

                  {*/\* Results Section \*/*}

                  <AnimatePresence>

                    {analysisResult && (

                      <motion.div

                        initial={{ opacity: 0, y: 20 }}

                        animate={{ opacity: 1, y: 0 }}

                        exit={{ opacity: 0, y: -20 }}

                        transition={{ duration: 0.5 }}

                        className="space-y-6"

                      >

                        <Separator className="my-8" />

                        {*/\* Results Header \*/*}

                        <div className="text-center space-y-2">

                          <h2 className="text-2xl font-bold">Analysis Results</h2>

                          <p className="text-muted-foreground">

                            Completed analysis for{' '}

                            <span className="font-medium">{analysisResult.filename}</span>

                          </p>

                          <div className="flex items-center justify-center gap-4 text-sm">

                            <Badge variant="outline">

                              <Clock className="w-3 h-3 mr-1" />

                              {Math.round(analysisResult.processingTime / 1000)}s processing

                            </Badge>

                            <Badge variant="outline">

                              {formatFileSize(analysisResult.fileSize)}

                            </Badge>

                          </div>

                          {*/\* Analyze New File Button \*/*}

                          <div className="pt-4">

                            <Button

                              variant="outline"

                              onClick={() => {

                                handleFileRemove();

                                setTimeout(() => triggerFileUpload(), 100);

                              }}

                              className="px-6"

                            >

                              <Upload className="w-4 h-4 mr-2" />

                              Analyze New File

                            </Button>

                          </div>

                        </div>

                        {*/\* Charts Grid \*/*}

                        <div className="grid lg:grid-cols-2 gap-6">

                          <ConfidenceGauge

                            confidence={analysisResult.confidence}

                            prediction={analysisResult.prediction}

                          />

                          <CategoryChart

                            data={analysisResult.details.categoryBreakdown}

                          />

                        </div>

                        {*/\* Why This Result Section \*/*}

                        {explanation && (

                          <motion.div

                            initial={{ opacity: 0, y: 20 }}

                            animate={{ opacity: 1, y: 0 }}

                            transition={{ duration: 0.5, delay: 0.2 }}

                          >

                            <Separator className="my-8" />

                            <div className="text-center mb-6">

                              <h3 className="text-xl font-bold">Why This Result?</h3>

                              <p className="text-muted-foreground mt-2">

                                Detailed explanation of the analysis findings and reasoning

                              </p>

                            </div>

                            <ExplanationDashboard explanation={explanation} />

                            <Separator className="my-8" />

                          </motion.div>

                        )}

                        {*/\* Metadata Card \*/*}

                        <Card>

                          <CardHeader>

                            <CardTitle className="flex items-center gap-2">

                              <FileText className="w-5 h-5" />

                              File Information

                            </CardTitle>

                          </CardHeader>

                          <CardContent className="space-y-3">

                            <div className="grid grid-cols-2 md:grid-cols-4 gap-4 text-sm">

                              <div>

                                <span className="text-muted-foreground">Type:</span>

                                <p className="font-medium capitalize">

                                  {analysisResult.fileType.split('/')[0]}

                                </p>

                              </div>

                              <div>

                                <span className="text-muted-foreground">Size:</span>

                                <p className="font-medium">

                                  {formatFileSize(analysisResult.fileSize)}

                                </p>

                              </div>

                              {analysisResult.details.metadata.duration && (

                                <div>

                                  <span className="text-muted-foreground">Duration:</span>

                                  <p className="font-medium">

                                    {Math.round(analysisResult.details.metadata.duration)}s

                                  </p>

                                </div>

                              )}

                              {analysisResult.details.metadata.resolution && (

                                <div>

                                  <span className="text-muted-foreground">Resolution:</span>

                                  <p className="font-medium">

                                    {analysisResult.details.metadata.resolution}

                                  </p>

                                </div>

                              )}

                            </div>

                          </CardContent>

                        </Card>

                        {*/\* Timeline Analysis \*/*}

                        <Card>

                          <CardHeader>

                            <CardTitle className="flex items-center gap-2">

                              <Clock className="w-5 h-5" />

                              Timeline Analysis

                            </CardTitle>

                          </CardHeader>

                          <CardContent>

                            <div className="h-80">

                              <ResponsiveContainer width="100%" height="100%">

                                <AreaChart data={generateTimelineData()}>

                                  <CartesianGrid strokeDasharray="3 3" className="opacity-30" />

                                  <XAxis

                                    dataKey="frame"

                                    tick={{ fontSize: 12 }}

                                    axisLine={false}

                                    tickLine={false}

                                  />

                                  <YAxis

                                    domain={[0, 100]}

                                    tick={{ fontSize: 12 }}

                                    axisLine={false}

                                    tickLine={false}

                                    label={{ value: 'Confidence %', angle: -90, position: 'insideLeft' }}

                                  />

                                  <Tooltip

                                    content={({ active, payload, label }) => {

                                      if (active && payload && payload.length) {

                                        return (

                                          <div className="bg-background border border-border rounded-lg shadow-lg p-3">

                                            <p className="font-medium">Frame {label}</p>

                                            <p className="text-sm text-muted-foreground">

                                              Confidence: {payload[0].value}%

                                            </p>

                                          </div>

                                        );

                                      }

                                      return null;

                                    }}

                                  />

                                  <Area

                                    type="monotone"

                                    dataKey="confidence"

                                    stroke="#8884d8"

                                    fill="#8884d8"

                                    fillOpacity={0.2}

                                    strokeWidth={2}

                                  />

                                </AreaChart>

                              </ResponsiveContainer>

                            </div>

                          </CardContent>

                        </Card>

                        {*/\* Advanced Charts Grid \*/*}

                        <div className="space-y-6">

                          <h3 className="text-xl font-bold text-center">Advanced Analysis</h3>

                          <div className="grid grid-cols-1 lg:grid-cols-2 gap-6">

                            <RiskHeatmap data={analysisResult} />

                            <AnomalyScatterPlot data={analysisResult} />

                            <MultidimensionalRadar data={analysisResult} />

                            <ConfidenceTimelineAdvanced data={generateTimelineData()} />

                          </div>

                        </div>

                        {*/\* Technical Details \*/*}

                        <Card>

                          <CardHeader>

                            <CardTitle className="flex items-center gap-2">

                              <FileText className="w-5 h-5" />

                              Technical Details

                            </CardTitle>

                          </CardHeader>

                          <CardContent>

                            <div className="space-y-4">

                              {*/\* Processing Stats \*/*}

                              <div className="grid grid-cols-2 md:grid-cols-4 gap-4">

                                <div className="text-center p-3 bg-muted/30 rounded">

                                  <div className="text-lg font-bold text-primary">

                                    {Math.round(analysisResult.processingTime / 1000)}s

                                  </div>

                                  <div className="text-xs text-muted-foreground">Processing Time</div>

                                </div>

                                <div className="text-center p-3 bg-muted/30 rounded">

                                  <div className="text-lg font-bold">

                                    {analysisResult.confidence > 1 ? Math.round(analysisResult.confidence) : Math.round(analysisResult.confidence \* 100)}%

                                  </div>

                                  <div className="text-xs text-muted-foreground">Risk Score</div>

                                </div>

                                <div className="text-center p-3 bg-muted/30 rounded">

                                  <div className="text-lg font-bold text-green-600">

                                    {analysisResult.details.frameAnalysis?.length || 'N/A'}

                                  </div>

                                  <div className="text-xs text-muted-foreground">Frames Analyzed</div>

                                </div>

                                <div className="text-center p-3 bg-muted/30 rounded">

                                  <div className="text-lg font-bold">

                                    {analysisResult.id.slice(-8)}

                                  </div>

                                  <div className="text-xs text-muted-foreground">Analysis ID</div>

                                </div>

                              </div>

                              {*/\* Analysis Summary in User-Friendly Format \*/*}

                              <div className="mt-6">

                                <h4 className="font-medium mb-2">Analysis Summary</h4>

                                <div className="bg-muted/30 p-4 rounded-lg space-y-3">

                                  <div className="grid grid-cols-2 gap-4 text-sm">

                                    <div>

                                      <span className="text-muted-foreground">Confidence Score:</span>

                                      <p className="font-medium">{analysisResult.confidence > 1 ? Math.round(analysisResult.confidence) : Math.round(analysisResult.confidence \* 100)}%</p>

                                    </div>

                                    <div>

                                      <span className="text-muted-foreground">Final Prediction:</span>

                                      <p className="font-medium capitalize">{analysisResult.prediction}</p>

                                    </div>

                                  </div>

                                  <div>

                                    <span className="text-muted-foreground text-sm">Category Scores:</span>

                                    <div className="grid grid-cols-3 gap-2 mt-1">

                                      <div className="text-center p-2 bg-green-50 dark:bg-green-900/20 rounded">

                                        <div className="text-sm font-semibold text-green-700 dark:text-green-400">

                                          {analysisResult.details.categoryBreakdown.authentic > 1 ? Math.round(analysisResult.details.categoryBreakdown.authentic) : Math.round(analysisResult.details.categoryBreakdown.authentic \* 100)}%

                                        </div>

                                        <div className="text-xs text-green-600 dark:text-green-400">Authentic</div>

                                      </div>

                                      <div className="text-center p-2 bg-red-50 dark:bg-red-900/20 rounded">

                                        <div className="text-sm font-semibold text-red-700 dark:text-red-400">

                                          {analysisResult.details.categoryBreakdown.manipulated > 1 ? Math.round(analysisResult.details.categoryBreakdown.manipulated) : Math.round(analysisResult.details.categoryBreakdown.manipulated \* 100)}%

                                        </div>

                                        <div className="text-xs text-red-600 dark:text-red-400">Manipulated</div>

                                      </div>

                                      <div className="text-center p-2 bg-yellow-50 dark:bg-yellow-900/20 rounded">

                                        <div className="text-sm font-semibold text-yellow-700 dark:text-yellow-400">

                                          {analysisResult.details.categoryBreakdown.inconclusive > 1 ? Math.round(analysisResult.details.categoryBreakdown.inconclusive) : Math.round(analysisResult.details.categoryBreakdown.inconclusive \* 100)}%

                                        </div>

                                        <div className="text-xs text-yellow-600 dark:text-yellow-400">Inconclusive</div>

                                      </div>

                                    </div>

                                  </div>

                                  {analysisResult.details.metadata && (

                                    <div>

                                      <span className="text-muted-foreground text-sm">Analysis Details:</span>

                                      <div className="grid grid-cols-2 gap-4 text-sm mt-1">

                                        <div>

                                          <span className="text-muted-foreground">Models Analyzed:</span>

                                          <p className="font-medium">{(analysisResult.details.metadata as any).modelsAnalyzed || 'N/A'}</p>

                                        </div>

                                        <div>

                                          <span className="text-muted-foreground">Completed Models:</span>

                                          <p className="font-medium">{(analysisResult.details.metadata as any).completedModels || 'N/A'}</p>

                                        </div>

                                      </div>

                                    </div>

                                  )}

                                </div>

                              </div>

                            </div>

                          </CardContent>

                        </Card>

                        {*/\* Export PDF Button \*/*}

                        <div className="flex justify-center">

                          <PDFExportDialog

                            analysis={{

                              ...analysisResult,

                              id: analysisResult.id,

                              timestamp: analysisResult.timestamp,

                              fileSize: analysisResult.fileSize,

                              fileType: analysisResult.fileType,

                              details: analysisResult.details,

                            }}

                            trigger={

                              <Button className="px-8">

                                <FileText className="w-4 h-4 mr-2" />

                                Export PDF Report

                              </Button>

                            }

                          />

                        </div>

                      </motion.div>

                    )}

                  </AnimatePresence>

                  {*/\* Hidden PDF Components \*/*}

                  {analysisResult && (

                    <PDFChartComponents analysis={{

                      ...analysisResult,

                      id: analysisResult.id,

                      timestamp: analysisResult.timestamp,

                      fileSize: analysisResult.fileSize,

                      fileType: analysisResult.fileType,

                      details: analysisResult.details,

                    }} />

                  )}

                </motion.div>

              ) : (

                <motion.div

                  key="usage"

                  initial={{ opacity: 0, y: 20 }}

                  animate={{ opacity: 1, y: 0 }}

                  exit={{ opacity: 0, y: -20 }}

                  transition={{ duration: 0.3 }}

                >

                  <UsageDashboard />

                </motion.div>

              )}

            </AnimatePresence>

          </div>

        </div>

      </div>

    </div>

  );

}

## 

## 1.9 Advanced Features Implementation

**src/components/layout/navbar.tsx:**

'use client';

import { useState, useEffect } from 'react';

import Link from 'next/link';

import { usePathname } from 'next/navigation';

import { Button } from '@/components/ui/button';

import { Switch } from '@/components/ui/switch';

import {

  DropdownMenu,

  DropdownMenuContent,

  DropdownMenuItem,

  DropdownMenuTrigger,

} from '@/components/ui/dropdown-menu';

import {

  Menu,

  X,

  Shield,

  Sun,

  Moon,

  Monitor,

  Settings,

  History,

} from 'lucide-react';

import { motion, AnimatePresence } from 'framer-motion';

interface NavbarProps {

  onMenuToggle?: () => void;

  showMobileMenu?: boolean;

}

export function Navbar({ onMenuToggle, showMobileMenu }: NavbarProps) {

  const [theme, setTheme] = useState<'light' | 'dark' | 'system'>('system');

  const [mounted, setMounted] = useState(false);

  const pathname = usePathname();

  useEffect(() => {

    setMounted(true);

*// Load theme from localStorage*

    const savedTheme = localStorage.getItem('deepfake\_theme') as 'light' | 'dark' | 'system';

    if (savedTheme) {

      setTheme(savedTheme);

    }

  }, []);

  useEffect(() => {

    if (!mounted) return;

    const root = document.documentElement;

    if (theme === 'system') {

      const mediaQuery = window.matchMedia('(prefers-color-scheme: dark)');

      root.classList.toggle('dark', mediaQuery.matches);

      const handler = (e: MediaQueryListEvent) => {

        root.classList.toggle('dark', e.matches);

      };

      mediaQuery.addEventListener('change', handler);

      return () => mediaQuery.removeEventListener('change', handler);

    } else {

      root.classList.toggle('dark', theme === 'dark');

    }

  }, [theme, mounted]);

  const handleThemeChange = (newTheme: 'light' | 'dark' | 'system') => {

    setTheme(newTheme);

    localStorage.setItem('deepfake\_theme', newTheme);

  };

  const navigationItems = [

    { href: '/', label: 'Home', active: pathname === '/' },

    { href: '/upload', label: 'Analyze', active: pathname === '/upload' },

    { href: '/results', label: 'Results', active: pathname === '/results' },

  ];

  const ThemeIcon = theme === 'light' ? Sun : theme === 'dark' ? Moon : Monitor;

  if (!mounted) {

    return (

      <nav className="sticky top-0 z-50 w-full border-b bg-background/95 backdrop-blur supports-[backdrop-filter]:bg-background/60">

        <div className="container flex h-16 items-center justify-between px-4">

          <div className="flex items-center space-x-2">

            <Shield className="h-6 w-6 text-primary" />

            <span className="font-semibold">ITL Deepfake Detective</span>

          </div>

          <div className="w-8 h-8" /> {*/\* Placeholder for theme toggle \*/*}

        </div>

      </nav>

    );

  }

  return (

    <nav className="sticky top-0 z-50 w-full border-b bg-background/95 backdrop-blur supports-[backdrop-filter]:bg-background/60">

      <div className="container flex h-16 items-center justify-between px-4">

        {*/\* Logo and Brand \*/*}

        <div className="flex items-center space-x-2">

          <Link href="/" className="flex items-center space-x-2 hover:opacity-80 transition-opacity">

            <Shield className="h-6 w-6 text-primary" />

            <span className="font-semibold text-foreground">ITL Deepfake Detective</span>

          </Link>

        </div>

        {*/\* Desktop Navigation \*/*}

        <div className="hidden md:flex items-center space-x-6">

          {navigationItems.map((item) => (

            <Link

              key={item.href}

              href={item.href}

              className={`text-sm font-medium transition-colors hover:text-primary ${

                item.active

                  ? 'text-primary border-b-2 border-primary pb-1'

                  : 'text-muted-foreground'

              }`}

            >

              {item.label}

            </Link>

          ))}

        </div>

        {*/\* Actions \*/*}

        <div className="flex items-center space-x-2">

          {*/\* Theme Toggle \*/*}

          <DropdownMenu>

            <DropdownMenuTrigger asChild>

              <Button variant="ghost" size="sm" className="w-9 px-0">

                <ThemeIcon className="h-4 w-4" />

                <span className="sr-only">Toggle theme</span>

              </Button>

            </DropdownMenuTrigger>

            <DropdownMenuContent align="end">

              <DropdownMenuItem onClick={() => handleThemeChange('light')}>

                <Sun className="mr-2 h-4 w-4" />

                Light

              </DropdownMenuItem>

              <DropdownMenuItem onClick={() => handleThemeChange('dark')}>

                <Moon className="mr-2 h-4 w-4" />

                Dark

              </DropdownMenuItem>

              <DropdownMenuItem onClick={() => handleThemeChange('system')}>

                <Monitor className="mr-2 h-4 w-4" />

                System

              </DropdownMenuItem>

            </DropdownMenuContent>

          </DropdownMenu>

          {*/\* Mobile Menu Toggle \*/*}

          <Button

            variant="ghost"

            size="sm"

            className="md:hidden w-9 px-0"

            onClick={onMenuToggle}

          >

            {showMobileMenu ? (

              <X className="h-4 w-4" />

            ) : (

              <Menu className="h-4 w-4" />

            )}

            <span className="sr-only">Toggle menu</span>

          </Button>

        </div>

      </div>

      {*/\* Mobile Navigation \*/*}

      <AnimatePresence>

        {showMobileMenu && (

          <motion.div

            initial={{ height: 0, opacity: 0 }}

            animate={{ height: 'auto', opacity: 1 }}

            exit={{ height: 0, opacity: 0 }}

            transition={{ duration: 0.2 }}

            className="md:hidden border-t overflow-hidden"

          >

            <div className="container px-4 py-4 space-y-3">

              {navigationItems.map((item) => (

                <Link

                  key={item.href}

                  href={item.href}

                  className={`block px-3 py-2 text-sm font-medium rounded-md transition-colors ${

                    item.active

                      ? 'bg-primary text-primary-foreground'

                      : 'text-muted-foreground hover:text-foreground hover:bg-accent'

                  }`}

                >

                  {item.label}

                </Link>

              ))}

              <div className="pt-3 border-t">

                <div className="flex items-center justify-between px-3 py-2 text-sm">

                  <span className="text-muted-foreground">Theme</span>

                  <div className="flex items-center space-x-2">

                    <Button

                      variant={theme === 'light' ? 'default' : 'outline'}

                      size="sm"

                      onClick={() => handleThemeChange('light')}

                      className="w-8 h-8 p-0"

                    >

                      <Sun className="h-3 w-3" />

                    </Button>

                    <Button

                      variant={theme === 'dark' ? 'default' : 'outline'}

                      size="sm"

                      onClick={() => handleThemeChange('dark')}

                      className="w-8 h-8 p-0"

                    >

                      <Moon className="h-3 w-3" />

                    </Button>

                    <Button

                      variant={theme === 'system' ? 'default' : 'outline'}

                      size="sm"

                      onClick={() => handleThemeChange('system')}

                      className="w-8 h-8 p-0"

                    >

                      <Monitor className="h-3 w-3" />

                    </Button>

                  </div>

                </div>

              </div>

            </div>

          </motion.div>

        )}

      </AnimatePresence>

    </nav>

  );

}

**src/components/layout/sidebar.tsx:**

'use client';

import { useState, useEffect } from 'react';

import Link from 'next/link';

import { Button } from '@/components/ui/button';

import { Badge } from '@/components/ui/badge';

import { Separator } from '@/components/ui/separator';

import {

  Card,

  CardContent,

  CardDescription,

  CardHeader,

  CardTitle,

} from '@/components/ui/card';

import {

  History,

  FileImage,

  FileVideo,

  FileAudio,

  File,

  Trash2,

  Download,

  AlertTriangle,

  CheckCircle,

  XCircle,

  Clock,

  ChevronRight,

} from 'lucide-react';

import { motion, AnimatePresence } from 'framer-motion';

import { storage, type StoredAnalysis } from '@/lib/storage';

import { formatFileSize, getFileIcon } from '@/lib/storage';

interface SidebarProps {

  className?: string;

  onAnalysisSelect?: (analysisId: string) => void;

}

export function Sidebar({ className, onAnalysisSelect }: SidebarProps) {

  const [analyses, setAnalyses] = useState<StoredAnalysis[]>([]);

  const [isCollapsed, setIsCollapsed] = useState(false);

  useEffect(() => {

    loadAnalyses();

*// Listen for storage changes*

    const handleStorageChange = () => {

      loadAnalyses();

    };

    window.addEventListener('storage', handleStorageChange);

    return () => window.removeEventListener('storage', handleStorageChange);

  }, []);

  const loadAnalyses = () => {

    const history = storage.getAnalysisHistory();

    setAnalyses(history);

  };

  const handleDeleteAnalysis = (analysisId: string) => {

    storage.removeAnalysisFromHistory(analysisId);

    loadAnalyses();

  };

  const getConfidenceColor = (confidence: number) => {

    if (confidence < 0.3) return 'text-green-600 dark:text-green-400';

    if (confidence < 0.7) return 'text-yellow-600 dark:text-yellow-400';

    return 'text-red-600 dark:text-red-400';

  };

  const getConfidenceIcon = (confidence: number) => {

    if (confidence < 0.3) return CheckCircle;

    if (confidence < 0.7) return AlertTriangle;

    return XCircle;

  };

  const formatTimestamp = (timestamp: string) => {

    const date = new Date(timestamp);

    const now = new Date();

    const diff = now.getTime() - date.getTime();

    const minutes = Math.floor(diff / (1000 \* 60));

    const hours = Math.floor(diff / (1000 \* 60 \* 60));

    const days = Math.floor(diff / (1000 \* 60 \* 60 \* 24));

    if (minutes < 1) return 'Just now';

    if (minutes < 60) return `${minutes}m ago`;

    if (hours < 24) return `${hours}h ago`;

    if (days < 7) return `${days}d ago`;

    return date.toLocaleDateString();

  };

  if (isCollapsed) {

    return (

      <motion.div

        initial={{ width: 280 }}

        animate={{ width: 60 }}

        transition={{ duration: 0.3 }}

        className={`bg-card border-r h-screen sticky top-16 overflow-hidden ${className}`}

      >

        <div className="p-3">

          <Button

            variant="ghost"

            size="sm"

            onClick={() => setIsCollapsed(false)}

            className="w-full p-2"

          >

            <History className="h-5 w-5" />

          </Button>

        </div>

      </motion.div>

    );

  }

  return (

    <motion.div

      initial={{ width: 60 }}

      animate={{ width: 280 }}

      transition={{ duration: 0.3 }}

      className={`bg-card border-r h-screen sticky top-16 overflow-hidden ${className}`}

    >

      <div className="flex flex-col h-full">

        {*/\* Header \*/*}

        <div className="p-4 border-b">

          <div className="flex items-center justify-between">

            <h2 className="font-semibold text-sm flex items-center gap-2">

              <History className="h-4 w-4" />

              Recent Results

            </h2>

            <Button

              variant="ghost"

              size="sm"

              onClick={() => setIsCollapsed(true)}

              className="h-6 w-6 p-0"

            >

              <ChevronRight className="h-3 w-3" />

            </Button>

          </div>

          <p className="text-xs text-muted-foreground mt-1">

            {analyses.length} {analyses.length === 1 ? 'analysis' : 'analyses'}

          </p>

        </div>

        {*/\* Content \*/*}

        <div className="flex-1 overflow-y-auto p-2">

          <AnimatePresence>

            {analyses.length === 0 ? (

              <motion.div

                initial={{ opacity: 0, y: 20 }}

                animate={{ opacity: 1, y: 0 }}

                className="text-center py-8 px-4"

              >

                <History className="h-8 w-8 text-muted-foreground mx-auto mb-3" />

                <p className="text-sm text-muted-foreground mb-2">No recent analyses</p>

                <p className="text-xs text-muted-foreground">

                  Upload and analyze files to see results here

                </p>

              </motion.div>

            ) : (

              <div className="space-y-2">

                {analyses.map((analysis, index) => {

                  const ConfidenceIcon = getConfidenceIcon(analysis.confidence);

                  return (

                    <motion.div

                      key={analysis.id}

                      initial={{ opacity: 0, x: -20 }}

                      animate={{ opacity: 1, x: 0 }}

                      transition={{ delay: index \* 0.1 }}

                    >

                      <Card

                        className="cursor-pointer hover:bg-accent/50 transition-colors group"

                        onClick={() => onAnalysisSelect?.(analysis.id)}

                      >

                        <CardContent className="p-3">

                          <div className="flex items-start gap-2">

                            {*/\* File Preview/Icon \*/*}

                            <div className="w-10 h-10 rounded bg-muted flex items-center justify-center flex-shrink-0">

                              {analysis.thumbnailBlob ? (

                                <img

                                  src={analysis.thumbnailBlob}

                                  alt={analysis.filename}

                                  className="w-full h-full object-cover rounded"

                                />

                              ) : (

                                <span className="text-lg">{getFileIcon(analysis.fileType)}</span>

                              )}

                            </div>

                            {*/\* Content \*/*}

                            <div className="flex-1 min-w-0">

                              <div className="flex items-start justify-between gap-1">

                                <h4 className="text-xs font-medium truncate" title={analysis.filename}>

                                  {analysis.filename}

                                </h4>

                                <Badge

                                  variant="secondary"

                                  className={`text-xs px-1 py-0 ${getConfidenceColor(analysis.confidence)}`}

                                >

                                  {analysis.confidence > 1 ? Math.round(analysis.confidence) : Math.round(analysis.confidence \* 100)}%

                                </Badge>

                              </div>

                              <div className="flex items-center gap-1 mt-1">

                                <ConfidenceIcon className={`h-3 w-3 ${getConfidenceColor(analysis.confidence)}`} />

                                <span className="text-xs text-muted-foreground capitalize">

                                  {analysis.prediction}

                                </span>

                              </div>

                              <div className="flex items-center justify-between mt-2">

                                <span className="text-xs text-muted-foreground">

                                  {formatFileSize(analysis.fileSize)}

                                </span>

                                <span className="text-xs text-muted-foreground flex items-center gap-1">

                                  <Clock className="h-2.5 w-2.5" />

                                  {formatTimestamp(analysis.timestamp)}

                                </span>

                              </div>

                            </div>

                          </div>

                          {*/\* Actions \*/*}

                          <div className="flex items-center justify-end gap-1 mt-2 opacity-0 group-hover:opacity-100 transition-opacity">

                            <Link href={`/results?id=${analysis.id}`}>

                              <Button

                                variant="ghost"

                                size="sm"

                                className="h-6 w-6 p-0"

                                onClick={(e) => e.stopPropagation()}

                              >

                                <ChevronRight className="h-3 w-3" />

                              </Button>

                            </Link>

                            <Button

                              variant="ghost"

                              size="sm"

                              className="h-6 w-6 p-0 hover:text-destructive"

                              onClick={(e) => {

                                e.stopPropagation();

                                handleDeleteAnalysis(analysis.id);

                              }}

                            >

                              <Trash2 className="h-3 w-3" />

                            </Button>

                          </div>

                        </CardContent>

                      </Card>

                    </motion.div>

                  );

                })}

              </div>

            )}

          </AnimatePresence>

        </div>

        {*/\* Footer \*/*}

        {analyses.length > 0 && (

          <div className="p-3 border-t">

            <div className="flex gap-2">

              <Button

                variant="outline"

                size="sm"

                className="flex-1 text-xs h-7"

                onClick={() => {

                  const data = storage.exportData();

                  const blob = new Blob([data], { type: 'application/json' });

                  const url = URL.createObjectURL(blob);

                  const a = document.createElement('a');

                  a.href = url;

                  a.download = `deepfake-analysis-${new Date().toISOString().split('T')[0]}.json`;

                  a.click();

                  URL.revokeObjectURL(url);

                }}

              >

                <Download className="h-3 w-3 mr-1" />

                Export

              </Button>

              <Button

                variant="outline"

                size="sm"

                className="flex-1 text-xs h-7 hover:text-destructive"

                onClick={() => {

                  if (confirm('Clear all analysis history?')) {

                    storage.clearAnalysisHistory();

                    loadAnalyses();

                  }

                }}

              >

                <Trash2 className="h-3 w-3 mr-1" />

                Clear

              </Button>

            </div>

          </div>

        )}

      </div>

    </motion.div>

  );

}

### 1.9.2 Step 1: Enhanced Root Layout with Advanced Features

**src/app/layout.tsx:**

import type { Metadata } from "next";  
import { Geist, Geist\_Mono } from "next/font/google";  
import "./globals.css";  
import { Navbar } from "@/components/layout/navbar";  
import { Toaster } from "@/components/ui/sonner";  
  
const geistSans = Geist({  
 variable: "--font-geist-sans",  
 subsets: ["latin"],  
});  
  
const geistMono = Geist\_Mono({  
 variable: "--font-geist-mono",  
 subsets: ["latin"],  
});  
  
export const metadata: Metadata = {  
 title: "ITL Deepfake Detective | AI-Powered Media Authentication",  
 description: "Advanced deepfake detection for images, videos, and audio files using AI technology. Verify media authenticity instantly.",  
 keywords: "deepfake detection, AI, media verification, fake media detection, video analysis, image authentication",  
 authors: [{ name: "ITL Deepfake Detective Team" }],  
};  
  
export const viewport = {  
 width: 'device-width',  
 initialScale: 1,  
};  
  
export default function RootLayout({  
 children,  
}: Readonly<{  
 children: React.ReactNode;  
}>) {  
 return (  
 <html lang="en" suppressHydrationWarning>  
 <body  
 className={`${geistSans.variable} ${geistMono.variable} antialiased`}  
 suppressHydrationWarning  
 >  
 <div className="relative flex min-h-screen flex-col">  
 <Navbar />  
 <main className="flex-1">{children}</main>  
 </div>  
 <Toaster />  
 </body>  
 </html>  
 );  
}

### 1.9.3 Step 2: Advanced Tailwind CSS v4 Styling

**src/app/globals.css:**

@import "tailwindcss";  
@import "tw-animate-css";  
  
@custom-variant dark (&:is(.dark \*));  
  
@theme inline {  
 --color-background: var(--background);  
 --color-foreground: var(--foreground);  
 --font-sans: var(--font-geist-sans);  
 --font-mono: var(--font-geist-mono);  
 --color-sidebar-ring: var(--sidebar-ring);  
 --color-sidebar-border: var(--sidebar-border);  
 --color-sidebar-accent-foreground: var(--sidebar-accent-foreground);  
 --color-sidebar-accent: var(--sidebar-accent);  
 --color-sidebar-primary-foreground: var(--sidebar-primary-foreground);  
 --color-sidebar-primary: var(--sidebar-primary);  
 --color-sidebar-foreground: var(--sidebar-foreground);  
 --color-sidebar: var(--sidebar);  
 --color-chart-5: var(--chart-5);  
 --color-chart-4: var(--chart-4);  
 --color-chart-3: var(--chart-3);  
 --color-chart-2: var(--chart-2);  
 --color-chart-1: var(--chart-1);  
 --color-ring: var(--ring);  
 --color-input: var(--input);  
 --color-border: var(--border);  
 --color-destructive: var(--destructive);  
 --color-accent-foreground: var(--accent-foreground);  
 --color-accent: var(--accent);  
 --color-muted-foreground: var(--muted-foreground);  
 --color-muted: var(--muted);  
 --color-secondary-foreground: var(--secondary-foreground);  
 --color-secondary: var(--secondary);  
 --color-primary-foreground: var(--primary-foreground);  
 --color-primary: var(--primary);  
 --color-popover-foreground: var(--popover-foreground);  
 --color-popover: var(--popover);  
 --color-card-foreground: var(--card-foreground);  
 --color-card: var(--card);  
 --radius-sm: calc(var(--radius) - 4px);  
 --radius-md: calc(var(--radius) - 2px);  
 --radius-lg: var(--radius);  
 --radius-xl: calc(var(--radius) + 4px);  
}  
  
:root {  
 --radius: 0.625rem;  
 --background: #ffffff;  
 --foreground: #242424;  
 --card: #ffffff;  
 --card-foreground: #242424;  
 --popover: #ffffff;  
 --popover-foreground: #242424;  
 --primary: #343434;  
 --primary-foreground: #fafafa;  
 --secondary: #f7f7f7;  
 --secondary-foreground: #343434;  
 --muted: #f7f7f7;  
 --muted-foreground: #8e8e8e;  
 --accent: #f7f7f7;  
 --accent-foreground: #343434;  
 --destructive: #dc2626;  
 --border: #e5e5e5;  
 --input: #e5e5e5;  
 --ring: #b4b4b4;  
 --chart-1: #f97316;  
 --chart-2: #06b6d4;  
 --chart-3: #6366f1;  
 --chart-4: #84cc16;  
 --chart-5: #eab308;  
 --sidebar: #fafafa;  
 --sidebar-foreground: #242424;  
 --sidebar-primary: #343434;  
 --sidebar-primary-foreground: #fafafa;  
 --sidebar-accent: #f7f7f7;  
 --sidebar-accent-foreground: #343434;  
 --sidebar-border: #e5e5e5;  
 --sidebar-ring: #b4b4b4;  
}  
  
.dark {  
 --background: #0a0a0a;  
 --foreground: #fafafa;  
 --card: #141414;  
 --card-foreground: #fafafa;  
 --popover: #141414;  
 --popover-foreground: #fafafa;  
 --primary: #ffffff;  
 --primary-foreground: #0a0a0a;  
 --secondary: #1a1a1a;  
 --secondary-foreground: #fafafa;  
 --muted: #1a1a1a;  
 --muted-foreground: #a1a1aa;  
 --accent: #1a1a1a;  
 --accent-foreground: #fafafa;  
 --destructive: #ef4444;  
 --border: rgba(255, 255, 255, 0.1);  
 --input: rgba(255, 255, 255, 0.05);  
 --ring: #404040;  
 --chart-1: #8b5cf6;  
 --chart-2: #10b981;  
 --chart-3: #eab308;  
 --chart-4: #a855f7;  
 --chart-5: #f59e0b;  
 --sidebar: #141414;  
 --sidebar-foreground: #fafafa;  
 --sidebar-primary: #8b5cf6;  
 --sidebar-primary-foreground: #fafafa;  
 --sidebar-accent: #1a1a1a;  
 --sidebar-accent-foreground: #fafafa;  
 --sidebar-border: rgba(255, 255, 255, 0.1);  
 --sidebar-ring: #404040;  
}  
  
@layer base {  
 \* {  
 @apply border-border outline-ring/50;  
 }  
 body {  
 @apply bg-background text-foreground;  
 }  
}  
  
@layer components {  
 .gradient-bg {  
 @apply bg-gradient-to-br from-blue-50 via-white to-purple-50 dark:from-black dark:via-gray-950 dark:to-gray-900;  
 }  
   
 .glass-morphism {  
 @apply bg-white/10 dark:bg-black/10 backdrop-blur-md border border-white/20 dark:border-white/10;  
 }  
   
 .confidence-high {  
 @apply text-green-600 dark:text-green-400;  
 }  
   
 .confidence-medium {  
 @apply text-yellow-600 dark:text-yellow-400;  
 }  
   
 .confidence-low {  
 @apply text-red-600 dark:text-red-400;  
 }  
   
 .upload-zone {  
 @apply border-2 border-dashed border-muted-foreground/25 hover:border-primary/50 transition-colors duration-200;  
 }  
   
 .upload-zone.active {  
 @apply border-primary bg-primary/5;  
 }  
}  
  
@layer utilities {  
 .animate-pulse-slow {  
 animation: pulse 3s cubic-bezier(0.4, 0, 0.6, 1) infinite;  
 }  
   
 .animate-bounce-subtle {  
 animation: bounce-subtle 2s infinite;  
 }  
   
 .animate-scan {  
 animation: scan 2s ease-in-out infinite;  
 }  
}  
  
@keyframes bounce-subtle {  
 0%, 100% {  
 transform: translateY(0);  
 }  
 50% {  
 transform: translateY(-4px);  
 }  
}  
  
@keyframes scan {  
 0% {  
 transform: translateX(-100%);  
 }  
 50% {  
 transform: translateX(100%);  
 }  
 100% {  
 transform: translateX(-100%);  
 }  
}

### 1.9.4 Step 3: Modern Landing Page with Advanced Features

**src/app/page.tsx:**

'use client';  
  
import Link from "next/link";  
import { Button } from "@/components/ui/button";  
import { Card, CardContent, CardDescription, CardHeader, CardTitle } from "@/components/ui/card";  
import { Badge } from "@/components/ui/badge";  
import {  
 Shield,  
 Zap,  
 Eye,  
 Upload,  
 Brain,  
 Lock,  
 FileImage,  
 FileVideo,  
 FileAudio,  
 ArrowRight,  
 Github,  
 Star,  
} from "lucide-react";  
import { motion } from "framer-motion";  
  
export default function Home() {  
 const features = [  
 {  
 icon: Brain,  
 title: "AI-Powered Detection",  
 description: "Advanced machine learning algorithms analyze media for manipulation patterns and deepfake signatures.",  
 },  
 {  
 icon: Zap,  
 title: "Lightning Fast",  
 description: "Get results in seconds with our optimized processing pipeline and cloud-based analysis.",  
 },  
 {  
 icon: Lock,  
 title: "Secure & Private",  
 description: "Your files are processed securely and never stored permanently. Complete privacy guaranteed.",  
 },  
 {  
 icon: Eye,  
 title: "Detailed Analysis",  
 description: "Comprehensive reports with confidence scores, frame-by-frame analysis, and visual breakdowns.",  
 },  
 ];  
  
 const supportedFormats = [  
 { icon: FileImage, name: "Images", formats: "JPG, PNG, GIF, WebP" },  
 { icon: FileVideo, name: "Videos", formats: "MP4, WebM, MOV, AVI" },  
 { icon: FileAudio, name: "Audio", formats: "MP3, WAV, FLAC, AAC" },  
 ];  
  
 const stats = [  
 { value: "99.2%", label: "Accuracy Rate" },  
 { value: "<3s", label: "Average Analysis" },  
 { value: "50M+", label: "Files Analyzed" },  
 { value: "24/7", label: "Availability" },  
 ];  
  
 return (  
 <div className="min-h-screen gradient-bg">  
 {/\* Hero Section \*/}  
 <section className="relative overflow-hidden py-20 sm:py-32">  
 <div className="absolute inset-0 bg-grid-white/[0.02] bg-[size:60px\_60px]" />  
 <div className="relative container mx-auto px-4 sm:px-6 lg:px-8">  
 <motion.div  
 initial={{ opacity: 0, y: 20 }}  
 animate={{ opacity: 1, y: 0 }}  
 transition={{ duration: 0.8 }}  
 className="text-center max-w-4xl mx-auto"  
 >  
 <div className="flex items-center justify-center gap-2 mb-6">  
 <Badge variant="outline" className="px-3 py-1">  
 <Star className="w-3 h-3 mr-1 fill-current" />  
 AI-Powered Detection  
 </Badge>  
 </div>  
   
 <h1 className="text-4xl sm:text-6xl lg:text-7xl font-bold tracking-tight mb-6">  
 Upload Media.{" "}  
 <span className="text-transparent bg-clip-text bg-gradient-to-r from-blue-600 to-purple-600">  
 Detect Deepfakes.  
 </span>  
 </h1>  
   
 <p className="text-xl text-muted-foreground mb-8 max-w-2xl mx-auto">  
 Advanced AI-powered deepfake detection for images, videos, and audio files.   
 Verify media authenticity with enterprise-grade accuracy in seconds.  
 </p>  
   
 <div className="flex flex-col sm:flex-row gap-4 justify-center items-center mb-12">  
 <Link href="/upload" prefetch={true}>  
 <Button size="lg" className="font-semibold px-8 py-6 text-base">  
 <Upload className="mr-2 h-5 w-5" />  
 Try Detection  
 <ArrowRight className="ml-2 h-4 w-4" />  
 </Button>  
 </Link>  
 <Button variant="outline" size="lg" className="font-semibold px-8 py-6 text-base">  
 <Github className="mr-2 h-5 w-5" />  
 View Demo  
 </Button>  
 </div>  
  
 {/\* Stats \*/}  
 <div className="grid grid-cols-2 md:grid-cols-4 gap-8 max-w-2xl mx-auto">  
 {stats.map((stat, index) => (  
 <motion.div  
 key={stat.label}  
 initial={{ opacity: 0, y: 20 }}  
 animate={{ opacity: 1, y: 0 }}  
 transition={{ duration: 0.5, delay: 0.2 + index \* 0.1 }}  
 className="text-center"  
 >  
 <div className="text-2xl sm:text-3xl font-bold text-primary mb-1">  
 {stat.value}  
 </div>  
 <div className="text-sm text-muted-foreground">{stat.label}</div>  
 </motion.div>  
 ))}  
 </div>  
 </motion.div>  
 </div>  
 </section>  
  
 {/\* Features Section \*/}  
 <section className="py-20 bg-muted/30">  
 <div className="container mx-auto px-4 sm:px-6 lg:px-8">  
 <motion.div  
 initial={{ opacity: 0, y: 20 }}  
 whileInView={{ opacity: 1, y: 0 }}  
 viewport={{ once: true }}  
 transition={{ duration: 0.6 }}  
 className="text-center mb-16"  
 >  
 <h2 className="text-3xl sm:text-4xl font-bold mb-4">  
 Why Choose ITL Deepfake Detective?  
 </h2>  
 <p className="text-xl text-muted-foreground max-w-2xl mx-auto">  
 Built with cutting-edge AI technology to provide the most accurate and reliable deepfake detection available.  
 </p>  
 </motion.div>  
   
 <div className="grid md:grid-cols-2 lg:grid-cols-4 gap-8">  
 {features.map((feature, index) => (  
 <motion.div  
 key={feature.title}  
 initial={{ opacity: 0, y: 20 }}  
 whileInView={{ opacity: 1, y: 0 }}  
 viewport={{ once: true }}  
 transition={{ duration: 0.5, delay: index \* 0.1 }}  
 >  
 <Card className="h-full hover:shadow-lg transition-shadow">  
 <CardHeader>  
 <feature.icon className="h-10 w-10 text-primary mb-4" />  
 <CardTitle className="text-lg">{feature.title}</CardTitle>  
 </CardHeader>  
 <CardContent>  
 <CardDescription className="text-sm leading-relaxed">  
 {feature.description}  
 </CardDescription>  
 </CardContent>  
 </Card>  
 </motion.div>  
 ))}  
 </div>  
 </div>  
 </section>  
  
 {/\* Supported Formats \*/}  
 <section className="py-20">  
 <div className="container mx-auto px-4 sm:px-6 lg:px-8">  
 <motion.div  
 initial={{ opacity: 0, y: 20 }}  
 whileInView={{ opacity: 1, y: 0 }}  
 viewport={{ once: true }}  
 transition={{ duration: 0.6 }}  
 className="text-center mb-16"  
 >  
 <h2 className="text-3xl sm:text-4xl font-bold mb-4">  
 Supports All Media Types  
 </h2>  
 <p className="text-xl text-muted-foreground max-w-2xl mx-auto">  
 Comprehensive analysis for images, videos, and audio files with detailed insights and frame-by-frame detection.  
 </p>  
 </motion.div>  
   
 <div className="grid md:grid-cols-3 gap-8 max-w-4xl mx-auto">  
 {supportedFormats.map((format, index) => (  
 <motion.div  
 key={format.name}  
 initial={{ opacity: 0, y: 20 }}  
 whileInView={{ opacity: 1, y: 0 }}  
 viewport={{ once: true }}  
 transition={{ duration: 0.5, delay: index \* 0.1 }}  
 >  
 <Card className="text-center hover:shadow-lg transition-shadow">  
 <CardHeader>  
 <format.icon className="h-16 w-16 text-primary mx-auto mb-4" />  
 <CardTitle className="text-xl">{format.name}</CardTitle>  
 <CardDescription className="text-sm">  
 {format.formats}  
 </CardDescription>  
 </CardHeader>  
 </Card>  
 </motion.div>  
 ))}  
 </div>  
 </div>  
 </section>  
  
 {/\* CTA Section \*/}  
 <section className="py-20 bg-muted/30">  
 <div className="container mx-auto px-4 sm:px-6 lg:px-8">  
 <motion.div  
 initial={{ opacity: 0, y: 20 }}  
 whileInView={{ opacity: 1, y: 0 }}  
 viewport={{ once: true }}  
 transition={{ duration: 0.6 }}  
 className="text-center max-w-3xl mx-auto"  
 >  
 <Shield className="h-16 w-16 text-primary mx-auto mb-6" />  
 <h2 className="text-3xl sm:text-4xl font-bold mb-4">  
 Ready to Verify Your Media?  
 </h2>  
 <p className="text-xl text-muted-foreground mb-8">  
 Start detecting deepfakes with our advanced AI technology.   
 Upload your file and get results in seconds.  
 </p>  
 <Link href="/upload" prefetch={true}>  
 <Button size="lg" className="font-semibold px-8 py-6 text-base">  
 <Upload className="mr-2 h-5 w-5" />  
 Start Free Analysis  
 <ArrowRight className="ml-2 h-4 w-4" />  
 </Button>  
 </Link>  
 </motion.div>  
 </div>  
 </section>  
 </div>  
 );  
}

### 1.9.5 Step 6: Results Page

**src/app/results/page.tsx:**

'use client';

import { useState, useEffect, Suspense } from 'react';

import { useSearchParams, useRouter } from 'next/navigation';

import { ConfidenceGauge } from '@/components/charts/confidence-gauge';

import { CategoryChart } from '@/components/charts/category-chart';

import { Sidebar } from '@/components/layout/sidebar';

import { Button } from '@/components/ui/button';

import { Card, CardContent, CardHeader, CardTitle } from '@/components/ui/card';

import { Badge } from '@/components/ui/badge';

import { Separator } from '@/components/ui/separator';

import { Progress } from '@/components/ui/progress';

import {

  Download,

  ArrowLeft,

  Clock,

  FileText,

  Activity,

  Image as ImageIcon,

  Video,

  Volume2,

  AlertTriangle,

  CheckCircle,

  XCircle,

  Share,

  Trash2,

  BarChart3,

  Lightbulb,

} from 'lucide-react';

import { motion, AnimatePresence } from 'framer-motion';

import { LineChart, Line, XAxis, YAxis, CartesianGrid, ResponsiveContainer, Tooltip, AreaChart, Area } from 'recharts';

import { storage, formatFileSize, getFileIcon, type StoredAnalysis } from '@/lib/storage';

import { usageTracker } from '@/lib/usage-tracker';

import {

  RiskHeatmap,

  AnomalyScatterPlot,

  MultidimensionalRadar,

  ConfidenceTimelineAdvanced,

  ComparativeAnalysis,

  FileTypeTreemap,

} from '@/components/charts/advanced-charts';

import { ExplanationDashboard } from '@/components/explanation/explanation-dashboard';

import { toast } from 'sonner';

import { PDFExportDialog } from '@/components/pdf/pdf-export-dialog';

import { PDFChartComponents } from '@/components/pdf/pdf-chart-components';

function ResultsPageContent() {

  const [analysis, setAnalysis] = useState<StoredAnalysis | null>(null);

  const [loading, setLoading] = useState(true);

  const [activeTab, setActiveTab] = useState<'overview' | 'explanation' | 'timeline' | 'advanced' | 'details'>('overview');

  const searchParams = useSearchParams();

  const router = useRouter();

  const analysisId = searchParams.get('id');

  useEffect(() => {

    if (!analysisId) {

      router.push('/upload');

      return;

    }

    const result = storage.getAnalysisById(analysisId);

    if (result) {

      setAnalysis(result);

    } else {

      toast.error('Analysis not found');

      router.push('/upload');

    }

    setLoading(false);

  }, [analysisId, router]);

  const handleDelete = () => {

    if (!analysis) return;

    if (confirm('Are you sure you want to delete this analysis?')) {

      storage.removeAnalysisFromHistory(analysis.id);

      toast.success('Analysis deleted successfully');

      router.push('/upload');

    }

  };

  const downloadReport = () => {

    if (!analysis) return;

    const report = {

      id: analysis.id,

      filename: analysis.filename,

      analysis: {

        confidence: analysis.confidence,

        prediction: analysis.prediction,

        timestamp: analysis.timestamp,

        processingTime: analysis.processingTime,

      },

      details: analysis.details,

      explanation: analysis.explanation ? {

        summary: analysis.explanation.summary,

        reasons: analysis.explanation.reasons,

        evidence: analysis.explanation.evidence,

        modelInsights: analysis.explanation.modelInsights,

        temporalAnalysis: analysis.explanation.temporalAnalysis,

        metadataAnalysis: analysis.explanation.metadataAnalysis,

        generatedAt: analysis.explanation.generatedAt,

        processingVersion: analysis.explanation.processingVersion

      } : null,

      metadata: {

        fileSize: analysis.fileSize,

        fileType: analysis.fileType,

        exportedAt: new Date().toISOString(),

        includesExplanation: !!analysis.explanation

      },

    };

    const blob = new Blob([JSON.stringify(report, null, 2)], {

      type: 'application/json',

    });

    const url = URL.createObjectURL(blob);

    const a = document.createElement('a');

    a.href = url;

    const suffix = analysis.explanation ? '-with-explanation' : '';

    a.download = `deepfake-analysis-${analysis.filename}-${new Date().toISOString().split('T')[0]}${suffix}.json`;

    a.click();

    URL.revokeObjectURL(url);

    const message = analysis.explanation ?

      'Complete report with explanations downloaded!' :

      'Report downloaded successfully!';

    toast.success(message);

  };

  const getConfidenceColor = (confidence: number) => {

    if (confidence < 0.3) return 'text-green-600 dark:text-green-400';

    if (confidence < 0.7) return 'text-yellow-600 dark:text-yellow-400';

    return 'text-red-600 dark:text-red-400';

  };

  const getConfidenceIcon = (confidence: number) => {

    if (confidence < 0.3) return CheckCircle;

    if (confidence < 0.7) return AlertTriangle;

    return XCircle;

  };

*// Generate timeline data from analysis results*

  const generateTimelineData = () => {

    if (!analysis) return [];

    const data = [];

    const baseConfidence = analysis.confidence;

    const points = analysis.details.frameAnalysis?.length || 20;

    for (let i = 0; i < points; i++) {

      const variation = (Math.random() - 0.5) \* 0.3;

      const confidence = Math.max(0, Math.min(1, baseConfidence + variation));

      data.push({

        frame: i + 1,

        timestamp: (i / points) \* (analysis.details.metadata.duration || 60),

        confidence: Math.round(confidence \* 100),

        anomalies: Math.random() > 0.8 ? 1 : 0,

      });

    }

    return data;

  };

  const timelineData = generateTimelineData();

  if (loading) {

    return (

      <div className="min-h-screen flex items-center justify-center">

        <div className="text-center">

          <div className="animate-spin rounded-full h-12 w-12 border-b-2 border-primary mx-auto mb-4"></div>

          <p className="text-muted-foreground">Loading analysis...</p>

        </div>

      </div>

    );

  }

  if (!analysis) {

    return (

      <div className="min-h-screen flex items-center justify-center">

        <div className="text-center">

          <AlertTriangle className="h-12 w-12 text-muted-foreground mx-auto mb-4" />

          <h2 className="text-xl font-semibold mb-2">Analysis Not Found</h2>

          <p className="text-muted-foreground mb-4">The requested analysis could not be found.</p>

          <Button onClick={() => router.push('/upload')}>

            <ArrowLeft className="w-4 h-4 mr-2" />

            Back to Upload

          </Button>

        </div>

      </div>

    );

  }

  const ConfidenceIcon = getConfidenceIcon(analysis.confidence);

  return (

    <div className="min-h-screen bg-gradient-to-br from-background via-background to-muted/20">

      <div className="flex">

        {*/\* Sidebar \*/*}

        <Sidebar onAnalysisSelect={(id) => router.push(`/results?id=${id}`)} />

        {*/\* Main Content \*/*}

        <div className="flex-1 p-6">

          <div className="max-w-6xl mx-auto space-y-6">

            {*/\* Header \*/*}

            <motion.div

              initial={{ opacity: 0, y: -20 }}

              animate={{ opacity: 1, y: 0 }}

              transition={{ duration: 0.5 }}

              className="flex items-center justify-between"

            >

              <div className="flex items-center gap-4">

                <Button

                  variant="outline"

                  size="sm"

                  onClick={() => router.back()}

                >

                  <ArrowLeft className="w-4 h-4 mr-2" />

                  Back

                </Button>

                <div>

                  <h1 className="text-2xl font-bold flex items-center gap-2">

                    <span className="text-2xl">{getFileIcon(analysis.fileType)}</span>

                    {analysis.filename}

                  </h1>

                  <p className="text-muted-foreground">

                    Analyzed on {new Date(analysis.timestamp).toLocaleDateString()}

                  </p>

                </div>

              </div>

              <div className="flex items-center gap-2">

                <Badge variant="outline" className={getConfidenceColor(analysis.confidence)}>

                  <ConfidenceIcon className="w-3 h-3 mr-1" />

                  {analysis.confidence > 1 ? Math.round(analysis.confidence) : Math.round(analysis.confidence \* 100)}% Risk

                </Badge>

                <Button variant="outline" size="sm" onClick={downloadReport}>

                  <Download className="w-4 h-4 mr-2" />

                  {analysis.explanation ? 'Download Full Report' : 'Download JSON'}

                </Button>

                {*/\* PDF Export Dialog Trigger \*/*}

                <PDFExportDialog

                  analysis={analysis}

                  trigger={

                    <Button variant="outline" size="sm">

                      <FileText className="w-4 h-4 mr-2" />

                      Export PDF

                    </Button>

                  }

                />

                <Button variant="outline" size="sm" onClick={handleDelete}>

                  <Trash2 className="w-4 h-4 mr-2" />

                  Delete

                </Button>

              </div>

            </motion.div>

            {*/\* Tab Navigation \*/*}

            <motion.div

              initial={{ opacity: 0, y: 20 }}

              animate={{ opacity: 1, y: 0 }}

              transition={{ duration: 0.5, delay: 0.1 }}

            >

              <div className="border-b">

                <nav className="-mb-px flex space-x-8">

                  {[

                    { id: 'overview', label: 'Overview', icon: Activity },

                    { id: 'explanation', label: 'Why This Result?', icon: Lightbulb },

                    { id: 'timeline', label: 'Timeline Analysis', icon: Clock },

                    { id: 'advanced', label: 'Advanced Charts', icon: BarChart3 },

                    { id: 'details', label: 'Technical Details', icon: FileText },

                  ].map((tab) => (

                    <button

                      key={tab.id}

                      onClick={() => setActiveTab(tab.id as any)}

                      className={`py-2 px-1 border-b-2 font-medium text-sm flex items-center gap-2 ${

                        activeTab === tab.id

                          ? 'border-primary text-primary'

                          : 'border-transparent text-muted-foreground hover:text-foreground hover:border-border'

                      }`}

                    >

                      <tab.icon className="w-4 h-4" />

                      {tab.label}

                    </button>

                  ))}

                </nav>

              </div>

            </motion.div>

            {*/\* Tab Content \*/*}

            <AnimatePresence mode="wait">

              {activeTab === 'overview' && (

                <motion.div

                  key="overview"

                  initial={{ opacity: 0, y: 20 }}

                  animate={{ opacity: 1, y: 0 }}

                  exit={{ opacity: 0, y: -20 }}

                  transition={{ duration: 0.3 }}

                  className="space-y-6"

                >

                  {*/\* Main Charts \*/*}

                  <div className="grid lg:grid-cols-2 gap-6">

                    <ConfidenceGauge

                      confidence={analysis.confidence}

                      prediction={analysis.prediction}

                    />

                    <CategoryChart

                      data={analysis.details.categoryBreakdown}

                    />

                  </div>

                  {*/\* File Info & Processing Stats \*/*}

                  <div className="grid md:grid-cols-2 gap-6">

                    <Card>

                      <CardHeader>

                        <CardTitle className="flex items-center gap-2">

                          <FileText className="w-5 h-5" />

                          File Information

                        </CardTitle>

                      </CardHeader>

                      <CardContent className="space-y-4">

                        <div className="grid grid-cols-2 gap-4 text-sm">

                          <div>

                            <span className="text-muted-foreground">Type:</span>

                            <p className="font-medium capitalize">

                              {analysis.fileType.split('/')[0]}

                            </p>

                          </div>

                          <div>

                            <span className="text-muted-foreground">Size:</span>

                            <p className="font-medium">

                              {formatFileSize(analysis.fileSize)}

                            </p>

                          </div>

                          {analysis.details.metadata.duration && (

                            <div>

                              <span className="text-muted-foreground">Duration:</span>

                              <p className="font-medium">

                                {Math.round(analysis.details.metadata.duration)}s

                              </p>

                            </div>

                          )}

                          {analysis.details.metadata.resolution && (

                            <div>

                              <span className="text-muted-foreground">Resolution:</span>

                              <p className="font-medium">

                                {analysis.details.metadata.resolution}

                              </p>

                            </div>

                          )}

                        </div>

                      </CardContent>

                    </Card>

                    <Card>

                      <CardHeader>

                        <CardTitle className="flex items-center gap-2">

                          <Activity className="w-5 h-5" />

                          Processing Stats

                        </CardTitle>

                      </CardHeader>

                      <CardContent className="space-y-4">

                        <div className="space-y-3">

                          <div className="flex justify-between items-center text-sm">

                            <span className="text-muted-foreground">Processing Time:</span>

                            <span className="font-medium">

                              {Math.round(analysis.processingTime / 1000)}s

                            </span>

                          </div>

                          <div className="flex justify-between items-center text-sm">

                            <span className="text-muted-foreground">Analysis ID:</span>

                            <span className="font-mono text-xs bg-muted px-2 py-1 rounded">

                              {analysis.id.slice(-8)}

                            </span>

                          </div>

                          <div className="flex justify-between items-center text-sm">

                            <span className="text-muted-foreground">Status:</span>

                            <Badge variant="secondary">Complete</Badge>

                          </div>

                        </div>

                      </CardContent>

                    </Card>

                  </div>

                </motion.div>

              )}

              {activeTab === 'explanation' && (

                <motion.div

                  key="explanation"

                  initial={{ opacity: 0, y: 20 }}

                  animate={{ opacity: 1, y: 0 }}

                  exit={{ opacity: 0, y: -20 }}

                  transition={{ duration: 0.3 }}

                  className="space-y-6"

                >

                  {analysis.explanation ? (

                    <ExplanationDashboard explanation={analysis.explanation} />

                  ) : (

                    <Card>

                      <CardContent className="text-center py-8">

                        <Lightbulb className="w-12 h-12 mx-auto text-muted-foreground mb-4" />

                        <h3 className="font-medium mb-2">Explanation Not Available</h3>

                        <p className="text-sm text-muted-foreground">

                          Detailed explanations are not available for this analysis. This may be due to an older analysis or processing limitations.

                        </p>

                        <Button

                          variant="outline"

                          className="mt-4"

                          onClick={() => {

*// Re-analyze to get explanation*

                            toast.info('Re-analysis feature coming soon');

                          }}

                        >

                          <Lightbulb className="w-4 h-4 mr-2" />

                          Generate Explanation

                        </Button>

                      </CardContent>

                    </Card>

                  )}

                </motion.div>

              )}

              {activeTab === 'timeline' && (

                <motion.div

                  key="timeline"

                  initial={{ opacity: 0, y: 20 }}

                  animate={{ opacity: 1, y: 0 }}

                  exit={{ opacity: 0, y: -20 }}

                  transition={{ duration: 0.3 }}

                  className="space-y-6"

                >

                  <Card>

                    <CardHeader>

                      <CardTitle className="flex items-center gap-2">

                        <Clock className="w-5 h-5" />

                        Frame-by-Frame Analysis

                      </CardTitle>

                    </CardHeader>

                    <CardContent>

                      <div className="h-80">

                        <ResponsiveContainer width="100%" height="100%">

                          <AreaChart data={timelineData}>

                            <CartesianGrid strokeDasharray="3 3" className="opacity-30" />

                            <XAxis

                              dataKey="frame"

                              tick={{ fontSize: 12 }}

                              axisLine={false}

                              tickLine={false}

                            />

                            <YAxis

                              domain={[0, 100]}

                              tick={{ fontSize: 12 }}

                              axisLine={false}

                              tickLine={false}

                              label={{ value: 'Confidence %', angle: -90, position: 'insideLeft' }}

                            />

                            <Tooltip

                              content={({ active, payload, label }) => {

                                if (active && payload && payload.length) {

                                  return (

                                    <div className="bg-background border border-border rounded-lg shadow-lg p-3">

                                      <p className="font-medium">Frame {label}</p>

                                      <p className="text-sm text-muted-foreground">

                                        Confidence: {payload[0].value}%

                                      </p>

                                    </div>

                                  );

                                }

                                return null;

                              }}

                            />

                            <Area

                              type="monotone"

                              dataKey="confidence"

                              stroke="#8884d8"

                              fill="#8884d8"

                              fillOpacity={0.2}

                              strokeWidth={2}

                            />

                          </AreaChart>

                        </ResponsiveContainer>

                      </div>

                    </CardContent>

                  </Card>

                  {*/\* Audio Analysis if applicable \*/*}

                  {analysis.details.audioAnalysis && (

                    <Card>

                      <CardHeader>

                        <CardTitle className="flex items-center gap-2">

                          <Volume2 className="w-5 h-5" />

                          Audio Analysis

                        </CardTitle>

                      </CardHeader>

                      <CardContent>

                        <div className="space-y-4">

                          <div className="h-32 bg-muted/30 rounded flex items-center justify-center">

                            <BarChart3 className="w-8 h-8 text-muted-foreground" />

                            <span className="ml-2 text-muted-foreground">Waveform Visualization</span>

                          </div>

                          <div className="grid grid-cols-2 md:grid-cols-3 gap-4 text-sm">

                            <div>

                              <span className="text-muted-foreground">Segments Analyzed:</span>

                              <p className="font-medium">{analysis.details.audioAnalysis.segments.length}</p>

                            </div>

                            <div>

                              <span className="text-muted-foreground">Avg Confidence:</span>

                              <p className="font-medium">

                                {Math.round(analysis.details.audioAnalysis.segments.reduce((sum, seg) => sum + seg.confidence, 0) / analysis.details.audioAnalysis.segments.length \* 100)}%

                              </p>

                            </div>

                            <div>

                              <span className="text-muted-foreground">Anomalies Found:</span>

                              <p className="font-medium">

                                {analysis.details.audioAnalysis.segments.filter(seg => seg.anomalies && seg.anomalies.length > 0).length}

                              </p>

                            </div>

                          </div>

                        </div>

                      </CardContent>

                    </Card>

                  )}

                </motion.div>

              )}

              {activeTab === 'advanced' && (

                <motion.div

                  key="advanced"

                  initial={{ opacity: 0, y: 20 }}

                  animate={{ opacity: 1, y: 0 }}

                  exit={{ opacity: 0, y: -20 }}

                  transition={{ duration: 0.3 }}

                  className="space-y-6"

                >

                  <div className="grid grid-cols-1 lg:grid-cols-2 gap-6">

                    <RiskHeatmap data={analysis} />

                    <AnomalyScatterPlot data={analysis} />

                    <MultidimensionalRadar data={analysis} />

                    <ConfidenceTimelineAdvanced data={timelineData} />

                  </div>

                  {*/\* Comparative Analysis if there are multiple analyses \*/*}

                  {storage.getAnalysisHistory().length > 1 && (

                    <ComparativeAnalysis analyses={storage.getAnalysisHistory()} />

                  )}

                </motion.div>

              )}

              {activeTab === 'details' && (

                <motion.div

                  key="details"

                  initial={{ opacity: 0, y: 20 }}

                  animate={{ opacity: 1, y: 0 }}

                  exit={{ opacity: 0, y: -20 }}

                  transition={{ duration: 0.3 }}

                  className="space-y-6"

                >

                  {*/\* Usage Statistics Card \*/*}

                  <Card>

                    <CardHeader>

                      <CardTitle className="flex items-center gap-2">

                        <BarChart3 className="w-5 h-5" />

                        Free Tier Usage Statistics

                      </CardTitle>

                    </CardHeader>

                    <CardContent>

                      <div className="space-y-4">

                        <div className="grid grid-cols-2 md:grid-cols-4 gap-4">

                          <div className="text-center p-3 bg-muted/30 rounded">

                            <div className="text-lg font-bold text-primary">{usageTracker.getUsageStats().monthlyScans}</div>

                            <div className="text-xs text-muted-foreground">This Month</div>

                          </div>

                          <div className="text-center p-3 bg-muted/30 rounded">

                            <div className="text-lg font-bold text-green-600">{usageTracker.getRemainingScans()}</div>

                            <div className="text-xs text-muted-foreground">Remaining</div>

                          </div>

                          <div className="text-center p-3 bg-muted/30 rounded">

                            <div className="text-lg font-bold">{usageTracker.getUsageStats().totalScans}</div>

                            <div className="text-xs text-muted-foreground">Total</div>

                          </div>

                          <div className="text-center p-3 bg-muted/30 rounded">

                            <div className={`text-lg font-bold ${usageTracker.getUsagePercentage() > 80 ? 'text-red-600' : 'text-primary'}`}>

                              {usageTracker.getUsagePercentage().toFixed(1)}%

                            </div>

                            <div className="text-xs text-muted-foreground">Used</div>

                          </div>

                        </div>

                        {*/\* File Type Usage Distribution \*/*}

                        <FileTypeTreemap usageData={usageTracker.getMonthlyUsageByFileType()} />

                      </div>

                    </CardContent>

                  </Card>

                  <Card>

                    <CardHeader>

                      <CardTitle>Raw Analysis Data</CardTitle>

                    </CardHeader>

                    <CardContent>

                      <pre className="bg-muted/30 p-4 rounded-lg overflow-auto text-xs">

                        {JSON.stringify(analysis, null, 2)}

                      </pre>

                    </CardContent>

                  </Card>

                </motion.div>

              )}

            </AnimatePresence>

            {*/\* Hidden PDF Components for Export \*/*}

            <PDFChartComponents analysis={analysis} />

          </div>

        </div>

      </div>

    </div>

  );

}

export default function ResultsPage() {

  return (

    <Suspense fallback={

      <div className="min-h-screen flex items-center justify-center">

        <div className="text-center">

          <div className="animate-spin rounded-full h-12 w-12 border-b-2 border-primary mx-auto mb-4"></div>

          <p className="text-muted-foreground">Loading analysis...</p>

        </div>

      </div>

    }>

      <ResultsPageContent />

    </Suspense>

  );

}

## **src\components\charts\advanced-charts.tsx**

'use client';

import React from 'react';

import {

  RadarChart,

  Radar,

  PolarGrid,

  PolarAngleAxis,

  PolarRadiusAxis,

  ScatterChart,

  Scatter,

  XAxis,

  YAxis,

  CartesianGrid,

  Tooltip,

  ResponsiveContainer,

  ComposedChart,

  Line,

  Area,

  Bar,

  Legend,

  LineChart,

  Treemap,

  Cell

} from 'recharts';

import { motion } from 'framer-motion';

import { Card, CardContent, CardHeader, CardTitle } from '@/components/ui/card';

import { Badge } from '@/components/ui/badge';

*// Risk Heatmap Component*

export function RiskHeatmap({ data }: { data: any }) {

  const heatmapData = [

    { name: 'Facial Analysis', authentic: 85, manipulated: 15, risk: 'low' },

    { name: 'Voice Patterns', authentic: 70, manipulated: 30, risk: 'medium' },

    { name: 'Temporal Consistency', authentic: 90, manipulated: 10, risk: 'low' },

    { name: 'Metadata Analysis', authentic: 95, manipulated: 5, risk: 'low' },

    { name: 'Compression Artifacts', authentic: 80, manipulated: 20, risk: 'low' },

  ];

  const getRiskColor = (risk: string) => {

    switch (risk) {

      case 'low': return '#10b981';

      case 'medium': return '#f59e0b';

      case 'high': return '#ef4444';

      default: return '#6b7280';

    }

  };

  return (

    <Card>

      <CardHeader>

        <CardTitle className="flex items-center gap-2">

          Risk Analysis Heatmap

          <Badge variant="secondary">Multi-Layer Detection</Badge>

        </CardTitle>

      </CardHeader>

      <CardContent>

        <div className="space-y-4">

          {heatmapData.map((item, index) => (

            <motion.div

              key={item.name}

              initial={{ opacity: 0, x: -20 }}

              animate={{ opacity: 1, x: 0 }}

              transition={{ delay: index \* 0.1 }}

              className="flex items-center justify-between p-3 rounded-lg border"

            >

              <div className="flex-1">

                <div className="font-medium text-sm">{item.name}</div>

                <div className="flex items-center gap-2 mt-1">

                  <div className="flex-1 bg-muted rounded-full h-2 overflow-hidden">

                    <div

                      className="h-full transition-all duration-1000"

                      style={{

                        width: `${item.authentic}%`,

                        backgroundColor: getRiskColor(item.risk)

                      }}

                    />

                  </div>

                  <div className="text-xs text-muted-foreground min-w-[3rem]">

                    {item.authentic}%

                  </div>

                </div>

              </div>

              <Badge

                variant={item.risk === 'low' ? 'default' : item.risk === 'medium' ? 'secondary' : 'destructive'}

                className="ml-2"

              >

                {item.risk.toUpperCase()}

              </Badge>

            </motion.div>

          ))}

        </div>

      </CardContent>

    </Card>

  );

}

*// Anomaly Detection Scatter Plot*

export function AnomalyScatterPlot({ data }: { data: any }) {

  const scatterData = Array.from({ length: 50 }, (\_, i) => ({

    x: Math.random() \* 100,

    y: Math.random() \* 100,

    confidence: Math.random(),

    anomaly: Math.random() > 0.7,

  }));

  const CustomTooltip = ({ active, payload }: any) => {

    if (active && payload && payload.length) {

      const data = payload[0].payload;

      return (

        <div className="bg-background border rounded-lg shadow-lg p-3">

          <p className="font-medium">Frame Analysis</p>

          <p className="text-sm">Position: ({data.x.toFixed(1)}, {data.y.toFixed(1)})</p>

          <p className="text-sm">Confidence: {(data.confidence \* 100).toFixed(1)}%</p>

          <p className="text-sm">

            Status: <span className={data.anomaly ? 'text-red-500' : 'text-green-500'}>

              {data.anomaly ? 'Anomaly Detected' : 'Normal'}

            </span>

          </p>

        </div>

      );

    }

    return null;

  };

  return (

    <Card>

      <CardHeader>

        <CardTitle>Anomaly Detection Analysis</CardTitle>

      </CardHeader>

      <CardContent>

        <div className="h-64">

          <ResponsiveContainer width="100%" height="100%">

            <ScatterChart data={scatterData}>

              <CartesianGrid strokeDasharray="3 3" className="opacity-30" />

              <XAxis

                type="number"

                dataKey="x"

                domain={[0, 100]}

                tick={{ fontSize: 12 }}

              />

              <YAxis

                type="number"

                dataKey="y"

                domain={[0, 100]}

                tick={{ fontSize: 12 }}

              />

              <Tooltip content={<CustomTooltip />} />

              <Scatter

                dataKey="confidence"

                fill="#8884d8"

                shape={(props: any) => {

                  const { cx, cy, payload } = props;

                  return (

                    <circle

                      cx={cx}

                      cy={cy}

                      r={payload.anomaly ? 6 : 3}

                      fill={payload.anomaly ? '#ef4444' : '#10b981'}

                      opacity={0.7}

                    />

                  );

                }}

              />

            </ScatterChart>

          </ResponsiveContainer>

        </div>

        <div className="flex items-center gap-4 mt-2 text-xs text-muted-foreground">

          <div className="flex items-center gap-1">

            <div className="w-3 h-3 rounded-full bg-green-500" />

            Normal Frames

          </div>

          <div className="flex items-center gap-1">

            <div className="w-3 h-3 rounded-full bg-red-500" />

            Anomalies Detected

          </div>

        </div>

      </CardContent>

    </Card>

  );

}

*// Radar Chart for Multi-Dimensional Analysis*

export function MultidimensionalRadar({ data }: { data: any }) {

  const radarData = [

    {

      metric: 'Facial Consistency',

      score: 85,

      fullMark: 100,

    },

    {

      metric: 'Temporal Flow',

      score: 78,

      fullMark: 100,

    },

    {

      metric: 'Lighting Analysis',

      score: 92,

      fullMark: 100,

    },

    {

      metric: 'Compression Patterns',

      score: 88,

      fullMark: 100,

    },

    {

      metric: 'Metadata Integrity',

      score: 95,

      fullMark: 100,

    },

    {

      metric: 'Pixel Artifacts',

      score: 76,

      fullMark: 100,

    },

  ];

  return (

    <Card>

      <CardHeader>

        <CardTitle>Multi-Dimensional Analysis</CardTitle>

      </CardHeader>

      <CardContent>

        <div className="h-64">

          <ResponsiveContainer width="100%" height="100%">

            <RadarChart data={radarData}>

              <PolarGrid />

              <PolarAngleAxis

                dataKey="metric"

                tick={{ fontSize: 10 }}

              />

              <PolarRadiusAxis

                angle={90}

                domain={[0, 100]}

                tick={{ fontSize: 10 }}

              />

              <Radar

                name="Analysis Score"

                dataKey="score"

                stroke="#8884d8"

                fill="#8884d8"

                fillOpacity={0.3}

                strokeWidth={2}

              />

            </RadarChart>

          </ResponsiveContainer>

        </div>

      </CardContent>

    </Card>

  );

}

*// Confidence Timeline with Anomaly Markers*

export function ConfidenceTimelineAdvanced({ data }: { data: any }) {

  const timelineData = Array.from({ length: 30 }, (\_, i) => ({

    frame: i + 1,

    confidence: 65 + Math.sin(i / 5) \* 15 + (Math.random() - 0.5) \* 10,

    anomaly: Math.random() > 0.8 ? 100 : null,

    threshold: 70,

  }));

  return (

    <Card>

      <CardHeader>

        <CardTitle>Confidence Timeline Analysis</CardTitle>

      </CardHeader>

      <CardContent>

        <div className="h-64">

          <ResponsiveContainer width="100%" height="100%">

            <ComposedChart data={timelineData}>

              <CartesianGrid strokeDasharray="3 3" className="opacity-30" />

              <XAxis

                dataKey="frame"

                tick={{ fontSize: 12 }}

              />

              <YAxis

                domain={[0, 100]}

                tick={{ fontSize: 12 }}

              />

              <Tooltip

                content={({ active, payload, label }) => {

                  if (active && payload && payload.length) {

                    return (

                      <div className="bg-background border rounded-lg shadow-lg p-3">

                        <p className="font-medium">Frame {label}</p>

                        <p className="text-sm">

                          Confidence: {payload[0]?.value?.toFixed(1)}%

                        </p>

                        {payload[1]?.value && (

                          <p className="text-sm text-red-500">⚠️ Anomaly Detected</p>

                        )}

                      </div>

                    );

                  }

                  return null;

                }}

              />

              <Area

                type="monotone"

                dataKey="confidence"

                stroke="#8884d8"

                fill="#8884d8"

                fillOpacity={0.3}

                strokeWidth={2}

              />

              <Line

                type="monotone"

                dataKey="threshold"

                stroke="#f59e0b"

                strokeDasharray="5 5"

                dot={false}

              />

              <Scatter

                dataKey="anomaly"

                fill="#ef4444"

                shape="diamond"

              />

              <Legend />

            </ComposedChart>

          </ResponsiveContainer>

        </div>

      </CardContent>

    </Card>

  );

}

*// Comparative Analysis Chart*

export function ComparativeAnalysis({ analyses }: { analyses: any[] }) {

  const comparisonData = analyses.slice(0, 5).map((analysis, index) => ({

    name: `Analysis ${index + 1}`,

    confidence: analysis.confidence \* 100,

    authentic: (1 - analysis.confidence) \* 100,

    processing\_time: analysis.processingTime / 1000,

  }));

  return (

    <Card>

      <CardHeader>

        <CardTitle>Comparative Analysis</CardTitle>

      </CardHeader>

      <CardContent>

        <div className="h-64">

          <ResponsiveContainer width="100%" height="100%">

            <ComposedChart data={comparisonData}>

              <CartesianGrid strokeDasharray="3 3" className="opacity-30" />

              <XAxis dataKey="name" />

              <YAxis />

              <Tooltip />

              <Legend />

              <Bar dataKey="confidence" fill="#ef4444" name="Manipulation Risk %" />

              <Bar dataKey="authentic" fill="#10b981" name="Authenticity %" />

              <Line

                type="monotone"

                dataKey="processing\_time"

                stroke="#f59e0b"

                name="Processing Time (s)"

                yAxisId="right"

              />

            </ComposedChart>

          </ResponsiveContainer>

        </div>

      </CardContent>

    </Card>

  );

}

*// File Type Usage Treemap*

export function FileTypeTreemap({ usageData }: { usageData: Record<string, number> }) {

  const treemapData = Object.entries(usageData).map(([type, count]) => ({

    name: type.charAt(0).toUpperCase() + type.slice(1),

    value: count,

    percentage: (count / Object.values(usageData).reduce((a, b) => a + b, 0) \* 100).toFixed(1),

  }));

  const COLORS = ['#8884d8', '#82ca9d', '#ffc658', '#ff7300', '#8dd1e1'];

  return (

    <Card>

      <CardHeader>

        <CardTitle>File Type Analysis Distribution</CardTitle>

      </CardHeader>

      <CardContent>

        <div className="h-64">

          <ResponsiveContainer width="100%" height="100%">

            <Treemap

              data={treemapData}

              dataKey="value"

              stroke="#fff"

              content={(props: any) => {

                const { x, y, width, height, index, name, value, percentage } = props;

                return (

                  <g>

                    <rect

                      x={x}

                      y={y}

                      width={width}

                      height={height}

                      fill={COLORS[index % COLORS.length]}

                      opacity={0.8}

                    />

                    {width > 60 && height > 30 && (

                      <>

                        <text

                          x={x + width / 2}

                          y={y + height / 2 - 6}

                          textAnchor="middle"

                          fill="#fff"

                          fontSize="12"

                          fontWeight="bold"

                        >

                          {name}

                        </text>

                        <text

                          x={x + width / 2}

                          y={y + height / 2 + 6}

                          textAnchor="middle"

                          fill="#fff"

                          fontSize="10"

                        >

                          {value} ({percentage}%)

                        </text>

                      </>

                    )}

                  </g>

                );

              }}

            />

          </ResponsiveContainer>

        </div>

      </CardContent>

    </Card>

  );

}

**src\components\charts\category-chart.tsx**

'use client';

import { BarChart, Bar, XAxis, YAxis, CartesianGrid, ResponsiveContainer, PieChart, Pie, Cell, Tooltip } from 'recharts';

import { motion } from 'framer-motion';

import { Card, CardContent, CardHeader, CardTitle } from '@/components/ui/card';

import { Badge } from '@/components/ui/badge';

import { Button } from '@/components/ui/button';

*// Toggle group removed - using buttons instead*

import { BarChart3, PieChart as PieChartIcon } from 'lucide-react';

import { useState } from 'react';

interface CategoryData {

  authentic: number;

  manipulated: number;

  inconclusive: number;

}

interface CategoryChartProps {

  data: CategoryData;

  className?: string;

}

const COLORS = {

  authentic: '#10b981',

  manipulated: '#ef4444',

  inconclusive: '#f59e0b',

};

export function CategoryChart({ data, className }: CategoryChartProps) {

  const [viewType, setViewType] = useState<'pie' | 'bar'>('pie');

*// Transform data for charts - handle both 0-1 and 0-100 ranges safely*

  const normalizeValue = (value: number) => value > 1 ? Math.round(value) : Math.round(value \* 100);

  const chartData = [

    {

      name: 'Authentic',

      value: normalizeValue(data.authentic),

      percentage: `${normalizeValue(data.authentic)}%`,

      color: COLORS.authentic,

    },

    {

      name: 'Manipulated',

      value: normalizeValue(data.manipulated),

      percentage: `${normalizeValue(data.manipulated)}%`,

      color: COLORS.manipulated,

    },

    {

      name: 'Inconclusive',

      value: normalizeValue(data.inconclusive),

      percentage: `${normalizeValue(data.inconclusive)}%`,

      color: COLORS.inconclusive,

    },

  ];

  const CustomTooltip = ({ active, payload }: { active?: boolean; payload?: Array<{ name: string; value: number; color: string }> }) => {

    if (active && payload && payload.length) {

      const data = payload[0];

      return (

        <div className="bg-background border border-border rounded-lg shadow-lg p-3">

          <p className="font-medium">{data.name}</p>

          <p className="text-sm text-muted-foreground">

            <span style={{ color: data.color }}>●</span> {data.value}%

          </p>

        </div>

      );

    }

    return null;

  };

  const renderCustomizedLabel = (entry: any) => {

    return `${entry.percent?.toFixed(0) || 0}%`;

  };

  return (

    <Card className={className}>

      <CardHeader className="pb-4">

        <div className="flex items-center justify-between">

          <CardTitle>Category Breakdown</CardTitle>

          <div className="flex items-center gap-2">

            <Button

              variant={viewType === 'pie' ? 'default' : 'outline'}

              size="sm"

              onClick={() => setViewType('pie')}

              className="h-8 w-8 p-0"

            >

              <PieChartIcon className="h-4 w-4" />

            </Button>

            <Button

              variant={viewType === 'bar' ? 'default' : 'outline'}

              size="sm"

              onClick={() => setViewType('bar')}

              className="h-8 w-8 p-0"

            >

              <BarChart3 className="h-4 w-4" />

            </Button>

          </div>

        </div>

      </CardHeader>

      <CardContent>

        <motion.div

          key={viewType}

          initial={{ opacity: 0, scale: 0.95 }}

          animate={{ opacity: 1, scale: 1 }}

          transition={{ duration: 0.3 }}

        >

          {viewType === 'pie' ? (

            <div className="space-y-6">

              <div className="h-64">

                <ResponsiveContainer width="100%" height="100%">

                  <PieChart>

                    <Pie

                      data={chartData}

                      cx="50%"

                      cy="50%"

                      labelLine={false}

                      label={renderCustomizedLabel}

                      outerRadius={80}

                      fill="#8884d8"

                      dataKey="value"

                      animationBegin={0}

                      animationDuration={1000}

                    >

                      {chartData.map((entry, index) => (

                        <Cell key={`cell-${index}`} fill={entry.color} />

                      ))}

                    </Pie>

                    <Tooltip content={<CustomTooltip />} />

                  </PieChart>

                </ResponsiveContainer>

              </div>

              {*/\* Legend \*/*}

              <div className="grid grid-cols-1 gap-3">

                {chartData.map((item, index) => (

                  <motion.div

                    key={item.name}

                    initial={{ opacity: 0, x: -20 }}

                    animate={{ opacity: 1, x: 0 }}

                    transition={{ delay: index \* 0.1 + 0.5 }}

                    className="flex items-center justify-between p-3 bg-muted/30 rounded-lg"

                  >

                    <div className="flex items-center gap-3">

                      <div

                        className="w-4 h-4 rounded-full"

                        style={{ backgroundColor: item.color }}

                      />

                      <span className="font-medium text-sm">{item.name}</span>

                    </div>

                    <Badge variant="secondary" className="font-semibold">

                      {item.percentage}

                    </Badge>

                  </motion.div>

                ))}

              </div>

            </div>

          ) : (

            <div className="space-y-6">

              <div className="h-64">

                <ResponsiveContainer width="100%" height="100%">

                  <BarChart data={chartData} margin={{ top: 20, right: 30, left: 20, bottom: 5 }}>

                    <CartesianGrid strokeDasharray="3 3" className="opacity-30" />

                    <XAxis

                      dataKey="name"

                      tick={{ fontSize: 12 }}

                      axisLine={false}

                      tickLine={false}

                    />

                    <YAxis

                      tick={{ fontSize: 12 }}

                      axisLine={false}

                      tickLine={false}

                      domain={[0, 100]}

                    />

                    <Tooltip content={<CustomTooltip />} />

                    <Bar

                      dataKey="value"

                      fill="#8884d8"

                      radius={[4, 4, 0, 0]}

                      animationBegin={0}

                      animationDuration={1000}

                    >

                      {chartData.map((entry, index) => (

                        <Cell key={`cell-${index}`} fill={entry.color} />

                      ))}

                    </Bar>

                  </BarChart>

                </ResponsiveContainer>

              </div>

              {*/\* Statistics \*/*}

              <div className="grid grid-cols-3 gap-4">

                {chartData.map((item, index) => (

                  <motion.div

                    key={item.name}

                    initial={{ opacity: 0, y: 20 }}

                    animate={{ opacity: 1, y: 0 }}

                    transition={{ delay: index \* 0.1 + 0.5 }}

                    className="text-center p-4 border rounded-lg"

                  >

                    <div

                      className="text-2xl font-bold mb-1"

                      style={{ color: item.color }}

                    >

                      {item.percentage}

                    </div>

                    <div className="text-sm text-muted-foreground font-medium">

                      {item.name}

                    </div>

                  </motion.div>

                ))}

              </div>

            </div>

          )}

        </motion.div>

        {*/\* Summary \*/*}

        <div className="mt-6 p-4 bg-muted/50 rounded-lg">

          <h4 className="font-medium mb-2">Analysis Summary</h4>

          <p className="text-sm text-muted-foreground">

            {data.authentic > data.manipulated && data.authentic > data.inconclusive &&

              'The analysis indicates this file is likely authentic with low signs of manipulation.'}

            {data.manipulated > data.authentic && data.manipulated > data.inconclusive &&

              'The analysis suggests this file may be manipulated or artificially generated.'}

            {data.inconclusive >= data.authentic && data.inconclusive >= data.manipulated &&

              'The analysis results are inconclusive, requiring further investigation.'}

          </p>

        </div>

      </CardContent>

    </Card>

  );

}

**src\components\charts\confidence-gauge.tsx**

'use client';

import { PieChart, Pie, Cell, ResponsiveContainer } from 'recharts';

import { motion } from 'framer-motion';

import { Card, CardContent, CardHeader, CardTitle } from '@/components/ui/card';

import { Badge } from '@/components/ui/badge';

import { AlertTriangle, CheckCircle, XCircle } from 'lucide-react';

interface ConfidenceGaugeProps {

  confidence: number;

  prediction: 'authentic' | 'manipulated' | 'inconclusive';

  className?: string;

}

export function ConfidenceGauge({

  confidence,

  prediction,

  className,

}: ConfidenceGaugeProps) {

*// Handle both 0-1 range (0.99) and 0-100 range (99) safely*

  const percentage = confidence > 1 ? Math.round(confidence) : Math.round(confidence \* 100);

*// Calculate gauge data*

  const gaugeData = [

    { name: 'confidence', value: percentage },

    { name: 'remaining', value: 100 - percentage },

  ];

*// Get color based on confidence level*

  const getConfidenceColor = () => {

    if (confidence < 0.3) return '#10b981'; *// green*

    if (confidence < 0.7) return '#f59e0b'; *// yellow*

    return '#ef4444'; *// red*

  };

*// Get icon based on prediction*

  const getPredictionIcon = () => {

    switch (prediction) {

      case 'authentic':

        return <CheckCircle className="h-5 w-5 text-green-600 dark:text-green-400" />;

      case 'manipulated':

        return <XCircle className="h-5 w-5 text-red-600 dark:text-red-400" />;

      case 'inconclusive':

        return <AlertTriangle className="h-5 w-5 text-yellow-600 dark:text-yellow-400" />;

    }

  };

  const getConfidenceLabel = () => {

    if (confidence < 0.3) return 'Low Risk';

    if (confidence < 0.7) return 'Medium Risk';

    return 'High Risk';

  };

  const getBadgeVariant = () => {

    switch (prediction) {

      case 'authentic':

        return 'secondary';

      case 'manipulated':

        return 'destructive';

      case 'inconclusive':

        return 'outline';

    }

  };

  return (

    <Card className={className}>

      <CardHeader className="pb-4">

        <CardTitle className="flex items-center justify-between">

          <span>Confidence Score</span>

          <Badge variant={getBadgeVariant()} className="capitalize">

            {getPredictionIcon()}

            <span className="ml-1">{prediction}</span>

          </Badge>

        </CardTitle>

      </CardHeader>

      <CardContent>

        <div className="relative">

          {*/\* Gauge Chart \*/*}

          <div className="relative mx-auto w-48 h-48">

            <ResponsiveContainer width="100%" height="100%">

              <PieChart>

                <Pie

                  data={gaugeData}

                  cx="50%"

                  cy="50%"

                  startAngle={180}

                  endAngle={0}

                  innerRadius={60}

                  outerRadius={80}

                  paddingAngle={0}

                  dataKey="value"

                >

                  <Cell fill={getConfidenceColor()} />

                  <Cell fill="transparent" />

                </Pie>

              </PieChart>

            </ResponsiveContainer>

            {*/\* Center Content \*/*}

            <div className="absolute inset-0 flex flex-col items-center justify-center">

              <motion.div

                initial={{ scale: 0 }}

                animate={{ scale: 1 }}

                transition={{ delay: 0.5, type: "spring", stiffness: 200 }}

                className="text-center"

              >

                <div

                  className="text-3xl font-bold mb-1"

                  style={{ color: getConfidenceColor() }}

                >

                  {percentage}%

                </div>

                <div className="text-sm text-muted-foreground font-medium">

                  {getConfidenceLabel()}

                </div>

              </motion.div>

            </div>

            {*/\* Animated Background Ring \*/*}

            <div className="absolute inset-0">

              <svg className="w-full h-full -rotate-90" viewBox="0 0 192 192">

                <circle

                  cx="96"

                  cy="96"

                  r="70"

                  fill="none"

                  stroke="currentColor"

                  strokeWidth="4"

                  className="text-muted/20"

                />

                <motion.circle

                  cx="96"

                  cy="96"

                  r="70"

                  fill="none"

                  stroke={getConfidenceColor()}

                  strokeWidth="4"

                  strokeLinecap="round"

                  strokeDasharray={`${2 \* Math.PI \* 70}`}

                  initial={{ strokeDashoffset: 2 \* Math.PI \* 70 }}

                  animate={{ strokeDashoffset: 2 \* Math.PI \* 70 \* (1 - percentage / 100) }}

                  transition={{ duration: 1.5, ease: "easeInOut" }}

                  style={{

                    filter: 'drop-shadow(0 0 6px currentColor)',

                    opacity: 0.8,

                  }}

                />

              </svg>

            </div>

          </div>

          {*/\* Risk Level Indicators \*/*}

          <div className="mt-6 space-y-3">

            <div className="flex items-center justify-between text-sm">

              <span className="flex items-center gap-2">

                <div className="w-3 h-3 rounded-full bg-green-500"></div>

                Low Risk

              </span>

              <span className="text-muted-foreground">0-30%</span>

            </div>

            <div className="flex items-center justify-between text-sm">

              <span className="flex items-center gap-2">

                <div className="w-3 h-3 rounded-full bg-yellow-500"></div>

                Medium Risk

              </span>

              <span className="text-muted-foreground">30-70%</span>

            </div>

            <div className="flex items-center justify-between text-sm">

              <span className="flex items-center gap-2">

                <div className="w-3 h-3 rounded-full bg-red-500"></div>

                High Risk

              </span>

              <span className="text-muted-foreground">70-100%</span>

            </div>

          </div>

          {*/\* Additional Info \*/*}

          <div className="mt-6 p-4 bg-muted/50 rounded-lg">

            <div className="flex items-center justify-between mb-2">

              <span className="text-sm font-medium">Detection Result</span>

              {getPredictionIcon()}

            </div>

            <p className="text-xs text-muted-foreground leading-relaxed">

              {prediction === 'authentic' &&

                'This file appears to be authentic with low likelihood of manipulation. AI analysis found consistent patterns typical of genuine content.'}

              {prediction === 'manipulated' &&

                'This file shows signs of potential manipulation or deepfake generation. Multiple AI models detected anomalous patterns consistent with synthetic content.'}

              {prediction === 'inconclusive' &&

                'The analysis could not determine with high confidence whether this file is authentic or manipulated. Mixed signals from different detection methods require further investigation.'}

            </p>

            <div className="mt-3 pt-2 border-t border-muted">

              <div className="flex items-center gap-2 text-xs text-muted-foreground">

                <span className="font-medium">💡 Tip:</span>

                <span>Check the "Why This Result?" tab for detailed explanations and AI reasoning.</span>

              </div>

            </div>

          </div>

        </div>

      </CardContent>

    </Card>

  );

}

**src\components\explanation\explanation-dashboard.tsx**

'use client';

import { useState } from 'react';

import { motion, AnimatePresence } from 'framer-motion';

import { Card, CardContent, CardHeader, CardTitle } from '@/components/ui/card';

import { Badge } from '@/components/ui/badge';

import { Button } from '@/components/ui/button';

import { Separator } from '@/components/ui/separator';

import { Progress } from '@/components/ui/progress';

import {

  Brain,

  Eye,

  Volume2,

  FileText,

  Clock,

  AlertTriangle,

  CheckCircle,

  XCircle,

  Info,

  ChevronRight,

  ChevronDown,

  Lightbulb,

  Shield,

  TrendingUp,

  TrendingDown,

  Minus,

  ZoomIn

} from 'lucide-react';

import type { DetailedExplanation, ExplanationReason } from '@/lib/types';

interface ExplanationDashboardProps {

  explanation: DetailedExplanation;

  className?: string;

}

export function ExplanationDashboard({ explanation, className }: ExplanationDashboardProps) {

  const [activeTab, setActiveTab] = useState<'summary' | 'reasons' | 'insights' | 'evidence'>('summary');

  const [expandedReasons, setExpandedReasons] = useState<Set<string>>(new Set());

  const toggleReasonExpansion = (reasonId: string) => {

    const newExpanded = new Set(expandedReasons);

    if (newExpanded.has(reasonId)) {

      newExpanded.delete(reasonId);

    } else {

      newExpanded.add(reasonId);

    }

    setExpandedReasons(newExpanded);

  };

  const getSeverityColor = (severity: 'high' | 'medium' | 'low') => {

    switch (severity) {

      case 'high': return 'text-red-600 dark:text-red-400 bg-red-100 dark:bg-red-900/20';

      case 'medium': return 'text-yellow-600 dark:text-yellow-400 bg-yellow-100 dark:bg-yellow-900/20';

      case 'low': return 'text-green-600 dark:text-green-400 bg-green-100 dark:bg-green-900/20';

    }

  };

  const getCategoryIcon = (category: ExplanationReason['category']) => {

    switch (category) {

      case 'visual': return Eye;

      case 'audio': return Volume2;

      case 'model': return Brain;

      case 'temporal': return Clock;

      case 'metadata': return FileText;

      case 'technical': return Info;

      default: return Info;

    }

  };

  const getContributionIcon = (contribution: 'positive' | 'negative' | 'neutral') => {

    switch (contribution) {

      case 'positive': return TrendingUp;

      case 'negative': return TrendingDown;

      case 'neutral': return Minus;

    }

  };

  return (

    <div className={className}>

      {*/\* Tab Navigation \*/*}

      <div className="mb-6">

        <div className="border-b">

          <nav className="-mb-px flex space-x-8">

            {[

              { id: 'summary', label: 'Summary', icon: Lightbulb },

              { id: 'reasons', label: 'Detailed Reasons', icon: Brain },

              { id: 'insights', label: 'AI Insights', icon: Eye },

              { id: 'evidence', label: 'Evidence', icon: Shield },

            ].map((tab) => (

              <button

                key={tab.id}

                onClick={() => setActiveTab(tab.id as any)}

                className={`py-2 px-1 border-b-2 font-medium text-sm flex items-center gap-2 transition-colors ${

                  activeTab === tab.id

                    ? 'border-primary text-primary'

                    : 'border-transparent text-muted-foreground hover:text-foreground hover:border-border'

                }`}

              >

                <tab.icon className="w-4 h-4" />

                {tab.label}

              </button>

            ))}

          </nav>

        </div>

      </div>

      {*/\* Tab Content \*/*}

      <AnimatePresence mode="wait">

        {activeTab === 'summary' && (

          <motion.div

            key="summary"

            initial={{ opacity: 0, y: 20 }}

            animate={{ opacity: 1, y: 0 }}

            exit={{ opacity: 0, y: -20 }}

            transition={{ duration: 0.3 }}

            className="space-y-6"

          >

            {*/\* Primary Reason \*/*}

            <Card>

              <CardHeader>

                <CardTitle className="flex items-center gap-2">

                  <Lightbulb className="w-5 h-5" />

                  Why This Classification?

                </CardTitle>

              </CardHeader>

              <CardContent>

                <p className="text-lg leading-relaxed mb-4">

                  {explanation.summary.primaryReason}

                </p>

                {explanation.summary.secondaryReasons.length > 0 && (

                  <div>

                    <h4 className="font-medium mb-2 text-muted-foreground">Additional factors:</h4>

                    <ul className="space-y-1">

                      {explanation.summary.secondaryReasons.map((reason, index) => (

                        <li key={index} className="flex items-center gap-2 text-sm">

                          <ChevronRight className="w-3 h-3 text-muted-foreground" />

                          {reason}

                        </li>

                      ))}

                    </ul>

                  </div>

                )}

              </CardContent>

            </Card>

            {*/\* Authenticity Indicators \*/*}

            <Card>

              <CardHeader>

                <CardTitle className="flex items-center gap-2">

                  <Shield className="w-5 h-5" />

                  Authenticity Indicators

                </CardTitle>

              </CardHeader>

              <CardContent>

                <div className="space-y-4">

                  {explanation.summary.authenticityIndicators.map((indicator, index) => {

                    const ContributionIcon = getContributionIcon(indicator.contribution);

                    return (

                      <div key={index} className="flex items-center justify-between p-3 bg-muted/30 rounded-lg">

                        <div className="flex items-center gap-3">

                          <ContributionIcon className={`w-4 h-4 ${

                            indicator.contribution === 'positive' ? 'text-green-600' :

                            indicator.contribution === 'negative' ? 'text-red-600' :

                            'text-muted-foreground'

                          }`} />

                          <div>

                            <div className="font-medium">{indicator.factor}</div>

                            <div className="text-sm text-muted-foreground">{indicator.explanation}</div>

                          </div>

                        </div>

                        <div className="text-right">

                          <div className="text-sm font-medium">

                            Weight: {Math.round(indicator.weight \* 100)}%

                          </div>

                        </div>

                      </div>

                    );

                  })}

                </div>

              </CardContent>

            </Card>

            {*/\* Risk Factors \*/*}

            {explanation.summary.riskFactors.length > 0 && (

              <Card>

                <CardHeader>

                  <CardTitle className="flex items-center gap-2">

                    <AlertTriangle className="w-5 h-5" />

                    Risk Assessment

                  </CardTitle>

                </CardHeader>

                <CardContent>

                  <div className="space-y-4">

                    {explanation.summary.riskFactors.map((risk, index) => (

                      <div key={index} className="border-l-4 border-yellow-500 pl-4 py-2">

                        <div className="flex items-center gap-2 mb-1">

                          <Badge variant="outline" className={

                            risk.severity === 'critical' ? 'border-red-500 text-red-700' :

                            risk.severity === 'high' ? 'border-orange-500 text-orange-700' :

                            risk.severity === 'medium' ? 'border-yellow-500 text-yellow-700' :

                            'border-blue-500 text-blue-700'

                          }>

                            {risk.severity.toUpperCase()}

                          </Badge>

                          <span className="font-medium">{risk.factor}</span>

                          <span className="text-sm text-muted-foreground">

                            ({Math.round(risk.likelihood \* 100)}% likelihood)

                          </span>

                        </div>

                        <p className="text-sm text-muted-foreground">{risk.impact}</p>

                      </div>

                    ))}

                  </div>

                </CardContent>

              </Card>

            )}

            {*/\* Recommendations \*/*}

            {explanation.summary.recommendedActions && explanation.summary.recommendedActions.length > 0 && (

              <Card>

                <CardHeader>

                  <CardTitle className="flex items-center gap-2">

                    <Info className="w-5 h-5" />

                    Recommendations

                  </CardTitle>

                </CardHeader>

                <CardContent>

                  <ul className="space-y-2">

                    {explanation.summary.recommendedActions.map((action, index) => (

                      <li key={index} className="flex items-start gap-2">

                        <CheckCircle className="w-4 h-4 mt-0.5 text-green-600 flex-shrink-0" />

                        <span className="text-sm">{action}</span>

                      </li>

                    ))}

                  </ul>

                </CardContent>

              </Card>

            )}

          </motion.div>

        )}

        {activeTab === 'reasons' && (

          <motion.div

            key="reasons"

            initial={{ opacity: 0, y: 20 }}

            animate={{ opacity: 1, y: 0 }}

            exit={{ opacity: 0, y: -20 }}

            transition={{ duration: 0.3 }}

            className="space-y-4"

          >

            {explanation.reasons.map((reason, index) => {

              const CategoryIcon = getCategoryIcon(reason.category);

              const isExpanded = expandedReasons.has(reason.id);

              return (

                <Card key={reason.id}>

                  <CardContent className="p-0">

                    <button

                      onClick={() => toggleReasonExpansion(reason.id)}

                      className="w-full p-4 text-left hover:bg-muted/50 transition-colors"

                    >

                      <div className="flex items-center justify-between">

                        <div className="flex items-center gap-3">

                          <CategoryIcon className="w-5 h-5 text-muted-foreground" />

                          <div>

                            <h3 className="font-medium">{reason.title}</h3>

                            <div className="flex items-center gap-2 mt-1">

                              <Badge className={getSeverityColor(reason.severity)}>

                                {reason.severity}

                              </Badge>

                              <span className="text-sm text-muted-foreground capitalize">

                                {reason.category} • {reason.type}

                              </span>

                            </div>

                          </div>

                        </div>

                        <div className="flex items-center gap-2">

                          <div className="text-right">

                            <div className="text-sm font-medium">

                              {Math.round(reason.confidence \* 100)}% confidence

                            </div>

                          </div>

                          {isExpanded ? (

                            <ChevronDown className="w-4 h-4" />

                          ) : (

                            <ChevronRight className="w-4 h-4" />

                          )}

                        </div>

                      </div>

                    </button>

                    <AnimatePresence>

                      {isExpanded && (

                        <motion.div

                          initial={{ height: 0, opacity: 0 }}

                          animate={{ height: 'auto', opacity: 1 }}

                          exit={{ height: 0, opacity: 0 }}

                          transition={{ duration: 0.2 }}

                          className="overflow-hidden"

                        >

                          <div className="px-4 pb-4 border-t">

                            <div className="pt-4 space-y-3">

                              <div>

                                <h4 className="font-medium mb-1">Description</h4>

                                <p className="text-sm text-muted-foreground leading-relaxed">

                                  {reason.description}

                                </p>

                              </div>

                              {reason.technicalDetails && (

                                <div>

                                  <h4 className="font-medium mb-1">Technical Details</h4>

                                  <p className="text-xs font-mono bg-muted/50 p-2 rounded">

                                    {reason.technicalDetails}

                                  </p>

                                </div>

                              )}

                              {reason.modelSources && reason.modelSources.length > 0 && (

                                <div>

                                  <h4 className="font-medium mb-1">Source Models</h4>

                                  <div className="flex flex-wrap gap-1">

                                    {reason.modelSources.map((model, idx) => (

                                      <Badge key={idx} variant="secondary" className="text-xs">

                                        {model}

                                      </Badge>

                                    ))}

                                  </div>

                                </div>

                              )}

                              {reason.supportingEvidence && reason.supportingEvidence.length > 0 && (

                                <div>

                                  <h4 className="font-medium mb-1">Supporting Evidence</h4>

                                  <ul className="text-sm text-muted-foreground space-y-1">

                                    {reason.supportingEvidence.map((evidence, idx) => (

                                      <li key={idx} className="flex items-start gap-2">

                                        <ZoomIn className="w-3 h-3 mt-0.5 flex-shrink-0" />

                                        {evidence}

                                      </li>

                                    ))}

                                  </ul>

                                </div>

                              )}

                            </div>

                          </div>

                        </motion.div>

                      )}

                    </AnimatePresence>

                  </CardContent>

                </Card>

              );

            })}

          </motion.div>

        )}

        {activeTab === 'insights' && (

          <motion.div

            key="insights"

            initial={{ opacity: 0, y: 20 }}

            animate={{ opacity: 1, y: 0 }}

            exit={{ opacity: 0, y: -20 }}

            transition={{ duration: 0.3 }}

            className="space-y-6"

          >

            {explanation.modelInsights.map((insight, index) => (

              <Card key={index}>

                <CardHeader>

                  <CardTitle className="flex items-center gap-2">

                    <Brain className="w-5 h-5" />

                    {insight.modelName}

                  </CardTitle>

                </CardHeader>

                <CardContent className="space-y-4">

                  <div className="flex items-center justify-between">

                    <Badge variant="outline" className="capitalize">

                      {insight.modelType.replace('\_', ' ')}

                    </Badge>

                    <div className="text-right">

                      <div className="text-sm text-muted-foreground">Confidence</div>

                      <div className="font-bold">{Math.round(insight.confidence \* 100)}%</div>

                    </div>

                  </div>

                  <div>

                    <h4 className="font-medium mb-2">AI Reasoning</h4>

                    <p className="text-sm text-muted-foreground leading-relaxed">

                      {insight.reasoning}

                    </p>

                  </div>

                  <div>

                    <h4 className="font-medium mb-2">Key Findings</h4>

                    <ul className="space-y-1">

                      {insight.keyFindings.map((finding, idx) => (

                        <li key={idx} className="flex items-start gap-2 text-sm">

                          <CheckCircle className="w-3 h-3 mt-0.5 text-green-600 flex-shrink-0" />

                          {finding}

                        </li>

                      ))}

                    </ul>

                  </div>

                  <div className="grid grid-cols-2 gap-4 pt-2 border-t">

                    <div className="text-center">

                      <div className="text-2xl font-bold text-primary">

                        {insight.technicalScore.toFixed(3)}

                      </div>

                      <div className="text-xs text-muted-foreground">Technical Score</div>

                    </div>

                    <div className="text-center">

                      <div className="text-2xl font-bold text-muted-foreground">

                        {Math.round(insight.processingTime / 1000)}s

                      </div>

                      <div className="text-xs text-muted-foreground">Processing Time</div>

                    </div>

                  </div>

                </CardContent>

              </Card>

            ))}

          </motion.div>

        )}

        {activeTab === 'evidence' && (

          <motion.div

            key="evidence"

            initial={{ opacity: 0, y: 20 }}

            animate={{ opacity: 1, y: 0 }}

            exit={{ opacity: 0, y: -20 }}

            transition={{ duration: 0.3 }}

            className="space-y-6"

          >

            {explanation.evidence.length > 0 ? (

              <div className="space-y-4">

                {explanation.evidence.map((evidence) => (

                  <Card key={evidence.id}>

                    <CardContent className="p-4">

                      <div className="flex items-start justify-between mb-3">

                        <div>

                          <Badge variant="outline" className="mb-2 capitalize">

                            {evidence.type.replace('\_', ' ')}

                          </Badge>

                          <p className="text-sm">{evidence.description}</p>

                        </div>

                        <div className="text-right">

                          <div className="text-sm text-muted-foreground">Severity</div>

                          <Progress

                            value={evidence.severity \* 100}

                            className="w-20 mt-1"

                          />

                        </div>

                      </div>

                      {evidence.location && (

                        <div className="flex gap-4 text-xs text-muted-foreground">

                          {evidence.location.frame && (

                            <span>Frame: {evidence.location.frame}</span>

                          )}

                          {evidence.location.timestamp && (

                            <span>Time: {evidence.location.timestamp.toFixed(2)}s</span>

                          )}

                          {evidence.location.frequency && (

                            <span>Frequency: {evidence.location.frequency}Hz</span>

                          )}

                        </div>

                      )}

                    </CardContent>

                  </Card>

                ))}

              </div>

            ) : (

              <Card>

                <CardContent className="text-center py-8">

                  <Shield className="w-12 h-12 mx-auto text-muted-foreground mb-4" />

                  <h3 className="font-medium mb-2">No Specific Evidence Found</h3>

                  <p className="text-sm text-muted-foreground">

                    The analysis did not identify specific anomalies or artifacts that require detailed examination.

                  </p>

                </CardContent>

              </Card>

            )}

            {*/\* Metadata Analysis \*/*}

            {explanation.metadataAnalysis && (

              <Card>

                <CardHeader>

                  <CardTitle className="flex items-center gap-2">

                    <FileText className="w-5 h-5" />

                    File Properties Analysis

                  </CardTitle>

                </CardHeader>

                <CardContent>

                  <div className="space-y-3">

                    {explanation.metadataAnalysis.fileProperties.map((prop, index) => (

                      <div key={index} className="flex items-center justify-between p-2 bg-muted/30 rounded">

                        <div>

                          <span className="font-medium">{prop.property}:</span>

                          <span className="ml-2">{prop.actualValue}</span>

                        </div>

                        <Badge variant={prop.assessment === 'normal' ? 'secondary' : 'destructive'}>

                          {prop.assessment}

                        </Badge>

                      </div>

                    ))}

                  </div>

                </CardContent>

              </Card>

            )}

          </motion.div>

        )}

      </AnimatePresence>

    </div>

  );

}

**src\components\pdf\pdf-chart-components.tsx**

'use client';

import { useEffect, useRef } from 'react';

import { Card, CardContent, CardHeader, CardTitle } from '@/components/ui/card';

import { Badge } from '@/components/ui/badge';

import { StoredAnalysis } from '@/lib/storage';

import { ConfidenceGauge } from '@/components/charts/confidence-gauge';

import { CategoryChart } from '@/components/charts/category-chart';

import {

  LineChart,

  Line,

  XAxis,

  YAxis,

  CartesianGrid,

  ResponsiveContainer,

  Tooltip,

  AreaChart,

  Area,

  PieChart,

  Pie,

  Cell,

} from 'recharts';

import {

  CheckCircle,

  AlertTriangle,

  XCircle,

  BarChart3,

} from 'lucide-react';

interface PDFChartComponentsProps {

  analysis: StoredAnalysis;

}

*// Generate timeline data from analysis results*

const generateTimelineData = (analysis: StoredAnalysis) => {

  if (!analysis) return [];

  const data = [];

  const baseConfidence = analysis.confidence;

  const points = analysis.details.frameAnalysis?.length || 20;

  for (let i = 0; i < points; i++) {

    const variation = (Math.random() - 0.5) \* 0.3;

    const confidence = Math.max(0, Math.min(1, baseConfidence + variation));

    data.push({

      frame: i + 1,

      timestamp: (i / points) \* (analysis.details.metadata.duration || 60),

      confidence: Math.round(confidence \* 100),

      anomalies: Math.random() > 0.8 ? 1 : 0,

    });

  }

  return data;

};

const getConfidenceColor = (confidence: number) => {

  if (confidence < 0.3) return 'text-green-600';

  if (confidence < 0.7) return 'text-yellow-600';

  return 'text-red-600';

};

const getConfidenceIcon = (confidence: number) => {

  if (confidence < 0.3) return CheckCircle;

  if (confidence < 0.7) return AlertTriangle;

  return XCircle;

};

export function PDFChartComponents({ analysis }: PDFChartComponentsProps) {

  const timelineData = generateTimelineData(analysis);

  const ConfidenceIcon = getConfidenceIcon(analysis.confidence);

*// Components positioned for PDF capture*

  return (

    <div

      className="fixed top-0 left-[-1500px] w-[800px] bg-white z-[9998]"

      style={{

        opacity: 0.01, *// Barely visible but not completely hidden*

        pointerEvents: 'none',

        visibility: 'visible'

      }}

    >

      {*/\* Confidence Gauge for PDF \*/*}

      <div id="confidence-gauge-pdf" className="p-6 bg-white">

        <div style={{ border: 'none', boxShadow: 'none', backgroundColor: '#ffffff', padding: '16px', borderRadius: '8px' }}>

          <div style={{ textAlign: 'center', paddingBottom: '8px' }}>

            <h3 style={{ display: 'flex', alignItems: 'center', justifyContent: 'center', gap: '8px', fontSize: '18px', margin: '0', color: '#1f2937' }}>

              ITL Deepfake Detection Results

            </h3>

          </div>

          <div style={{ padding: '16px' }}>

            {*/\* Confidence Circle \*/*}

            <div style={{ display: 'flex', alignItems: 'center', justifyContent: 'center' }}>

              <div style={{ position: 'relative', width: '128px', height: '128px' }}>

                <svg style={{ width: '128px', height: '128px', transform: 'rotate(-90deg)' }} viewBox="0 0 100 100">

                  <circle

                    cx="50"

                    cy="50"

                    r="40"

                    stroke="#e5e7eb"

                    strokeWidth="8"

                    fill="transparent"

                  />

                  <circle

                    cx="50"

                    cy="50"

                    r="40"

                    stroke={analysis.confidence < 0.3 ? '#10b981' : analysis.confidence < 0.7 ? '#f59e0b' : '#ef4444'}

                    strokeWidth="8"

                    fill="transparent"

                    strokeDasharray={`${2 \* Math.PI \* 40 \* analysis.confidence} ${2 \* Math.PI \* 40}`}

                    strokeLinecap="round"

                  />

                </svg>

                <div style={{ position: 'absolute', top: '0', left: '0', right: '0', bottom: '0', display: 'flex', alignItems: 'center', justifyContent: 'center' }}>

                  <div style={{ textAlign: 'center' }}>

                    <div style={{ fontSize: '24px', fontWeight: 'bold', color: analysis.confidence < 0.3 ? '#10b981' : analysis.confidence < 0.7 ? '#f59e0b' : '#ef4444' }}>

                      {analysis.confidence > 1 ? Math.round(analysis.confidence) : Math.round(analysis.confidence \* 100)}%

                    </div>

                    <div style={{ fontSize: '14px', color: '#6b7280' }}>Risk</div>

                  </div>

                </div>

              </div>

            </div>

            <div style={{ textAlign: 'center', marginTop: '16px' }}>

              <div style={{

                display: 'inline-block',

                padding: '4px 8px',

                borderRadius: '4px',

                backgroundColor: analysis.confidence < 0.3 ? '#3b82f6' : analysis.confidence < 0.7 ? '#6b7280' : '#ef4444',

                color: '#ffffff',

                fontSize: '14px',

                fontWeight: '500'

              }}>

                {analysis.prediction.toUpperCase()}

              </div>

              <p style={{ fontSize: '14px', color: '#4b5563', marginTop: '8px', margin: '8px 0 0 0' }}>

                {analysis.confidence < 0.3

                  ? 'Content appears authentic with low risk of manipulation'

                  : analysis.confidence < 0.7

                  ? 'Moderate risk detected - further verification recommended'

                  : 'High risk of artificial generation or manipulation detected'

                }

              </p>

            </div>

          </div>

        </div>

      </div>

      {*/\* Category Chart for PDF \*/*}

      {analysis.details.categoryBreakdown && (

        <div id="category-chart-pdf" style={{ padding: '24px', backgroundColor: '#ffffff' }}>

          <div style={{ border: 'none', boxShadow: 'none', backgroundColor: '#ffffff', borderRadius: '8px' }}>

            <div style={{ padding: '16px 16px 8px 16px' }}>

              <h3 style={{ fontSize: '18px', fontWeight: '600', margin: '0', color: '#1f2937' }}>Analysis Categories</h3>

            </div>

            <div style={{ padding: '16px' }}>

              <div style={{ height: '300px', width: '100%' }}>

                {*/\* Simple bar chart representation \*/*}

                <div style={{ display: 'flex', flexDirection: 'column', gap: '16px', height: '100%', justifyContent: 'center' }}>

                  {Object.entries(analysis.details.categoryBreakdown).map(([category, score], index) => {

                    const colors = ['#3b82f6', '#10b981', '#f59e0b', '#ef4444', '#8b5cf6'];

                    const color = colors[index % colors.length];

                    return (

                      <div key={category} style={{ display: 'flex', alignItems: 'center', gap: '12px' }}>

                        <div style={{ minWidth: '120px', fontSize: '14px', fontWeight: '500', color: '#374151', textTransform: 'capitalize' }}>

                          {category}

                        </div>

                        <div style={{ flex: '1', backgroundColor: '#f3f4f6', height: '20px', borderRadius: '10px', overflow: 'hidden' }}>

                          <div

                            style={{

                              height: '100%',

                              backgroundColor: color,

                              width: `${Math.max(score > 1 ? score : score \* 100, 2)}%`,

                              borderRadius: '10px',

                              transition: 'width 0.3s ease'

                            }}

                          />

                        </div>

                        <div style={{ minWidth: '50px', fontSize: '14px', fontWeight: '600', color: '#1f2937', textAlign: 'right' }}>

                          {score > 1 ? Math.round(score) : Math.round(score \* 100)}%

                        </div>

                      </div>

                    );

                  })}

                </div>

              </div>

            </div>

          </div>

        </div>

      )}

      {*/\* Timeline Chart for PDF \*/*}

      <div id="timeline-chart-pdf" style={{ padding: '24px', backgroundColor: '#ffffff' }}>

        <div style={{ border: 'none', boxShadow: 'none', backgroundColor: '#ffffff', borderRadius: '8px' }}>

          <div style={{ padding: '16px 16px 8px 16px' }}>

            <h3 style={{ fontSize: '18px', fontWeight: '600', margin: '0', color: '#1f2937' }}>Frame-by-Frame Analysis Timeline</h3>

          </div>

          <div style={{ padding: '16px' }}>

            <div style={{ height: '256px', width: '100%' }}>

              <ResponsiveContainer width="100%" height="100%">

                <AreaChart data={timelineData}>

                  <CartesianGrid strokeDasharray="3 3" stroke="#e5e7eb" />

                  <XAxis

                    dataKey="frame"

                    tick={{ fontSize: 12, fill: '#6b7280' }}

                    axisLine={false}

                    tickLine={false}

                  />

                  <YAxis

                    domain={[0, 100]}

                    tick={{ fontSize: 12, fill: '#6b7280' }}

                    axisLine={false}

                    tickLine={false}

                    label={{ value: 'Confidence %', angle: -90, position: 'insideLeft', style: { textAnchor: 'middle', fill: '#6b7280' } }}

                  />

                  <Tooltip

                    contentStyle={{

                      backgroundColor: '#ffffff',

                      border: '1px solid #d1d5db',

                      borderRadius: '8px',

                      boxShadow: '0 4px 6px -1px rgba(0, 0, 0, 0.1)',

                      padding: '12px'

                    }}

                    labelStyle={{ fontWeight: '500', color: '#1f2937' }}

                    itemStyle={{ color: '#4b5563', fontSize: '14px' }}

                  />

                  <Area

                    type="monotone"

                    dataKey="confidence"

                    stroke="#3b82f6"

                    fill="#3b82f6"

                    fillOpacity={0.2}

                    strokeWidth={2}

                  />

                </AreaChart>

              </ResponsiveContainer>

            </div>

          </div>

        </div>

      </div>

      {*/\* Risk Heatmap for PDF \*/*}

      <div id="risk-heatmap-pdf" style={{ padding: '24px', backgroundColor: '#ffffff' }}>

        <div style={{ border: 'none', boxShadow: 'none', backgroundColor: '#ffffff', borderRadius: '8px' }}>

          <div style={{ padding: '16px 16px 8px 16px' }}>

            <h3 style={{ fontSize: '18px', fontWeight: '600', margin: '0', color: '#1f2937' }}>Risk Analysis Heatmap</h3>

          </div>

          <div style={{ padding: '16px' }}>

            <div style={{ display: 'flex', flexDirection: 'column', gap: '16px' }}>

              {*/\* Mock heatmap using colored bars \*/*}

              <div style={{ display: 'grid', gridTemplateColumns: 'repeat(8, 1fr)', gap: '4px' }}>

                {Array.from({ length: 64 }).map((\_, i) => {

                  const hue = 120 - (analysis.confidence \* 120); *// Green to red based on confidence*

                  const lightness = 50 + (Math.sin(i \* 0.5) \* 20); *// Vary lightness for visual interest*

                  return (

                    <div

                      key={i}

                      style={{

                        aspectRatio: '1',

                        borderRadius: '2px',

                        backgroundColor: `hsl(${hue}, 60%, ${Math.max(30, Math.min(70, lightness))}%)`,

                      }}

                    />

                  );

                })}

              </div>

              <div style={{ display: 'flex', justifyContent: 'space-between', fontSize: '14px', color: '#6b7280' }}>

                <span>Low Risk</span>

                <span>High Risk</span>

              </div>

            </div>

          </div>

        </div>

      </div>

      {*/\* Anomaly Scatter Plot for PDF \*/*}

      <div id="anomaly-scatter-pdf" style={{ padding: '24px', backgroundColor: '#ffffff' }}>

        <div style={{ border: 'none', boxShadow: 'none', backgroundColor: '#ffffff', borderRadius: '8px' }}>

          <div style={{ padding: '16px 16px 8px 16px' }}>

            <h3 style={{ fontSize: '18px', fontWeight: '600', margin: '0', color: '#1f2937' }}>Anomaly Detection Plot</h3>

          </div>

          <div style={{ padding: '16px' }}>

            <div style={{ height: '256px', width: '100%' }}>

              <ResponsiveContainer width="100%" height="100%">

                <LineChart

                  data={timelineData.map((point, i) => ({

                    ...point,

                    anomaly: Math.random() \* 100,

                    x: i,

                    y: Math.random() \* 100,

                  }))}

                >

                  <CartesianGrid strokeDasharray="3 3" stroke="#e5e7eb" />

                  <XAxis dataKey="x" tick={{ fontSize: 12, fill: '#6b7280' }} />

                  <YAxis tick={{ fontSize: 12, fill: '#6b7280' }} />

                  <Tooltip

                    contentStyle={{

                      backgroundColor: '#ffffff',

                      border: '1px solid #d1d5db',

                      borderRadius: '8px',

                      padding: '12px'

                    }}

                  />

                  <Line

                    type="monotone"

                    dataKey="y"

                    stroke="#ef4444"

                    strokeWidth={0}

                    dot={{ r: 3, fill: '#ef4444' }}

                  />

                </LineChart>

              </ResponsiveContainer>

            </div>

          </div>

        </div>

      </div>

      {*/\* Radar Chart for PDF \*/*}

      <div id="radar-chart-pdf" style={{ padding: '24px', backgroundColor: '#ffffff' }}>

        <div style={{ border: 'none', boxShadow: 'none', backgroundColor: '#ffffff', borderRadius: '8px' }}>

          <div style={{ padding: '16px 16px 8px 16px' }}>

            <h3 style={{ fontSize: '18px', fontWeight: '600', margin: '0', color: '#1f2937' }}>Multidimensional Analysis</h3>

          </div>

          <div style={{ padding: '16px' }}>

            <div style={{ display: 'flex', flexDirection: 'column', gap: '16px' }}>

              {*/\* Mock radar chart using progress bars \*/*}

              {[

                { name: 'Visual Quality', score: Math.round(analysis.confidence \* 80 + 20) },

                { name: 'Temporal Consistency', score: Math.round(analysis.confidence \* 75 + 25) },

                { name: 'Audio Synchronization', score: Math.round(analysis.confidence \* 85 + 15) },

                { name: 'Compression Artifacts', score: Math.round(analysis.confidence \* 70 + 30) },

                { name: 'Facial Features', score: Math.round(analysis.confidence \* 90 + 10) },

              ].map((metric) => (

                <div key={metric.name} style={{ display: 'flex', flexDirection: 'column', gap: '8px' }}>

                  <div style={{ display: 'flex', justifyContent: 'space-between', fontSize: '14px' }}>

                    <span style={{ color: '#374151' }}>{metric.name}</span>

                    <span style={{ fontWeight: '500', color: '#1f2937' }}>{metric.score}%</span>

                  </div>

                  <div style={{ width: '100%', backgroundColor: '#e5e7eb', borderRadius: '9999px', height: '8px' }}>

                    <div

                      style={{

                        backgroundColor: '#2563eb',

                        height: '8px',

                        borderRadius: '9999px',

                        width: `${metric.score}%`,

                        transition: 'width 0.3s ease'

                      }}

                    />

                  </div>

                </div>

              ))}

            </div>

          </div>

        </div>

      </div>

    </div>

  );

}

*// Hook to mount PDF components when needed*

export function usePDFComponents() {

  const mountedRef = useRef(false);

  const mountPDFComponents = (analysis: StoredAnalysis) => {

    if (mountedRef.current) return;

    const container = document.createElement('div');

    container.id = 'pdf-components-container';

    document.body.appendChild(container);

*// This would need React to render the components*

*// For now, we'll use a different approach in the PDF generator*

    mountedRef.current = true;

  };

  const unmountPDFComponents = () => {

    const container = document.getElementById('pdf-components-container');

    if (container) {

      document.body.removeChild(container);

      mountedRef.current = false;

    }

  };

  return { mountPDFComponents, unmountPDFComponents };

}

**src\components\pdf\pdf-export-dialog.tsx**

'use client';

import { useState } from 'react';

import { Button } from '@/components/ui/button';

import {

  Dialog,

  DialogContent,

  DialogDescription,

  DialogFooter,

  DialogHeader,

  DialogTitle,

  DialogTrigger,

} from '@/components/ui/dialog';

import { Switch } from '@/components/ui/switch';

import { Progress } from '@/components/ui/progress';

import { Badge } from '@/components/ui/badge';

import {

  FileText,

  Download,

  Settings,

  BarChart3,

  Clock,

  Database,

  Loader2,

  CheckCircle

} from 'lucide-react';

import { toast } from 'sonner';

import { pdfGenerator, PDFGenerationOptions } from '@/lib/pdf-generator';

import { StoredAnalysis } from '@/lib/storage';

interface PDFExportDialogProps {

  analysis: StoredAnalysis;

  trigger?: React.ReactNode;

}

export function PDFExportDialog({ analysis, trigger }: PDFExportDialogProps) {

  const [isOpen, setIsOpen] = useState(false);

  const [isGenerating, setIsGenerating] = useState(false);

  const [progress, setProgress] = useState(0);

  const [options, setOptions] = useState<PDFGenerationOptions>({

    includeCharts: true,

    includeTimeline: true,

    includeAdvancedCharts: false,

    includeRawData: false,

  });

  const handleExport = async () => {

    setIsGenerating(true);

    setProgress(0);

    try {

*// Simulate progress updates*

      const progressInterval = setInterval(() => {

        setProgress(prev => {

          if (prev >= 90) {

            clearInterval(progressInterval);

            return 90;

          }

          return prev + 10;

        });

      }, 200);

*// Generate PDF*

      await pdfGenerator.downloadReport(analysis, options);

      clearInterval(progressInterval);

      setProgress(100);

      toast.success('PDF report generated successfully!', {

        description: 'The report has been downloaded to your device.',

      });

      setTimeout(() => {

        setIsOpen(false);

        setProgress(0);

      }, 1000);

    } catch (error) {

      toast.error('Failed to generate PDF report', {

        description: 'Please try again or contact support if the issue persists.',

      });

      console.error('PDF export error:', error);

    } finally {

      setIsGenerating(false);

    }

  };

  const getEstimatedSize = () => {

    let size = 0.5; *// Base size in MB*

    if (options.includeCharts) size += 1.0;

    if (options.includeTimeline) size += 0.5;

    if (options.includeAdvancedCharts) size += 1.5;

    if (options.includeRawData) size += 0.3;

    return size.toFixed(1);

  };

  const getEstimatedPages = () => {

    let pages = 3; *// Base pages (header, summary, details, disclaimer)*

    if (options.includeCharts) pages += 1;

    if (options.includeTimeline) pages += 1;

    if (options.includeAdvancedCharts) pages += 2;

    if (options.includeRawData) pages += 1;

    return pages;

  };

  return (

    <Dialog open={isOpen} onOpenChange={setIsOpen}>

      <DialogTrigger asChild>

        {trigger || (

          <Button variant="outline" size="sm">

            <FileText className="w-4 h-4 mr-2" />

            Export PDF

          </Button>

        )}

      </DialogTrigger>

      <DialogContent className="sm:max-w-[500px]">

        <DialogHeader>

          <DialogTitle className="flex items-center gap-2">

            <FileText className="w-5 h-5" />

            Export PDF Report

          </DialogTitle>

          <DialogDescription>

            Customize your PDF report options. The report will include a comprehensive analysis

            of {analysis.filename}.

          </DialogDescription>

        </DialogHeader>

        {isGenerating ? (

          <div className="space-y-6 py-6">

            <div className="text-center space-y-4">

              {progress < 100 ? (

                <Loader2 className="w-12 h-12 animate-spin mx-auto text-primary" />

              ) : (

                <CheckCircle className="w-12 h-12 mx-auto text-green-600" />

              )}

              <div className="space-y-2">

                <p className="text-sm font-medium">

                  {progress < 100 ? 'Generating PDF report...' : 'Report generated successfully!'}

                </p>

                <Progress value={progress} className="w-full" />

                <p className="text-xs text-muted-foreground">

                  {progress}% complete

                </p>

              </div>

            </div>

          </div>

        ) : (

          <div className="space-y-6">

            {*/\* Report Preview Info \*/*}

            <div className="bg-muted/30 p-4 rounded-lg space-y-2">

              <div className="flex items-center justify-between text-sm">

                <span className="text-muted-foreground">Estimated size:</span>

                <Badge variant="secondary">{getEstimatedSize()} MB</Badge>

              </div>

              <div className="flex items-center justify-between text-sm">

                <span className="text-muted-foreground">Estimated pages:</span>

                <Badge variant="secondary">{getEstimatedPages()} pages</Badge>

              </div>

              <div className="flex items-center justify-between text-sm">

                <span className="text-muted-foreground">Format:</span>

                <Badge variant="secondary">PDF (A4)</Badge>

              </div>

            </div>

            {*/\* Export Options \*/*}

            <div className="space-y-4">

              <h4 className="font-medium text-sm">Report Content</h4>

              <div className="space-y-3">

                <div className="flex items-center justify-between">

                  <div className="flex items-center space-x-3">

                    <BarChart3 className="w-4 h-4 text-muted-foreground" />

                    <div>

                      <p className="text-sm font-medium">Include Charts</p>

                      <p className="text-xs text-muted-foreground">

                        Confidence gauge and category breakdown

                      </p>

                    </div>

                  </div>

                  <Switch

                    checked={options.includeCharts}

                    onCheckedChange={(checked) =>

                      setOptions(prev => ({ ...prev, includeCharts: checked }))

                    }

                  />

                </div>

                <div className="flex items-center justify-between">

                  <div className="flex items-center space-x-3">

                    <Clock className="w-4 h-4 text-muted-foreground" />

                    <div>

                      <p className="text-sm font-medium">Timeline Analysis</p>

                      <p className="text-xs text-muted-foreground">

                        Frame-by-frame confidence timeline

                      </p>

                    </div>

                  </div>

                  <Switch

                    checked={options.includeTimeline}

                    onCheckedChange={(checked) =>

                      setOptions(prev => ({ ...prev, includeTimeline: checked }))

                    }

                  />

                </div>

                <div className="flex items-center justify-between">

                  <div className="flex items-center space-x-3">

                    <Settings className="w-4 h-4 text-muted-foreground" />

                    <div>

                      <p className="text-sm font-medium">Advanced Charts</p>

                      <p className="text-xs text-muted-foreground">

                        Heatmaps, scatter plots, and radar charts

                      </p>

                    </div>

                  </div>

                  <Switch

                    checked={options.includeAdvancedCharts}

                    onCheckedChange={(checked) =>

                      setOptions(prev => ({ ...prev, includeAdvancedCharts: checked }))

                    }

                  />

                </div>

                <div className="flex items-center justify-between">

                  <div className="flex items-center space-x-3">

                    <Database className="w-4 h-4 text-muted-foreground" />

                    <div>

                      <p className="text-sm font-medium">Raw Data</p>

                      <p className="text-xs text-muted-foreground">

                        Complete JSON analysis data

                      </p>

                    </div>

                  </div>

                  <Switch

                    checked={options.includeRawData}

                    onCheckedChange={(checked) =>

                      setOptions(prev => ({ ...prev, includeRawData: checked }))

                    }

                  />

                </div>

              </div>

            </div>

            {*/\* Report Content Summary \*/*}

            <div className="bg-blue-50 dark:bg-blue-950/20 p-3 rounded-lg">

              <p className="text-xs text-blue-700 dark:text-blue-300">

                💡 <strong>Note:</strong> The PDF report will always include an executive summary,

                technical details, and disclaimer regardless of the options selected above.

              </p>

            </div>

          </div>

        )}

        <DialogFooter>

          {!isGenerating && (

            <>

              <Button variant="outline" onClick={() => setIsOpen(false)}>

                Cancel

              </Button>

              <Button onClick={handleExport} className="min-w-[120px]">

                <Download className="w-4 h-4 mr-2" />

                Generate PDF

              </Button>

            </>

          )}

        </DialogFooter>

      </DialogContent>

    </Dialog>

  );

}

**src\components\upload-box.tsx**

'use client';

import { useState, useCallback, useRef } from 'react';

import { useDropzone } from 'react-dropzone';

import { Button } from '@/components/ui/button';

import { Progress } from '@/components/ui/progress';

import { Badge } from '@/components/ui/badge';

import {

  Card,

  CardContent,

  CardDescription,

  CardHeader,

  CardTitle,

} from '@/components/ui/card';

import {

  Upload,

  File,

  FileImage,

  FileVideo,

  FileAudio,

  X,

  AlertCircle,

  CheckCircle2,

  Loader2,

} from 'lucide-react';

import { motion, AnimatePresence } from 'framer-motion';

import { formatFileSize, getFileIcon } from '@/lib/storage';

import { usageTracker } from '@/lib/usage-tracker';

import type { FileUploadState, UploadProgress } from '@/lib/types';

interface UploadBoxProps {

  onFileSelect: (file: File) => void;

  onFileRemove: () => void;

  uploadState: FileUploadState;

  uploadProgress?: UploadProgress;

  className?: string;

  accept?: Record<string, string[]>;

  maxSize?: number;

  disabled?: boolean;

}

*// Free tier only supports images and audio - no video*

const DEFAULT\_ACCEPT = {

  'image/\*': ['.png', '.jpg', '.jpeg', '.gif', '.webp'],

  'audio/\*': ['.mp3', '.wav', '.flac', '.aac', '.ogg', '.m4a'],

*// Video support requires Growth plan ($399/month)*

*// 'video/\*': ['.mp4', '.webm', '.mov', '.avi', '.mkv'],*

*// 'application/pdf': ['.pdf'],*

};

*// Reality Defender limits: Images 10MB, Audio 100MB*

const DEFAULT\_MAX\_SIZE = 100 \* 1024 \* 1024; *// 100MB (will validate per file type)*

export function UploadBox({

  onFileSelect,

  onFileRemove,

  uploadState,

  uploadProgress,

  className,

  accept = DEFAULT\_ACCEPT,

  maxSize = DEFAULT\_MAX\_SIZE,

  disabled = false,

}: UploadBoxProps) {

  const [preview, setPreview] = useState<string | null>(null);

  const onDrop = useCallback(

    (acceptedFiles: File[], rejectedFiles: any[]) => {

      if (disabled || uploadState.status === 'processing') return;

*// Check free tier quota*

      if (typeof window !== 'undefined' && !usageTracker.canMakeScan()) {

        console.error('Free tier quota exceeded');

        alert(`You've reached your monthly limit of ${usageTracker.getUsageStats().freeTierLimit} scans. Your quota will reset next month.`);

        return;

      }

      if (rejectedFiles.length > 0) {

        const error = rejectedFiles[0].errors[0];

        console.error('File rejection:', error);

        return;

      }

      if (acceptedFiles.length > 0) {

        const file = acceptedFiles[0];

*// Validate file size based on Reality Defender limits*

        const maxImageSize = 10 \* 1024 \* 1024; *// 10MB for images*

        const maxAudioSize = 100 \* 1024 \* 1024; *// 100MB for audio*

        if (file.type.startsWith('image/') && file.size > maxImageSize) {

          alert('Image files must be smaller than 10MB');

          return;

        }

        if (file.type.startsWith('audio/') && file.size > maxAudioSize) {

          alert('Audio files must be smaller than 100MB');

          return;

        }

        onFileSelect(file);

*// Create preview for images and videos*

        if (file.type.startsWith('image/')) {

          const reader = new FileReader();

          reader.onload = () => setPreview(reader.result as string);

          reader.readAsDataURL(file);

        } else if (file.type.startsWith('video/')) {

          const url = URL.createObjectURL(file);

          setPreview(url);

        } else {

          setPreview(null);

        }

      }

    },

    [onFileSelect, disabled, uploadState.status]

  );

  const { getRootProps, getInputProps, isDragActive, isDragReject } = useDropzone({

    onDrop,

    accept,

    maxSize,

    multiple: false,

    disabled: disabled || uploadState.status === 'processing',

    onDropRejected: (rejectedFiles) => {

      const firstError = rejectedFiles[0]?.errors[0];

      console.error('Upload rejected:', firstError?.message);

    },

  });

  const handleRemoveFile = () => {

    onFileRemove();

    setPreview(null);

    if (preview && preview.startsWith('blob:')) {

      URL.revokeObjectURL(preview);

    }

  };

  const getStatusIcon = () => {

    switch (uploadState.status) {

      case 'uploading':

      case 'processing':

        return <Loader2 className="h-6 w-6 animate-spin text-primary" />;

      case 'completed':

        return <CheckCircle2 className="h-6 w-6 text-green-600" />;

      case 'error':

        return <AlertCircle className="h-6 w-6 text-red-600" />;

      default:

        return <Upload className="h-6 w-6 text-muted-foreground" />;

    }

  };

  const getStatusText = () => {

    if (uploadProgress) {

      return uploadProgress.message;

    }

    switch (uploadState.status) {

      case 'uploading':

        return 'Uploading file to secure servers...';

      case 'processing':

        return 'AI models analyzing for manipulation patterns...';

      case 'completed':

        return 'Analysis completed! View detailed results.';

      case 'error':

        return uploadState.error || 'Upload failed';

      default:

        return 'Drag & drop your file here, or click to browse';

    }

  };

  const getDetailedProgress = () => {

    if (!uploadProgress) return null;

    const stages = [

      { key: 'upload', label: 'File Upload', icon: Upload },

      { key: 'preprocessing', label: 'Media Processing', icon: Loader2 },

      { key: 'analysis', label: 'AI Analysis', icon: CheckCircle2 },

      { key: 'results', label: 'Results Ready', icon: CheckCircle2 }

    ];

    return (

      <div className="space-y-3">

        <div className="flex items-center justify-between text-sm">

          <span className="font-medium">{uploadProgress.message}</span>

          <span className="text-muted-foreground">{uploadProgress.percentage}%</span>

        </div>

        <Progress value={uploadProgress.percentage} className="h-2" />

        {*/\* Analysis Stages \*/*}

        <div className="grid grid-cols-2 gap-2 mt-4">

          {stages.map((stage, index) => {

            const isActive = uploadProgress.stage === stage.key;

            const isCompleted = uploadProgress.stagesCompleted?.includes(stage.key);

            const Icon = stage.icon;

            return (

              <div

                key={stage.key}

                className={`flex items-center gap-2 p-2 rounded-lg text-xs transition-colors ${

                  isActive

                    ? 'bg-primary/10 text-primary border border-primary/20'

                    : isCompleted

                    ? 'bg-green-50 text-green-700 dark:bg-green-900/20 dark:text-green-400'

                    : 'bg-muted/50 text-muted-foreground'

                }`}

              >

                <Icon className={`h-3 w-3 ${

                  isActive ? 'animate-spin' : ''

                }`} />

                <span className="font-medium">{stage.label}</span>

                {isCompleted && <CheckCircle2 className="h-3 w-3 ml-auto" />}

              </div>

            );

          })}

        </div>

        {*/\* Real-time Hints \*/*}

        <div className="mt-3 p-3 bg-blue-50 dark:bg-blue-900/20 rounded-lg border border-blue-200 dark:border-blue-800">

          <div className="flex items-start gap-2">

            <div className="w-2 h-2 bg-blue-500 rounded-full mt-2 animate-pulse" />

            <div className="text-xs text-blue-700 dark:text-blue-300">

              <div className="font-medium mb-1">What's happening now:</div>

              <div>{getAnalysisHint(uploadProgress)}</div>

            </div>

          </div>

        </div>

      </div>

    );

  };

  const getAnalysisHint = (progress: UploadProgress) => {

    switch (progress.stage) {

      case 'upload':

        return 'Securely uploading your file to Reality Defender servers for analysis.';

      case 'preprocessing':

        return 'Extracting frames, audio tracks, and metadata for comprehensive analysis.';

      case 'analysis':

        if (progress.analysisDetails) {

          const { activeModels, completedModels, totalModels } = progress.analysisDetails;

          return `AI models analyzing: ${completedModels}/${totalModels} completed. Active: ${activeModels?.join(', ') || 'Multiple models'}.`;

        }

        return 'Multiple AI models examining your media for manipulation patterns and deepfake signatures.';

      case 'results':

        return 'Compiling results from all AI models and generating detailed analysis report.';

      default:

        return 'Processing your media file...';

    }

  };

  const getAcceptedFormats = () => {

    const formats = Object.values(accept).flat();

    const unique = [...new Set(formats)];

    return unique.slice(0, 6).join(', ') + (unique.length > 6 ? '...' : '');

  };

  return (

    <Card className={className}>

      <CardHeader>

        <CardTitle className="flex items-center gap-2">

          {getStatusIcon()}

          Upload Media File

        </CardTitle>

        <CardDescription>

          {uploadState.file ? uploadState.file.name : 'Select a file to analyze for deepfake detection'}

        </CardDescription>

      </CardHeader>

      <CardContent>

        <AnimatePresence mode="wait">

          {uploadState.file ? (

            <motion.div

              key="file-selected"

              initial={{ opacity: 0, scale: 0.95 }}

              animate={{ opacity: 1, scale: 1 }}

              exit={{ opacity: 0, scale: 0.95 }}

              transition={{ duration: 0.2 }}

            >

              <div className="space-y-4">

                {*/\* File Preview \*/*}

                <div className="flex items-center gap-4 p-4 bg-muted/50 rounded-lg">

                  <div className="w-16 h-16 rounded-lg bg-background flex items-center justify-center flex-shrink-0 overflow-hidden">

                    {preview ? (

                      uploadState.file?.type.startsWith('image/') ? (

                        <img

                          src={preview}

                          alt="Preview"

                          className="w-full h-full object-cover rounded-lg"

                        />

                      ) : uploadState.file?.type.startsWith('video/') ? (

                        <video

                          src={preview}

                          className="w-full h-full object-cover rounded-lg"

                          muted

                        />

                      ) : null

                    ) : (

                      <span className="text-2xl">

                        {getFileIcon(uploadState.file?.type || '')}

                      </span>

                    )}

                  </div>

                  <div className="flex-1 min-w-0">

                    <h4 className="font-medium truncate" title={uploadState.file.name}>

                      {uploadState.file.name}

                    </h4>

                    <p className="text-sm text-muted-foreground">

                      {formatFileSize(uploadState.file.size)}

                    </p>

                    <div className="flex items-center gap-2 mt-1">

                      <Badge variant="outline" className="text-xs">

                        {uploadState.file.type.split('/')[0]}

                      </Badge>

                      {uploadState.status === 'completed' && (

                        <Badge variant="secondary" className="text-xs text-green-600">

                          <CheckCircle2 className="w-3 h-3 mr-1" />

                          Analyzed

                        </Badge>

                      )}

                    </div>

                  </div>

                  {uploadState.status !== 'processing' && uploadState.status !== 'uploading' && (

                    <Button

                      variant="ghost"

                      size="sm"

                      onClick={handleRemoveFile}

                      className="flex-shrink-0"

                    >

                      <X className="h-4 w-4" />

                    </Button>

                  )}

                </div>

                {*/\* Progress Bar \*/*}

                {(uploadState.status === 'uploading' || uploadState.status === 'processing') && (

                  <div className="space-y-2">

                    {uploadProgress ? (

                      getDetailedProgress()

                    ) : (

                      <>

                        <Progress value={uploadState.progress} className="w-full" />

                        <div className="flex justify-between text-sm">

                          <span className="text-muted-foreground">{getStatusText()}</span>

                          <span className="text-muted-foreground">{uploadState.progress}%</span>

                        </div>

                      </>

                    )}

                  </div>

                )}

                {*/\* Error Message \*/*}

                {uploadState.status === 'error' && uploadState.error && (

                  <div className="flex items-center gap-2 p-3 bg-red-50 dark:bg-red-900/20 border border-red-200 dark:border-red-800 rounded-lg">

                    <AlertCircle className="h-4 w-4 text-red-600 dark:text-red-400 flex-shrink-0" />

                    <p className="text-sm text-red-700 dark:text-red-300">{uploadState.error}</p>

                  </div>

                )}

                {*/\* Success Message \*/*}

                {uploadState.status === 'completed' && (

                  <div className="flex items-center gap-2 p-3 bg-green-50 dark:bg-green-900/20 border border-green-200 dark:border-green-800 rounded-lg">

                    <CheckCircle2 className="h-4 w-4 text-green-600 dark:text-green-400 flex-shrink-0" />

                    <p className="text-sm text-green-700 dark:text-green-300">

                      File analyzed successfully! Check the results below.

                    </p>

                  </div>

                )}

              </div>

            </motion.div>

          ) : (

            <motion.div

              key="upload-area"

              initial={{ opacity: 0, scale: 0.95 }}

              animate={{ opacity: 1, scale: 1 }}

              exit={{ opacity: 0, scale: 0.95 }}

              transition={{ duration: 0.2 }}

            >

              <div

                {...getRootProps()}

                className={`

                  upload-zone

                  relative min-h-[200px] p-8 rounded-lg transition-all duration-200 cursor-pointer

                  flex flex-col items-center justify-center text-center space-y-4

                  ${isDragActive ? 'active border-primary bg-primary/5' : ''}

                  ${isDragReject ? 'border-red-500 bg-red-50 dark:bg-red-900/20' : ''}

                  ${disabled ? 'opacity-50 cursor-not-allowed' : 'hover:border-primary/50'}

                `}

              >

                <input {...getInputProps()} />

                <motion.div

                  animate={{

                    y: isDragActive ? -4 : 0,

                    scale: isDragActive ? 1.05 : 1,

                  }}

                  transition={{ duration: 0.2 }}

                  className="flex flex-col items-center space-y-3"

                >

                  <div className={`

                    w-16 h-16 rounded-full flex items-center justify-center

                    ${isDragActive ? 'bg-primary text-primary-foreground' : 'bg-muted'}

                    ${isDragReject ? 'bg-red-100 text-red-600 dark:bg-red-900/40' : ''}

                  `}>

                    {isDragReject ? (

                      <AlertCircle className="h-8 w-8" />

                    ) : (

                      <Upload className={`h-8 w-8 ${isDragActive ? 'animate-bounce-subtle' : ''}`} />

                    )}

                  </div>

                  <div>

                    <h3 className="font-medium mb-1">

                      {isDragReject

                        ? 'Invalid file type or size'

                        : isDragActive

                        ? 'Drop your file here'

                        : 'Drag & drop your file here'

                      }

                    </h3>

                    <p className="text-sm text-muted-foreground">

                      {isDragReject

                        ? 'Please select a valid media file'

                        : 'or click to browse your files'

                      }

                    </p>

                  </div>

                  {!isDragReject && (

                    <Button variant="outline" size="sm" disabled={disabled}>

                      Choose File

                    </Button>

                  )}

                </motion.div>

                {*/\* Scan line animation when processing \*/*}

                {uploadState.status === 'processing' && (

                  <div className="absolute inset-0 overflow-hidden rounded-lg pointer-events-none">

                    <div className="animate-scan absolute inset-y-0 w-1 bg-gradient-to-b from-transparent via-primary to-transparent opacity-50" />

                  </div>

                )}

              </div>

              {*/\* File Type Info \*/*}

              <div className="mt-4 text-center">

                <p className="text-sm text-muted-foreground mb-2">Supported formats:</p>

                <p className="text-xs text-muted-foreground">

                  {getAcceptedFormats()}

                </p>

                <p className="text-xs text-muted-foreground mt-1">

                  Max size: {Math.round(maxSize / (1024 \* 1024))}MB

                </p>

              </div>

            </motion.div>

          )}

        </AnimatePresence>

      </CardContent>

    </Card>

  );

}

**src\components\usage-dashboard.tsx**

'use client';

import { useState, useEffect, useMemo } from 'react';

import { Card, CardContent, CardHeader, CardTitle } from '@/components/ui/card';

import { Progress } from '@/components/ui/progress';

import { Badge } from '@/components/ui/badge';

import {

  BarChart,

  Bar,

  LineChart,

  Line,

  XAxis,

  YAxis,

  CartesianGrid,

  Tooltip,

  ResponsiveContainer,

  PieChart,

  Pie,

  Cell

} from 'recharts';

import {

  Zap,

  TrendingUp,

  AlertTriangle,

  CheckCircle,

  FileImage,

  Calendar,

  Target,

} from 'lucide-react';

import { motion } from 'framer-motion';

import { usageTracker, UsageStats } from '@/lib/usage-tracker';

export function UsageDashboard() {

  const [stats, setStats] = useState<UsageStats | null>(null);

  const [isClient, setIsClient] = useState(false);

  useEffect(() => {

    setIsClient(true);

    if (typeof window !== 'undefined') {

      setStats(usageTracker.getUsageStats());

    }

  }, []);

  const trackerData = useMemo(() => {

    if (!isClient || !stats) return null;

    return {

      remainingScans: usageTracker.getRemainingScans(),

      usagePercentage: usageTracker.getUsagePercentage(),

      weeklyUsage: usageTracker.getWeeklyUsage(),

      fileTypeUsage: usageTracker.getMonthlyUsageByFileType(),

      confidenceDistribution: usageTracker.getConfidenceDistribution(),

      predictionStats: usageTracker.getPredictionStats(),

    };

  }, [isClient, stats]);

  if (!isClient || !stats || !trackerData) {

    return <div>Loading usage statistics...</div>;

  }

  const { remainingScans, usagePercentage, weeklyUsage, fileTypeUsage, confidenceDistribution, predictionStats } = trackerData;

  const getUsageColor = (percentage: number) => {

    if (percentage >= 90) return 'text-red-600 dark:text-red-400';

    if (percentage >= 70) return 'text-yellow-600 dark:text-yellow-400';

    return 'text-green-600 dark:text-green-400';

  };

  const getUsageBadgeVariant = (percentage: number) => {

    if (percentage >= 90) return 'destructive';

    if (percentage >= 70) return 'secondary';

    return 'default';

  };

  const COLORS = ['#10b981', '#f59e0b', '#ef4444', '#8b5cf6', '#06b6d4'];

  return (

    <div className="space-y-6">

      {*/\* Usage Overview \*/*}

      <div className="grid grid-cols-1 md:grid-cols-2 lg:grid-cols-4 gap-6">

        <motion.div

          initial={{ opacity: 0, y: 20 }}

          animate={{ opacity: 1, y: 0 }}

          transition={{ duration: 0.5 }}

        >

          <Card>

            <CardHeader className="pb-2">

              <CardTitle className="text-sm font-medium">Monthly Usage</CardTitle>

            </CardHeader>

            <CardContent>

              <div className="flex items-center justify-between mb-2">

                <span className={`text-2xl font-bold ${getUsageColor(usagePercentage)}`}>

                  {stats.monthlyScans}

                </span>

                <Badge variant={getUsageBadgeVariant(usagePercentage)}>

                  {usagePercentage.toFixed(1)}%

                </Badge>

              </div>

              <Progress value={usagePercentage} className="h-2" />

              <p className="text-xs text-muted-foreground mt-1">

                {remainingScans} scans remaining

              </p>

            </CardContent>

          </Card>

        </motion.div>

        <motion.div

          initial={{ opacity: 0, y: 20 }}

          animate={{ opacity: 1, y: 0 }}

          transition={{ duration: 0.5, delay: 0.1 }}

        >

          <Card>

            <CardHeader className="pb-2">

              <CardTitle className="text-sm font-medium">Free Tier Limit</CardTitle>

            </CardHeader>

            <CardContent>

              <div className="flex items-center gap-2 mb-2">

                <Target className="h-4 w-4 text-primary" />

                <span className="text-2xl font-bold">{stats.freeTierLimit}</span>

              </div>

              <p className="text-xs text-muted-foreground">

                Audio & Image files per month

              </p>

              <div className="mt-2">

                <Badge variant="outline" className="text-xs">

                  Reality Defender Free

                </Badge>

              </div>

            </CardContent>

          </Card>

        </motion.div>

        <motion.div

          initial={{ opacity: 0, y: 20 }}

          animate={{ opacity: 1, y: 0 }}

          transition={{ duration: 0.5, delay: 0.2 }}

        >

          <Card>

            <CardHeader className="pb-2">

              <CardTitle className="text-sm font-medium">Total Scans</CardTitle>

            </CardHeader>

            <CardContent>

              <div className="flex items-center gap-2 mb-2">

                <CheckCircle className="h-4 w-4 text-green-500" />

                <span className="text-2xl font-bold">{stats.totalScans}</span>

              </div>

              <p className="text-xs text-muted-foreground">

                All-time analyses completed

              </p>

            </CardContent>

          </Card>

        </motion.div>

        <motion.div

          initial={{ opacity: 0, y: 20 }}

          animate={{ opacity: 1, y: 0 }}

          transition={{ duration: 0.5, delay: 0.3 }}

        >

          <Card>

            <CardHeader className="pb-2">

              <CardTitle className="text-sm font-medium">Next Reset</CardTitle>

            </CardHeader>

            <CardContent>

              <div className="flex items-center gap-2 mb-2">

                <Calendar className="h-4 w-4 text-primary" />

                <span className="text-lg font-bold">

                  {new Date(new Date().getFullYear(), new Date().getMonth() + 1, 1)

                    .toLocaleDateString('en-US', { month: 'short', day: 'numeric' })}

                </span>

              </div>

              <p className="text-xs text-muted-foreground">

                Monthly quota resets

              </p>

            </CardContent>

          </Card>

        </motion.div>

      </div>

      {*/\* Usage Alerts \*/*}

      {usagePercentage >= 80 && (

        <motion.div

          initial={{ opacity: 0, scale: 0.95 }}

          animate={{ opacity: 1, scale: 1 }}

          transition={{ duration: 0.3 }}

        >

          <Card className="border-yellow-200 bg-yellow-50 dark:border-yellow-800 dark:bg-yellow-950">

            <CardContent className="pt-6">

              <div className="flex items-center gap-3">

                <AlertTriangle className="h-5 w-5 text-yellow-600" />

                <div>

                  <h3 className="font-medium text-yellow-800 dark:text-yellow-200">

                    Usage Alert: {usagePercentage.toFixed(1)}% of monthly quota used

                  </h3>

                  <p className="text-sm text-yellow-700 dark:text-yellow-300">

                    You have {remainingScans} scans remaining this month. Consider upgrading for unlimited access.

                  </p>

                </div>

              </div>

            </CardContent>

          </Card>

        </motion.div>

      )}

      {*/\* Charts Grid \*/*}

      <div className="grid grid-cols-1 lg:grid-cols-2 gap-6">

        {*/\* Weekly Usage Chart \*/*}

        <Card>

          <CardHeader>

            <CardTitle className="flex items-center gap-2">

              <TrendingUp className="h-4 w-4" />

              Weekly Usage Trend

            </CardTitle>

          </CardHeader>

          <CardContent>

            <div className="h-64">

              <ResponsiveContainer width="100%" height="100%">

                <LineChart data={weeklyUsage}>

                  <CartesianGrid strokeDasharray="3 3" className="opacity-30" />

                  <XAxis dataKey="day" tick={{ fontSize: 12 }} />

                  <YAxis tick={{ fontSize: 12 }} />

                  <Tooltip

                    content={({ active, payload, label }) => {

                      if (active && payload && payload.length) {

                        return (

                          <div className="bg-background border rounded-lg shadow-lg p-3">

                            <p className="font-medium">Date: {label}</p>

                            <p className="text-sm">Scans: {payload[0].value}</p>

                          </div>

                        );

                      }

                      return null;

                    }}

                  />

                  <Line

                    type="monotone"

                    dataKey="count"

                    stroke="#8884d8"

                    strokeWidth={2}

                    dot={{ fill: '#8884d8', strokeWidth: 2, r: 4 }}

                  />

                </LineChart>

              </ResponsiveContainer>

            </div>

          </CardContent>

        </Card>

        {*/\* File Type Distribution \*/*}

        <Card>

          <CardHeader>

            <CardTitle className="flex items-center gap-2">

              <FileImage className="h-4 w-4" />

              File Type Distribution

            </CardTitle>

          </CardHeader>

          <CardContent>

            <div className="h-64">

              {Object.keys(fileTypeUsage).length > 0 ? (

                <ResponsiveContainer width="100%" height="100%">

                  <PieChart>

                    <Pie

                      data={Object.entries(fileTypeUsage).map(([type, count]) => ({

                        name: type.charAt(0).toUpperCase() + type.slice(1),

                        value: count,

                        percentage: ((count / stats.monthlyScans) \* 100).toFixed(1)

                      }))}

                      cx="50%"

                      cy="50%"

                      labelLine={false}

                      label={({ name, percentage }) => `${name} (${percentage}%)`}

                      outerRadius={80}

                      fill="#8884d8"

                      dataKey="value"

                    >

                      {Object.entries(fileTypeUsage).map((\_, index) => (

                        <Cell key={`cell-${index}`} fill={COLORS[index % COLORS.length]} />

                      ))}

                    </Pie>

                    <Tooltip />

                  </PieChart>

                </ResponsiveContainer>

              ) : (

                <div className="flex items-center justify-center h-full text-muted-foreground">

                  <div className="text-center">

                    <FileImage className="h-8 w-8 mx-auto mb-2 opacity-50" />

                    <p className="text-sm">No usage data yet</p>

                  </div>

                </div>

              )}

            </div>

          </CardContent>

        </Card>

        {*/\* Confidence Distribution \*/*}

        <Card>

          <CardHeader>

            <CardTitle>Confidence Score Distribution</CardTitle>

          </CardHeader>

          <CardContent>

            <div className="h-64">

              <ResponsiveContainer width="100%" height="100%">

                <BarChart data={confidenceDistribution}>

                  <CartesianGrid strokeDasharray="3 3" className="opacity-30" />

                  <XAxis dataKey="range" tick={{ fontSize: 12 }} />

                  <YAxis tick={{ fontSize: 12 }} />

                  <Tooltip />

                  <Bar

                    dataKey="count"

                    fill="#8884d8"

                    radius={[4, 4, 0, 0]}

                  />

                </BarChart>

              </ResponsiveContainer>

            </div>

          </CardContent>

        </Card>

        {*/\* Prediction Statistics \*/*}

        <Card>

          <CardHeader>

            <CardTitle>Detection Results Summary</CardTitle>

          </CardHeader>

          <CardContent>

            <div className="space-y-3">

              {Object.entries(predictionStats).map(([prediction, count], index) => (

                <motion.div

                  key={prediction}

                  initial={{ opacity: 0, x: -20 }}

                  animate={{ opacity: 1, x: 0 }}

                  transition={{ delay: index \* 0.1 }}

                  className="flex items-center justify-between p-3 rounded-lg border"

                >

                  <div className="flex items-center gap-2">

                    <div

                      className="w-3 h-3 rounded-full"

                      style={{

                        backgroundColor: prediction === 'authentic' ? '#10b981' :

                                        prediction === 'manipulated' ? '#ef4444' : '#f59e0b'

                      }}

                    />

                    <span className="font-medium text-sm capitalize">

                      {prediction}

                    </span>

                  </div>

                  <div className="text-right">

                    <div className="font-bold">{count}</div>

                    <div className="text-xs text-muted-foreground">

                      {((count / stats.totalScans) \* 100).toFixed(1)}%

                    </div>

                  </div>

                </motion.div>

              ))}

            </div>

            {stats.totalScans === 0 && (

              <div className="text-center py-8 text-muted-foreground">

                <CheckCircle className="h-8 w-8 mx-auto mb-2 opacity-50" />

                <p className="text-sm">Upload files to see detection statistics</p>

              </div>

            )}

          </CardContent>

        </Card>

      </div>

      {*/\* Optimization Tips \*/*}

      <Card>

        <CardHeader>

          <CardTitle className="flex items-center gap-2">

            <Zap className="h-4 w-4" />

            Free Tier Optimization Tips

          </CardTitle>

        </CardHeader>

        <CardContent>

          <div className="grid grid-cols-1 md:grid-cols-2 lg:grid-cols-3 gap-4">

            <div className="p-4 rounded-lg bg-muted/30">

              <h4 className="font-medium text-sm mb-2">📊 Batch Analysis</h4>

              <p className="text-xs text-muted-foreground">

                Upload multiple files at once to make the most of your 50 monthly scans.

              </p>

            </div>

            <div className="p-4 rounded-lg bg-muted/30">

              <h4 className="font-medium text-sm mb-2">🎯 Focus on Suspicious Content</h4>

              <p className="text-xs text-muted-foreground">

                Save scans by manually reviewing files before uploading obviously authentic content.

              </p>

            </div>

            <div className="p-4 rounded-lg bg-muted/30">

              <h4 className="font-medium text-sm mb-2">📅 Track Your Usage</h4>

              <p className="text-xs text-muted-foreground">

                Monitor your monthly progress to pace your usage throughout the month.

              </p>

            </div>

          </div>

        </CardContent>

      </Card>

    </div>

  );

}

## 1.10 Running the Project

### 1.10.1 Development Server

# Install dependencies  
npm install  
  
# Start development server  
npm run dev  
  
# Open http://localhost:3000 in your browser

### 1.10.2 Build for Production

# Build the application  
npm run build  
  
# Start production server  
npm start

### 1.10.3 Environment Setup

1. Copy environment template:

cp .env.example .env.local

1. Edit .env.local and add your Reality Defender API key:

NEXT\_PUBLIC\_RD\_API\_KEY=your\_actual\_api\_key\_here