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## Задание

**Вариант 4:**

Задано бинарное дерево *b* типа *ВТ* с произвольным типом элементов. Используя очередь и операции над ней, напечатать все элементы дерева *b* по уровням: сначала из корня дерева, затем (слева направо) из узлов, сыновних по отношению к корню, затем (также слева направо) из узлов, сыновних по отношению к этим узлам, и т. д.

## 2.Пояснение задания

Входные данные: бинарное дерево *b* типа *ВТ* с произвольным типом элементов, бинарное дерево задается из файла или с клавиатуры.

Выходные данные: все элементы дерева *b* по уровням: сначала из корня дерева, затем (слева направо) из узлов, сыновних по отношению к корню, затем (также слева направо) из узлов, сыновних по отношению к этим узлам выводятся в файл, на консоль выводятся пояснения к работе алгоритма.

**3. Основные теоретические сведения**

**Бинарное дерево** － это конечное множество узлов, которое либо пусто, либо состоит из корня и двух непересекающихся бинарных деревьев, называемых правым поддеревом и левым поддеревом.

Примером может служить структура на рисунке 1.
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Рис. 1 Пример бинарного дерева

Скобочное представление бинарного дерева (БД):

< БД > ::= < пусто > | < непустое БД >,

< пусто > ::= Λ,

< непустое БД > ::= ( < корень > < БД > < БД > ).

Скобочное представление дерева на рисунке 1 выглядит следующим образом:

(a (b (d Λ(h Λ Λ))(e Λ Λ))(c (f (i Λ Λ)(j Λ Λ))(g Λ(k (l Λ Λ) Λ))))

Применив правила упрощения скобочной записи:

1.(<корень> <непустое БД> Λ) ≡ (<корень> <непустое БД>),

2. (< корень > Λ Λ) ≡ (< корень >),

получим (a (b (d Λ (h)) (e)) (c (f (i) (j)) (g Λ (k (l )))))

## 4.Описание алгоритма

В функцию goriz передаем индекс дерева. В очередь передаем этот индекс, пока очередь не пуста будем циклически выполнять следующий алгоритм:

1.Берем из очереди индекс узла дерева,

1. С помощью этого индекса выводим на экран или в файл корень,
2. Если левое поддерево существует, то заносим его индекс в очередь,
3. Если правое поддерево существует, то заносим его индекс в очередь.

## 5.Сигнатура

bool isNull(binTree, int); //проверка на нулевой узел base RootBT (int, binTree); //взятие корня поддерева int Left (int, binTree); //взятие индекса правого узла int Right (int, binTree); //взятие индекса левого узла

int ConsBT(base x, int lst, int rst, binTree, int); //добавление узла в список на базе вектора void destroy (int, binTree); // удаление дерева

int enterBT (int, binTree, ifstream &); // считывание данных из файла int readBT(int, binTree); // считывание данных с клавиатуры

void goriz(int index,binTree b, ofstream &); // основная функция, которая выполняет алгоритм обхода в ширину

int lastIndex; //последний индекс массива

int lt; //индекс левого узла int rt; //индекс правого узла

## 5.Тестирование

* 1. **Ввод с консоли**

**![](data:image/png;base64,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)**

Выходные данные в файле “output.txt”
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## Ввод из файла

Входные данные в файле “input.txt”

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALkAAAANCAIAAAB6lFhoAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACo0lEQVRYhe1YO3LjMAyFdnwUKYUnJ4BO4GyTSu12VMkcIGUOAJfrI7hKJZ/AOYFni9B3YQpJ/EmiKIYr72aCykOQeA8iBDwZ5E2NEFiT0rUah3WixWHFAc0yB8/hhgFA4vRcAKSULg/QVCbJgQKiCUIAQBJzsbSNcJ/CstfbKHNYQcx9tdJu+3u1smpTmcjkVk1FEPrvr2EzFxzeVGaxPNFM1wZuZaf6CUju0rlW47BONID7u3wxVtzzCWTe1bA2qwTbt5FQO52KU2fa34y1LQ/biKzpQw+KNlVTMbkzxkz2mnZL5HMcugyBNQamuWdpNPXQnEDG6hiMF2t0XRAikeI87DGBzNsZ1DRqq7AOOtNOEKpyIdTr1vwVhG126sdwAKRSKlbghoFFST+UUb0Sw6Fh43e3OJojWUbfgckJGKZUTCwkIQWx0UkUzBw08bEyHk7NLgdBaAEYG7VL5esmnlCpWNQVJUE49+yjOEze4NJojoYYxvXUytLPH0GIiFMCN5z5BuBUF8dKyHPeD6js1SycwdTEbeH2SIDdFl+Gq+OWVKnws+R6S5bVd/J3wLj+t5VKDJYX6A0qQcfi156feeipgWsD1/cL3D/masPDAdijceTwUG7Fmee9+1LJHAB4BVl94u29XPfl0xtQYLKvB/Ysk7hOdfaiyUGxRYQCACDn1aXcX3dcvQB2WnEcpixttDgsPxBWP3POBZTOu7SMuXRGUK9OSXTtnZHlNnqSISuRup5qyT4lEwzZ4w4vp1cuc1miHGzpbQ9WlVYc0BAKRmZuaDRNrVdzZsShttXDYwprmoOpOM1vkQjmM/+vhFvAN7yU3jEc54qwtECr0fYEjANayjyTMkWHvO7L4s9zkFL4tv/Vfnzm8L7MOiuOlfgulC9uHxhe7/2AN4SdAAAAAElFTkSuQmCC)

Выходные данные в файле “output.txt”

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOEAAAAfCAIAAACeST1EAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACqUlEQVR4nO2cP7KbMBDGV5kcBV7h4QTiBPCaVLTuUIkP8Q4gStylpUoTcYHgMpWrJyZXIQV/JBKPWRgr1rzsr3KhT7srfRILhdmPn7+AIDyG9X3/7BwI4h6fnp0AQaxAHiV8hzxK+A55lPAd8ijhO+RRwnfIo4TvkEcJ3yGPEr5DHiV8hzxK+A55lPAd8ijhO+RRwnfIo4TvkEcJ3yGPEr7jl0cbwRhjotmm6sqYMRaXnZukHshQ38j9MoehTyhq3x645POzE1iQVL0C9m2jKihaDfHRSUaPpBHpVeq+CDCDk6rXh2cUtW8PXOLXPfrhiV5QBiVsXHp08WTb9tQqY6Pbo0I/qmZJXA4tw7rULksIgSlsmDo9wzndmuH3OdpKoLE5iMU4/ZQmLpBZOpxgXCwmGms9XDUIvUOUUtNPLTnk6t7gSZMDAHCpjY7LVZWW3FYhg0m+kFgT3M3PTK1ylOaWFIGWnEvda5kjQ2jJAXJl/cDFtNdh3IANe7WtqB24vEe797f52ghPF7SOS91OTVtQtCo6YQ6orXqJMOmVNchZUrTjiq+QVPI6V5WeuZnBCfWRhfXhFR2CyyoBCF4iyL8kOElX1pEyVSRVj1sJABj8WSED7cWdRxsR1pk5/xvq/qtp44fwwcndIjlw1LiitW6S6OT0FfgCmZZwOm5oeD4ezjzavV8tszUiPaOl59RqvRqRXjMnV1VQZGBu6K6MMVd9IxZ9YXjgTg8Qz16DotVZ7fAkBEV2fbNq2rRX/wR3bcTQI47k+bLPvM2gyOVCudrtmEBTCzaA6y5hHj20f2jBqFoLscwQsLnZffmsvqcymeXKNJUKs+x/5Dfv1Vp2mwraD/2XjqGMY/jqtr0kdkDfRye6sr7Q50sf+d89ar4LhnWmXb+hEnv4DVZlBVPXyo0WAAAAAElFTkSuQmCC)

# Тестирование программы

(задан набор вещественнызх элементов и значения a и b )

|  |  |
| --- | --- |
| Исходные данные | Результат |
| fghj///k/// | fghkj |
| abgm///sd//r//hf//k// | abhgsfkmdr |
| fg/// | fg |
| rty//i//// | rtyi |
| oiuy//i///k//// | oikuyi |
| f// | f |

**Вывод:** Разработана программа , которая выполняет обход дерева в ширину. В результате выполнения работы были получены знания о структуре программ языка С++ , классах, очереди, изучены синтаксис и типы данных.

## Приложение А. Код программы

Файл Queue.h

#include <iostream>

#include <cstdlib>

using namespace std;

template <typename T>

struct Nod //Структура для очереди

{

T znach;

Nod \*Next;

};

template <typename T>

class Queue //Очередь

{

Nod<T> \*First, \*Last;

int kol;

public:

Queue() :First(NULL), Last(NULL) { kol = 0; }; //конструкор

~Queue(); //деструктор

void Put(T x);//добавление нового элемента в конец очереди

T Get();//возвращение значения первого элемента и его удаление

int Kol();//возвращает количество элементов в очереди

bool Empty();//возвращает True если очередь пуста

};

template <typename T>

void Queue<T>::Put(T x) //добавление нового элемента в конец очереди

{

Nod<T> \*temp = new Nod<T>;//создание указателя на структуру Nod и выделение под него памяти

temp->znach = x;

temp->Next = NULL;

if (First == NULL)

{

First = temp;

Last = temp;

kol++;

}

else

{

Last->Next = temp;

Last = temp;

kol++;

}

};

template <typename T>

Queue<T>::~Queue() //удаление всех эелементов

{

Nod<T> \*temp;

kol = 0;

while (First != NULL)

{

Nod<T> \*temp;

temp = First;

First = First->Next; //переходим на следующий элемент

delete temp;

}

};

template <typename T>

T Queue<T>::Get() //возвращение значения первого элемента и его удаление

{

if (First == NULL) { printf("Очередь пуста \n"); exit(1); }

Nod<T> \*temp;

T x;

x = First->znach;

temp = First;

First = First->Next;

delete temp;

kol--;

return x;

};

template <typename T>

int Queue<T>::Kol() //возвращает количество элементов в очереди

{

return kol;

};

template <typename T>

bool Queue<T>::Empty() //возвращает True если очередь пуста

{

return First == NULL;

};

Файл Btree.h

#include <iostream>

#include <fstream>

using namespace std;

template <typename T>

struct Node //Структура дерева

{

T info = NULL;

int lt; //индекс левого узла

int rt; //индекс правого узла

};

typedef Node<char> binTree[100];

bool isNull(binTree, int); //проверка на нулевой узел

char RootBT(int, binTree); //взятие корня поддерева

int Left(int, binTree); //взятие индекса левого узла

int Right(int, binTree); //взятие индекса правого узла

int ConsBT(char x, int lst, int rst, binTree, int); //добавление узла в список на базе вектора

void destroy(int, binTree); // удаление дерева

int enterBT(int, binTree, istream &input); // считывание данных из файла

int lastIndex = 0; //последний индекс массива

bool isNull(binTree b, int index) //проверка на нулевой узел

{

return b[index].info == NULL;

}

char RootBT(int index, binTree b) //взятие корня поддерева

{

if (b == NULL)

{

cerr << "Error: RootBT(null) \n";

exit(1);

}

else

return b[index].info;

}

int Left(int index, binTree b) //взятие индекса левого узла

{

if (b == NULL)

{

cerr << "Error: Left(null) \n";

exit(1);

}

else

return b[index].lt;

}

int Right(int index, binTree b) //взятие индекса правого узла

{

if (b == NULL)

{

cerr << "Error: Right(null) \n";

exit(1);

}

else

return b[index].rt;

}

int ConsBT(char x, int lst, int rst, binTree b, int index) //добавление узла в список на базе вектора

{

if (b != NULL)

{

b[index].info = x;

b[index].lt = lst;

b[index].rt = rst;

if (lastIndex < rst)

lastIndex = rst;

return index;

}

else

{

cerr << "Memory not enough\n";

exit(1);

}

}

void destroy(int index, binTree b) // удаление дерева

{

if (b != NULL)

{

destroy(b[index].lt, b);

destroy(b[index].rt, b);

delete b;

b = NULL;

}

}

int enterBT(int index, binTree b, istream &input) // считывание данных из файла

{

char ch;

int p, q;

input >> ch;

lastIndex = index;

if (ch == '/')

{

b[index].info = NULL;

return index;

}

else

{

p = enterBT(++index, b, input);

index = lastIndex;

q = enterBT(++index, b, input);

index = q;

return ConsBT(ch, p, q, b, index - (q - p + 1));

}

}

Файл main.cpp

#define \_CRT\_SECURE\_NO\_WARNINGS

#include <iostream>

#include <stdlib.h>

#include <fstream>

#include <cstdlib>

#include <Btree.h>

#include <Queue.h>

using namespace std;

void goriz(int index, binTree b, ofstream &);// основная функция

int main() {

setlocale(LC\_ALL, "russian");

binTree b;

int input;

ifstream fin("KLP.txt");

ofstream fout("output.txt");

cout << "------------------------------\n";

cout << "Входные данные \n";

cout << "1: из файла \n2: с клавиатуры \n";

cin >> input;

switch (input)

{

case 1:

enterBT(0, b, fin);

goriz(0, b, fout);

cout << endl << "вывод ответа в файле";

break;

case 2:

enterBT(0, b, cin);

goriz(0, b, fout);

cout << endl << "вывод ответа в файле";

break;

default:

cout << "Incorrect command ";

break;

}

fin.close(); fout.close();

cout << endl;

system("pause > nul");

return 0;

}

void goriz(int index, binTree b, ofstream &fout)

{

Queue<int> q; // Создаем очередь с элементами типа int

q.Put(index);//заношу в очередь индекс корневого элемента дерева

while (!q.Empty())// пока очередь не пуста

{

index = q.Get();//Выдераем из очереди индекс элемента дерева

fout << RootBT(index, b) << " ";

if (!isNull(b, Left(index, b))) //если слева есть элемент то заносим его индекс в очередь

{

q.Put(Left(index, b));

}

if (!isNull(b, Right(index, b)))//если справа есть элемент то заносим его индекс в очередь

{

q.Put(Right(index, b));

}

}

}