**## What is a java ?. 🡪**Java is a programming language and a platform. Java is a high level, robust, object-oriented and secure programming language. Java was developed by *Sun Microsystems*  in the year 1995. *James Gosling* is known as the father of Java. Before Java, its name was *Oak*. Since Oak was already a registered company, so James Gosling and his team changed the Oak name to Java. **advantage of java programming** --Object-Oriented Programming language – simple syntax for easier learning. –The standard of enterprise computing – Extensive talent pool -- Secure language. –distributed language –Write once run anywhere --Automatic memory management --community support --Supports multithreading .

**Features of java:** The primary objective of Java programming language creation was to make it portable, simple and secure programming language. Apart from this, there are also some excellent features which play an important role in the popularity of this language. The features of Java are also known as java *buzzwords*. --Simple --Object-Oriented --Portable --Platform independent --Secured --Robust --Architecture neutral --Interpreted --High Performance -- Multithreaded --Distributed --Dynamic **Distributed :** Java has features like Remote Method Invocation (RMI) and Enterprise JavaBeans (EJB) that enable distributed computing, where applications can communicate and share resources over a network. **Dynamic** : Java is dynamic in nature, as it can dynamically link new class libraries, methods, and objects during runtime. It also supports dynamic compilation, which helps in adapting to changing environments. **Simple :**  Java is very easy to learn and its syntax is simple clean and easy to understand to c++ it make familiar to developed.

**## Wha is OOP ?**  🡪In OOP, the major emphasis is on data rather than procedure (function). It ties data more closely to the function that operate on it, and protects it from accidental modification from outside function. OOP allows decomposition of a problem into a number of entities called objects and then builds data and function around these objects. The data of an object can be accessed only by the function associated with that object. However, function of one object can access the function of other objects. C++, Java, Dot Net, Python etc are the example of Object oriented programming (OOP) language. **Characteristic of OOP : --**Emphasis is on data rather than procedure (function). --Programs are divided into objects --Functions that operate on the data of an object are ties together in the data structure. --Data is hidden and cannot be accessed by external function. --Objects may communicate with each other through function. --New data and functions can be easily added whenever necessary. --Follows bottom up approach in program design.

**Features of OOP:**  **Class:** A blueprint for creating objects, defining a set of properties (fields) and behaviors (methods) that the objects created from the class will have.  **Object:** An instance of a class. Each object has its own state and behavior defined by the class.  **Overloading:** Allows a class to have more than one method with the same name but different parameter lists. It is a form of compile-time polymorphism.  **Overriding:** Allows a subclass to provide a specific implementation of a method that is already provided by its superclass. It is a form of runtime polymorphism .  **Interface:** A reference type in Java, similar to a class, that can contain only constants, method signatures, default methods, static methods, and nested types. Interfaces are used to achieve abstraction and multiple inheritance.  **Abstract Class:** A class that cannot be instantiated on its own and is intended to be subclassed. It can contain both abstract methods (without an implementation) and concrete methods (with an implementation)

**## Procedure Oriented Programming (POP);**  🡪In the procedure oriented approach, large programs are divided into smaller programs known as functions. In POP, a program is written as a sequence of procedures or function. In POP, each procedure (function) contains a series of instructions for performing a specific task. During the program execution each procedure (function) can be called by the other procedures. To call a procedure (function), we have to write function name only. Examples of procedural oriented programming language are COBOL, FORTRAN, PASCAL, C programming language etc.

**Characteristic of POP: --**Large programs are divided into smaller programs known as functions. --Most of the functions share global data. --Data move openly around the system from function to function. --Functions change the value of data at any time from any place. (Functions transform data from one form to another.) --It uses top-down approach in program design. **## Advantage of OOP:**  --The programs are modularized based on the principles of classes and objects. –linking code & objects allows related objects to share common code. This reduces code duplication and code reusability. –Creation and implementation of OOP code is easy and reduces software development time. –The concept of data abstraction separates object specification and object implementation. –Easier to develop complex software because complexity can be minimized through inheritance

|  |  |
| --- | --- |
| **OOP** | **POP** |
| Program is divided into objects | Program is divided into functions |
| Bottom – up approach | Top down approach |
| Inheritance property is used | Inheritance is not allowed |
| It uses access specifier | It doesn’t use access specifier |
| Encapsulation is used to hide the data | No data hiding |
| The existing code can be reused | No code reusability |

**## What is JVM ? 🡪**The Java Virtual Machine (JVM) is a software-based engine that runs Java applications by executing bytecode, which is a platform-independent code generated from Java source code. When you write a Java program, the Java compiler converts it into bytecode (.class files), and the JVM is responsible for interpreting or compiling this bytecode into machine code that can be executed by the host operating system.

**## Java Variables:** A variable is a container which holds the value while the Java program is executed. A variable is assigned with a data type. Variable is a name of memory location. There are three types of variables in java: **--local variable** : It declared inside of methods, constructors or blocks. Access modifier cannot be used for local variables. Local variables are visible only within the methods. Variable can be accessed when the method is called. Eg. Class { method { declare variable } } **--instance variable** : It declare inside of a class but outside of methods. This variables can be access by any methods. By creating object for a class we can access this variable from main methods. E.g. : class { declare variables methods { // can use var } } **--class / static variable:**  Variables declared inside of class but outside of methods with static keywords. Static variables are stored in the static memory. Static variables can be accessed by static methods or constructors. Syntax : class { declare static variables constructor { // can use var } static method { //can use var } }

**## Operator : 🡪** Operators are special symbols that perform specific operations on one ,two or three operands, and then return a result. Operators with one operand are called unary operators. Operators with two operands are called binary operators. Operators with three operands are called ternary operator . **Operators available in java: Assignment Operator :** The = is called the assignment operator. The = operator is used to assign the value present to its right to the operands present to its left. Eg.: int a=10 , b; b=a; **Arithmetic Operator:**  The basics arithmetic operator are :

|  |  |
| --- | --- |
| + | Addition |
| - | Subtraction |
| \* | Multiplication |
| / | Division |
| % | Modulo |

**String concatenation operator :** The + sign can also be used to concatenate two strings. E.g.: String a =” hello “ , b=” world “; system.out.println (a+b) will result as helloworld **Increment/ decrement operator:**  The ++ is the increment operator. The – is the decrement operator. There are two types based on the position of the operator with the operand. Postfix : ++ or -- to the right of the operands Prefix : ++ or -- to the left of the operands.  **Conditional operator :**  The conditional operator is the ternary operator. The syntax of conditional operator is x= (Boolean expression ) ? true : false ;  **Logical Operator:**  Bitwise operator : &, | , ^ Shorthand operators : && logical AND || logical OR

**## Method : 🡪**A **method** is a block of code which only runs when it is called. You can pass data, known as parameters, into a method. Methods are used to perform certain actions, and they are also known as **functions**. It is a set of codes that perform a particular task. A method must be declared within a class. It is defined with the name of the method, followed by parentheses **()**.  **Syntax of method :**  <access\_modifier> <return\_type> <method\_name > ( list\_ of \_parameters ) { // body }

**## What is loop ? 🡪**  looping is also called as iterations. The process of repeatedly executing a statements and is called as looing. The statements may be executed multiple times. If a loop executing continuous then it called as infinite loop. In iteration statement, there are three types of loops: 1) **For loop**: The for loop is used when the number of iterations is known beforehand. It has three parts: initialization, condition, and increment/decrement. **Syntax:**  for (initialization; condition; increment/decrement) { // Code to be executed } **Example :**  Public class forexample { public static void main ( String [] args ) { for (int i=1; i<=10; i++ ) { System.out.println(i); } } } **While loop :**  The java while loop is used to iterated a part of the program several times. It the numbers of iteration is not fixed, it is recommended to use while loop. **Syntax:** while (condition) { // code to be executed } **Example:** Public class whileExample { public static void main ( String [] args ) { int i=1; while ( i<=10; i++ ) { System.out.println(i); i++; } } } **Do- while loop :**  The java do – while loop is used to iterate a part of the program several times . If the number of iteration is not fixed and you must have to execute the loop at least once, it is recommended to use do – while loop.  **Syntax :**  Do { //code to be executed } while (condition ) ; **Example :** Public class doWhileExample { public static void main ( String [] args ) { int i=1; do { System.out.println(i); i++ } while(i<=8); } }

**## Call By methods :** To call a method in java, write the methods name followed by two parents () and a semicolon; **example:**  Public class main{ static void myMethod() { System.out.println(“ hello java “); } public static void main (string[] args ) { myMethod(); } }

**## java Arrays :**  Arrays are used to store multiple values in a single variable, instead of declaring separate variables for each value. To declare an array, define the variable type with **square brackets**: String[] cars; The elements of an array are stored in a contiguous memory location. It is a data structure where we store similar elements. We can store only a fixed set of elements in a Java array.

**One Dimensional Array:**  it is a list of the variable of similar data types. It allows random access and all the elements can be accessed with the help of their index. The size of the array is fixed. For a dynamically sized array, vector can be used in C++. Representation of 1D array. ![Difference Between one-dimensional and two-dimensional array - GeeksforGeeks](data:image/png;base64,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)**## Two Dimensional Array:**  it is a list of lists of the variable of the same data types. It also allows random access and all the elements can be accessed with the help of their index. It can also be seen as a collection of 1D arrays. It is also knowns as the matrix. Its dimension can be increased from 2 to 3 and 4 so on. They all are referred to as a multi-dimension array. The most common multidimensional array is a 2D array. Representation of 2D array . ![Multidimensional Arrays in Java - GeeksforGeeks](data:image/png;base64,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)

**Example of Array :**

**class** Testarray{   **public** **static** **void** main(String args[]){   **int** a[]=**new** **int**[5];//declaration and instantiation   a[0]=10;//initialization   a[1]=20;   a[2]=70;   a[3]=40;   a[4]=50; **for**(**int** i=0;i<a.length;i++) //length is the property of array   System.out.println(a[i]);   }

**## Rectangle array example:** public class Rectangle{   public static void main(String args[])   int width=5;   int height=10;  int area=width\*height;   System.out.println("Area of rectangle="+area);  }  }

**# Input / Output in java : 🡪** Programs read inputs from data source ( e.g. keyboard, file, network, memory buffer, or another program ) and write outputs to data sinks ( e.g. display console, file , network, memory buffer, or another program). Java I/O is used to process the input and produce the output. Java uses the concept of stream to make I/O operation fast. The java.io package is used for java i/o (file handling)

**## Multidimensional Array in Java : 🡪**In such case, data is stored in row and column based index (also known as matrix form). **Syntax to Declare Multidimensional Array in Java** dataType[][] arrayRefVar; (or)   dataType [][]arrayRefVar; (or) dataType arrayRefVar[][]; (or)  dataType []arrayRefVar[];    **Example to instantiate Multidimensional Array in Java** **int**[][] arr=**new** **int**[3][3];//3 row and 3 column   // Java program to take an integer // as input and print it class TakeInput { // main function public static void main(String[] args) { // Declare the variables int num; // Input the integer System.out.println("Enter the integer: "); // Create Scanner object Scanner s = new Scanner(System.in); // Read the next integer from the screen num = s.nextInt(); // Display the integer System.out.println("Entered integer is: "+ num); } }

**## Greater No. example in array:** public class GreaterNo { public static void main(String[] args) { if (20 > 18) { System.out.println("20 is greater than 18"); // obviously } } } public class GreaterNo { public static void main (String[] args ) { int x=20; int y=18; if (x > y ) { System.out.println(“x is greater than y” ); } } }

**## largest Element Array example:** public class LargestElement\_array {     public static void main(String[] args) {  //Initialize array    int [] arr = new int [] {25, 11, 7, 75, 56};   //Initialize max with first element of array.  int max = arr[0];    //Loop through the array   for (int i = 0; i < arr.length; i++) {     //Compare elements of array with  max      if(arr[i] > max)   max = arr[i];    }  System.out.println("Largest element present in given array: " + max);    }  }

**## Class :**  A class is a user defined blueprint or prototype from which objects are created.  It represents the set of properties or methods that are common to all objects of one type. In general, class declarations can include these components, in order:   
 **Modifiers** : A class can be public or has default access (Refer [this](https://www.geeksforgeeks.org/access-specifiers-for-classes-or-interfaces-in-java/) for details). **class keyword:**class keyword is used to create a class. **Class name:** The name should begin with a initial letter (capitalized by convention). **Superclass(if any):** The name of the class’s parent (superclass), if any, preceded by the keyword extends. A class can only extend (subclass) one parent. **Interfaces(if any):** A comma-separated list of interfaces implemented by the class, if any, preceded by the keyword implements. A class can implement more than one interface. **Body:** The class body surrounded by braces, { }.

**# String ;** The toString() method in Java is a pre-defined method in the Object class. It serves as the base class for all Java classes. It is used to retrieve a string representation of an object. Nevertheless, developers can override this method in their own classes to provide a customized string representation. **Example:**  public class StringExample { public static void main(String args[]) { String str = **new** String("example"); System.out.println(str); } }

**## Constructors :**  java allows objects to initialize themselves when they are crated constructors. **Properties :**  --Initializes an object immediately upon creation. --Same name as the class in which it resides and syntactically similar to a method. --Is called automatically after the object is created. --Does not have return type.

**Java default Constructors**: A constructor is called "Default Constructor" when it doesn't have any parameter. Syntax of default constructor: <class\_name>(){} //Java Program to create and call a default constructor   **class** Bike1{ Bike1() { System.out.println("Bike is created"); }   **public** **static** **void** main(String args[]) {   Bike1 b=**new** Bike1();  }   }

**## Methods Overriding :** 🡪 If subclass has the same method as declared in the parent class, it is known as method overriding. In other words, if subclass provides the specific implementation of the methods that has been provided by one of its parent class, it is knowns as Method Overriding. **Advantage of java Method Overriding:**  Provides specific implementation of a method that is already provided by its super class. **Rules for Method Overriding:**  method must have same name as in the parent class. Method must have same parameters as in the parent class. Must be IS-A relationship

**Example: class** Parent { **void** show() { System.out.println("Parent's show()"); } } **class** Child **extends** Parent {   @Override **void** show() { System.out.println("Child's show()")    }

} **class** Main {  **public** **static** **void** main(String[] args)  {Parent obj1 = **new** Parent();  obj1.show();  Parent obj2 = **new** Child()  obj2.show();  } }

**## Finalize method** : 🡪It is a method that the Garbage Collector always calls just before the deletion/destroying the object which is eligible for Garbage Collection, so as to perform clean-up activity. Clean-up activity means closing the resources associated with that object like Database Connection, Network Connection or we can say resource de-allocation. Remember it is not a reserved keyword.  
Once the finalize method completes immediately Garbage Collector destroy that object. finalize method is present in Object class and its syntax is: protected void finalize throws Throwable{}

**## Method Overloading:** Method overloading in Java means having two or more methods (or functions) in a class with the same name and different arguments (or parameters). It can be with a different number of arguments or different data types of arguments.  *Also Read:*[*Data Types in Java – Primitive and Non-Primitive Data Types Explained*](http://shiksha.com/online-courses/articles/data-types-in-java-primitive-and-non-primitive-data-types) For instance: void function1(double a) { ... } void function1(int a, int b, double c) { ... } float function1(float a) { ...} double function1(int a, float b) { ... } In the above example, function1() is overloaded using a different number of parameters and different data types of parameters.

|  |  |
| --- | --- |
| **Overloading** | **Overriding** |
| Compile-time | Run-time |
| Increases the readability of the program. | Grants the specific implementation of the method already provided by its parent class or superclass. |
| Same name and different signatures | Same name and same signature |
| Return type can or can not be the same | Return type Must be the same or co-variant |
| Binding type is static | Binding type Dynamic |
| It performance good | Its performance poor |
| Arguments list should be same | Argument list should be different |
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**Types of inheritance** : **1)Single Inheritance :** In single inheritance, a sub-class is derived from only one super class. It inherits the properties and behavior of a single-parent class. Sometimes, it is also known as simple inheritance. In the below figure, ‘A’ is a parent class and ‘B’ is a child class. The class ‘B’ inherits all the properties of the class ‘A’. ![Lightbox](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEA3ADcAAD/2wBDAAIBAQEBAQIBAQECAgICAgQDAgICAgUEBAMEBgUGBgYFBgYGBwkIBgcJBwYGCAsICQoKCgoKBggLDAsKDAkKCgr/2wBDAQICAgICAgUDAwUKBwYHCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgoKCgr/wAARCADAAYIDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD9/KKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKAGs3pTQT1zQM9K8K+LH/BRT9j/4F/EPUPhZ8UPjRZ6Xr+l+X9u0+W1nYxeZGsqZKoRyjqeCevrkVjVrUcPHmqyUV3btqcuKx2DwFP2mJqKEdrtpK/qz3jcPWl3Cvmdf+Ct/7AYH/Jwth/4BXH/xunf8PcP2A/8Ao4Sx/wDAK4/+N1zf2ll//P6P3r/M8z/Wfh3/AKC6f/gcf8z6W3CkyK+av+HuH7Af/Rwlj/4BXH/xuk/4e4fsB/8ARwlh/wCAVx/8bp/2ll//AD+j96/zD/Wfh3/oLp/+Bx/zPpXHoaGyRk180r/wVv8A2A2bb/w0Lp4ycf8AHnc//Gq+kIblJ498bfKRkVvRxGHxF/ZTUrdmn+R34PMsvzC7wtWM7b8rTt62LFFGaK3O4KKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigBCOc1+Cv/AAWcwf8Ago38Ql9tL59P+JXa1+9ZPFfgr/wWZ/5SO/EP/uF/+mu0r5HjL/kWR/xI/JPGX/kl4f8AXyP5M+XQoPy/401iDwac55yPWveP+Cdv7HUn7bH7QifCvUdWutP0a10me/1rUbJFMkSqAkaDPy5aR169g2Pb8zw+Hniq8KVNXcnZdD+ZsswOMzXHQwuHV5zdkr21/wAjwcNF0DbqNpTtX2l/wU7/AOCW3hz9iDwL4d+JHw/8Y6vrWl6lqj2GqNqEUf8Ao8rRhoWBTGAQjg5HUD1r4tIDuwz07etaY7A1svrOjVSTX5dNTozrJcx4fx0sJjFyzSTet1Z2tZom0vB1K3X/AKbIf/HhX9PGmRj7GmP7i1/MPpX/ACE4P+uyf+hiv6etLP8AoUf+6K+34H/h1vkfuHgb/BxnrD/24uLwKKKK+/P3wKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigBG/pX4L/8Fm/+Uj3xD+ml/wDprtK/ediPXtX4L/8ABZoj/h498Q+e2l/+mu0r5LjL/kVx/wAS/U/JPGX/AJJeH/XxflI+W3IXIHrwfQ1+sX/BGb4fWn7N/wCw943/AGvPEmiXEl1rUNxeW8McWZJrGxjfYsfu8vnfX5a/KnRNM/trXrPQzeW9uL68jhNxdShI4tzhSzseFUZyT2HJ6V+un7QX/BSz4F/sPfs2eCPhl+yrr/hvx1dWEcOl/Y49SDxw20MGHmk8vOGZ9vXqWavkuG/q+HqVMVXkkoR00vq+tutj8m8N45fg8RXzPF1VBUotJvV80la6W7t5Gh8LJvFP/BR//glR4l8FfEm0vf8AhMrVbyB5LyArI1/BJ9qtGXdjIKtEp9iwr8cWjkhdo542jdW2SRyfeVh1Br9YP2I/+C22nfGX4tz+A/2ifDfhvwTo82lyTWesLfFYzcKy/u2LgKAyFsHqSAO4r4D/AOCgXhz4X+H/ANrfxhdfBnxdp2teG9Y1D+1dNu9MulljQ3A8ySIFeBtkLrt6gBTwCK24geHxeCo4ilPmcVyt7N9nbc9DxAqZZnGTYXMcLXVSUL05O1pO2qbW/wA/M8h0r/kJwf8AXZP/AEMV/T1pf/HlH/uiv5hdK41KDP8Az2T/ANDFf09aX/x5R/7or1OBv4Vb1ifUeBv8HGesP/bi5RRRX6AfvgUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFADM47V+DH/BZv/lI98Qvppf8A6a7Sv3mwSMDvXwP+2Z/wRcH7W37R2v8Ax7PxxbR/7cW1Daf/AGSJfK8m2jg+9vGc+XnpXzvEmAxOYZfGnRV3zJ/LU/O/EvIsy4gyGOGwUOaampWulok09/U/G1tpO1xx9aQxoDlVxX6hj/g3JX/o5dv/AAQD/wCO0f8AEOYp6/tLN/4If/ttfBrhfOtP3f4o/BP+IXcaL/lx/wCTL/M/L35Dww/WgKi/cr9Qv+IctP8Ao5Vv/BB/9to/4hyk/wCjlW/8J/8A+20PhfOn9j8Rf8Qt40/58f8Ak0f8z8xdL51G35/5bJ/6GK/p40x/9DT/AHRX5h2n/BueILmO4H7S7N5citt/sEdjn/npX6fWdp9mh2MQWCgZ/DFfYcK5XjMtjUVeNua1vkfsnhXwvnHDdPErHw5XNxcdU72vfb1Lg6UUiDCgUtfXH64FFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAU0Qxr0WnUUAN8tP7ted/tQ/tD+Av2U/gX4i+PPxGvPL03w/pr3DQhgHupOkUCZ6vI5VR7mvRq5v4jfCv4efF7w/wD8In8TfBthrulm4SY6fqduJYjIudrFTxkZOPSgD5B/4Iwf8FNrv9vf4b6/4d+KNzaw+OfDepyzXFvD8oudOmkZ4JFH/TPJhP8AuKT96vuBURhnbXxr/wAEX/gh8JfD/wCybpHxT0P4e6Xa+IbjXvElnPrFvaqtw9umuXaJEWHJRVijUA9Agr7MA2jAoAb5af3aXYuMYpaKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiijOOtABRRketG4etAHy//AMEdv+TDtB/7GzxR/wCn+/r6gr5f/wCCOzD/AIYO0Hn/AJmzxR/6f7+vqDcPWgAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAoooOe1ADQWB2mgk9MijJA615L8Q/2zP2ZvhP4uuvAfxF+M+i6XrFj5f2rT7q42yRB0V03DHGVZWHsRWdSpTox5pySXmc+IxWGwkOevNRXduyPWVaNugpcp6V4gv8AwUU/YqUY/wCGh/Df/gWf8KP+Hi37Ff8A0cP4c/8AAo/4Vj9cwv8APH70cf8AbeT/APQRD/wJHQ/slfs7WH7K/wAE7H4L6X4hm1S3sdU1K9W8uIgjs15fT3bKQOymcqPYCvTsp6V4h/w8X/YqP/NxHhz/AMCj/hQf+Ci/7FY5/wCGh/Dn/gUf8KPrmG/nj96D+3Mn/wCgiH/gSPby65yTQSB/Ga8Pi/4KIfsXyusSftDeHdzNgBrs8/pXtVvcx3CbgtaUa1Kt8ElL0OrDY7BYz+BUU/Rpliige1FbHUFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAjf0r8Ff+Czo/wCNj3xCKDoNK/H/AIllrX71N/SvwX/4LN/8pHviH9NL/wDTXaV8nxj/AMiuP+JfqfkvjJ/yS8P+vi/Jny15ch5AFAyW6ClIkJYfWv0R+Cn/AARG+HXxF/Z58J/Hjxj+0bc6HD4k8N2GpzLcW8EcNu1xCj+XvbHdsDJzX5vgcuxmYSlGir2V3d/5n865Jw7m/ENSccFFS5Fd3aVk+up+dpD9hRsYAFitfoR8YP8AghVq2k/DS++In7P3xysvFz2MLzLp7Rp/pCquWjjkjJXfxwD644r8+Sro/wC8j25JyrDlSOoox2W43L2lXVr9mRnXD+cZBOMcZDl5ldNNNNeTRNpQU6lDuH/LZP8A0IV/Tzpf/HknH8Ir+YbSv+QnB/12T/0MV/T1pf8Ax5R/7or7Xgf+HW9Yn7V4HO9HGesPykXKKKK+/P30KKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigBG/pX4L/8ABZv/AJSPfEP6aX/6a7Sv3ob+lfgv/wAFmz/xse+If00v/wBNdpXyXGX/ACKo/wCJfqfknjL/AMkvD/r4vykfLu0l9w/zzX7Z6j8F/A3x5/4JG/Df4cfET4pReDdLuvA/huaTXridI1haOCB1UlyB8xAX3zX4mhiXxX7MeHrT9lv9qL/gmT8Ov2dviP8AtHeH/Drf8IXoLX6x+ILNbm3mt4IXMbJIx2kMu0gjI9q+X4XlG+Ijo7xSs3a/kfmXhbKlbHwkotyp2UZPlT12v5mt+z78NNN/Yk/Yi8Zf8MteMJPjBqDXlzeoLTUopFScwquxQpIAUIG2feY9Oua/FO9ubi7u5J7o5kkmZpG24+YnJ47da/Zf9n29/YI/4JafBrxPc6H+01a+Jl1i4W7lgXWLe6uJZFj2JHFFBwM5OSRyeSeK/Hfxt4hh8XeMtX8WQaetnHqmq3F5HaJ0hEkrOEHsoOB9KriaUY4agrpNJpxTvbzuX4lTo/UMDDmjGUU06cZcyjrvffUpaV/yE4P+uyf+hiv6etL/AOPKPj+EV/MLpR/4mcH/AF2T/wBDFf086WQLKPP90V6nA38Kt6xPqfA3+DjPWH/txdooor78/fAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKAG5Nfgt/wWbYf8PHPiFz/wBAs/8AlLta/ejqMmvzm/bm/wCCM3xU/au/ai8SfHnw78XNJ0uz1oWfl2N1pskkieTaQwcsJAOsZI47183xRg8TjsuUKEeaSadvvPzfxQyfMc84fjQwVNzmpp2XZJ3/ADPyOI3cn/8AXT/MO3IY/dA44A7V+iQ/4N2fjfjj4+6H/wCCiX/47Th/wbr/ABvx/wAl+0P/AMFMv/x2vz7/AFdzrpSf3n8/x8OeM1thmvRn50NhsEuR780q8Hkiv0V/4h1/jf8A9F90H/wUS/8Ax2lP/Buz8bx/zX7Q/wDwUy//AB2j/V3On/y6f3hLw440lvhn96Pzu03A1SAZ/wCWyf8AoQr+nnTji0j4/wCWY/lX5Lwf8G73xwtriO4Px70IiORW2/2RL2Of+elfrVp8TRQqhU/dxX2vCeW4vL6dVV42vax+zeE/DuccP08UsdScOZwtfrZSuXF+7RRRX2B+xBRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRketFeI/8ABQbx7+0r8Nf2TvFHi/8AZH8Jw614+t47dNGspFidgj3MS3EsSTSxRyzx25lkjjd1WSREU5BIIB7dmjNfmT8P/wBvv4nHxV8MdG8V/tA+IPGWpQfFzxDpOsafJ4bHhTUbSO28I3mppp2u2L27pO6tHuje28lCGicNJtbPcfCT/gsp4vuvC/gv4l/tJ/sxL4L8I/EL4Gat8S/CeoaP4s/tW6Ntpllb3t5bzwi3hEbNBcCSEq7h1ADBGyoAPv7I6UZzX5i/tGf8FeP2t/DP7OF5q2ofs16f8P8AWPHH7Ofi74j/AA68UWPjWLVzYJp+nW9zbpNA9mi/aR9qiZ1+eIZUK7ncF6i6/wCC3Umg/GWb4X2fwYm8QaR4W8RaJ4a8XapaX10dXn1C8t7R5rqzsYbF4ZLa3N2hk8y5iciOVkQhF3gH6JZGcZoyPWvhj/goR/wUW+KP7E37RmpSadpMXiDwjoH7NXiDx1eeF2ZLd73UbPWNMtYgLny3eIeVdSjGCpOCRkAjzr9sz/gqT+1n8MvAvxA+HD/BiDwL8RvCOofD3V9DXSPEcGrR6vouteJYdOe2d57WJILkiG5gkG10BkDxuQoJAP0szRmvgX4if8FjvEnwE8KfEjQ/2g/2d7fRviB4H8e+G/C1louk+KZbzS9Sk12Az2Fx9tFms0caRxz+cDbs6+ThFkLAHn/Cf/Ba34t/EX4k+AfgL8Ov2Ozq3jbxf4m8RaNdbvFU9npCnTbC0v1vbW6ubGKS4tpIbkg5hjeN4mTaxINAH6NZo6V+afwk/bt/a31L9sr4c/BH4exx6t4T8UfG74raH4mbxl4iR7o2uiar5YFu8VjmGO3hLNBBkl8+XJKNolbqvDf/AAWE+K/ilfhj8T4P2ULOP4X/ABg+Kc/hDwN4kk8cD+0dkJvQbu6s/suIg7WUpjRZXbaG37CVBAP0Cz3ozX5z/DD/AILjeJz8NfAfx8/aT/ZaPg/wP8SPhV4g8aeFdR0XxaNVvB/Y1l9uuba5gNtCI/MtwzwOrvuwocRliK7Txf8A8FSfjn8BP2bfEX7R37Uv7G//AAj2nroWi6j4KXw946g1OLVJ9Uuo7aDT7gmGKS1uI5JoWkdYpodrMUd2XYwB9yZor5k/4J8ft8X37Y//AAmvhnxV8MG8P654FvrKO6u9LuLu60fUre7gaSKWzurq0tZJCpjkjljaIFHXqVZTX03QAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABXD/tAfAH4VftOfCnVvgp8a/B0Ot+G9bhVL6xmd0+ZJEljkR0ZXjkSREkR0YMrIrKwIBruKKAPm/wj/wS4/ZJ8IS6bqNt4G1a+1TS/El9r669rHizUL7Ur3UbvS30qW4urqed5bpvsMjQr5rMI12hAu1SNb/h33+z7pHhbwHoXhjwRCsnwt+Hmo+DvAK6peXN5bWWmXlpBaSwzwvL/paNHbQqwlJYgHDLuY171RQB+YX7L3/BEjxjJ8QLeH9q34feEdM8H6N8Kdc8CSaV4R+Imvaq2u2mpi2jkSE6gwfRrGGGGQRWcMkhje4ciQhQx+tNb/4Jh/sf+Ivi3Z/GPVPhreNqEF9p9/dadF4ivo9M1G+sY44rO9vLFJhbXdxCkUSrNLGzjyo+TtUr9E0UAeI/tF/sD/s1ftUazqniD4zeA7jUrrVvh/e+C7ySHWLm3Emj3d1BdTwARSKFZpraJvMA3jbgMASDH8Yf+Cf/AOzZ8e/G+pfEb4n+Brq+1TWLDQbK/uF1u6h3Q6Nqjarp6hIpFVfLvG3kgAuAFcuoxXuVFAHh/wASP+Cf37Mfxb1Px9rPjv4ezXd58SJtGufEl1/a1zHItzpSlbC5tmjkVrSaHOVlhKMGAJJIBrJ+Fn/BM39k34P+NvCHxJ8GeAdQHiHwVq2tanpeu6h4jvbu8u73VbeO3vbq8mmmZr2V4oo0DTlygUBdor6GooA8FT/gnN+y5b+JtC8Zaf4J1C11fw38StY8daPqln4jvYbiHVtUuTc6gd6TAtBPIf3lq2YGUBSm0DHK2X/BIf8AYl0v4l6b8T9P+G2rR3Oj+MpfFWg6WnjLUl0zSNVm3+fcWtj55t7fzTK7yLGiq7bSQcZr6kooA+f9B/4Jt/sneHPB3w1+H1l8LPtGi/CbQdU0Xwbpt9qlxcRQWGoWRsruGZZHIulkgLIRNuwG4IxWH4G/4JKfsQ+CfAfib4dt8JLrWNN8WaJa6JqS+JvE2oapNb6XbSeZa2NtNdTvJawQyYkjSFowjqrjDKCPpyigDyz9mb9kH4JfsnaVrVh8JdE1P7V4k1Rb/wARa54g1671XUtVnWJYUae7u5ZJpAkaKihmIVRgAV6nRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQB/9k=)**Example:** **import** **java.io.\***; **import** **java.lang.\***; **import** **java.util.\***; **class** **One** { **public** void print\_geek() { System.out.println("Geeks"); } } **class** **Two** **extends** One { **public** void print\_for() { System.out.println("for"); } } **public** **class** **Main** { **public** **static** void main(String[] args) { Two g = **new** Two(); g.print\_geek(); g.print\_for(); g.print\_geek(); } } **Output :** Geeks , for , Geeks **2. Multilevel Inheritance** In Multilevel Inheritance, a derived class will be inheriting a base class, and as well as the derived class also acts as the base class for other classes. In the below image, class A serves as a base class for the derived class B, which in turn serves as a base class for the derived class C. In Java, a class cannot directly access the[grandparent’s members](https://www.geeksforgeeks.org/g-fact-91).

**Example:** import java.io.\*; import java.lang.\*; import java.util.\*; class One { **public** void print\_geek() { System.out.println("Geeks"); } } **class** **Two** **extends** One { **public** void print\_for() { System.out.println("for"); } } **class** **Three** **extends** Two { **public** void print\_lastgeek() { System.out.println("Geeks"); } } **public** **class** **Main** { **public** **static** void main(String[] args) { Three g = **new** Three(); g.print\_geek(); g.print\_for(); g.print\_lastgeek(); } } **Output:**  Geeks , for , Geeks
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**## Abstract Methods and Classes:** Data abstraction is the process of hiding certain details and showing only essential information to the user.. The abstract keyword is a non-access modifier, used for classes and methods: **Abstract class**: is a restricted class that cannot be used to create objects (to access it, it must be inherited from another class). **Abstract method:**can only be used in an abstract class, and it does not have a body. The body is provided by the subclass (inherited from). **Points to Remember** --An abstract class must be declared with an abstract keyword. --It can have abstract and non-abstract methods. --It cannot be instantiated. --It can have constructors and static methods also. --It can have final methods which will force the subclass not to change the body of the method. **Example:**  abstract class Bike{ abstract void rum(); class Honda extends Bike { void run() { System.out.println(“running safely..” ); } public static void main (String args[] ) { Bike obj=new Honda(); obj. run(); } }

**# Define Interface:** Interface is just like a class, which contain only abstract method. An Interface in Java is a blueprint of a class. An Interface is declared by using the interface keyword. Interfaces are used to implement abstraction **Use of interface**: There are mainly three reasons to use interface. They are given below. --It is used to achieve abstraction. --By interface, we can support the functionality of multiple inheritance. --It can be used to achieve loose coupling. **Example:**  interface itemconstants { int code=1001; string name= “fan”; void display (); }

**# Java Package & API :** A package in Java is used to group related classes. Think of it as a folder in a file directory. We use packages to avoid name conflicts, and to write a better maintainable code. Packages are divided into two categories: --Built-in Packages (packages from the Java API) -- User-defined Packages (create your own packages) **Built-in Packages** The Java API is a library of prewritten classes, that are free to use, included in the Java Development Environment. The library contains components for managing input, database programming, and much more. The complete list can be found at Oracles website: <https://docs.oracle.com/javase/8/docs/api/>. The library is divided into **packages** and **classes**. Meaning you can either import a single class (along with its methods and attributes), or a whole package that contain all the classes that belong to the specified package. **Syntax** : import package.name Class; import package.name.\*;

**## Exceptions Handling in java :** Exception Handling in Java is one of the effective means to handle runtime errors so that the regular flow of the application can be preserved. Java Exception Handling is a mechanism to handle runtime errors such as ClassNotFoundException, IOException, SQLException, RemoteException, etc.

**## Why Exception Occurs?**  🡪 An exception can occur for many different reasons, below given are some scenarios where exception occurs. A user has entered invalid data. A file that needs to be opened cannot be found. A network connection has been lost in the middle of communications or the JVM has run out of memory. **# Types of Program errors :** We distinguish between the following types of errors: **Syntax error:**  Errors dur to the fact that the syntax of the language is not represented . **Semantic error :**  Errors due to an improper use of program statements. **Logical error:**  Errors due to the fact that the specification is not respected. From the point of view of when errors are deleted.  **Compile time error:**  Syntax error & Static error indicated by the compiler.

|  |  |
| --- | --- |
| **Call by value** | **Call by reference** |
| Simple types arguments are passed to method | Object are passed to methods |
| This method copies the value of an argument into the formula parameter of the subroutine. | In this method, reference to an argument is passed the parameter |
| Doesn’t access actual argument | This reference is used to access the actual argument |
| Thus change made to parameter of the subroutine have no effect on the argument | Thus change made to parameter will have an effect on the argument |

**## Getters And Setters :** Getter and setters are used to effectively protect your data, particularly when creating classes. For each variable, the get method returns its value, while the set method sets the value. Getters start with get, followed by the variable name, with the first letter od f the variable name capitalized. Setters start with set, followed by the variable name, with the first letter of the variable name capitalized. **Example:**  public class Vehicle { private String color; // Getter public String getColor() { return color; } //Setter public void setColor(String c) { this.color=c;} } The getter method returns the value of the attribute. The setter method takes a parameter and assigns it o the attribute.

**## Throw keyword :**  -- Keyword is used to explicitly throw an exception/ custom exception. throw new ExceptionName(“Error Message”); --Throw either checked or unchecked exception . throw net ThrowableInstance ThrowableInstance must be an object of type Throwable / subclass Throwable -- There are two ways to obtain a Throwable objects: -using a parameter into a catch clause -Creating one with the new operator

**Throw keyword Example :** public class bank { public static void main (String args[]) { int balance =100, withdraw=1000; if balance < withdraw ) { // ArithwticException e= new ArithmeticException (“No money please”); //throw e ; //throw new ArithmeticException(“No money”) ; } else { System.out.println(“Draw & enjoy sir, Best wishes of the day”); } } }

|  |  |
| --- | --- |
| **Throw keyword** | **Throws keyword** |
| Throw is used to explicitly throw an exception. | Throws is used to declare an exception |
| Checked exception can not be propagated without throws | Checked exception can be propagated with throws |
| Throw is followed by an instance | Throws is followed by class |
| Throw is used within the method | Throws is used with the method signature |
| You cannot throw multiple exception | You can declare multiple exception |

**## what is Thread ?** 🡪 A thread is a single sequential flow of control within a program. Thread does not have its own address space but use the memory and other resources of the process in which it executes. There may be several threads in one process. The java virtual machine manage there and schedules them for execution. **Syntax:**  public class Main extends Thread { public void run() { System.out.println("This code is running in a thread"); } } **## Streams :** java implements streams within class hierarchies defined in the java.io package. A stream is an order sequence of data. A stream is linked to a physical device by the java I/O system. All streams behave in the same manner, even if the actual physical devices to which they are linked differ. An I/O stream represents an input source or an output destination.

**# Multithreading** : Multithreading in java is a process of executing multi processes simultaneously . A program is divided into two or more subprograms, which can be implemented at the same time in parallel. Multiprocessing and multithreading, both are used to achieve multitasking. Java Multithreading is mostly used in games animation etc. **Advantage: --**it doesn’t block the user. --Can perform many operations together so it saves time. --Threads are independent so it doesn’t affect other threads.

**# Java Synchronization:**  Generally threads use their own data and methods provided inside their run () methods. But if we wish to use data and methods outside the thread’s run() method, they may compete for the same resource and may lead to serious problems. Java enables us to overcome this problem using a technique know as Synchronization . for ex. : One thread may try to read a record from a file while another is still writing to the same file. When the method declared as synchronized , java creates a “ monitor” and hands it over to the thread that calls the method first time. Synchronized (look- object ) { ………// code here is synchronized }

**# I/O Streams:**  A stream can represent many different kinds of source and destinations. Disk files, devices, other programs, a network socket, and memory arrays. Stream support many different kinds of data – simple bytes, primitive data types, localized characters, and objects . Some streams simply pass on data; other manipulate and transform the data in useful ways. **I/O stream categories :** --Data Streams –Processing streams --Input streams –output streams – Character streams – Byte stream **Input stream :** A program uses an input stream to read data from a source one item at a time. **Output Stream :**  A program uses an output stream to write data to a destination one item at time.

**#Java Applet : 🡪**A **Java Applet** is a small application that is written in the Java programming language and can be embedded into a web page. Applets are executed in a web browser using a Java Virtual Machine (JVM). They were typically used to provide interactive features on websites, such as games, animations, or tools that run directly within a browser. Java Applets have largely fallen out of use due to security concerns, the rise of other web technologies like HTML5, JavaScript, and CSS, and the decreasing support for Java in modern web browsers. **Advantage of Applet** There are many advantages of applet. They are as follows: --It works at client side so less response time. –Secured --It can be executed by browsers running under many plateforms, including Linux, Windows, Mac Os etc. **Drawback of Applet** --Plugin is required at client browser to execute applet

**## HTML < applet >** : HTML <applet> tag was used to embed the Java applet in an HTML document. This element has been deprecated in HTML 4.0 and instead of it we can use <object> and newly added element <embed>. The use of Java applet is also deprecated, and most browsers do not support the use of plugins.  **Syntax** <applet code="URL" height="200" width="100">.............</applet>   **Example** <!DOCTYPE html>   <html>  <head>   <title>Applet Tag</title>    </head>    <body>     <p>Example of Applet Tag</p>     <applet code="Shapes.class" align="right" height="200" width="300">    <b>Sorry! you need Java to see **this**</b>    </applet>   </body>   </html>

 ## **Protected keyword** :

🡪The **protected keyword** in Java refers to one of its access modifiers. The methods or data members declared as protected can be accessed from --Within the same class. --Subclasses of the same packages . --Different classes of the same packages. --Subclasses of different packages.

**Example :** class Parent { protected void display() { System.out.println("This is a protected method."); } } class Child extends Parent { public static void main(String[] args) { Child obj = new Child(); obj.display(); // Accessible because Child is a subclass of Parent } }

**##**  **I/O stream Example:** import java.io.FileInputStream; import java.io.FileOutputStream; import java.io.IOException; public class SimpleIOExample { public static void main(String[] args) { FileInputStream inputStream = null; FileOutputStream outputStream = null; try { inputStream = new FileInputStream("input.txt"); outputStream = new FileOutputStream("output.txt"); int data; while ((data = inputStream.read()) != -1) { outputStream.write(data); } System.out.println("File copied successfully!"); } catch (IOException e) { e.printStackTrace(); } finally { try { if (inputStream != null) { inputStream.close(); } if (outputStream != null) { outputStream.close(); } } catch (IOException e) { e.printStackTrace(); } } } }

**## Life Cycle of a Thread**

🡪There are multiple states of the thread in a lifecycle as mentioned below: **1) *New Thread:****When a new thread is created, it is in the new state. The thread has not yet started to run when the thread is in this state. When a thread lies in the new state, its code is yet to be run and hasn’t started to execute.* **2) *Runnable State:****A thread that is ready to run is moved to a runnable state. In this state, a thread might actually be running or it might be ready to run at any instant of time. It is the responsibility of the thread scheduler to give the thread, time to run.   
A multi-threaded program allocates a* ***3) Blocked:****The thread will be in blocked state when it is trying to acquire a lock but currently the lock is acquired by the other thread. The thread will move from the blocked state to runnable state when it acquires the lock.* ***4) Waiting state:****The thread will be in waiting state when it calls wait() method or join() method. It will move to the runnable state when other thread will notify or that thread will be terminated.* ***5) Timed Waiting:****A thread lies in a timed waiting state when it calls a method with a time-out parameter. A thread lies in this state until the timeout is completed or until a notification is received. For example, when a thread calls sleep or a conditional wait, it is moved to a timed waiting state.*