### **Download NLTK data**

In [1]:

**import** nltk

nltk.download()

dir(nltk)

### **What can you do with NLTK?**

In [6]:

**from** nltk.corpus **import** stopwords

​

print(stopwords.words('english')[:10])

print(stopwords.words('english')[0:500:25])

Structured Data vs Unstructured Data

**Unstructured Data** - Binary Data, No delimiters, No indication of any rows

80% of data is unstructured data

Messy Data

### **Read in semi-structured text data**

In [1]:

*# Read in the raw text*

rawData **=** open("SMSSpamCollection.tsv").read()

​

*# Print the raw data*

rawData[0:500]

Regular Expressions (regex)

Text String for describing a search pattern

Ex: `[j-q]` can search for all single characters between j and q

`[j-q]+` can search words with letters between j and q

**Why regex?** - when dealing with text data, identifying whitespace btw words/tokens

Identifying/creating delimiters or end-of-line escape characters

Removing punctuation or numbers from your text

Cleaning html tags

Identify text patterns

Use Cases: Passwords meet criteria

Search url

Search files

Document scraping

**Useful Methods for tokenizing:**

**findall(), split()**

**USeful Regexs for tekenizing**

**`\W` & `\w` - words**

**`\S` & `\s` - whitespaces**

Raw Text - model cant distinguish words

Tokenize - tell the model what to look at

Clean Text - remove stopwords, punctuation, stemming etc

Vectorize - convert to numeric form

Machine Learning Algorithm - fit/train model

### **Pre-processing text data**

Cleaning up the text data is necessary to highlight attributes that you're going to want your machine learning system to pick up on. Cleaning (or pre-processing) the data typically consists of a number of steps:

1. **Remove punctuation**
2. **Tokenization**
3. **Remove stopwords**
4. Lemmatize/Stem

The first three steps are covered in this chapter as they're implemented in pretty much any text cleaning pipeline. Lemmatizing and stemming are covered in the next chapter as they're helpful but not critical.

### **Remove punctuation**

*import string*

*def remove\_punct(text):*

*text\_nopunct = "".join([char for char in text if char not in string.punctuation])*

*return text\_nopunct*

*data['body\_text\_clean'] = data['body\_text'].apply(lambda x: remove\_punct(x))*

*data.head()*

### **Tokenization**

*import re*

*def tokenize(text):*

*tokens = re.split("\W+", text)*

*return tokens*

*data['body\_text\_tokenized'] = data['body\_text\_clean'].apply(lambda x : tokenize(x.lower()))*

*data.head()*

### **Remove stopwords**

In [15]:

**import** nltk

​

stopword **=** nltk.corpus.stopwords.words('english')

In [16]:

**def** remove\_stopwords(tokenized\_list):

text **=** [word **for** word **in** tokenized\_list **if** word **not** **in** stopword]

**return** text

​

data['body\_text\_nostop'] **=** data['body\_text\_tokenized'].apply(**lambda** x: remove\_stopwords(x))

data.head()

**Stemming**

Process ofreducing inflected (or sometimes derived) words to their word stem or root

Crudely chopping off teh end of the word to leave only the base

Examples: Stemming/stemmed -> Stem, Electricity?electrical -> Electric, Berries/Berry -> Berri

Connection/connected?connective -> connect

**Why Stemming**

Reduces the corpus of words the model is exposed to

Explicitly correlates words with similar meanings

**Types of Stemmers:**

\***Porter Stemmer**

Snowball Stemmer

Lancester Stemmer

Regex Based Stemmer

### **Test out Porter stemmer**

In [1]:

**import** nltk

​

ps **=** nltk.PorterStemmer()

In [2]:

dir(ps)

### **Stem text**

In [13]:

**def** stemming(tokenized\_text):

text **=** [ps.stem(word) **for** word **in** tokenized\_text]

**return** text

data['body\_text\_stemmed'] **=** data['body\_text\_nostop'].apply(**lambda** x: stemming(x))

​

data.head()

***Lemmatizing***

Process of grouping together the inflected forms of a word so they can be analyzed as a single term, identified by the word’s lemma

Using vocabulary analysis of words aiming to remove inflectional endings to return the dictionary form of word.

Stemming just chops, less accurate, simple rules, fast

Lemmatizing more accurate, uses more informed analysis to create group of words with similar meaning based on context

Lemmatizing can be computationally expensive

We use Word Net Lemmatizer

### **Test out WordNet lemmatizer (read more about WordNet** [**here**](https://wordnet.princeton.edu/)**)**

In [1]:

**import** nltk

​

wn **=** nltk.WordNetLemmatizer()

ps **=** nltk.PorterStemmer()

In [2]:

dir(wn)

### **Lemmatize text**

In [12]:

**def** lemmatizer(tokenized\_text):

text **=** [wn.lemmatize(word) **for** word **in** tokenized\_text]

**return** text

​

data['body\_text\_lemmatized'] **=** data['body\_text\_nostop'].apply(**lambda** x: lemmatizer(x))

​

data.head()

**Vectorizing**

Process of encoding text as integers to create feature vectors

**Feature Vector**

An n-dimenisional vector of numerical features that represent some object

**Document Term Matrix -** we take a dataset that has one line per document(entry) with the cell entry as the actual text message and then we’re converting into a document that still has one line per document, but then you have every word used across all documents as the columns of your matrix and then within each cell it is counting how many times that certain word appeared in that document

**Why Vectorizing**

So that Python and the algorithm used ML can understand

**Types of Vectorization**

Count Vectorization

N-grams

Term frequency - inverse document frequency (TF-IDF)

### **Apply CountVectorizer**

In [8]:

**from** sklearn.feature\_extraction.text **import** CountVectorizer

​

count\_vect **=** CountVectorizer(analyzer **=** clean\_text)

X\_counts **=** count\_vect.fit\_transform(data['body\_text'])

print(X\_counts.shape)

print(count\_vect.get\_feature\_names\_out())

Count Vectorizer has other hyper parameters and are set to default values when not specified

### **Apply CountVectorizer to smaller sample**

In [5]:

data\_sample **=** data[0:20]

​

count\_vect\_sample **=** CountVectorizer(analyzer**=**clean\_text)

X\_counts\_sample **=** count\_vect\_sample.fit\_transform(data\_sample['body\_text'])

print(X\_counts\_sample.shape)

print(count\_vect\_sample.get\_feature\_names())

### **Vectorizers output sparse matrices**

***Sparse Matrix****: A matrix in which most entries are 0. In the interest of efficient storage, a sparse matrix will be stored by only storing the locations of the non-zero elements.*

In [6]:

X\_counts\_sample

Out[6]:

<20x192 sparse matrix of type '<class 'numpy.int64'>'

with 218 stored elements in Compressed Sparse Row format>

In [8]:

X\_counts\_df **=** pd.DataFrame(X\_counts\_sample.toarray())

X\_counts\_df

X\_counts\_df.columns = count\_vect\_sample.get\_feature\_names()

X\_counts\_df #Assigns column names

# **Vectorizing Raw Data: N-Grams**

### **N-Grams**

Creates a document-term matrix where counts still occupy the cell but instead of the columns representing single terms, they represent all combinations of adjacent words of length n in your text.

"NLP is an interesting topic"

| **n** | **Name** | **Tokens** |
| --- | --- | --- |
| 2 | bigram | ["nlp is", "is an", "an interesting", "interesting topic"] |
| 3 | trigram | ["nlp is an", "is an interesting", "an interesting topic"] |
| 4 | four-gram | ["nlp is an interesting", "is an interesting topic"] |

### **Apply CountVectorizer (w/ N-Grams) to smaller sample**

In [6]:

data\_sample **=** data[0:20]

​

ngram\_vect\_sample **=** CountVectorizer(ngram\_range**=**(2,2))

X\_counts\_sample **=** ngram\_vect\_sample.fit\_transform(data\_sample['cleaned\_text'])

print(X\_counts\_sample.shape)

print(ngram\_vect\_sample.get\_feature\_names\_out())

X\_counts\_df = pd.DataFrame(X\_counts\_sample.toarray())

X\_counts\_df.columns = ngram\_vect\_sample.get\_feature\_names\_out()

# **Vectorizing Raw Data: TF-IDF**

### **TF-IDF**

Creates a document-term matrix where the columns represent single unique terms (unigrams) but the cell represents a weighting meant to represent how important a word is to a document.
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### **Apply TfidfVectorizer to smaller sample**

In [7]:

data\_sample **=** data[:20]

​

tfidf\_vect\_sample **=** TfidfVectorizer(analyzer **=** clean\_text)

X\_tfidf\_sample **=** tfidf\_vect\_sample.fit\_transform(data\_sample['body\_text'])

print(X\_tfidf\_sample.shape)

print(tfidf\_vect\_sample.get\_feature\_names\_out())

### **Vectorizers output sparse matrices**

***Sparse Matrix****: A matrix in which most entries are 0. In the interest of efficient storage, a sparse matrix will be stored by only storing the locations of the non-zero elements.*

In [8]:

X\_tfidf\_df **=** pd.DataFrame(X\_tfidf\_sample.toarray())

In [9]:

X\_tfidf\_df.columns **=** tfidf\_vect\_sample.get\_feature\_names\_out()

X\_tfidf\_df.head()

***FEATURE ENGINEERING***

Creating new features or transforming your existing features to get the most out of your data

Creating New Features

-Length of text field

-Percentage of characters that are punctuation in the text

-Percentage of characters that are capitalized

Transformation Exisiting Features

-Power transformation (square, square root)

-Standardizing data

### **Create feature for text message length**

In [2]:

data['body\_len'] **=** data['body\_text'].apply(**lambda** x: len(x)**-**x.count(" "))

​

data.head()

Out[2]:

### **Create feature for % of text that is punctuation**

In [5]:

**import** string

​

**def** count\_punct(text):

count **=** sum([1 **for** char **in** text **if** char **in** string.punctuation])

**return** round(count**/**(len(text) **-** text.count(" ")), 3)**\***100

​

data['punct%'] **=** data['body\_text'].apply(**lambda** x: count\_punct(x))

### **Evaluate created features**

In [7]:

**from** matplotlib **import** pyplot

**import** numpy **as** np

**%**matplotlib inline

In [11]:

bins **=** np.linspace(0, 200, 40)

​

pyplot.hist(data[data['label']**==**'spam']['body\_len'], bins, alpha **=** 0.5, density **=** **True**, label **=** 'spam')

pyplot.hist(data[data['label']**==**'ham']['body\_len'], bins, alpha **=** 0.5, density **=** **True**, label **=** 'ham')

pyplot.legend(loc**=**'upper left')

pyplot.show()
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In [12]:

bins **=** np.linspace(0, 50, 40)

​

pyplot.hist(data[data['label']**==**'spam']['punct%'], bins, alpha **=** 0.5, density **=** **True**, label **=** 'spam')

pyplot.hist(data[data['label']**==**'ham']['punct%'], bins, alpha **=** 0.5, density **=** **True**, label **=** 'ham')

pyplot.legend(loc**=**'upper right')

pyplot.show()
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# **Feature Engineering: Transformations**

Process that alters each data point in a certain column in a systematic way (eg -x^2, sqrt(x))

### **Transform the punctuation % feature**

### **Box-Cox Power Transformation**
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**Process**

1. Determine what range of exponents to test
2. Apply each transformation to each value of your chosen feature
3. Use some criteria to determine which of the transformations yield the best distribution

In [11]:

**for** i **in** [1,2,3,4,5]:

pyplot.hist(data['punct%']**\*\***(1**/**i), bins **=** 40)

pyplot.title("Tranformation: 1/{}".format(str(i)))

pyplot.show()
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![](data:image/png;base64,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)

***MACHINE LEARNING***

**Tools used to evaluate our models**

1. Holdout Test Set

Sample of data not used in fitting a model for the purpose of evaluating the model’s ability to generalize unseen data

1. K-Fold Cross Validation

The full data set is divided into k-subsets and the holdout method is repeated k times. Each time, one of the k-1 subsets are put together to be used to train the model

**Evaluation Metrics**

1. **Classification**: Accuracy = #predicted correctly/Total obs

Precision = #predicted as spam that are actually spam/

total # predicted as spam

Recall = #predicted as spam that are actually spam/

Total # that are actually spam

**Ensemble Method**: Technique that creates multiple models and then combines them to produce better results than any of the single models individually

Benefits: can be used for regression and classification, easily handles outliers, missing values etc, accepts various types of input, less likely to overfit, outputs feature importance

**Random Forest**: Ensemble learning method that constructs a collection of decision trees and then aggregates the predictions of each tree to determine the final prediction

# **Building Machine Learning Classifiers: Building a basic Random Forest model**

### **Read in & clean text**

In [1]:

**import** nltk

**import** pandas **as** pd

**import** re

**from** sklearn.feature\_extraction.text **import** TfidfVectorizer

**import** string

​

stopwords **=** nltk.corpus.stopwords.words('english')

ps **=** nltk.PorterStemmer()

​

data **=** pd.read\_csv("SMSSpamCollection.tsv", sep**=**'\t')

data.columns **=** ['label', 'body\_text']

​

**def** count\_punct(text):

count **=** sum([1 **for** char **in** text **if** char **in** string.punctuation])

**return** round(count**/**(len(text) **-** text.count(" ")), 3)**\***100

​

data['body\_len'] **=** data['body\_text'].apply(**lambda** x: len(x) **-** x.count(" "))

data['punct%'] **=** data['body\_text'].apply(**lambda** x: count\_punct(x))

​

**def** clean\_text(text):

text **=** "".join([word.lower() **for** word **in** text **if** word **not** **in** string.punctuation])

tokens **=** re.split('\W+', text)

text **=** [ps.stem(word) **for** word **in** tokens **if** word **not** **in** stopwords]

**return** text

​

tfidf\_vect **=** TfidfVectorizer(analyzer**=**clean\_text)

X\_tfidf **=** tfidf\_vect.fit\_transform(data['body\_text'])

​

X\_features **=** pd.concat([data['body\_len'], data['punct%'], pd.DataFrame(X\_tfidf.toarray())], axis**=**1)

X\_features.head()

Out[1]:

|  | **body\_len** | **punct%** | **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **...** | **8094** | **8095** | **8096** | **8097** | **8098** | **8099** | **8100** | **8101** | **8102** | **8103** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **0** | 128 | 4.7 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | ... | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 |
| **1** | 49 | 4.1 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | ... | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 |
| **2** | 62 | 3.2 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | ... | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 |
| **3** | 28 | 7.1 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | ... | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 |
| **4** | 135 | 4.4 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | ... | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 |

5 rows × 8106 columns

### **Explore RandomForestClassifier Attributes & Hyperparameters**

In [2]:

**from** sklearn.ensemble **import** RandomForestClassifier

In [3]:

print(dir(RandomForestClassifier))

print(RandomForestClassifier())

['\_\_abstractmethods\_\_', '\_\_annotations\_\_', '\_\_class\_\_', '\_\_delattr\_\_', '\_\_dict\_\_', '\_\_dir\_\_', '\_\_doc\_\_', '\_\_eq\_\_', '\_\_format\_\_', '\_\_ge\_\_', '\_\_getattribute\_\_', '\_\_getitem\_\_', '\_\_getstate\_\_', '\_\_gt\_\_', '\_\_hash\_\_', '\_\_init\_\_', '\_\_init\_subclass\_\_', '\_\_iter\_\_', '\_\_le\_\_', '\_\_len\_\_', '\_\_lt\_\_', '\_\_module\_\_', '\_\_ne\_\_', '\_\_new\_\_', '\_\_reduce\_\_', '\_\_reduce\_ex\_\_', '\_\_repr\_\_', '\_\_setattr\_\_', '\_\_setstate\_\_', '\_\_sizeof\_\_', '\_\_str\_\_', '\_\_subclasshook\_\_', '\_\_weakref\_\_', '\_abc\_impl', '\_check\_feature\_names', '\_check\_n\_features', '\_compute\_oob\_predictions', '\_estimator\_type', '\_get\_oob\_predictions', '\_get\_param\_names', '\_get\_tags', '\_make\_estimator', '\_more\_tags', '\_parameter\_constraints', '\_repr\_html\_', '\_repr\_html\_inner', '\_repr\_mimebundle\_', '\_required\_parameters', '\_set\_oob\_score\_and\_attributes', '\_validate\_X\_predict', '\_validate\_data', '\_validate\_estimator', '\_validate\_params', '\_validate\_y\_class\_weight', 'apply', 'base\_estimator\_', 'decision\_path', 'estimator\_', 'feature\_importances\_', 'fit', 'get\_params', 'predict', 'predict\_log\_proba', 'predict\_proba', 'score', 'set\_params']

RandomForestClassifier()

### **Explore RandomForestClassifier through Cross-Validation**

In [4]:

**from** sklearn.model\_selection **import** KFold, cross\_val\_score

In [6]:

rf **=** RandomForestClassifier(n\_jobs**=-**1)

k\_fold **=** KFold(n\_splits**=**5)

cross\_val\_score(rf, X\_features.values, data['label'].values, cv**=**k\_fold, scoring**=**'accuracy', n\_jobs**=-**1)

Out[6]:

array([0.97576302, 0.98114901, 0.97663971, 0.96585804, 0.97124888])

# **Building Machine Learning Classifiers: Random Forest on a holdout test set**

### **Read in & clean text**

In [1]:

**import** nltk

**import** pandas **as** pd

**import** re

**from** sklearn.feature\_extraction.text **import** TfidfVectorizer

**import** string

​

stopwords **=** nltk.corpus.stopwords.words('english')

ps **=** nltk.PorterStemmer()

​

data **=** pd.read\_csv("SMSSpamCollection.tsv", sep**=**'\t')

data.columns **=** ['label', 'body\_text']

​

**def** count\_punct(text):

count **=** sum([1 **for** char **in** text **if** char **in** string.punctuation])

**return** round(count**/**(len(text) **-** text.count(" ")), 3)**\***100

​

data['body\_len'] **=** data['body\_text'].apply(**lambda** x: len(x) **-** x.count(" "))

data['punct%'] **=** data['body\_text'].apply(**lambda** x: count\_punct(x))

​

**def** clean\_text(text):

text **=** "".join([word.lower() **for** word **in** text **if** word **not** **in** string.punctuation])

tokens **=** re.split('\W+', text)

text **=** [ps.stem(word) **for** word **in** tokens **if** word **not** **in** stopwords]

**return** text

​

tfidf\_vect **=** TfidfVectorizer(analyzer**=**clean\_text)

X\_tfidf **=** tfidf\_vect.fit\_transform(data['body\_text'])

​

X\_features **=** pd.concat([data['body\_len'], data['punct%'], pd.DataFrame(X\_tfidf.toarray())], axis**=**1)

X\_features.head()

Out[1]:

|  | **body\_len** | **punct%** | **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **...** | **8094** | **8095** | **8096** | **8097** | **8098** | **8099** | **8100** | **8101** | **8102** | **8103** |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **0** | 128 | 4.7 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | ... | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 |
| **1** | 49 | 4.1 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | ... | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 |
| **2** | 62 | 3.2 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | ... | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 |
| **3** | 28 | 7.1 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | ... | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 |
| **4** | 135 | 4.4 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | ... | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 | 0.0 |

5 rows × 8106 columns

### **Explore RandomForestClassifier through Holdout Set**

In [2]:

**from** sklearn.metrics **import** precision\_recall\_fscore\_support **as** score

**from** sklearn.model\_selection **import** train\_test\_split

In [5]:

X\_train, X\_test, y\_train, y\_test **=** train\_test\_split(X\_features.values, data['label'].values, test\_size **=** 0.2)

In [6]:

**from** sklearn.ensemble **import** RandomForestClassifier

​

rf **=** RandomForestClassifier(n\_estimators **=** 50, max\_depth **=** 20, n\_jobs **=** **-**1)

rf\_model **=** rf.fit(X\_train, y\_train)

In [9]:

y\_pred **=** rf\_model.predict(X\_test)

precision,recall,fscore,support **=** score(y\_test, y\_pred, pos\_label **=** 'spam', average **=** 'binary')

In [10]:

print('Precision: {} / Recall: {} / Accuracy: {}'.format(round(precision, 3),

round(recall, 3),

round((y\_pred**==**y\_test).sum() **/** len(y\_pred),3)))

Precision: 1.0 / Recall: 0.601 / Accuracy: 0.949