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Project Topic : Dynamic Programming Algorithm for Knapsack problem(0/1).

Problem Introduction:

**Problem Genre** : Combinatorial Problem

**Brief Summary of the problem** : Given a set of items, each with a mass and a value, determine the number of each item to include in a collection so that the total weight is less than or equal to a given limit and the total value is as large as possible. It derives its name from the problem faced by someone who is constrained by a fixed-size knapsack and must fill it with the most valuable items.

**Applications of the problem** : The problem often arises in resource allocation where there are financial constraints and is studied in fields such as combinatorics, computer science, complexity theory, cryptography and applied mathematics.This problem was one of the top 5 most needed algorithmic problems according to a survey conducted by Stony Brook University(1998).

Problem Definition:

We will try to solve the 0-1 knapsack problem here, or the binary knapsack problem.

Mathematically the 0-1-knapsack problem can be formulated as:

Let there be ![n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAJBAMAAAD0ltBnAAAAMFBMVEX///8MDAwWFhYiIiLMzMyenp5QUFC2trZAQEAEBATm5uZ0dHQwMDBiYmKKiooAAAAzevxMAAAAAXRSTlMAQObYZgAAAERJREFUCB1j4LvDt/sUAwM3ZzvDMQaGkPUPGMwYGBjiGRjmAalkBpZfQEqXgU0BSH1nYNxwgYH1AwO/1wYG7gYGtrsMANfkDo13AqZFAAAAAElFTkSuQmCC)items, ![x_1](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABEAAAANBAMAAAC9V5gpAAAALVBMVEX///8EBAS2traenp5QUFAWFhaKiooiIiLm5uYwMDBAQEBiYmJ0dHTMzMwAAAB9dp22AAAAAXRSTlMAQObYZgAAAFZJREFUCB1jYLizi/skAwhwHGCvyGsAsbgZWB14QQwGDgY+AyBVC2LbAXGKLIjlCiKALF6GKIY2MMvuUgjDBjDr1pmuMw1gFkgREIB1oLKsXx4AC4AJAIJKD9PGZ+gXAAAAAElFTkSuQmCC)to ![x_n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABQAAAAMBAMAAACQIoDIAAAALVBMVEX///8MDAy2traenp5QUFAWFhaKiooiIiLm5uYwMDBAQEBiYmJ0dHTMzMwAAAAj5rTyAAAAAXRSTlMAQObYZgAAAFxJREFUCB1jYLizi/skAxhwHGCvyGsAM7kZWB14oaIMfAYQFpC0g7MYXGFMXoYohjaOnXe2AKUvhTBsYGPcwMfAcOtM15kGhj4GRZiydAYXGHM1Q9AGKHsug7cBAMYmE3g7J6hrAAAAAElFTkSuQmCC)where ![x_i](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAMBAMAAACZySCyAAAALVBMVEX///8EBAS2traenp5QUFAWFhaKiooiIiLm5uYwMDBAQEBiYmJ0dHTMzMwAAAB9dp22AAAAAXRSTlMAQObYZgAAAFlJREFUCB1jYLizi/skAxBwHGCvyGsAMrgZWB14wSIMfAYMDLwBQLYdiN8AxK4gBlCQIYqhjWHXBQa7SyEMG9huJjDcOtN1poGBESLNwAA2EsQpPgAV2p0AAOz2EwHaZ1gCAAAAAElFTkSuQmCC)has a value ![v_i](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA4AAAAMBAMAAACgrpHpAAAAMFBMVEX///8iIiIEBASKiooWFhbm5uaenp5AQEBQUFAMDAx0dHS2trYwMDBiYmLMzMwAAABFi8JNAAAAAXRSTlMAQObYZgAAAFZJREFUCB1j4LuzgWsCAwMDB3sB21cgnc25gMEBSDO8D2C4wAdkXWFgWMAQwMDgwcD8ACSuzMDLcB3IkmVYx/zGgIHhza0NDEwgCSBYA6EYxBZAGHcNAOXkEwf8wGFBAAAAAElFTkSuQmCC)and weight ![w_i](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABMAAAAMBAMAAABy/puxAAAAMFBMVEX///+KiooiIiIWFhaenp50dHRAQEBQUFAEBATm5uYMDAy2trYwMDBiYmLMzMwAAAA9VNXdAAAAAXRSTlMAQObYZgAAAGtJREFUCB1j4LuzgWEdZzcDELCzJ3B/YFgKYnozX+A1YLgCYjK8f8BUwBDJ8BjIvMzA78AQwMAJZKozvJ8AZILAQgZ5BpYHvHlA5lmG+gmsDHIHgcw5d5+mAuUbgEwIYD0AYzEwucKZvBcZAESpGGRChGr8AAAAAElFTkSuQmCC). The maximum weight that we can carry in the bag is *W*. It is common to assume that all values and weights are nonnegative. We also assume that the weights are in sorted order(We perform the sorting in the scilab implementation)

* Maximize ![\qquad \sum_{i=1}^n v_ix_i](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADoAAAAwBAMAAACyDnR9AAAAMFBMVEX///8EBASenp4WFhZAQEAiIiK2trYMDAyKiopQUFB0dHTMzMwwMDBiYmLm5uYAAACG7a8wAAAAAXRSTlMAQObYZgAAAa1JREFUOBHNkr1Lw0AYxp+2praNaf0LtJvQpQWLH1uHbiqIf4AtDjq669A4uNihEScHsZNCcShUHIqCkxStkKGggmIEQTdRRBHFeHe5C1UuxUXwGd6P58fd5fIeAEQv6xckeSjUbcY8ELUfMNeBLmO9A53AkOmNT7AR96b/j8TsQaLhftt+kXycZpeZGzz7kFDk3rm7ZEnwzSs3g4aE+u0Md3UJxeaTzBVe4NESpSSrdsp1D46wTZt6S9vhZunNpUYWSYu8pbIyXSKZqsuOswz48wsIkFpDwFC5h0KfqNRPQmqIIhYHVOfE+WdBtRQihAFJ6lg0IOyuDRgoMmuNRRbu8qL26TC1MahI4x6tKrNHBIRiRqrFBpJ7ozBD+zr1FdOl6ukW0Ivdym3Fgo/ZWReyInLIe/Y/IpPfqZLg/VSZFAMWCVSGk7RzJ+NKJ3de5E24zIv2JK4TzFntNq/Ts0QzK62C7F312EKyRxCkS5nyko3/0KrxvRVnIj9OorMmCq1KqQMBn4ySWTuS0mIjmiXKyNeSWXdY685aurOSiI43m02PncWs/dfH/Ihfpy/fmXHQsvkIlgAAAABJRU5ErkJggg==)subject to ![\qquad \sum_{i=1}^n w_ix_i \leqslant W, \quad \quad x_i \in \{0,1\}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPgAAAA3BAMAAADTQZpZAAAAMFBMVEX///8EBASenp4WFhZAQEAiIiK2trYMDAyKiopQUFB0dHTMzMwwMDBiYmLm5uYAAACG7a8wAAAAAXRSTlMAQObYZgAABFVJREFUWAntV01oXFUU/jKTybyZl3dTFVyI1BF/FhXNYIsYITCitBAVQkVLVXSwlNCNcaFIRM10IV10kZEq4kLzBN0EjWMt/jRVI4VS2tgOWKHa2rxg6I8IbfzXap7n3L/5yc9synuL5sC8c853zr3fu/eee98dgESc3Psd61jESVe7YiGWpOcxEB/5y3gjPvIHcEc1NvbDeDMXG/kK8coMXBYzMBzWxI96xCNzgaQUn74ePh01eWeYN5Q3/WKsyPTw35bqW2tFZQyGRUOVqRjrkuvP1jd1uc1nwAtXWzxnraWMzHVDuGHuCAZ+LS6VshjecSVdWfrMjUUUKOd6OdInfl8sfSGW8BkbDeD+B3SUFyYsg3T2A+mKM6lSBshDssDOTOizaiXOOvmq0xUIqhKvVXpjPDUJnASulujPu5icISAR/sGqhWSfCWTGSBHeb8CTLdJVOLF/ba+0mKkHUA54HjQ5Rv9Uqcs9vaFAhbtz2H0tUF0u2cTEY7dpk8n/AfYrt548GVLIyOcHaHFmiuS67xe+n9TwuRe1gcESqs/CkUtgsAa995j3ngbSORMhcvEXsEH59eRuSLiR8qsYRNon9yc8dHZewZnnTRhf+onKWmSt32wIP/X4SKDQPhuk6nKJ5G4FSHL5IH8ktANJFHvxDbwcoVVaJY3/eFi1ouf5chab4Fu/2fCQLLsaXGWDb1ck+VcKkLyuqj60145YuBexGdnAzSMAH7cfyfytD5t+ugrjOCpKxl2gBbpytGR5CnQ8OjEx8QVnbH2JtjmNfBM7UAWHTw4ob3hSaXp6eeKkWQ1oG1wgX6jIvo1Ko+2Ij9FlN1o3Zwb0c1+Ympo6xB52BLLgHmRbk7vXKMdUIXupsjuvlzTDry/lNLDnTmWmHwGmb9b4omqXRW17WooFW61dRz2aFSPpknMBt+BYBZVkQZS8+zjQfjtw7i6ZkqSD8gPqailxsQ5nuTnJepvEW40+W/pAqa92bJepKrOzmpmH7+wrJS5uKXvYeVDCszRuT1Km+qlAKV/UNoClYKP74x5UqTnbSdsvk5+pZPtxxie8M08Phkg6uLCMiK9PvDMGtMHtG+8bB1apgB43TQJ1eCth4irTolHvGZsdC6g5i9j8lA4yk8sflhnizRz99y1L/qGvU+qUOSey1EqK1xtoSysqyqVFN0+8Vne8qmzfNFIjF0PGr9MbdVJqjQGzPYExpXYavCbHNDewnmNyS41QLYCcieAHneQdt5BTtSYbuxu8Jsc0N3B7v7bcnIF4AwD3GBde0ZqtjVLrlFqGoD0ipTZf2wMCvNUKpucOa11yI3uiqcsbTzHA+0bJLN1QohW7z06/G85HS00bb+4KKfy/xVRFZO+w4bmalCJjXSFamYF4ZkDd0ugbZ0+bCN9D39KcV+IgN+Nsi4Fc3dLoDeIg33lQ3EtSiIXc3NJiIbe3tDimPbVG3E//LOKZdnNLS0wfMnV/Wej/Aa5bHYjAzHA7AAAAAElFTkSuQmCC)

We need to maximize the sum of the values subject to the constraint that the weight sum is less than the specified limit.

Proposed Dynamic Programming Algorithm :

A dynamic algorithm for the binary knapsack problem runs in pseudo polynomial time as opposed to the exponential brute force method. So , a dynamic approach to this problem is definitely beneficial. The algorithm can be summarized as follows. Assume ![w_1,\,w_2,\,\ldots,\,w_n,\,W](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKMAAAASBAMAAADF1HNjAAAAMFBMVEX///9AQEAiIiLm5uaKiop0dHQWFhYMDAxQUFC2trYEBASenp4wMDBiYmLMzMwAAADLrKySAAAAAXRSTlMAQObYZgAAAa5JREFUOBGtlL9LAmEYx7/qqZ16p0PtLhJuBzUVYjS2eGBbRE3REkS7YH+BLrU02NASFTnWUAb+AR0EDZH4Lk0FWksRhN177/vevedZ072D7+Pn+8MTHwTCOZHLbSx/d3H40Qyn0G5pGNB/ANUKrRF9gtgXoIXXiEoT2jtwFGJlp43Xc4B+b/25jVP9zCsPAE9ypwme1hKsPSjE9mhTd+oQNdcdBJ7kToEQMDDTZAtxarlNWNomVl13EHiSOwVCQLkexyxMajEGRrSOKjKEBzhI94ocTLhESJKyuSruY0sOeUS2DUt5IkJnoISWIUjwZh6Zp7omGnyFdmjWRIoIAwMd+kl/Hh6S9GQB6F8zcIIVpIlUyYCKMpESYyPzlIrrOSEk7KXZqLN3BTTozttPqV84hAPscxCjeMEC6ODzmDUMBYnmgQpxCvDWO5gxWeWnQzhQctAd4K+UPXPH+i43IWLXXbFG8Wo/JdsqAW5g+AETnM3jHiWv1cdSIk1vWqlIQH2Yb/oA12RPxEq++FNSAdL9aWBRIoPRyA+4JnuiJLM20eT12D+B/wQA+1/43/QLuTSGFJb0f/wAAAAASUVORK5CYII=)are strictly positive integers. Define ![m[i,w]](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADgAAAAUBAMAAAAqxuNgAAAAMFBMVEX///9QUFAMDAyenp4WFha2trZAQEAEBATMzMzm5uYiIiJ0dHQwMDBiYmKKiooAAAADcXHIAAAAAXRSTlMAQObYZgAAARlJREFUKBVjYIABNi8YC0pv0UQIcAGZoggukHUSwQNKcn5GcDEkUaTQdZImyXeHb+/K3j0PGLgYOO4YgPWC6FKOYqCDuNlPMORsYP0AlORlPACWBNJAvi5Q8gX/A4YjDGBJC5YLYEkgzevAsA8oOcGegUGbAcjhYpjQPwEsCaS5BBh2gvwpxcD5g4FFACgJZELAFQZ+A4YLIElfBr4ChvkNE4CSdZwQSV+G+AkMG0CSXxnYDjBc4njAxcD8gRsiWcfwnIG5ASjJ/IGBaQPDQV6QaxfsZGgHuWk1gzwDLyiEuA8wsE9giLkKlORYbcDQrwCU7Lkbnb0BW/ABBWEAaCcMgKIMCB6ASTCBIclpgEcS6A44QNKJJZkAACSFSQp7oroUAAAAAElFTkSuQmCC)to be the maximum value that can be attained with weight less than or equal to ![w](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA4AAAAJBAMAAADwYwBaAAAAMFBMVEX///+KiooiIiIWFhaenp50dHRAQEBQUFAEBATm5uYMDAy2trYwMDBiYmLMzMwAAAA9VNXdAAAAAXRSTlMAQObYZgAAAFBJREFUCB1j4LuzgWEdZzcDO3sC9weGpQzezBd4DRiuMDC8f8BUwBDJwHCZgd+BIYCBQZ3h/QQQvZBBnoHlAQPDWYb6CawMDAxz7j5NDWAAAM7LE7Svd/U9AAAAAElFTkSuQmCC)using items up to ![i](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAYAAAAOBAMAAAD+sXAWAAAALVBMVEX///90dHSKiooiIiIMDAyenp5AQEBQUFAwMDDMzMwEBATm5ua2trZiYmIAAADnl5jsAAAAAXRSTlMAQObYZgAAADVJREFUCB1jYGC4w8DAvYYBGXDeOMDAzp7AEMNygYFh3gYGhmKg7CIGBtYHjAyMBtIM3IYBAOrvCPTwM4IsAAAAAElFTkSuQmCC).

We can define ![m[i,w]](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADgAAAAUBAMAAAAqxuNgAAAAMFBMVEX///9QUFAMDAyenp4WFha2trZAQEAEBATMzMzm5uYiIiJ0dHQwMDBiYmKKiooAAAADcXHIAAAAAXRSTlMAQObYZgAAARlJREFUKBVjYIABNi8YC0pv0UQIcAGZoggukHUSwQNKcn5GcDEkUaTQdZImyXeHb+/K3j0PGLgYOO4YgPWC6FKOYqCDuNlPMORsYP0AlORlPACWBNJAvi5Q8gX/A4YjDGBJC5YLYEkgzevAsA8oOcGegUGbAcjhYpjQPwEsCaS5BBh2gvwpxcD5g4FFACgJZELAFQZ+A4YLIElfBr4ChvkNE4CSdZwQSV+G+AkMG0CSXxnYDjBc4njAxcD8gRsiWcfwnIG5ASjJ/IGBaQPDQV6QaxfsZGgHuWk1gzwDLyiEuA8wsE9giLkKlORYbcDQrwCU7Lkbnb0BW/ABBWEAaCcMgKIMCB6ASTCBIclpgEcS6A44QNKJJZkAACSFSQp7oroUAAAAAElFTkSuQmCC)recursively as follows:

* ![m[i,\,w]=m[i-1,\,w]](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALUAAAAUBAMAAAA5PWHRAAAAMFBMVEX///9QUFAMDAyenp4WFha2trZAQEAEBATMzMzm5uYiIiJ0dHQwMDBiYmKKiooAAAADcXHIAAAAAXRSTlMAQObYZgAAAdZJREFUOBG9lb9KA0EQxr/8v8sl0cZCsbAVm5TpFLESAj6AoEVKQZ9AUgixMOQeQDCWYpNCBFEhooUBhUNMl+JKy0BQTOfsZfYut7cIIegUmdnM9/1udlnuABnpTVn5+WrZL8OFRhsWANa6HfyVpXIuWHpVR1nLpUZr7som51yYbQ6U/i9sVXvUVLwKW+kCv7AV7Wnl79jI/TO70CvcX9TvXGRh9Iq80/ojMlu1onomWi1bgrnZTOdtZZ6x10r1iZ2PtVnoLGIHcWfErmyIaFJLq2VLwGYzsT9mXDzBY5eSzkiYqJbxDstV59ZpGR2ctzQT214FVpBfo7ntBl9J0xjiHJatsiNa41iE5/LnlmZxBxdgfiM5S2wqOehRA+Sjd1DVnryI8Hbrs8WcwizYZRQOcFa1iX1oMjvppIawmB2ct1bLloDNZsH+RLqNN8PNItEnnBcZl55Xis6t07IlYLOZ2Ik+4i085MU9ad6g5m0w24r1QVWHjZwUbagp2CEzsa02Mja2u8Q2LotoLAmH8dq9vqWssBWtUMqI7X/Nh83iTGSIdxtFa5RGvwrbb7HWX8ti3Kxhu1In8qTscXOUbRanYIfMUTZd6rGYcO6QeZyt+U5N+U37ASbBqvuOucgjAAAAAElFTkSuQmCC)if ![w_i > w\,\!](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADwAAAAPBAMAAABKPLFCAAAAMFBMVEX///9AQEAiIiLm5uaKiop0dHQWFhYMDAxQUFC2trYEBASenp4wMDBiYmLMzMwAAADLrKySAAAAAXRSTlMAQObYZgAAAMlJREFUGBljYEAGzA+QeRhsPp0JGGLIAnyH0OT57mxgWMm3GqaGT2gDmAkT5uU4wPmBoRYmzcDc5gBiw4T3sV3gTWAIgUszMFwLAHJgwgbvDZgaGIIZpsMVsCwBMmHCDNcY+DcwXGDgg0mzZBiAmFBhhlyG+QYMIPMggDUXLAsXXsLgxcD9gPckRJY3FaoMIszAoMrQz8DLEHwELGyRApWFCjMwvLk7VTSAwWABSJxTGyYLFYZxWQVgLKw02xSIi7BKMjAwXsEqAQCZoDQnUTmEKAAAAABJRU5ErkJggg==)(the new item is more than the current weight limit)
* ![m[i,\,w]=\max(m[i-1,\,w],\,m[i-1,w-w_i]+v_i)](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAaMAAAAVBAMAAAAZX5wbAAAAMFBMVEX///9QUFAMDAyenp4WFha2trZAQEAEBATMzMzm5uYiIiJ0dHQwMDBiYmKKiooAAAADcXHIAAAAAXRSTlMAQObYZgAABMxJREFUWAm9V01oXFUU/l6SmXlv3sw0CxX8WcSFC3HRWUkXShuJLiqBWRehkUZQqbSgixaMzKLQWhMzqIiLSq8rFUEfqJXaFEYs0qqRZ20R24BvZ6UqQ+NPs6mec9897933M01qxQPJO+d853xzvvvzkgFu1no3S/Cf9memqW4vcH90byFVSDjdJFXCkGDG8R/KfCZnZ5XBbuxRwsQEH9ssdQputRPkn8nFJeF3aa6EwZtJYe01CpIU4HSyVa9nw/KoyMR1VZufBvJWc93rS3L7aUsJwwGVwtorDkIVR9uZKnd7JhwSFJm40Otb5TRQwdaXVO+mTUWGI4VTVRxEpQSx531xQ5LsbSGCXRZdcaCNHLwD12doKAtndwOSgC9zTaWhMKksusMK/52kb6/P8P9LqgGtldbJdxeWItThrsiZXvgctc7Bdu71UHn7t5PvvPRpgNaJXfA/2OdcCfH+EAajNJVkKGVt8Wv/8oU3Ln4DKBCUNdklGcNC05QwKY26S21/L3v1NvzaaewOKgOS1HT6GgbCu7ATI2EsaXaKTRFUexJPB+4afsFIG41tlRlgH8oZDFEqyVDKIAie71a/ok8hSQRlTSTJGBaapoRJaZRmH11jrxri0qYIp6AlbRkLNYzR7jTOwY9yu4SRPn4EVvEJGn14cw5VE00ZQ8xDV0cZTyhlkFb3Gi2KlsRQ1owk6bFAKyVMSsM8u/accfS2AvehuY12qbdo3h4e7cRb8HsFSSG+Z0l48By173yKyAYoMriH2DRXIkkoZRBvdICRgBYOiiEy3fQie/J6kB7A1SAxSqoykbxolG7h2UPKojkD3AHvKsbGSRK5xkjhKpqFNx4dxbMs6bWgqmiLJ6iaJBUY5r9mCwlJd4kXjSlFEhyFo11M8sEjl6bWTcvcJJKkB5jXIDPKZN2Y6dTU1HPxpbiFrgu6saRptPYSe48kveAxIdlYWFmDbyTN8lXSd0kkTaKqunjzEarkBS5jYBayZJeEMpFEB+UnWkyPJNUiWn/bzMGTHhuSyYjaNKkYnqbrwh4dPPyBah9n3aiO0QGp0FaLSOaWYbvkXUNdhRhfjIB7qL6MIeaxJBlKGQSbOtiN5sTLJGkrAlNuHiJJxrBQk1rp5CU9S0eAsqgGpIPP9GdNOnhNdRwHQ+6vB86A9rHkLumDN4fDKqh2/f0AvYVzDNbnx7uUoWz03Dldoa9wY5wv9QW6tRkjSbpKxrDAOOUfifKSHsUlzmKsA7+PWg+PnSdJ7nttLE5wv7t8/tgJep7hILHKnrudzU888Huw487jkwubw8ZfMzhGL/EsQ1JOjrPnz9uzlCTpiq5YAvajstwhSYc/tHuA2/5+PK6SMSw4Tnn0B1X2W8Xo/MUOZ8E/YnSX2IL4Ef/OSrIR8V8Rh56GwcrErk1Jg8jpNnWqUK8TuapcEa1kThIXUBb3W5VmoMhK5XbJRsSvdsQbLilKS3iQlhWSq7KhRLkqSZvnwz8nkvopRFmcTkOzxl7bSm1AkmcxDtmlDCVJetX+hKGSclXZHjyT3iULoSz/R5NYPBD9MbJs/YOHy2n5EEkZSpIUph3sqWwoUa5K0umTmEqsYedKvmZv5Iu630lIShgSzDglX69nVb5oQ3EJE/f9APwDf5ahZWOmPI0AAAAASUVORK5CYII=)if ![w_i \leqslant w](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADwAAAAQBAMAAAC4vAEMAAAAMFBMVEX///9AQEAiIiLm5uaKiop0dHQWFhYMDAxQUFC2trYEBASenp4wMDBiYmLMzMwAAADLrKySAAAAAXRSTlMAQObYZgAAAN9JREFUGBljYMAA3BcwhJAEWBIfIPHQmayFBuhCSHzeClRZvjsbGFbyrYaqsKiFMmDCvBwHOD8wQEUtSmEGwYT3sV3gTWAIgQg/OweThgkbvDdgamAIZpgOlpikCZWHCTNcY+DfwHCBgQ8i/kYbKg8VZshlmG/AEAARtGRgeJgCYcKElzB4MXA/4D0JErXJZmCwSAXLQ4QZGFQZ+hl4GYKPgAUNgXp5BUBMiDADw5u7U0UDGAwWgKVhemHCEEEGBlawFiCPNxc12CAK2KbARFkzYCyYViDNeAXOYWmAMxkARbE5cjaLljQAAAAASUVORK5CYII=).

The solution can then be found by calculating ![m[n,W]](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEQAAAAUBAMAAADGs4Z2AAAAMFBMVEX///9QUFAMDAyenp4WFha2trZAQEAEBATMzMzm5uYiIiJ0dHQwMDBiYmKKiooAAAADcXHIAAAAAXRSTlMAQObYZgAAAUtJREFUKBWFkr9Lw0AUgL/+SJs2Js3s5Kou3XSzmyAU/QMUdNLBwd0K/gNiwEkE6+KgixkcFSoUMZsIboodO6bWSkUQ311aYqHBt9x397683Ls7GEZuaUgj4/V0PC3GCJsfrnNV84zlc4J4fURJfcHhI6yRqNh9qLsgVlIVpwdv6xjlZCXTxZxrYMs+ApwX5/bi4KZFMcJoc8YPdvqMtlas/APbvhGKonAjUsxv5rMVfK20Sy2aaEXhfaQUOvjFKUtNArwFmMWuSBWFu5HCp+VNhKeRwiSFPllXFEFTzkNH7YRUKC3rjqo4O9T3PVGqpCpepMz42N2VgdIj1+DJbInSI+3rL2GxjNXRdkAmlHXubPmRYOnYN/dU5hIcOWGJAKtB3mP1WRTB3Cvmu0psQcZVMPYCdKs6m6g4cVrRuGs8+l8Z9DQU/1RJfJi/tENdFbzdazMAAAAASUVORK5CYII=). To do this efficiently we can use a table to store previous computations.

The recursive relation is logical obvious. If a new weight being introduced is larger than the weight limit, it obviously cannot be included and hence the total weight and hence the value in our knapsack remains the same. If , however, the weight of the new object that can be added to our knapsack, we check two cases, once when it is added and maximum value is calculated, and other when it is not added and maximum value is calculated, and take the maximum out of the two, which corresponds to the max case above.

Pseudo Code (Includes Input and Output Specification):

// Note that we assume here that the array is sorted according to weights.

// Input:

// Values (stored in array v)

// Weights (stored in array w)

// Number of distinct items (n)

// Knapsack capacity (W)

// Output:

// m[n,W] – The maximum value that can be accumulated

for w from 0 to W do

m[0, w] := 0

end for

for i from 1 to n do

for j from 0 to W do

if j >= w[i] then

m[i, j] := max(m[i-1, j], m[i-1, j-w[i]] + v[i])

else

m[i, j] := m[i-1, j]

end if

end for

end for

Time Complexity and space complexity:

This solution will therefore run in O(n\*W)time and O(n\*W)space. Additionally, if we use only a 1-dimensional array m[w] to store the current optimal values and pass over this array (i+1) times, rewriting from m[w]to m[1]every time, we get the same result for only O(W)space.

Worked Out Example:

Consider the case where W = 15kg, and in sorted order, the xi’s have weights and values{ 1,1} ,{ 1,2},

{2,2},{4,10},{12,4}. First one is weight and second one is value.

Applying the above algorithm we get the following pseudo code.

//w is array of weights where,

w[1]=1,w[2]=1,w[3]=2,w[4]=4,w[5]=12

//v is array of respective values

v[1]=1,v[2]=2,v[3]=2,v[4]=10,v[5]=4

//Assigning m[0,w] for all w from 0 to 15 to be 0

for w from 0 to 15 do

m[0, w] := 0

end for

for i from 1 to 5 do

for j from 0 to 15 do

if j >= w[i] then

m[i, j] := max(m[i-1, j], m[i-1, j-w[i]] + v[i])

else

m[i, j] := m[i-1, j]

end if

end for

end for

Resulting table of m’s is as follows.

The rows are the (i’s).

The columns are the (j’s).

On the intersection you find the values of corresponding m[i,j]’s.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **i/j** | **0** | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** | **12** | **13** | **14** | **15** |
| **0** | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| **1** | 0 | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 | 1 |
| **2** | 0 | 2 | 3 | 3 | 3 | 3 | 3 | 3 | 3 | 3 | 3 | 3 | 3 | 3 | 3 | 3 |
| **3** | 0 | 2 | 3 | 4 | 5 | 5 | 5 | 5 | 5 | 5 | 5 | 5 | 5 | 5 | 5 | 5 |
| **4** | 0 | 2 | 3 | 4 | 10 | 12 | 13 | 14 | 15 | 15 | 15 | 15 | 15 | 15 | 15 | 15 |
| **5** | 0 | 2 | 3 | 4 | 10 | 12 | 13 | 14 | 15 | 15 | 15 | 15 | 15 | 15 | 15 | 15 |

The final answer according to the above table is **$15**. That is , you can fill your sack up with items whose maximum value is $15 according to the above table, if the maximum capacity of your rucksack is 15kg.

Also, it is clear that the **time complexity because of the two for loops is n\*W which is O(nW)**. The **space complexity is clearly O(n\*W)**, as **the table drawn above** to store the values indicates. If we need a **space complexity of O(W**), that is also possible if **we re-write the m array each time we loop** over the j’s or the weights, storing only the recent most ith row.
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