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**ICS Lab Assignment 2**

**Lab A2**: Implement simple DES symmetric key algorithm using python or java or C++

**Objective of Lab**

1. To study understand and implement DES symmetric key algorithm

**Theory:**

**DES Algorithm:**

The Data Encryption Standard (DES) is a symmetric-key block cipher encryption algorithm that was widely used to secure data in the past. While DES is considered obsolete for modern cryptographic standards due to its short key length, understanding its operation provides insight into the fundamentals of block cipher design. Here's a detailed explanation of the DES algorithm:

1. Key Generation:

- DES starts with a 64-bit secret key, but only 56 bits are used for encryption. The other 8 bits are used for error checking and do not contribute to the key.

- The 56-bit key is divided into 16 subkeys, one for each of the 16 rounds. Each subkey is derived by shifting and permuting the original key bits.

2. Initial Permutation (IP):

- The 64-bit plaintext is permuted according to an initial permutation table (IP), which reorders the bits.

3. 16 Rounds of Feistel Network:

- DES uses a Feistel network structure, where the data is split into two 32-bit blocks (left and right) at the start of each round.

Each Round Consists of:

- Expansion (E-Box): The 32-bit right block is expanded to 48 bits by duplicating some of the bits.

- XOR with Round Key: The expanded right block is XORed with the current round's 48-bit subkey.

- Substitution (S-Boxes): The 48-bit result is divided into 8 6-bit blocks, each of which is substituted using predefined S-boxes. Each S-box produces a 4-bit output.

- Permutation (P-Box): The 32-bit output of the S-boxes is permuted according to a fixed permutation table (P-box).

- XOR with Left Block: The permuted 32-bit result is XORed with the left block from the previous round.

4. Final Permutation (FP):

- After 16 rounds, the left and right blocks are swapped, and the result is permuted according to a final permutation table (FP).

5. Output:

- The final 64-bit ciphertext is produced.

**Key points about DES:**

- DES uses 16 rounds of Feistel network, each with expansion, substitution (S-boxes), permutation, and XOR operations.

- It has a fixed block size of 64 bits and uses a 56-bit key, which is expanded into 16 round keys.

- DES is relatively slow compared to modern ciphers, and its 56-bit key length makes it vulnerable to brute-force attacks.

**Code (DES):**

P10 = [3, 5, 2, 7, 4, 10, 1, 9, 8, 6]

P8 = [6, 3, 7, 4, 8, 5, 10, 9]

KEY = [1, 0, 1, 0, 0, 0, 0, 0, 1, 0]

def key\_order(key, order):

    newOrder = []

    for o in order:

        newOrder.append(key[o - 1])

    return newOrder

def left\_shift(val, shift):

    return val[shift:] + val[:shift]

def split(arr):

    n = len(arr)

    return arr[: n // 2], arr[n // 2 :]

def key\_gen():

    p10 = key\_order(KEY, P10)

    l, r = split(p10)

    l\_ls1, r\_ls1 = left\_shift(l, 1), left\_shift(r, 1)

    k1 = key\_order(l\_ls1 + r\_ls1, P8)

    l\_ls2, r\_ls2 = left\_shift(l\_ls1, 2), left\_shift(r\_ls1, 2)

    k2 = key\_order(l\_ls2 + r\_ls2, P8)

    return k1, k2

IP = [2, 6, 3, 1, 4, 8, 5, 7]

IP\_inv = [4, 1, 3, 5, 7, 2, 8, 6]

EP = [4, 1, 2, 3, 2, 3, 4, 1]

P4 = [2, 4, 3, 1]

S0 = [[1, 0, 3, 2], [3, 2, 1, 0], [0, 2, 1, 3], [3, 1, 3, 2]]

S1 = [[0, 1, 2, 3], [2, 0, 1, 3], [3, 0, 1, 0], [2, 1, 0, 3]]

def xor(a, b):

    return [a[i] ^ b[i] for i in range(len(a))]

def F(text, k):

    l, r = split(text)

    r\_ep = key\_order(r, EP)

    xor\_op = xor(r\_ep, k)

    l\_xor, r\_xor = split(xor\_op)

    matrix\_op = matrix(S0, l\_xor) + matrix(S1, r\_xor)

    p4 = key\_order(matrix\_op, P4)

    xor\_op = xor(l, p4)

    return xor\_op, r

def matrix(m, text):

    row = int(str(text[0]) + str(text[3]), 2)

    col = int(str(text[1]) + str(text[2]), 2)

    b = bin(m[row][col]).replace("b", "")

    return list(map(int, [b[-2], b[-1]]))

def sdes():

    k1, k2 = key\_gen()

    ip = key\_order(plain\_text, IP)

    a, b = F(ip, k1)

    c, d = F(b + a, k2)

    ip\_inv = key\_order(c + d, IP\_inv)

    return ip\_inv

def getUserInput():

    userInput = input("Enter the plain text: ")

    if len(userInput) != 8:

        print("Invalid input")

        return getUserInput()

    return [int(x) for x in userInput]

plain\_text = getUserInput()

cipher\_text = sdes()

print(f"Cipher text: {cipher\_text}")

**Output Screen shots**:

![](data:image/jpeg;base64,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)

**Conclusion**:

We successfully implemented simple DES symmetric key algorithm, in Python. This implementation provides a practical demonstration of how this algorithm works for encrypting messages.

# FAQs:

# 

# What is the concept of fiestel cipher.

# Draw and describe DES algorithm briefly

# List and state broad level operations used internally in DES algorithm.

# Compare various block ciphers such as DES, AES, Blowfish etc..

# What are the Block cipher design guidelines.