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### Algemeen doel

Het doel is om te onderzoeken of er verschil is in genexpressie bij de bacterie *Lactobacillus plantarum* WCFS1 en NC8, als deze op verschillende voedingsbodems groeien. De twee gebruikte soorten voedingsbodem zijn glucose en ribose. Er is op beide bodems twee keer een experiment uitgevoerd per stam. De resultaten die hieruit zijn gekomen worden gebruikt in dit onderzoek. De resultaten die door middel van deze code verkregen worden hebben dus betrekking op die resultaten. Uit deze resultaten kan uiteindelijk afgeleid worden welke genen up of down gereguleerd zijn of gelijk zijn gebleven in de expressie.

### Ophalen bibliotheken

De benodigde bibliotheken worden aangeroepen.   
Output: welke package is ingeladen.

library(edgeR)  
library(xlsx)  
library(rstudioapi)  
library(rafalib)  
library(pathview)  
library(ggplot2)  
library(factoextra)

### Bestand openen en inlezen

Er kan via een pop-up een map geselecteerd worden waarin het bestand staat met de naam “RNA-Seq-counts.txt”. Vervolgens wordt er dus de naam van het bestand dat ingelezen moet worden aangegeven, deze wordt tevens ingeladen. Dan wordt het bestand ingelezen en worden alle ID’s van de genen eruit gehaald. Ook wordt in een andere vector de namen opgeslagen van de verschillende experimenten, dit zijn de kolomnamen.

fDir <- selectDirectory(caption = "Select Directory")  
fName <- "/RNA-Seq-counts.txt"  
cnts <- read.delim(paste0(fDir,fName), comment.char="#")  
row.names(cnts) <- cnts[,"ID"]  
exp <- c("WCFS1.glc", "WCFS1.glc", "WCFS1.rib", "WCFS1.rib", "NC8.glc", "NC8.glc", "NC8.rib", "NC8.rib")

### DGElist aanmaken

Er wordt een DGElist gemaakt, door gebruik te maken van EdgeR. Het is een lijst welke de genen bevat met de counts die geanalyseerd moeten worden. De aangemaakte vector met de kolomnamen wordt meegegeven voor het maken ven de DGElist. Output: als eerst worden de groepen aangegeven en de vier niveaus. Vervolgens wordt er van elk experiment apart een samenvatting gegeven, deze bevat onder andere het gemiddelde, de mediaan en de eerste en derde kwartiel. Vervolgens wordt er de gemaakte DGElist getoond. Er wordt daarna ook per experiment verkregen resultaten gegeven. De tweede bevat een kolom met de naam van het experiment. De tweede kolom bevat de algemene namen van de condities (welke voedingsbodem). Daarna een kolom die de totaal aantal counts voor elk conditie bevat. De laatste kolom bevat normalisatie factor waarden.

group <- factor(exp)  
print(group)

## [1] WCFS1.glc WCFS1.glc WCFS1.rib WCFS1.rib NC8.glc NC8.glc NC8.rib   
## [8] NC8.rib   
## Levels: NC8.glc NC8.rib WCFS1.glc WCFS1.rib

print(summary(cnts[,2:9]))

## WCFS1.glc.1 WCFS1.glc.2 WCFS1.rib.1 WCFS1.rib.2   
## Min. : 0.0 Min. : 0 Min. : 0.0 Min. : 0   
## 1st Qu.: 271.5 1st Qu.: 272 1st Qu.: 275.5 1st Qu.: 308   
## Median : 960.0 Median : 1016 Median : 993.0 Median : 1086   
## Mean : 4575.8 Mean : 4784 Mean : 4037.4 Mean : 4209   
## 3rd Qu.: 2954.5 3rd Qu.: 3180 3rd Qu.: 2853.5 3rd Qu.: 3136   
## Max. :304949.0 Max. :348490 Max. :299861.0 Max. :309971   
## NC8.glc.1 NC8.glc.2 NC8.rib.1 NC8.rib.2   
## Min. : 0.0 Min. : 0.0 Min. : 0 Min. : 0   
## 1st Qu.: 235.5 1st Qu.: 271.5 1st Qu.: 295 1st Qu.: 315   
## Median : 950.0 Median : 1045.0 Median : 1070 Median : 1133   
## Mean : 4426.2 Mean : 4624.6 Mean : 4485 Mean : 4487   
## 3rd Qu.: 2873.5 3rd Qu.: 3240.0 3rd Qu.: 3226 3rd Qu.: 3386   
## Max. :306306.0 Max. :307691.0 Max. :385049 Max. :347366

y <- DGEList(counts=cnts[,2:9],group=group)  
print(y)

## An object of class "DGEList"  
## $counts  
## WCFS1.glc.1 WCFS1.glc.2 WCFS1.rib.1 WCFS1.rib.2 NC8.glc.1 NC8.glc.2  
## lp\_0001 8100 9599 8144 7000 7117 8278  
## lp\_0002 12679 15856 11539 11049 10815 14348  
## lp\_0004 1795 1946 1470 1607 1489 1407  
## lp\_0005 8538 8740 5699 7402 6497 8565  
## lp\_0009 56040 42130 31941 23500 61965 37353  
## NC8.rib.1 NC8.rib.2  
## lp\_0001 7457 6980  
## lp\_0002 10552 10735  
## lp\_0004 1587 1699  
## lp\_0005 6581 8342  
## lp\_0009 20498 18188  
## 2214 more rows ...  
##   
## $samples  
## group lib.size norm.factors  
## WCFS1.glc.1 WCFS1.glc 10153710 1  
## WCFS1.glc.2 WCFS1.glc 10615392 1  
## WCFS1.rib.1 WCFS1.rib 8959060 1  
## WCFS1.rib.2 WCFS1.rib 9340139 1  
## NC8.glc.1 NC8.glc 9821662 1  
## NC8.glc.2 NC8.glc 10261922 1  
## NC8.rib.1 NC8.rib 9951954 1  
## NC8.rib.2 NC8.rib 9957519 1

### Normaliseren

De waardes worden genormaliseerd. Dit wordt gedaan door het bijsnijden van de gemiddelde van M-waarden: verwijderen van de laagste en hoogste waarden.

y <- calcNormFactors(y, method="TMM")  
lijst\_norm\_all <- y

### Filteren op de low read counts

Van de genormaliseerde data worden de genen uit de data set verwijderd als ze onder het gemiddelde eerste kwartiel vallen. Het gemiddelde is berekend over alle acht de experimenten. Als de waarde er bovenligt dan is die TRUE, als de waarde er onder valt dan is die FALSE. Alle genen die een FALSE hebben gekregen worden niet bewaard in de data set. Output: een samenvatting welke onder andere de kwartielen gemiddelde, hoogste en laagste waardes bevatten per experiment. Vervolgens wordt er aangegeven hoeveel genen FALSE en TRUE hebben gekregen. Daarna wordt de DGElist weer weergeven op dezelfde manier als eerder hierboven benoemt onder “DGElist aanmaken”.

print(summary(y$counts))

## WCFS1.glc.1 WCFS1.glc.2 WCFS1.rib.1 WCFS1.rib.2   
## Min. : 0.0 Min. : 0 Min. : 0.0 Min. : 0   
## 1st Qu.: 271.5 1st Qu.: 272 1st Qu.: 275.5 1st Qu.: 308   
## Median : 960.0 Median : 1016 Median : 993.0 Median : 1086   
## Mean : 4575.8 Mean : 4784 Mean : 4037.4 Mean : 4209   
## 3rd Qu.: 2954.5 3rd Qu.: 3180 3rd Qu.: 2853.5 3rd Qu.: 3136   
## Max. :304949.0 Max. :348490 Max. :299861.0 Max. :309971   
## NC8.glc.1 NC8.glc.2 NC8.rib.1 NC8.rib.2   
## Min. : 0.0 Min. : 0.0 Min. : 0 Min. : 0   
## 1st Qu.: 235.5 1st Qu.: 271.5 1st Qu.: 295 1st Qu.: 315   
## Median : 950.0 Median : 1045.0 Median : 1070 Median : 1133   
## Mean : 4426.2 Mean : 4624.6 Mean : 4485 Mean : 4487   
## 3rd Qu.: 2873.5 3rd Qu.: 3240.0 3rd Qu.: 3226 3rd Qu.: 3386   
## Max. :306306.0 Max. :307691.0 Max. :385049 Max. :347366

firstQuartile <- c()  
for(i in 2:9) {  
 firstQuartile[i-1] <- unname(quantile(y$counts, .25))  
}  
highEnough <- y$counts > mean(firstQuartile)  
keep <- rowSums(highEnough) >= 4  
summary(keep)

## Mode FALSE TRUE   
## logical 495 1724

y <- y[keep, keep.lib.sizes=FALSE]  
print(y)

## An object of class "DGEList"  
## $counts  
## WCFS1.glc.1 WCFS1.glc.2 WCFS1.rib.1 WCFS1.rib.2 NC8.glc.1 NC8.glc.2  
## lp\_0001 8100 9599 8144 7000 7117 8278  
## lp\_0002 12679 15856 11539 11049 10815 14348  
## lp\_0004 1795 1946 1470 1607 1489 1407  
## lp\_0005 8538 8740 5699 7402 6497 8565  
## lp\_0009 56040 42130 31941 23500 61965 37353  
## NC8.rib.1 NC8.rib.2  
## lp\_0001 7457 6980  
## lp\_0002 10552 10735  
## lp\_0004 1587 1699  
## lp\_0005 6581 8342  
## lp\_0009 20498 18188  
## 1719 more rows ...  
##   
## $samples  
## group lib.size norm.factors  
## WCFS1.glc.1 WCFS1.glc 10099303 0.9850714  
## WCFS1.glc.2 WCFS1.glc 10561170 0.9830048  
## WCFS1.rib.1 WCFS1.rib 8908525 0.9986438  
## WCFS1.rib.2 WCFS1.rib 9282792 1.0375329  
## NC8.glc.1 NC8.glc 9771733 0.9390775  
## NC8.glc.2 NC8.glc 10204798 1.0155475  
## NC8.rib.1 NC8.rib 9897428 0.9899344  
## NC8.rib.2 NC8.rib 9895710 1.0557378

### Controleren van data

Er wordt gekeken of de data juist is. Er wordt gecontroleerd of het inlezen en normaliseren op de juiste wijze is verlopen.   
Output: Er wordt per experiment resultaten getoond. De tweede bevat een kolom met de naam van de experiment. De twee kolom bevat de algemene namen van de condities (welke voedingsbodem). Daarna een kolom wat die de totaal aantal counts voor elk conditie bevat. De laatste kolom bevat normalisatie factor waardes.

print(y$samples)

## group lib.size norm.factors  
## WCFS1.glc.1 WCFS1.glc 10099303 0.9850714  
## WCFS1.glc.2 WCFS1.glc 10561170 0.9830048  
## WCFS1.rib.1 WCFS1.rib 8908525 0.9986438  
## WCFS1.rib.2 WCFS1.rib 9282792 1.0375329  
## NC8.glc.1 NC8.glc 9771733 0.9390775  
## NC8.glc.2 NC8.glc 10204798 1.0155475  
## NC8.rib.1 NC8.rib 9897428 0.9899344  
## NC8.rib.2 NC8.rib 9895710 1.0557378

### Matrix aanmaken

Er wordt een matrix gemaakt. Er wordt aangegeven welke kolom welk experiment bevat. Vervolgens wordt er een relatie gelegd tussen conditie (welke voedingsbodem), type stam en de experimenten. Er wordt aangegeven welke experimenten gelijk aan elkaar zijn gekeken naar de conditie, dus een groep glucose en ribose. Output: een matrix Met als eerste kolom de namen van de experimenten. De tweede kolom bevat de conditie glucose voor NC8. De derde kolom bevat de conditie ribose voor NC8. de Vierde kolom bevat de conditie glucose voor WCFS1 en de laatste kolom bevat de conditie ribose voor WCFS1. Met een één wordt aangegeven dat, dat experiment bij die conditie en stam hoort. Vervolgens wordt er aangegeven hoeveel kolommen data bevatten. De kolommen met de condities hebben minstens één, één erin staan, dus niet alle waardes in de kolom zijn nul in de matrix. Als laatste wordt er voor gezorgd dat elk niveau met de basislijnniveau wordt gecontrasteerd.

design <- model.matrix(~0+group, data=y$samples)  
colnames(design) <- levels(y$samples$group)  
print(design)

## NC8.glc NC8.rib WCFS1.glc WCFS1.rib  
## WCFS1.glc.1 0 0 1 0  
## WCFS1.glc.2 0 0 1 0  
## WCFS1.rib.1 0 0 0 1  
## WCFS1.rib.2 0 0 0 1  
## NC8.glc.1 1 0 0 0  
## NC8.glc.2 1 0 0 0  
## NC8.rib.1 0 1 0 0  
## NC8.rib.2 0 1 0 0  
## attr(,"assign")  
## [1] 1 1 1 1  
## attr(,"contrasts")  
## attr(,"contrasts")$group  
## [1] "contr.treatment"

### Spreidingsbreedte Bepalen

Er wordt op drie verschillende manieren de spreidingsbreedte bepaald. De eerste is de common, dit is de spreiding bepaald over alle waardes en daar het gemiddelde van genomen. De tweede manier is om de spreiding te bepalen van het gemiddelde bij iedere waarde op de x-as en hier vervolgens een lijn van de maken. De derde manier is dat er per experiment resultaat een spreiding wordt bepaald, dus per gen.

spreiding <- estimateDisp(y, design)

### Grafieken Maken (PCA en BCV)

De twee grafieken worden aangemaakt. De eerste grafiek is een multidimensionaal schaaldiagram van afstanden tussen genexpressieprofielen. De experimenten zijn op een tweedimensionale scatterplot geplot, zodat de afstanden op de plot de typische log2-voudige veranderingen tussen de experimenten benaderen. De tweede grafiek is een plot welke biologische variatiecoëfficiënt toont. De genewise biologische variatiecoëfficiënt (BCV) zijn uitgezet tegen de overvloed aan genen (in log2 tellingen per miljoen). Output: in de eerste grafiek als er gekeken wordt naar de eerste dimensie, is te zien dat zowel glucose als ribose experimenten bijna dezelfde waarde hebben. Echter is er een groot verschil te zien in de waarde gekeken naar glucose ten opzichten van ribose. Dit betekend dat er sprake is van verschillende genexpressie. Als er gekeken wordt naar de tweede dimensie, is te zien dat bij zowel de ribose experimenten als de glucose experimenten bijna dezelfde waarden hebben. Echter is er wel verschil zichtbaar tussen glucose en ribose, maar dit bevat een minder groot afstand dan het verschil gekeken naar de eerste dimensie tussen glucose en ribose, Dus kan er met zekerheid gesteld worden dat er spraken is van verschil in genexpressie. Ook is te zien dan de experimenten van de stammen rond dezelfde waarde liggen gekeken naar de tweede dimensie. In de tweede grafiek zijn de verschillende spreidingswaardes (variatiecoëfficiënt) getoond. De x-as geeft aan hoe vaak bepaald gen is geteld. De y-as geeft de mate van spreiding aan.

plotMDS(spreiding)
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plotBCV(spreiding)
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### Fit data

Op basis van de design matrix en de samples, wordt er een model lijn (lineaire) gemaakt hoe de waardes zich tot elkaar verhouden.

fit <- glmFit(spreiding,design)

### Bepalen van de fold change

De input is het gemaakte model. Er wordt aangegeven wat er gemeten moet worden, dit is het verschil in genexpressie tussen glucose en ribose bij WCFS1 en bij NC8. Dit verschil is de fold change. Vervolgens wordt het model passende gemaakt en geef je het vorm.

mcWCFS1 <- makeContrasts(exp.r=WCFS1.glc-WCFS1.rib, levels=design)  
fitWCFS1 <- glmLRT(fit, contrast=mcWCFS1)  
mcNC8 <- makeContrasts(exp.r=NC8.glc-NC8.rib, levels=design)  
fitNC8 <- glmLRT(fit, contrast=mcNC8)

### MA Plot

Er worden MA grafieken gemaakt waarin afgelezen kan worden welke fold change gekozen kan worden om nog genoeg genen in de data set te houden en welke een goede FDR waarde bevatten, maar ook dat je genen pakt met de hoge en lage fold change waardes. Alle genen die tussen de twee waardes liggen kunnen er uit gefilterd worden. Output: MA plot, met op de y-as de fold change en op de x-as het aantal genen. Eerste gen in de tabel is nummer 1 en de tweede nummer 2 enzovoort. De eerste grafiek behoord bij WCFS1 en de tweede grafiek met dezelfde opbouw behoort bij NC8.

Gen\_nummer = c()  
for (i in 0:length( fitWCFS1$table$logFC)){  
 Gen\_nummer[i] <- i  
}  
data <- data.frame(fitWCFS1)  
ggplot <- ggplot(data, aes(x = Gen\_nummer, y = logFC)) + geom\_point() + scale\_y\_continuous(breaks = round(seq(min(data), max(data), by = 0.5),0))  
print(ggplot + ggtitle("MA plot WCFS1"))
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Gen\_nummer = c()  
for (i in 0:length( fitNC8$table$logFC)){  
 Gen\_nummer[i] <- i  
}  
data <- data.frame(fitNC8)  
ggplot <- ggplot(data, aes(x = Gen\_nummer, y = logFC)) + geom\_point() + scale\_y\_continuous(breaks = round(seq(min(data), max(data), by = 0.5),0))  
print(ggplot + ggtitle("MA plot NC8"))

![](data:image/png;base64,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)

### Beste resultaten weergeven

Als laatste wordt het resultaat weergegeven, wat voortkomt uit het model. Er komt als resultaat een tabel met alle genen en de bijbehorende waardes uit. Er wordt per stam een tabel aangemaakt namelijk WCFS1.rib met WCFS1.glc en NC8.rib met NC8.glc. Output: de eerste kolom bevat de gen ID’s. De tweede kolom bevat de log fold change waardes, dus of een gen up gereguleerd of down gereguleerd is of gelijk gebleven. De derde kolom bevat de verschillen in counts, dus hoe vaak gen geteld is. De vijfde kolom bevat de p-waardes. Dit zijn de exact p-waarde voor differentiële expressie. De laatste kolom bevat de p-waarde aangepast voor meervoudige tests.

print(topTags(fitWCFS1))

## Coefficient: 1\*WCFS1.glc -1\*WCFS1.rib   
## logFC logCPM LR PValue FDR  
## lp\_3658 -8.134276 12.124232 1242.9357 2.846504e-272 4.907373e-269  
## lp\_2154 -5.890498 10.214967 911.9207 2.514313e-200 2.167338e-197  
## lp\_0371 -5.667997 8.980998 888.5357 3.048201e-195 1.751699e-192  
## lp\_2151 -5.972273 11.165349 873.8553 4.736558e-192 2.041456e-189  
## lp\_3660 -8.398716 11.394780 832.7239 4.144601e-183 1.429058e-180  
## lp\_3659 -8.141327 11.032494 805.6414 3.202694e-177 9.202408e-175  
## lp\_2152 -6.032237 11.041941 775.7457 1.012723e-170 2.494191e-168  
## lp\_2153 -5.913993 10.449397 757.2681 1.054535e-166 2.272523e-164  
## lp\_2757 -4.068558 7.596042 695.3986 2.994422e-153 5.735983e-151  
## lp\_0575 4.687822 9.934456 689.7375 5.097641e-152 8.788334e-150

print(topTags(fitNC8))

## Coefficient: 1\*NC8.glc -1\*NC8.rib   
## logFC logCPM LR PValue FDR  
## lp\_3658 -8.246398 12.124232 1267.9814 1.026572e-277 1.769810e-274  
## lp\_0371 -5.776817 8.980998 944.1419 2.489712e-207 2.146132e-204  
## lp\_2154 -5.839579 10.214967 906.7970 3.267755e-199 1.877870e-196  
## lp\_2151 -6.056332 11.165349 891.5993 6.577352e-196 2.834839e-193  
## lp\_3660 -8.098869 11.394780 799.3202 7.583200e-176 2.614687e-173  
## lp\_2152 -6.107747 11.041941 791.7473 3.360178e-174 9.654912e-172  
## lp\_2153 -6.072328 10.449397 789.2907 1.149410e-173 2.830833e-171  
## lp\_3659 -7.964803 11.032494 785.2242 8.803030e-173 1.897053e-170  
## lp\_0575 5.070715 9.934456 783.5501 2.035231e-172 3.898599e-170  
## lp\_3314 -3.746701 8.715154 684.0707 8.703262e-151 1.500442e-148

resWCFS1<-topTags(fitWCFS1, n = length(fitWCFS1$fitted.values))  
resNC8<-topTags(fitNC8, n = length(fitNC8$fitted.values))

### Genen Clusteren

Aan de hand van de matrix welke de afstanden bevat is er op twee manieren geclusterd, namelijk hiërarchisch geclusterd en via de methode “K means”. Er is vervolgens ook nog met de methode “K means” een clustering gemaakt met alle genen. Output: de eerste grafiek geeft het resultaat van het hiërarchisch clusteren weer, waarin gezien kan worden welke experimenten het meeste op elkaar lijken enzovoort. Dit geldt hetzelfde voor de tweede grafiek, maar dan met de “K means” methode. De laatste grafiek geeft weer welke genen bij elkaar horen tot een cluster, ook met de “K means” methode is dit weergegeven.

dis\_matrix <- dist(t(lijst\_norm\_all$counts[,1:8]), method = "euclidean")  
hclust\_object <- hclust(dis\_matrix, method = "average")  
plot(hclust\_object)
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km.res <- kmeans(dis\_matrix, 4, nstart = 1)  
fviz\_cluster(km.res, data = dis\_matrix, geom = "point")
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km.res$cluster

## WCFS1.glc.1 WCFS1.glc.2 WCFS1.rib.1 WCFS1.rib.2 NC8.glc.1 NC8.glc.2   
## 2 2 3 4 2 2   
## NC8.rib.1 NC8.rib.2   
## 1 1

km.res <- kmeans(y, 4, nstart = 1)  
fviz\_cluster(km.res, data = y, geom = "point")
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### Filteren fold change en FDR-waarde

Aan de hand van de MA plot is ervoor gekozen op alles tussen de 1 en de -1 aan fold change weg te filteren en als de FDR-waarde groter is dan 0,001 wordt het gen er ook uitgefilterd, dus meer richting de nul. de overgebleven genen worden weer in een data frame gezet. Er is uiteindelijk een data frame voor WCFS1 en NC8.

resWCFS1 <- data.frame(resWCFS1)  
attach(resWCFS1$table)  
resWCFS1 <- subset(resWCFS1, (logFC > 1 | logFC < -1) & FDR < 0.001)  
resNC8 <- data.frame(resNC8)  
attach(resNC8$table)  
resNC8 <- subset(resNC8, (logFC > 1 | logFC < -1) & FDR < 0.001)

### KEGG mapper

Met de overgebleven genen zijn KEGG pathways bekeken aan de hand van de fold change waardes. Er is voor zowel WCFS1 en NC8 vier pathways bekeken, namelijk Glycolyse / Gluconeogenese, citroenzuurcyclus en pentosefosfaat. Output: lokaal worden de acht pathways opgeslagen. met groen wordt aangegeven dat er een hogere genexpressie is bij ribose en met rood wordt aangegeven dat de genexpressie bij glucose hoger is en met geen kleur wordt aangegeven dat het gelijk is.

logFC <- resWCFS1$logFC  
names(logFC) <- row.names(resWCFS1)  
pathview(gene.data = logFC, species = "lpl", pathway = "lpl00010", gene.idtype = "KEGG", out.suffix = "WCFS1.Glycolysis\_Gluconeogenesis")  
pathview(gene.data = logFC, species = "lpl", pathway = "lpl00020", gene.idtype = "KEGG", out.suffix = "WCFS1.CytrateCycle")  
pathview(gene.data = logFC, species = "lpl", pathway = "lpl00030", gene.idtype = "KEGG", out.suffix = "WCFS1.PentosePhosphate")  
logFC <- resNC8$logFC  
names(logFC) <- row.names(resNC8)  
pathview(gene.data = logFC, species = "lpl", pathway = "lpl00010", gene.idtype = "KEGG", out.suffix = "NC8.Glycolysis\_Gluconeogenesis")  
pathview(gene.data = logFC, species = "lpl", pathway = "lpl00020", gene.idtype = "KEGG", out.suffix = "NC8.CytrateCycle")  
pathview(gene.data = logFC, species = "lpl", pathway = "lpl00030", gene.idtype = "KEGG", out.suffix = "NC8.PentosePhosphate")

### Annotatie toevoegen aan genen

De twee data frames, welke de fold change bevatten, krijgen extra informatie toegevoegd vanuit het bestand genaamd: “WCFS1\_anno.txt”. Dit bestand moet in dezelfde map staan welk aan het begin van het programma is geselecteerd. Het bestand bevat informatie over de genen. Deze informatie wordt toegevoegd aan de bestaande data frames.

annotation = read.delim("WCFS1\_anno.txt", header=TRUE, row.names = 1)  
drops <- c("X","X.1","X.2","X.3", "X.4")  
annotation <- annotation[ , !(names(annotation) %in% drops)]  
resWCFS1 <- cbind(resWCFS1, annotation[rownames(resWCFS1),])  
resNC8 <- cbind(resNC8, annotation[rownames(resNC8),])

### Resultaten opslaan in een Excel bestand

De data van de tabellen, welke de fold change waardes bevatten, worden lokaal opgeslagen in een Excel bestand. Dit bestand bestaat uit 2 verschillende sheets: een sheet met alle data en een ander sheet met de beste waarden.

write.xlsx(fitWCFS1, paste0(fDir, "results.xlsx"), sheetName = "WCFS1 ongefilterd",  
 col.names = T, row.names = T, append = F)  
write.xlsx(fitNC8, paste0(fDir, "results.xlsx"), sheetName = "NC8 ongefilterd",  
 col.names = T, row.names = T, append = T)  
write.xlsx(resWCFS1, paste0(fDir, "results.xlsx"), sheetName = "WCFS1 gefilterd",   
 col.names = T, row.names = T, append = T)  
write.xlsx(resNC8, paste0(fDir, "results.xlsx"), sheetName = "NC8 gefilterd",   
 col.names = T, row.names = T, append = T)  
write.xlsx(km.res$cluster, paste0(fDir, "results.xlsx"), sheetName = "K-means Clustering",   
 col.names = F, row.names = T, append = T)