## Khái niệm về Unit Test

### Unit Test là gì?

**Unit Test** là một loại kiểm thử phần mềm trong đó các đơn vị hay thành phần riêng lẻ của phần mềm được kiểm thử. Unit Test được thực hiện trong quá trình phát triển ứng dụng. Mục tiêu của Unit Test là cô lập một phần code và xác minh tính chính xác của đơn vị đó.

### Unit là gì?

Một Unit là một thành phần PM nhỏ nhất mà ta có thể kiểm tra được như các hàm (Function), thủ tục (Procedure), lớp (Class), hoặc các phương thức (Method).

Vì Unit được chọn để kiểm tra thường có kích thước nhỏ và chức năng hoạt động đơn giản, chúng ta không khó khăn gì trong việc tổ chức, kiểm tra, ghi nhận và phân tích kết quả kiểm tra nên việc phát hiện lỗi sẽ dễ dàng xác định nguyên nhân và khắc phục cũng tương đối dễ dàng vì chỉ khoanh vùng trong một Unit đang kiểm tra.

Mỗi Unit Test sẽ gửi đi một thông điệp và kiểm tra câu trả lời nhận được đúng hay không, bao gồm:

* Các kết quả trả về mong muốn
* Các lỗi ngoại lệ mong muốn

Các đoạn code Unit Test hoạt động liên tục hoặc định kỳ để thăm dò và phát hiện các lỗi kỹ thuật trong suốt quá trình phát triển, do đó Unit Test còn được gọi là kỹ thuật kiểm nghiệm tự động. Unit Test có các đặc điểm sau:

* Đóng vai trò như những người sử dụng đầu tiên của hệ thống.
* Chỉ có giá trị khi chúng có thể phát hiện các vấn đề tiềm ẩn hoặc lỗi kỹ thuật.

### Khi làm Unit test chúng ta thường thấy các khái niệm sau:

1. **Assertion**: Là một phát biểu mô tả các công việc kiểm tra cần tiến hành, thí dụ: AreEqual(), IsTrue(), IsNotNull()… Mỗi một Unit Test gồm nhiều assertion kiểm tra dữ liệu đầu ra, tính chính xác của các lỗi ngoại lệ ra và các vấn đề phức tạp khác như: – Sự tồn tại của một đối tượng – Điều kiện biên: Các giá trị có vượt ra ngoài giới hạn hay không – Thứ tự thực hiện của các luồng dữ liệu…
2. **Test Point**: Là một đơn vị kiểm tra nhỏ nhất, chỉ chứa đơn giản một assertion nhằm khẳng định tính đúng đắn của một chi tiết code nào đó. Mọi thành viên dự án đều có thể viết một test point. Test Case: Là một tập hợp các test point nhằm kiểm tra một đặc điểm chức năng cụ thể, thí dụ toàn bộ giai đoạn người dùng nhập dữ liệu cho đến khi thông tin được nhập vào cơ sở dữ liệu. Trong nhiều trường hợp kiểm tra đặc biệt và khẩn cấp có thể không cần đến test case.
3. **Test Suite**: Là một tập hợp các test case định nghĩa cho từng module hoặc hệ thống con.
4. **Regression Testing (hoặc Automated Testing)**: Là phương pháp kiểm nghiệm tự động sử dụng một phần mềm đặc biệt. Cùng một loại dữ liệu kiểm tra giống nhau nhưng được tiến hành nhiều lần lặp lại tự động nhằm ngăn chặn các lỗi cũ phát sinh trở lại. Kết hợp Regression Testing với Unit Testing sẽ đảm bảo các đoạn code mới vẫn đáp ứng yêu cầu thay đổi và các đoạn code cũ sẽ không bị ảnh hưởng bởi các hoạt động bảo trì.
5. **Production Code**: Phần code chính của ứng dụng được chuyển giao cho khách hàng.
6. **Unit Testing Code**: Phần code phụ để kiểm tra mã ứng dụng chính, không được chuyển giao cho khách hàng.
7. **Vòng đời Unit Test**

UT có 3 trạng thái cơ bản:

* Fail (trạng thái lỗi)
* Ignore (tạm ngừng thực hiện)
* Pass (trạng thái làm việc)
* Toàn bộ UNIT TEST được vận hành trong một hệ thống tách biệt. Có rất nhiều PM hỗ trợ thực thi UNIT TEST với giao diện trực quan. Thông thường, trạng thái của UNIT TEST được biểu hiện bằng các màu khác nhau: màu xanh (pass), màu vàng (ignore) và màu đỏ (fail)
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UNIT TEST chỉ thực sự đem lại hiệu quả khi:

* Được vận hành lặp lại nhiều lần
* Tự động hoàn toàn
* Độc lập với các UNIT TEST khác.

1. **Thiết kế Unit test**

Mỗi UNIT TEST đều được tiết kế theo trình tự sau:

* Thiết lập các điều kiện cần thiết: khởi tạo các đối tượng, xác định tài nguyên cần thiết, xây dựng các dữ liệu giả…
* Triệu gọi các phương thức cần kiểm tra.
* Kiểm tra sự hoạt động đúng đắn của các phương thức.
* Dọn dẹp tài nguyên sau khi kết thúc kiểm tra.

1. **Ứng dụng Unit test**

* Kiểm tra mọi đơn vị nhỏ nhất là các thuộc tính, sự kiện, thủ tục và hàm.
* Kiểm tra các trạng thái và ràng buộc của đối tượng ở các mức sâu hơn mà thông thường chúng ta không thể truy cập được.
* Kiểm tra các quy trình (process) và mở rộng hơn là các khung làm việc(workflow – tập hợp của nhiều quy trình)

1. **Lợi ích của việc áp dụng Unit test**

Có nhiều lý do giải thích [vì sao bạn nên sử dụng unit test](https://comdy.vn/unit-test/unit-test-la-gi/#tai-sao-nen-su-dung-unit-test-2). Dưới đây là một trong những lý do đó.

Bởi vì bạn sẽ thường xuyên thay đổi code của mình. Và khi bạn làm vậy, bạn có thể gây ra một kết quả mà bạn không lường trước được.

Các bài kiểm tra unit test cung cấp cho các developer một loại thông tin chi tiết về một thay đổi gây ra một số kết quả không mong muốn. Khi kiểm tra không thành công, chúng tôi có thể kiểm tra xem có vấn đề nào sau đây không:

* Bản thân bài kiểm tra unit test đã sai, và cần được thay đổi.
* Kiểm tra dựa trên các phụ thuộc được phân tách không đúng cách.
* Code mới thay đổi bị sai và cần được sửa lại.
* Code được thay đổi gây ảnh hưởng không mong muốn tới các chức năng khác.

Và đó chỉ là một vài trong số những nguyên nhân có thể xảy ra. Nhưng nếu không có các bài kiểm tra unit test, chúng tôi sẽ không nhận được *bất kỳ* thông báo *nào* rằng đã xảy ra sự cố, chúng tôi sẽ tiếp tục đi trên một con đường xấu

Thời gian đầu, người ta thường do dự khi phải viết UNIT TEST thay vì tập trung vào code cho các chức năng nghiệp vụ. Công việc viết Unit Test có thể mất nhiều thời gian hơn code rất nhiều nhưng lại có lợi ích sau:

* Tạo ra môi trường lý tưởng để kiểm tra bất kỳ đoạn code nào, có khả năng thăm dò và phát hiện lỗi chính xác, duy trì sự ổn định của toàn bộ PM và giúp tiết kiệm thời gian so với công việc gỡ rối truyền thống.
* Phát hiện các thuật toán thực thi không hiệu quả, các thủ tục chạy vượt quá giới hạn thời gian.
* Phát hiện các vấn đề về thiết kế, xử lý hệ thống, thậm chí các mô hình thiết kế.
* Phát hiện các lỗi nghiêm trọng có thể xảy ra trong những tình huống rất hẹp.
* Tạo hàng rào an toàn cho các code block: Bất kỳ sự thay đổi nào cũng có thể tác động đến hàng rào này và thông báo những nguy hiểm tiềm tàng.

Trong môi trường làm việc Unit Test còn có tác dụng rất lớn đến năng suất làm việc:

* Giải phóng chuyên viên QA khỏi các công việc kiểm tra phức tạp.
* Tăng sự tự tin khi hoàn thành một công việc. Chúng ta thường có cảm giác không chắc chắn về các đoạn code của mình như liệu các lỗi có quay lại không, hoạt động của module hiện hành có bị tác động không, hoặc liệu công việc hiệu chỉnh mã có gây hư hỏng đâu đó…
* Là công cụ đánh giá năng lực của bạn. Số lượng các tình huống kiểm tra (test case) chuyển trạng thái “pass” sẽ thể hiện tốc độ làm việc, năng suất của bạn.

1. **Cách code hiệu quả với Unit Test**

Phân tích các tình huống có thể xảy ra đối với code. Đừng bỏ qua các tình huống tồi tệ nhất có thể xảy ra, thí dụ dữ liệu nhập làm một kết nối database thất bại, ứng dụng bị treo vì một phép toán chia cho không, các thủ tục đưa ra lỗi ngoại lệ sai có thể phá hỏng ứng dụng một cách bí ẩn…

Mọi UNIT TEST phải bắt đầu với trạng thái “fail” và chuyển trạng thái “pass” sau một số thay đổi hợp lý đối với mã chính.

Mỗi khi viết một đoạn code quan trọng, hãy viết các UNIT TEST tương ứng cho đến khi bạn không thể nghĩ thêm tình huống nào nữa.

Nhập một số lượng đủ lớn các giá trị đầu vào để phát hiện điểm yếu của mã theo nguyên tắc:

* Nếu nhập giá trị đầu vào hợp lệ thì kết quả trả về cũng phải hợp lệ
* Nếu nhập giá trị đầu vào không hợp lệ thì kết quả trả về phải không hợp lệ
* Sớm nhận biết các đoạn code không ổn định và có nguy cơ gây lỗi cao, viết UNIT TEST tương ứng để khống chế.

Ứng với mỗi đối tượng nghiệp vụ (business object) hoặc đối tượng truy cập dữ liệu (data access object), nên tạo ra một lớp kiểm tra riêng vì những lỗi nghiêm trọng có thể phát sinh từ các đối tượng này.

Để ngăn chặn các lỗi có thể phát sinh trở lại thực thi tự động tất cả UNIT TEST mỗi khi có một sự thay đổi quan trọng, hãy làm công việc này mỗi ngày. Các UNIT TEST lỗi cho chúng ta biết thay đổi nào là nguyên nhân gây lỗi.

Để tăng hiệu quả và giảm rủi ro khi viết các UNIT TEST, cần sử dụng nhiều phương thức kiểm tra khác nhau. Hãy viết càng đơn giản càng tốt.

Cuối cùng, viết UNIT TEST cũng đòi hỏi sự nỗ lực, kinh nghiệm và sự sáng tạo như viết PM.

![Unit Test là gì? Khái niệm và vai trò](data:image/gif;base64,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)

Trước khi kết thúc phần này, tôi có một lời khuyên là viết UNIT TEST cũng tương tự như viết code một chương trình, điều bạn cần làm là không ngừng thực hành. Hãy nhớ UNIT TEST chỉ thực sự mang lại lợi ích nếu chúng ta đặt vấn đề chất lượng phần mềm lên hàng đầu hơn là chỉ nhằm kết thúc công việc đúng thời hạn.

1. **Có nên viết unit test cho mọi thứ không?**

Câu trả lời ngắn gọn là **KHÔNG**.

Không phải tất cả mọi thứ đều cần phải được kiểm tra bằng unit test. Các đoạn code có thể không bao giờ thay đổi, hoặc không quan trọng đối với chức năng chính của hệ thống, hoặc rất khó để viết unit test hoặc đơn giản là quá lãng phí khi viết unit test, ...

Ngoài ra, chính xác khi nào và tại sao một thứ gì đó cần được viết unit test. Không có một kế hoạch kiểm thử nào phù hợp với tất cả. Mọi hệ thống đều khác nhau, mọi nhu cầu đều khác nhau, và bạn phải đánh giá phạm vi kiểm thử cần thiết dựa trên thiết kế và độ phức tạp của hệ thống bạn đang xây dựng, chưa kể thời gian thực hiện các kiểm tra đó.

### Vậy chúng ta nên viết unit test cho cái gì?

Chúng ta nên viết unit test cho bất cứ điều gì là:

* Quan trọng đối với toàn bộ chức năng của ứng dụng.
* Đã biết hoặc có khả năng hỏng hóc cao.
* Có khả năng thay đổi trong tương lai.

Nói cách khác: bạn nên kiểm tra cosde nào quan trọng, dễ hỏng hoặc có khả năng thay đổi.

Nói một cách đơn giản và dễ hiểu nhất thì nên viết unit test cho:

* Các lớp thư viện, lớp hạ tầng dùng chung cho nhiều project.
* Các lớp tầng business logic.
* Các lớp controller của Web UI và Web API.

### Làm thế nào để chúng tôi viết unit test?

Tôi rất vui vì bạn đã hỏi điều đó. Chính xác thì chúng ta phải viết unit test như thế nào?

Có rất nhiều thư viện cho unit test có sẵn trong thế giới .NET như [MSTest](https://docs.microsoft.com/en-us/dotnet/core/testing/unit-testing-with-mstest), [NUnit](https://nunit.org/), [XUnit](https://xunit.net/) và các thư viện khác.

Đây là những thứ phổ biến nhất và chúng hoạt động theo những cách tương tự nhau. Tuy nhiên, theo ý kiến ​​của tôi xUnit mang lại sự dễ sử dụng và khả năng tái sử dụng tốt nhất.

1. **Thông tin cơ bản về XUnit**

XUnit là một framework unit test cho .NET cung cấp một cách dễ dàng để viết code, chạy và debug các bài kiểm tra unit test.

Trong xUnit, một bài kiểm tra cơ bản là một phương thức trong lớp public, không có tham số hoặc giá trị trả về, được gắn nhãn bằng attribute Fact, như sau:

public class TestCases

{

    [Fact]

    public void ClassName\_MethodName\_ExpectedResult()

    {

        // Arrange

        // Fact

        // Assert

    }

}

Tại thời điểm này, bài kiểm tra trên chính xác là không có gì. Để điền vào những gì bài kiểm tra nên làm, chúng ta có thể làm theo phương pháp "Arrange, Act, Assert."

*LƯU Ý: Bạn có thể thiết lập xUnit để chạy các bài kiểm tra với đầu vào và đầu ra bằng Attribute [Theory].*

### Arrange, Act, Assert (AAA)

Cụm từ "Arrange, Act, Assert" hay AAA là một cách hay để ghi nhớ cấu trúc của một bài kiểm tra unit test.

* **Arrange** có nghĩa là để thiết lập môi trường thử nghiệm cần thiết và các phụ thuộc. Điều này có thể có nghĩa là tạo một tập hợp dữ liệu thử nghiệm tốt đã biết hoặc tạo mock của một phần phụ thuộc mà chúng ta không muốn kiểm tra. Tóm lại, "Arrange" có nghĩa là "tạo ra những gì bài kiểm tra cần để chạy."
* **Act** có nghĩa là thực thi mã cần được kiểm tra, đã được thiết lập trong bước Arrange.
* **Assert** có nghĩa là kiểm tra kết quả và đầu ra và xác nhận rằng chúng là những gì chúng ta mong đợi.

Ví dụ dưới đây là một bài kiểm tra unit test có sử dụng mock:

[Fact]

public void PlayerService\_GetAllPlayers\_InvalidLeague()

{

    //Arrange

    var mockLeagueRepo = new MockLeagueRepository().MockIsValid(false);

    var playerService = new PlayerService(new MockPlayerRepository().Object,

        new MockTeamRepository().Object,

        mockLeagueRepo.Object);

    //Act

    var allPlayers = playerService.GetForLeague(1);

    //Assert

    Assert.Empty(allPlayers);

    mockLeagueRepo.VerifyIsValid(Times.Once());

}

Đừng lo lắng về đoạn mã này; bây giờ, tất cả những gì bạn cần nhớ là mô hình "Arrange, Act, Assert".

### Mock

Đây là kiến ​​trúc cơ bản của ứng dụng:

![Kiến trúc ứng dụng và mô hình dữ liệu](data:image/png;base64,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)

Ở tầng thấp nhất, chúng ta có **Repositories**. Các lớp này giao tiếp trực tiếp với cơ sở dữ liệu.

Ở tầng tiếp theo là **Services**. Các lớp này xử lý các nghiệp vụ (business logic) của ứng dụng. Nó gọi các Repositories để lấy dữ liệu từ database hoặc lưu trữ dữ liệu vào database.

Ở tầng cao nhất là **Controller**. Đây là các lớp Controller của MVC, nó gọi các Services để lấy dữ liệu, xử lý nghiệp vụ, ..., cũng như xử lý view và những thứ khác mà controller thường làm.

Ví dụ mô hình dữ liệu của dự án như sau:

* **Leagues** là giải đấu thể thao, bao gồm nhiều team.
* **Teams** là các đội chơi bao gồm nhiều player.
* **Players** là những người chơi cho một team cụ thể.

#### Kiến thức cơ bản về Mocking

Một trong những mục tiêu mà bộ thử nghiệm nên có để kiểm tra một ứng dụng như ứng dụng này là kiểm tra từng lớp độc lập với những lớp khác. Điều đó có nghĩa là để kiểm tra lớp Service, chúng ta cần chạy các bài kiểm tra độc lập với các chức năng trong lớp Repository, nơi mà lớp Service phụ thuộc vào.

Để làm điều này, chúng ta sẽ "mocking" lớp Repository, có nghĩa là chúng ta thiết lập một lớp "giả" trả về một giá trị đã biết cho các lệnh gọi nhất định. Chúng ta thực hiện điều này đối với mỗi lệnh gọi mà lớp Service sẽ thực hiện đối với lớp Repository, hoặc tổng quát hơn là đối với từng phụ thuộc mà lớp đang được kiểm tra có.

Thư viện phổ biến nhất để thực hiện mocking trong ASP.NET là [Moq](https://github.com/Moq/moq4/wiki/Quickstart).

#### Sử dụng Moq

Moq là [NuGet package](https://www.nuget.org/packages/Moq/), vì vậy trước khi có thể sử dụng nó, chúng ta cần thêm nó vào dự án của mình thông qua NuGet.

Cách đầu tiên chúng tôi sử dụng Moq là thiết lập một thể hiện "giả" của lớp, như sau:

var mockTeamRepository = new Mock<ITeamRepository>();

Đối tượng mockTeamRepository được tạo sau đó có thể được đưa vào các lớp cần nó, như sau:

var teamService = new TeamService(mockTeamRepository.Object);

Tuy nhiên, cho đến lúc này, lớp mock của chúng ta không thực sự làm bất cứ điều gì; chúng ta cần thiết lập cho phương thức được gọi hoặc trả về giá trị. Để làm được điều đó, chúng ta có thể làm như sau:

mockTeamRepository.Setup(x => x.GetByID(It.IsAny<int>()))

                  .Returns(new Team());

Giải thích đoạn mã trên:

1. Phương thức .Setup() được sử dụng để chỉ định phương thức cần mocking (trong trường hợp này là GetByID()).
2. Phương thức GetByID() có một tham số kiểu int. Đoạn mã It.IsAny<int>() chỉ định rằng phương thức GetByID() sẽ được gọi với bất kỳ tham số kiểu int nào. Các ví dụ khác có trên trang [Moq GitHub](https://github.com/Moq/moq4/wiki/Quickstart#matching-arguments).
3. Phương thức .Returns() được sử dụng để chỉ định dữ liệu trả về cho phương thức GetByID(). Trong ví dụ này sẽ trả về new Team().

Vì vậy, với bất kỳ số nguyên nào, lớp được mock sẽ trả về new Team().

Đôi khi, bạn có thể muốn có một phương thức ném một ngoại lệ thay vì trả về một đối tượng. Bạn có thể thực hiện việc này bằng phương thức Throws() như sau:

mockTeamRepository.Setup(x => x.GetByID(It.IsAny<int>()))

                  .Throws(new Exception());

#### Xây dựng một Fluent Mock

Tất cả những điều này đều ổn và tuyệt vời, bởi vì nó cho phép chúng ta dễ dàng mô phỏng các lớp của mình để chúng ta có thể kiểm tra chúng một cách độc lập.

Nhưng trong các bài kiểm tra unit test thực tế, chúng ta thường phải sử dụng các mô phỏng đó trong nhiều thử nghiệm.

Một trong những cách mà nhóm của tôi và tôi đã khám phá ra để hạn chế số lượng mã lặp lại trong các bài kiểm tra của chúng tôi là xây dựng một lớp "fluent mock".

Hãy bắt đầu với một lớp kế thừa từ Mock<>:

public class MockTeamRepository : Mock<ITeamRepository>

{

}

Đối với mỗi phương thức chúng ta muốn giả lập, chúng ta cần gọi phương thức .Setup(), nhưng chúng ta muốn làm như vậy theo cách cho phép chúng ta gọi "chuỗi" các phương thức khi tạo các thể hiện của các lớp mock này. Điều này cho phép một tập hợp các lệnh gọi "fluent".

public class MockTeamRepository : Mock<ITeamRepository>

{

    public MockTeamRepository MockGetByID(Team result)

    {

        Setup(x => x.GetByID(It.IsAny<int>()))

        .Returns(result);

        return this;

    }

    public MockTeamRepository MockGetForLeague(List<Team> results)

    {

        Setup(x => x.GetForLeague(It.IsAny<int>()))

        .Returns(results);

        return this;

    }

}

Sau đó, chúng ta có thể sử dụng lớp "fluent mock" mới này để tạo một đối tượng giả lập như sau:

var mockTeamRepo = new MockTeamRepository()

                       .MockGetByID(new Team())

                       .MockGetForLeague(new List<Team>());

#### Xác minh phương thức được gọi

Moq cũng bao gồm một tính năng "Verify" cho phép chúng ta đảm bảo rằng một phương thức mock được gọi với số lần xác định.

Ví dụ: bạn có thể muốn sử dụng tính năng này khi bạn cần thực hiện một số loại xác minh trước khi gọi đến một lớp mock. Hãy xem một ví dụ về phương thức Search() của lớp TeamRepository.

public List<Team> Search(TeamSearch search)

{

    //If we are searching for an invalid or unknown League...

    var isValidLeague = \_leagueRepo.IsValid(search.LeagueID);

    if (!isValidLeague)

    {

        return new List<Team>(); //Return an empty list.

    }

    //Otherwise get all teams in the specified league...

    var allTeams = \_teamRepo.GetForLeague(search.LeagueID);

    //... and filter them by the specified Founding Date and Direction.

    if (search.Direction == Enums.SearchDateDirection.OlderThan)

    {

        return allTeams.Where(x => x.FoundingDate <= search.FoundingDate).ToList();

    }

    return allTeams.Where(x => x.FoundingDate >= search.FoundingDate).ToList();

}

Trong phương pháp này, có thể phương thức GetForLeague() của lớp TeamRepository hoàn toàn không được gọi; điều này xảy ra khi LeagueID không hợp lệ.

Phương thức Verify sẽ cho phép chúng ta đảm bảo trong quá trình thử nghiệm của mình rằng, khi LeagueID giải đấu không hợp lệ, phương thức GetForLeague() sẽ không bao giờ được gọi.

Sau đó, chúng ta có thể thêm một hàm mới vào lớp MockTeamRepository, như sau:

public class MockTeamRepository : Mock<ITeamRepository>

{

    //...

    public MockTeamRepository VerifyGetForLeague(Times times)

    {

        Verify(x => x.GetForLeague(It.IsAny<int>()), times);

        return this;

    }

}

Lớp Times được định nghĩa bởi Moq để sử dụng trong những tình huống này; nó cho phép chúng ta chỉ định số lần chúng ta mong đợi phương thức được gọi.

Ví dụ: nếu chúng ta mong đợi nó được gọi chính xác một lần, chúng ta có thể sử dụng phương thức này như sau:

//Arrange

var mockTeamRepo = new MockTeamRepository()

                       .MockGetByID(new Team())

                       .MockGetForLeague(new List<Team>());

var teamSearch = new TeamSearch()

{

    LeagueID = 1

}

var teamService = new TeamService(mockTeamRepo.Object);

//Act

var result = teamService.Search(teamSearch);

//Assert

mockTeamRepo.VerifyGetForLeague(Times.Once());//Expect this to be called exactly once.

Có nhiều giá trị cho lớp Times mà chúng ta có thể sử dụng:

mockTeamRepo.VerifyGetForLeague(Times.Once());

mockTeamRepo.VerifyGetForLeague(Times.AtLeastOnce());

mockTeamRepo.VerifyGetForLeague(Times.AtMostOnce());

mockTeamRepo.VerifyGetForLeague(Times.Never());

mockTeamRepo.VerifyGetForLeague(Times.AtMost(3)); //At most three calls

mockTeamRepo.VerifyGetForLeague(Times.Exactly(5)); //Exactly five calls

#### Xây dựng lớp Mock

Chúng ta đã tìm hiểu cách xây dựng một lớp fluent mock, bây giờ hãy thực hành xây dựng chúng.

Hãy bắt đầu với lớp TeamRepository. Đây là mã của nó:

public class TeamRepository : ITeamRepository

{

    public Team GetByID(int id)

    {

        throw new NotImplementedException();

    }

    public List<Team> GetForLeague(int leagueID)

    {

        throw new NotImplementedException();

    }

}

Chờ một chút, tại sao không có gì được triển khai trong lớp này?! Để chứng minh một luận điểm: **Các chi tiết triển khai thực tế không quan trọng khi mocking một lớp**. Vì vậy, hãy viết một số quy tắc cho các phương thức của lớp này.

* Phương thức GetByID() nên trả về một đối tượng Team nếu một đối tượng được tìm thấy và ném một ngoại lệ nếu không tìm thấy.
* Phương thức GetForLeague() sẽ trả về một danh sách nếu Id giải đấu hợp lệ và được tìm thấy, và một danh sách trống nếu không tìm thấy.

Với các quy tắc này, chúng ta có thể tạo ra lớp giả lập. Nó như sau:

public class MockTeamRepository : Mock<ITeamRepository>

{

    public MockTeamRepository MockGetByID(Team result)

    {

        Setup(x => x.GetByID(It.IsAny<int>()))

            .Returns(result);

        return this;

    }

    public MockTeamRepository MockGetByIDInvalid()

    {

        Setup(x => x.GetByID(It.IsAny<int>()))

            .Throws(new Exception());

        return this;

    }

    public MockTeamRepository VerifyGetByID(Times times)

    {

        Verify(x => x.GetByID(It.IsAny<int>()), times);

        return this;

    }

    public MockTeamRepository MockGetForLeague(List<Team> results)

    {

        Setup(x => x.GetForLeague(It.IsAny<int>()))

            .Returns(results);

        return this;

    }

    public MockTeamRepository VerifyGetForLeague(Times times)

    {

        Verify(x => x.GetForLeague(It.IsAny<int>()), times);

        return this;

    }

}

Lớp fluent mock này và những lớp khác giống như nó có thể được sử dụng trong các Unit Test của chúng ta như sau:

[Fact]

public void TeamService\_Search\_OlderThan\_Valid()

{

    //Arrange

    var mockTeams = GetMockTeams();

    var mockTeamRepo = new MockTeamRepository().MockGetForLeague(mockTeams);

    var mockLeagueRepo = new MockLeagueRepository().MockIsValid(true);

    var teamService = new TeamService(mockTeamRepo.Object, mockLeagueRepo.Object);

    var searchParams = new TeamSearch()

    {

        LeagueID = 1,

        FoundingDate = new DateTime(2013, 1, 1),

        Direction = SearchDateDirection.OlderThan

    };

    //Act

    var results = teamService.Search(searchParams);

    //Assert

    Assert.NotEmpty(results);

    mockLeagueRepo.VerifyIsValid(Times.Once());

    mockTeamRepo.VerifyGetForLeague(Times.Once());

}

Tương tự là lớp fluent mock cho lớp PlayerRepository và LeagueRepository:

public class MockPlayerRepository : Mock<IPlayerRepository>

{

    public MockPlayerRepository MockGetByID(Player result)

    {

        Setup(x => x.GetByID(It.IsAny<int>()))

            .Returns(result);

        return this;

    }

    public MockPlayerRepository MockGetForTeam(List<Player> results)

    {

        Setup(x => x.GetForTeam(It.IsAny<int>()))

            .Returns(results);

        return this;

    }

    public MockPlayerRepository VerifyGetForTeam(Times times)

    {

        Verify(x => x.GetForTeam(It.IsAny<int>()), times);

        return this;

    }

}

public class MockLeagueRepository : Mock<ILeagueRepository>

{

    public MockLeagueRepository MockIsValid(bool result)

    {

        Setup(x => x.IsValid(It.IsAny<int>()))

            .Returns(result);

        return this;

    }

    public MockLeagueRepository VerifyIsValid(Times times)

    {

        Verify(x => x.IsValid(It.IsAny<int>()), times);

        return this;

    }

}

### Theory trong XUnit

Ta có class Test sau:

using System;

using Xunit;

using Validators.Password;

namespace PasswordValidatorTests

{

    public class ValidityTest

    {

        [Fact]

        public void ValidPassword()

        {

            //Arrange

            var passwordValidator = new PasswordValidator();

            const string password = "Th1sIsapassword!";

            //Act

            bool isValid = passwordValidator.IsValid(password);

            //Assert

            Assert.True(isValid, $"The password {password} is not valid");

        }

        [Fact]

        public void NotValidPassword()

        {

            //Arrange

            var passwordValidator = new PasswordValidator();

            const string password = "thisIsaPassword";

            //Act

            bool isValid = passwordValidator.IsValid(password);

            //Assert

            Assert.False(isValid, $"The password {password} should not be valid!");

        }

    }

}

Hai trường hợp về tính hợp lệ của mật khẩu được kiểm tra bởi các bài kiểm tra unit test ở trên là không đầy đủ.

Chúng chỉ là hai ví dụ đơn giản về các trường hợp thành công và thất bại, nhưng tất nhiên, các trường hợp có thể để kiểm tra còn nhiều hơn thế nữa.

Bạn không thể mong đợi có thể kiểm tra hết mọi trường hợp có thể xảy ra, nhưng bạn có thể kiểm tra một tập hợp con đáng kể các trường hợp điển hình.

Điều này giúp bạn có phạm vi mã được kiểm tra lớn hơn cho code của bạn. Trong ví dụ xác thực mật khẩu, điều này có nghĩa là bạn nên xác định một tập mật khẩu hợp lệ và không hợp lệ đại diện. Đối với mỗi mật khẩu trong các tập này, bạn nên áp dụng một trong các bài kiểm tra được triển khai ở trên.

Cách tiếp cận này sẽ đảm bảo sự tin cậy đáng kể vào hoạt động chính xác của phương thức IsValid(). Nhưng nó yêu cầu phải sao chép cùng một mã cho mỗi mật khẩu mẫu để kiểm tra. Bạn biết rằng [sao chép mã không phải là một best practice](https://en.wikipedia.org/wiki/Don%27t_repeat_yourself).

May mắn thay, xUnit có thể giúp bạn vấn đề này bằng cách sử dụng attribute **Theory**. Theory là một bài kiểm tra unit test có tham số cho phép bạn thực hiện một tập hợp các bài kiểm tra đơn vị có cùng cấu trúc.

Theory cho phép bạn triển khai cái được gọi là [kiểm thử theo hướng dữ liệu](https://en.wikipedia.org/wiki/Data-driven_testing), là một phương pháp kiểm thử dựa nhiều vào sự biến đổi dữ liệu đầu vào.

Vì vậy, để dễ hình dung Theory là gì, hãy thay thế nội dung của đoạn code lúc đầu bằng nội dung sau:

using System;

using Xunit;

using Validators.Password;

namespace PasswordValidatorTests

{

    public class ValidityTest

    {

        [Theory]

        [InlineData("Th1sIsapassword!")]

        [InlineData("thisIsapassword123!")]

        [InlineData("Abc$123456")]

        public void ValidPassword(string password)

        {

            //Arrange

            var passwordValidator = new PasswordValidator();

            //Act

            bool isValid = passwordValidator.IsValid(password);

            //Assert

            Assert.True(expectedResult);

        }

        [Theory]

        [InlineData("Th1s!")]

        [InlineData("thisIsAPassword")]

        [InlineData("thisisapassword#")]

        [InlineData("THISISAPASSWORD123!")]

        [InlineData("")]

        public void NotValidPassword(string password)

        {

            //Arrange

            var passwordValidator = new PasswordValidator();

            //Act

            bool isValid = passwordValidator.IsValid(password);

            //Assert

            Assert.False(expectedResult);

        }

    }

}

Đoạn mã trên thay thế attribute Fact bằng attribute Theory, bổ sung thêm các attribute InlineData và tham số password vào 2 bài kiểm tra unit test.

Như bạn có thể thấy, thay vì hard code thông tin mật khẩu thì ở ví dụ trên, chúng ta tạo tham số password để lấy thông tin mật khẩu từ attribute InlineData. Mỗi attribute InlineData sẽ đại diện cho một mật khẩu trong tập mật khẩu chúng ta cần kiểm tra.

Nói cách khác, mỗi attribute InlineData đại diện cho một lệnh gọi của bài kiểm tra. Trên thực tế, nếu bạn khởi chạy lệnh, bạn sẽ nhận được thông báo rằng tất cả 3 bài kiểm tra ValidPassword và 5 bài kiểm tra NotValidPassword đều thành công.

Bên cạnh attribute InlineData, xUnit cung cấp cho bạn các cách khác để định nghĩa dữ liệu cho Theory, chẳng hạn như nguồn dữ liệu ClassData là một lớp triển khai interface IEnumerable và nguồn dữ liệu MemberData là một thuộc tính hoặc một phương thức.